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Finding typical I nternet user behaviors

Péter Megyesi, Sandor Molnar

High-Speed Network Laboratory
Department of Telecommunication and Media Informatics
Budapest University of Technology and Economics
{megyesi, molnar}@tmit.bme.hu

Abstract. In various network tests we often need to use differacetfiles in
order to get the most comprehensive result. This proeechguires multiple
input files which were generated in different ways. In giaper we suggest a
method for analyzing traffic measurement and extracting the most typical user
behaviors. We introduce the Traffic Descriptive String®%) whichis a
projection of measurement data. We present an algorittiomigable to score
the similarities between two TDSs.
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1 Introduction

Testing various network devices often leads to a poietrehaptured trace files have
to be used. The choice of the right input raises the questiosing traces which are
available on the Internet for everyone or generate tmemually. The first method is
usually useful at final stage of testing for making the reswitsparable. The second
technique is applied at early stages during the tuning dfitieeent parameters as the
usage of manually generated trace files have the benafitve know what the input
contains, therefore we know what to expect as a rddaltiever, in order to create
the most general and realistic input files we have tavkihe usual way of how users
use the Internet.

In this paper we present a method for extracting typicat bebhaviors from
Internet traffic measurements. We introduce the Trafficcbygtive Strings (TDS)
which are a projection of traffic measurements and lsa used for representing a
user’s traffic stream. We have implemented a scoring scheme which lés tab
evaluate the similarities between two traffic streampresented by TDSs. This
scoring scheme is used by an algorithm which is able tali@anost similar typical
user behavior for any givenDS. Our method is novel since according to our
knowledge the current literature lacks methods represamiergtraffic by such string
descriptors.

In the next section we discuss the general way of cediraffic Description
Strings from a traffic measurement report. Section 3 pteghe algorithm which is
able to extract typical patterns from a measurementtsesoihverted into TDSs. In
Section 4 we present the TDS scoring scheme and we gine sxamples for its
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result using an artificially created database. Finally, suenmarize our work in
Section 5.

2 Traffic Descriptive Strings

During the creation of the Traffic Descriptive Strings Wwave to run a traffic
classification algorithm on the input raw measuremehe efficiency of the various
traffic classification algorithms covers a wide rangat Deep Packet Inspection
(DPI) solutions tend to generate the best results. DPFasna of classification that
also examines the data part of the packets not just gteise Although the source of
the most sophisticated industrial DPI tools are closethé public, there are many
open source DPI projects [3]. One of the most popular openesb@PI is OpenDPI.
OpenDPI is the open sourcersion of Ipoque’s DPI engine [4]. Ipoque is a provider
of DPI solutions for internet traffic management and aimly@penDPI supports
most of todg’s popular network protocols [5].

Before the processing of the report generated by thfectcddissification tool, the
definition of the traffic classes has to be made. phaxess is highly dependent on
the classification tool we use since the applicatisghtnot be able to distinguish
certain traffic classes we have defined. In the fdlhms we will use the traffic classes
found in Ipoqués Internet study[2] as these classes are also distinguishable by
OpenDPI. Thus the defined traffic classes can be found ife Tlalwhere we have
assigned a character to each of them.

Table 1. Defined traffic classes.

Traffic Class ézsalrgancet}:r Description
P2P A Peerto-peer file sharing
Web B Web browsing incl. file download
Streaming C Audio and video streaming
VolP D Voice over IP
IM E Instant messaging
Tunnel F Encrypted tunneling protocols
Standard G Legacy Internet protocols
Gaming H Multiplayer and network games

After the definition of the traffic classes the creatiof the Traffic Descriptive
Strings is implemented as follows. Firstly, a time reoh has to be chosen. This
will serve as a time interval that the algorithm part¢keés measurement. Each time
slot will be handled independently, thus the choice efrésolution has to be adjusted
for the required results. A too short time interval easult in an output where typical
patterns are not extractable. On the other hand, usiog lartg time unit could hide
the differences between distant inputs. In our early testshose this time resolution
to one minute. However, this decision will be further stigated based on the range
of human user reactions with controlled applications.
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As a next step, we disassociate the input to individualsus case of an
aggregated measurement. Then the algorithm examines for iesasryhat which of
the defined traffic classes were used in every time Bltte transmitted data of one
traffic class is larger than a given limit (e.g. 100 Kbyti&s character is written into
the Traffic Descriptive String of the user. We separate time slots with the
semicolon character. Thus a suitable input format fer tpical user behavior
extractor algorithm is given in Figure 1.

1223378304 AB;AB;AB;AB;AB;AB;AB;AB;AB;AB;AB;AB;
1223378343 DH;DH;DH;DH;DH; DH; DH; DH; DH; DH; DH; DH;
1223378892 C;C;C;C;C;C;C;C;C;C;C;C;

Fig. 1. Measurement results converted into TDS format.

The example in Figure 1 describes three users for 12 tinee (A& minutes in our
example); the first user was running a peepeer file sharing client while browsing
the Internet; the second one was using a VolP and a ganppticagion
simultaneously; and the third user was streaming onlirdtamemntent. We also add
the UNIX timestamp of the beginning of the given user’s activity for possible future
processing.

3 Extracting typical user behaviors

During the extract of typical behaviors we tend to finehfrently occurring shorter
term periods in the input. In this procedure the algorithm exesmiwery fixed time
length patterns between a lower and a higher time. lithie reason for the lower limit
is thattoo short time periods wouldn’t generate stabile traffic. For example, if a
torrent client runs for only one minute the numbethe peerto-peer connections
wouldn’t reach its maximum value. On the other hand, the longer a pattern is the
lesser it would occur in the traffic stream. In out tes have defined the lower limit
in 4 minutes and the higher limit in 10 minutes.

As a first appealing solution we have inspected existingfrfintling methods
used in bioinformatics problems. In bicinformaticsaaithms tend to find similarities
in protein chains. These algorithms usually use a simplegshput which contains
the markings of the four proteins: A for Adenine, T Tétrymine, G for Guanine and
C for Cytosine. Thus the principal of the task is theesadinding typical motifs in a
string array. The idea of using bioinformatics algorithms fiootif finding is
presented in [6]. In this paper the authors present a frarkeusing Glam2 for
signature generation. Glam2 is a software package fanfjinaotifs in sequences,
typically amino-acid or nucleotide sequences [7]. Glam2Scanpiart of the Glam2
software package which can find matches in a sequenceadatdb a motif
discovered by Glam2 [8]. Glam2Scan gives a score for eaathnraticating how
well it fits the given motif so it also could be thesbaan approximately match
algorithm.
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We have examined the possibility of applying the same anthite presented in
[6] with a different preprocessing method. However, aftlemg investigation process
we have found that this technique is not appropriate for ouk.\irhe main reason
behind this is that bioinformatics algorithm use alphalietre the role characters are
the same. In a Traffic Descriptive String the timerdigér semicolon character has
completely different meaning than the others. Moreovesuincase we would like to
have a flexible method for defining suitable replacementsédoiain traffic classes
(e.g. assigning different characters for application<hvigenerates the same type of
traffic, but we would like to distinguish them in theukssuch as web browsers) and
also complete exclusions (e.g. give low score when rigglaeeb to P2P).

Thus we implemented a unique algorithm for the Traffic EtiadaTool which
can extract typical user behaviors from the input filgsstly, it filters out the long
idle periods (multiple consecutive semicolon charactersh ftbe input thus the
results won’t contain patterns in which the idle period is longer than the active period.
Secondly, for symmetric TDS patterns (where the saraeacters occur in every time
unit) the algorithm recalculates the real number occurrdmeelviding the total run
length with the time length of the pattern.

In the algorithm two limits have to be declared: a hard md soft limit. Firdy,
the tool counts the occurrences for every occurring TDStriugpswhich has the
given time length. Then the algorithm discards patterns belevsaft limit After
that, following iteration is repeated. The algorithm ghtes the most similar pattern
for the substring which occurrence is equal to the softt lusing the scoring
mechanism presented in Section 4 and increthsesesult’s occurrence by the soft
limit. Then the soft limit is increased by one. This procedkrepeated until the soft
limit reaches the hard limiAfter that, the remaining TDS substrings occurring more
than the hard limit are added into the typical behavior.pool

The choice of the limits is dependent on the result weldvlike to achieve. For
example, setting the two limits to the same value awithid the usage of the scoring
mechanism and result in only the TDSs which occurrénageater than then the
given hard limit. On the other hand, setting the sofitlim 1 will give the most
detailed result but it can significantly increasertimetime of the algorithm.

4 TheTDSscoring algorithm

When we were designing the TDS scoring algorithm thieviihg rules were laid
down:

1. If we compare an A string to a &ring, the returned score must be less than or
equal to score the algorithm returns comparing the A stvitigitself.

2. The equality must only stand if the same characters thttsame amount are in
both A and B.

3. The algorithm must inspect the time length of the TBS® give lesser score if it
differs.

4. We must have a way of setting unique values for whichidrafpes are suitable
substitutions for each other and which are completetjuded.
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Taking these considerations into account, we have ekbfim scoring matrix
labeling its rows and columns with the defined traffisses’ characters. We also add
the*“X” character which will refer to no action. If we suhggtan“A” character from
the first string to &B” character in the second string the score undefAlieow and
“B” column will be added to the total score. Firstly, tlgp@thm concatenatesX”
characters to the shorter string until both of themtaionthe same amount of
characters. After this, a dynamic programming algorithmigfithe best substitution
solution for the characters calculating the maximal péssicore [1], [9]. As the last
step the algorithm modifies the given score with addiviif the time lengths of two
strings differ.

In order to get the most ideal values of the scoring ratrd the length modifier
we created a test database of Traffic Descriptive Stringsontrast with the typical
user behaviors this artificial database contains ©BI$s in which the actions are the
same in every time slot. We integrated every variatiominimum four maximum
ten time unit long scenarios which contains maximum 4ssels of traffic
simultaneously.

An example for the scoring matrix can be found in Table 2 i@leas behind the
definition of the individual values were the followingghe values in the “X” row
represent the scores given for extra traffic. Thesebewnhave to be negative
otherwise the first rule wouldn’t apply. Here we give lesser values for classes with
higher bandwidth as adding them into the traffic streamldvsuppress the others.
Similar considerations were made for the values in the “X” column. These numbers
represents the absence of a class without substitlitene. we also give lesser values
for the classes with higher bandwidth as their abseoe the traffic stream would
make the dominant flow disappear. The other values in the diegonal are set to 4
thus if a character is substituted for itself the alpamigives 4 points. The remaining
values in the matrix are close to zero. The main refsahis idea is that these traffic
classes are fairly different from each other thus rien@ suitable replacement for
another. However, a slight preference sequence can de igivsmall values.

Table 2. Example for the scoring matrix.

X | A B C D E F G H
o|3(-2|-3|-2|-1|-2]-1]-=2
-3/ 41010201 0 |01 O |01
21 0 4 101|01(01(01|01)]01

-3(01| O 4 102| 0 0 0 | 02
01(02] 4 0 0 0 | 02

-1 01f 0 |01 4 0 |02]01
0 4 0 | 01

01f{ 0 (01|02]|01| 4 |01
01{02(02|01|01(01]| 4

I|Ommolo|m| >|X
N

0
0
21 001 0 |01
0
0
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Two examples are given for the result in Table 3 and Tébla these cases we
allow one minute time different between the comparedgdrand divide the final
score the by 1.2 if the time difference consisitsboth table the © row shows the
score with the input itself. In case of Table 3 theutnpas a six-minute-long VoIP
activity. Since this is a symmetrical TDS this strisgn the test database thus the
most similar pattern is itself. As the results shtive, second most similar TDS is the
seven-minute-long VoIP activity. After that the given sogrecheme prefers the
addition of low bandwidth classes, the Instant messagingafid the Standard
protocols (G).

In case of Table 4 the input was again a six-minute-lorigitgctout here the first
three minutes contained VoIP while last three Strearinidpe results we can see that
the six-minute-long only VoIP and only Streaming got the sameunt of points
being equally similar to the input. The next two resattsthe simultaneous VoIP and
Streaming, the five-minute-long in th& Place while the six-minute-long in thé' 4
place. The reason for this succession is that eventibhtug fiveminute-long TDS is
shorter in time, but the sum of the generated traffic wbaldloser to the input.

Table 3. Scoring algorithm, example 1.

# | score | ratio | time length TDS
0 24 1 6 D;D;D;D;D;D;
1 24 1 6 D;D;D;D;D;D;
2 | 18.33| 0.76 7 D;D;D;D;D;D;D;
3 18 0.75 6 DG;DG;DG;DG;DG;DG;
4 18 0.75 6 DE;DE;DE;DE;DE;DE;
5 15 0.62 5 D;D;D;D;D;
Table 4. Scoring algorithm, example 2.
# | score | ratio | time length TDS
0 24 1 6 D;:D;D;C;C;C;
1 12.6 0.52 6 D;:D;D;D;D;D;
2 12.6 0.52 6 C;,C,C.C.CC;
3 | 11.66 | 0.48 5 CD;CD;CD;CD;CD;
4 9 0.37 6 CD;CD;CD;CD;CD;CD;
5 8.83 0.36 7 D;:D;D;D;D;D;D;

These examples describe one possible way of choosingdhiacs values. If we
would like to prefer e.g. the longer scenarios against ddé@iens, we could easily
adjust the values for our purpose. The adjustment of thimgomlues from different
point of views can be found inJ[1
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5 Conclusion

In this paper we introduced the Traffic Description Strig§®S) which is a
projection of traffic measurement result. We have preseah algorithm which is
able to extract typical user behaviors from real tafieasurement. This method uses
a unigue scoring scheme which is able determine sitigta between two arbitrary
given TDSs.

The knowledge of the typical way of how users use the Inteouéd benefit us in
several ways. For example, we can generate up to date foao/arious testing
purposes since we know in which combinations the diffesgr® of applications have
to be launched.
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