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0 o Overview of my Results

I study the construction and analysis of symmetric cryptography algorithms. Symmetric

primitives are mostly standardized through open international competitions, where their

security is assessed by public cryptanalysis. I have contributed to several competitions

(SHA-3, CAESAR, NIST Lightweight) by designing new primitives, and analyzing the other

candidates. I have also applied cryptanalysis techniques beyond primitives, to analyze the

security of modes of operations, and to extend cryptanalysis results to practical settings.
I briefly mention my main results below.

Design of primitives. I have contributed to the design of several primitives; most of them
have been submitted to standardization processes:

e SIMD, a hash function submitted to the SHA-3 competition [LBF08];
e SPRING, a PRF based on a lattice construction [BBL+15];

e SCREAM an authenticated encryption algorithm based on LS-designs submitted to
the CAESAR competition [GLS+14];

e Spook an authenticated encryption algorithm based on LS-designs submitted to the
NIST lightweight standardization [BBB+20];

o Saturnin [CDL+20] an authenticated encryption algorithm with post-quantum secu-
rity submitted to the NIST lightweight standardization [BBB+20]; we later proposed
a dedicated mode of operation, with post-quantum security: QCB [BBC-+21].

I have also proposed constructions for components of symmetric primitives (used in some
of the primitives above):

o the LS-design methodology for block ciphers [GLS+15];

o constructions for lightweight 8-bit S-Boxes based on 4-bit S-Boxes [CDL16];
o constructions of lightweight MDS matrices [DL18].

Cryptanalysis of primitives. I have obtained important cryptanalysis results on primitives,
either in the context of standardization processes, or by evaluating the security of widely
used primitives. Some of my main results are:

o the first preimage attack against the full MD4 [Leu08al;
o tools for the analysis of ARX primitives [Leul2; Leul3];

o a differential-linear attack against Chaskey [Leul6b]; the attack breaks 7 rounds and
has motivated the authors to increase the number of rounds from 8 to 12;

o an analysis of differential and linear cryptanalysis in the quantum setting [KLL+16b];
o a chosen-prefix collision attack against the full SHA-1 [LP19; LP20];

o a new representation of the AES key-schedule [LP21] (Eurocrypt 2021 best paper
award);
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attacks against the full permutation Gimli [FLN+20; FLN+-21] (Asiacrypt 2020 best
paper award);

attacks against Simon and Simeck [LPS21];

an analysis of GEA, the encryption algorithm used in GPRS showing an intentional
weakness in GEA-1[BDL+21];

improvement of boomerang attacks against AES-based primitives [BL23];

algebraic attacks against arithmetization-oriented primitives [BCD+20; BBL+22;
LMP+23]; in particular we solved several challenges from the Ethereum Foundation.!

Generic attacks. I also use cryptanalysis techniques more originally, in order to devise
generic attacks against modes of operations or ideal constructions. Some of the results
obtained are quite surprising:

generic attacks against hash-based MACs [LPW13; DL14; DL16]; surprisingly, we
obtain a key-recovery attack when the hash function uses an internal checksum,
showing that the checksum makes the hash function weaker;

a preimage attack against the sum of two hash functions, showing that the sum is
often weaker than the initial functions [LW15];

generic attack against several MACs with security beyond the birthday bound [LNS18];
this contributed to closing the gap between proofs and attacks, and we have also
invalidated a previous proof;

a generic attack against the CTR mode, showing plaintext recovery with complexity
27/2 [LS18];

forgery attacks with polynomial complexity against MACs in the quantum set-
ting [KLL~+16a; BLN+21]; this shows that quantum computing has a strong impact
on symmetric cryptography, in addition to asymmetric cryptography.

Practical impact of cryptanalysis. Finally, I'm also interested in the practical security
impact of cryptanalysis, and I've demonstrated several attacks against concrete protocols,
using weaknesses of cryptographic algorithms. In particular, I am proud that several of
my works have contributed to the deprecation of obsolete standards:

a password-recovery attack against APOP using MD5 collisions [Leu07] (CVE-2007-
1558);

a demonstration of the well-known collision attack with complexity 2"/2, showing
that it is actually practical against block ciphers with 64-bit blocks, such as 3DES
(Sweet32, CVE-2016-2183, CVE-2016-6329);

the first chosen-prefix collision for SHA-1, using it for impersonation attack against
the PGP web-of-trust [LP20] (Shambles, CVE-2019-14855);

transcript-collision attacks against internet protocols TLS, SSH, and IPsec using
chosen-prefix collisions for MD5 and SHA-1 [BL16b] (SLOTH, CVE-2015-7575 — NDSS
2016 distinguished paper award).

Focus of this thesis. In this thesis, I will explain cryptanalysis techniques that don’t
target directly primitives; instead I will focus on application to modes of operations and
ideal constructions, and on leveraging weaknesses of primitives to break concrete protocols.

Ihttps://crypto.ethereum.org/bounties/zk-hash
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Introduction

Cryptography enables secure communication in the presence of an adversary, with tools to
guarantee the confidentiality and authenticity of messages, and to authenticate users. It is
a vital part of the today’s digital world, where we exchange private information over the
internet, we buy goods and services on the web, industrial control systems are networked,
banks settle financial transactions online, and state agencies communicate remotely. Indeed,
we have strong evidence that adversaries are trying to intercept communications and to
penetrate computer systems, from cybercriminals to state agencies performing massive
surveillance and to private companies collecting personal data for targeted advertising.

Cryptographic schemes are designed with a bottom-up approach, starting from primi-
tives that operate on small messages and achieve a well-defined security notion (such as
being hard to invert). Then, primitives are used inside a mode of operation (or mode) and
a protocol to deal with session establishment and arbitrary messages.

In order to allow security evaluation of the schemes, the algorithms must be published,
and their security must rely on a small piece of information that is different for each
user, and kept secret: the key. These principles have been established as early as 1883 by
Auguste Kerckhoffs:

i

1. Le systéme doit étre matériellement, sinon mathématiquement, indéchiffrable;

2. Il faut qu’il n’exige pas le secret, et qu’il puisse sans inconvénient tomber entre les
mains de ’ennemi;

3. La clef doit pouvoir en étre communiquée et retenue sans le secours de notes écrites,
et étre changée ou modifiée au gré des correspondants;

4. 1l faut qu’il soit applicable a la correspondance télégraphique;

5. 1l faut qu’il soit portatif, et que son maniement ou son fonctionnement n’exige pas le
concours de plusieurs personnes;

6. Enfin, il est nécessaire, vu les circonstances qui en commandent ’application, que le
systéme soit d’un usage facile, ne demandant ni tension d’esprit, ni la connaissance
d’une longue série de regles a observer.

— Auguste Kerckhoffs, [Ker83]

77

1.1 Symmetric and asymmetric cryptography

The most natural cryptographic construction use the same key to encrypt a message and
to decrypt it; it has been used since antiquity to protect military communications. Today,
we denote the corresponding field as symmetric cryptography or secret-key cryptography.

Symmetric cryptography. Symmetric primitives are mostly dedicated designs that try
to mix the key and the message in a complex way following the notions of confusion and
diffusion formalized by Shannon in 1949 [Sha49]. We have four main types of primitives in
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use today: block ciphers (such as AES [AES]), stream ciphers (such as Salsa20 [Ber08]),
hash functions (such as the SHA standards [SHA1; SHA2; SHA3]), and cryptographic
permutations (such as Keccak-f [SHA3]).

Symmetric primitives usually work on small blocks of fixed size (n bits, typically n €
{64,128,256} for block ciphers, and 256 < n < 2048 for hash functions and cryptographic
permutations). Then, they are used inside a mode of operation to deal with arbitrary-length
messages. A mode divides the message M into n-bit blocks m;, and processes the blocks
one by one through the primitive with various chaining rules. Standard modes of operation
starting from a block cipher can provide encryption (CBC, CTR), authentication (CBC-MAC,
PMAC), or authenticated encryption (GCM, 0CB). Rogaway gives a good overview of the
main block-cipher modes and their security [Rogl1]. Similarly, the sponge construction
and its variants turn a cryptographic permutation into a hash function, a stream cipher,
or an authenticated encryption. Hash functions are typically considered a primitive, but
they are actually built using a mode of operation (often Merkle-Damgard or HAIFA) from
a smaller primitive: a compression function.

In the last years, an important trend is the design of lightweight primitives, for use
in embedded devices with very limited power (medical implants, contactless smart cards,
sensor nodes, ...), where standard cryptography is too expensive. In particular, the
US National Institute of Standards and Technology (NIST) has recently organized a
competition to select new standards in this field.!

Some industry applications use proprietary (non-public) algorithms, in particular
for lightweight use cases where standard algorithms do not fit. In most cases, these
algorithms turn out to be weak and can be broken in practice, such as CSS [Ste99]
(used for the DRM system of DVDs), PCl (used for the DRM system of Amazon
ebooks) [BLR13], Keelog [IKD+08; EKM+08] (used in car keys from multiple manu-
facturers), DST 40 [WMA+19] (also used in car keys) or MiFare [GKM+-08] (used in
transport card such as the Oyster card in London).

Asymmetric cryptography. On the other hand asymmetric cryptography, or public-key
cryptography uses different keys to encrypt a message and to decrypt it. Therefore, the
encryption key does not have to be kept secret, and can be widely distributed. This solves
the problem of key distribution, which is a big drawback of symmetric cryptography.

The most widely used constructions today are based on hard problems from number
theory: the Diffie-Hellman key exchange [DH76] relies on the hardness of computing
discrete logarithms, while the RSA signature and encryption scheme [RSAT78] relies on the
hardness of factoring.

However, those constructions would be broken by a quantum computer, if such a device
can be built. Indeed, Shor’s algorithm [Sho94] computes discrete logarithms and factors
integers in quantum polynomial time. Following recent advances in quantum information
theory, there is a strong interest in constructions that rely on hard problems that are
believed to resist quantum computers, such as code-based cryptosystems [McE78] or lattice-
based cryptosystems [Ajt96; Reg05]. The NIST has recently organized a standardization
process for this type of post-quantum algorithms.?

Hybrid systems. Many security systems rely on public-key cryptography for key estab-
lishment, but only secret-key cryptography can offer sufficient performance to process
bulk messages. Therefore, in practice, we use hybrid schemes that combine public-key
cryptography and symmetric cryptography.

1https ://csrc.nist.gov/projects/lightweight-cryptography
2https://csrc.nist.gov/projects/post-quantum-cryptography
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1.2 Evaluating cryptographic schemes

Since the seminal work of Goldwasser and Micali [GM84], provable security has become the
accepted practice in cryptography. Proposals for new schemes and protocols are expected
to come with a security reduction, showing that the system is secure under a reasonable
security assumption, or security model, for the underlying primitive(s).

A security proof starts by defining a security notion, and bounds the probability (or
advantage) of an adversary to break that security notion, depending on the resources she
can use, and the security of the primitive. Provable security focuses on asymptotic security:
a mode is secure if the bound decreases exponentially with n.

Concrete security. In order to better understand the security of cryptographic schemes,
the “concrete security” [BDJ+97] approach writes explicit bounds on the security depending
on the parameters of the system. This allows to select appropriate parameters. For instance,
the security proofs of several CBC-MAC variants [BKR94; PR00] can be written as:

2
AdVgBRCf‘MAC—E < AdVERP + (27717
where E is an n-bit block cipher, and o the amount of data authenticated. This means
that CBC-MAC is a secure family of pseudo-random functions (PRF) as long as o < 2"/2,
and the block cipher is a secure pseudo-random permutation family (PRP).
In practice, the bounds of many modes of operation include a term in the order of
02/2" where o is the total length of the queries made by the adversary. This means that
the mode is only secure when ¢ < 2™/2, which is called birthday-bound security.

Cryptanalysis. Cryptanalysis is another way to evaluate the security of cryptographic
schemes, using a whole range of algorithmic knowledge to search for efficient attacks. There
are classical techniques that apply to large classes of schemes (such as differential [BS91]
and linear [Mat94] cryptanalysis), but cryptanalysis is still a difficult task because these
techniques must be tailored to each scheme, and new techniques must often be devised.

Cryptanalysis is a crucial part of cryptographic research because we cannot prove
unconditionally that a cipher is secure. In particular, we cannot prove the security
of cryptographic primitives, because we cannot reduce their security to the security of
a lower-level components. Therefore, a large, public cryptanalysis effort is of utmost
importance. If such an effort unveils weaknesses in a cryptographic construction, it will
be deprecated, hopefully before the weaknesses lead to practical breaks. Conversely, a
continued cryptanalysis effort lasting over several years without finding security weaknesses
is a good way to build trust in the security of a construction. For instance the AES
standard is a widely available and well trusted block cipher, because numerous experts
have tried to break it in the last 25 years.

1.3 Cryptography usage in practice

Cryptography is now used routinely in our daily lives. Most of the devices with wireless
communication use some kind of encryption, because radio transmissions are easy to inter-
cept: Wi-Fi uses WEP (based on RC4) or WPA (based on AES), cell phone communications
are encrypted with Kasumi, SNOW 3G, AES, or ZUC, Bluetooth uses EO, cordless phones
use the DECT Standard Cipher, etc. Cryptography is also widely used to authenticate
legitimate users of a system: credit cards use public-key cryptography to prove to a reader
that they are genuine; wireless keys fobs or cards are used to open cars, to access public
transports, or to enter buildings; and passports contain an RFID chip to authenticate
them.
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Hello
Hello, Public key, Certificate Handshake
Session key (encrypted with public key)
AES-CBC(m ), HMAC-SHA1 (m;)
AES-CBC(1m5). HMAC-SHA1 (1m5) Data transmission

Figure 1.1: TLS: an example of secure channel establishment.

One of the most successful deployments of cryptography in practice is the SSL/TLS
protocol, with more than 80% of pages loaded on the web now encrypted with TLS.? It is
also a good example to understand what a real-world attacker can do.

The Transport Layer Security protocol (TLS). TLS is a transport protocol that can be
used to encapsulate various internet protocols. It is widely used today on the internet,
with most HTTP and IMAP connection secured by TLS (HTTP over TLS is denoted as
HTTPS). TLS derives from SSL, originally designed by Netscape, with SSL 2.0 released
in 1995 and SSL 3.0 in 1996. Development of the protocol was then taken over by the
IETF, and later versions are denoted as TLS, with four version up to date: TLS 1.0 in
1999, TLS 1.1 in 2006, TLS 1.2 in 2008, and TLS 1.3 in 2018.

TLS is a hybrid protocol, using public-key cryptography for key establishment, and
symmetric cryptography to encrypt and authenticate the actual data with the session
key. When a client connects to a server, they start a handshake phase, where public-key
cryptography is used to authenticate the server and to establish the session key, and
parameters of the connection are negotiated (in particular the choice of ciphers to use).
Figure 1.1 shows a typical example of TLS handshake and data transmission.

When used properly, TLS guarantees the identity of the server (and optionally the
identity of the client), and protects the data from interception and modification.

The man-in-the-browser setting. When TLS is used to secure web connections, an
attacker can use the man-in-the-browser setting to mount powerful attacks in practice
(Figure 1.2). This setting was first considered in the BEAST attack [DR11], and assumes
that:

1. The attacker has access to the network and can read and modify network packets.
This is easy to realize when the victim is connected to an open Wi-Fi network, as
used in many public spaces.

2. The victim is logged-in to a valuable website (such as a webmail, or an online bank).

Since HTTP is a stateless protocol, the victim’s browser uses an authentication token
(usually a secret cookie) to identify queries to the website, and every HTTP query
includes this token in a header.

3. The victim visits an attacker-controlled website.

Shttps://letsencrypt.org/stats/
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Figure 1.2: The man-in-the-browser setting.

var url = "https://10.0.0.1/index.html";
var xhr = new XMLHttpRequest;

while(true) {
xhr.open("HEAD", url, false);
xhr.withCredentials = true;
xhr.send();
xhr.abort();

Figure 1.3: Simple JavaScript code to encrypt chosen messages to a target website.

In practice, the attacker can use phishing, or modify a web page on the fly if the
victim visits a non-encrypted website.

When those conditions are met, the attacker can use the malicious website to send
arbitrary JavaScript code to the victim. This code will be executed by the victim’s browser,
and can make arbitrary queries to the target website (see Figure 1.3 for a concrete example).
Since HTTP is stateless, every query includes the authentication token. The attacker
cannot read the plaintext messages with the token or receive the answers from the target
website, but she can ask for the encryption of chosen messages that include the token, and
capture the corresponding ciphertexts on the network. This is a powerful attack scenario,
showing that chosen-plaintext attacks are actually practical.

The attacker will try to exploit weaknesses of TLS to recover the authentication token.
If she succeeds, she can use the token to authenticate as the victim on the target website,
and extract all the information she wants.

The chosen-prefix secret-suffix model. In order to make attacks easier to explain, Hoang
et al. have proposed a simple model to capture the type of attacks possible in the man-in-
the-browser setting [HRR+15]. The attacker must recover a secret value S, given access
to an oracle that computes the encryption of M || S for a chosen prefix M:

O: M EM|S).

This is an important model because it corresponds to practical adversaries in the
man-in-the-browser setting, even though chosen-plaintext attacks can seem artificial. It is
also sufficiently generic to capture most attacks in practice. In particular, the attacker
can vary the length of the prefix, and move the secret suffix across block boundaries.
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Table 1.1: Symmetric cryptography usage on the web, according to different sources.
Telemetry data [Moz23] is from Firefox Nightly; it represents the percentage of actual
connections using each cipher. Internet scan data [Cen23] is from Censys [DAM+15]; it
represents the percentage of public internet services that would use each cipher. The
discrepancy in Chacha-Poly usage is due to different client-side preferences.

Source Telemetry [Moz23] Internet scan [Cen23]
per connection per service (host, port)

Encryption

AES-GCM 98.7% 61.8%

Chacha-Poly 0.6% 32.9%

AES-CBC 0.7% 5.2%

3DES-CBC 0.0001% 0.1%

MAC

HMAC-SHA256  76.7% 67.9%

HMAC-SHA384 22.5% 26.9%

HMAC-SHA1 0.7% 5.2%

Moreover, if the attacker wins this game, there is a real impact, with plaintext recovery
and access to a secure resource when the secret is an access token. We will use this setting
when describing attacks against modes of operation, rather than the distinguishers used in
security proofs.

Primitive usage. The vast majority of deployed cryptography uses public standards that
have been well analyzed. Unfortunately, many old standards are known to be insecure,
because of mistakes in their design or inadequate security level, but still have non-negligible
usage. For instance, GSM encryption (using A5/1 [BBK08]) and WEP (using RC4 [FMS01;
TWPO08]) can be broken easily.

We give some statistics about current (late 2023) cryptography usage in the web
(HTTPS traffic) in Table 1.1: we see that almost all traffic is secured with robust algo-
rithms: AES-GCM or Chacha-Poly for encryption, HMAC-SHA256 or HMAC-SHA384 for
authenticity. However, there is still some fraction of the traffic that uses HMAC-SHA1 and
non-zero usage of 3DES (triple DES).

1.4 Cryptanalysis beyond primitives

Cryptanalysis techniques are mostly used to target primitives and assess their security.
However, we can also apply those techniques to modes of operations and protocols.

1.4.1 Generic attacks

Generic attacks are attacks that don’t use any specific property of the block cipher. A
generic attack against a mode of operation will work for any instantiation with a concrete
block cipher. While dedicated attacks using properties of the block cipher are more
powerful in general, generic attacks uncover properties of the mode itself.

Typically, cryptanalysis is used to study the security of primitives, and upper layers
(modes and protocols) are studied with security proofs. However, there are many cases
where security proofs do not give a full picture of the security of a scheme, and studying
generic attacks gives a better understanding of the security. This occurs in the following
typical situations:



Chapter 1. Introduction 7

Some proofs are flawed: several high-profile modes of operations have been broken, even

though they had been proven secure, such as EAX’ [MLM-+14], or 0CB2 [IIM+19].

Indeed, security proofs are very technical; it is easy to make a mistake, and hard to
verify the correctness of a proof.

Some proofs are not tight: when there is a gap between the proof and the best attack,
more analysis is needed. For instance, CENC [Iwa06] and SUM-ECBC [Yas10] were
initially proven secure up to 22*/3 queries, but no attack faster than 2" was known;
after further analysis, it turned out that the security of CENC is essentially 2™ [IMV16],
while the security of SUM-ECBC is about 23*/* [LNS18; KLL20].

The security depends on the model used: security proofs make assumption about
the power of the adversary (such as knowing or choosing the plaintext), and this
has a large impact on the achieved security. For instance encryption without
authentication is secure against passive adversaries, but insecure against active
adversaries. More recently, cryptography have been studied in a quantum setting,
and many standardized MACs proven secure in the classical setting were shown
insecure [KLL+16a].

Modes with similar proofs can have different security: even if the proof is tight, the
security degradation outside the domain of the proof can range from low-impact
distinguishers to devastating key-recovery. For instance, PMAC is secure up to 2"/2
queries [Rog04], and there is a matching forgery attack [LKS+06]. However, small
variations of PMAC become susceptible to a key-recovery attack with 2/2 queries,
even though the security proof is the same [FLS15].

Understanding attacks helps us design better modes: Understanding generic attacks also
helps to design more secure modes. For instance, the generic attack by Preneel and
van Oorschot [Pv95] against iterated MACs explains the constructions used for MACs
with security beyond the birthday bound: RMAC [JJV02] and the Wegman-Carter
MAC [WC81] are randomized, while SUM-ECBC [Yas10] and PMAC+ [Yasll] use a
2n-bit internal state.

Real-world usage sometimes violates the assumptions of the proofs: SHA-1 has been
broken decades ago, but it has stayed in use for a long time in protocols whose
proofs assumed collision-resistance, because deprecation takes time, and attacks
against primitives do not directly translate to attacks on real-world protocols (even
when they invalidate the proofs). Block ciphers with 64-bit blocks (such as 3DES)
have also been used with an amount of data that violates the assumptions of the
proofs [BL16a].

1.4.2 Real-world impact of cryptanalysis

Weak cryptography can be used long after weaknesses have been found by the academic
community. Unfortunately, public demonstrations of high-profile attacks seem to be the
only way to convince the industry to move away from widely used standards with known
weaknesses, as expressed by AlFardan and Paterson:

i

Our long-term aim is to ensure that weak encryption options are eliminated from TLS,
to the eventual benefit of all users of TLS. Fxperience shows that the only way to make
this happen is to make the attacks as powerful as possible and build proof-of-concept
implementations of them.

— Nadhem AlFardan and Kenny Paterson, [AP13a]

77
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Figure 1.4: Hash function usage in certificates from top websites (150000 certificates).
Source: [HBK+11] (2009-2011), https://www.ssllabs.com/ssl-pulse/ (after 2012).

For instance, den Boer and Bosselaers found weaknesses in MD5 as early as 1993, with
a collision attack on the compression function [dB94]. Even after the full collision attack
of Wang et al. in 2004 [WYO05], many users argued that collisions only had a limited
impact on applications. Indeed, the attacker must choose both messages to exploit a
collision, and she has little control over the values of the actual colliding messages, where
the differences are inserted. In particular, MD5 continued to be used to sign website
certificates, as seen in Figure 1.4. It took a public demonstration of the creation of a rogue
certificate in 2009 to eliminate MD5 from certificate authorities [SSA409]. The same story
happened with SHA-1: a collision attack has been known since 2005 [WYY05], but due to
its high computational complexity, it was only implemented in practice in 2017, using a
large GPU cluster [SBK+17]. SHA-1 has been widely used until 2015, and there was still
non-negligible usage of SHA-1 in 2020 (outside web certificates), when we demonstrated a
practical impersonation attack against the PGP/GnuPG Web-of-Trust using weaknesses
of SHA-1.

As another example, several attacks against TLS have been announced in the last years,
and forced the deployment of countermeasures, even though the underlying weaknesses
were known for a long time. The BEAST attack [DR11] is due to the use of predictable
IVs, which was known to be an issue since at least 1995.% The CRIME attack [RD12] uses
compression, which was seen as a problem in 2002 [Kel02]. The Lucky Thirteen [AP13D]
and POODLE [MDK14] attacks use a padding oracle, as defined by Vaudenay [Vau02]. In
2013 and 2015, new attacks against RC4 use in TLS [ABP+13; GPv15; VP15] used biases
in the keystream that have been known since 2000 [FMO01; MS02]. Many of these attacks
are based on the man-in-the-browser attacker model.

Algorithm negotiation and downgrade attacks. Another issue in practice is the possibility
of downgrade attacks when a client and a server negotiate the protocol to use and its
parameters (in particular algorithms and key sizes). Algorithm negotiation is designed so
that the client and server agree on the best algorithm that they both support. However,
in some cases an attacker can force them to use the worst algorithm that they support.
TLS supports a huge range of ciphersuites, including modern authenticated encryption
algorithms such as AES-GCM, and obsolete algorithms like DES and RC4, but the obsolete
algorithms are often enabled to support legacy clients.

4http://web.cs.ucdavis.edu/~rogaway/papers/draft-rogaway-ipsec-comments-00.txt
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Figure 1.5: SSL/TLS versions supported by top websites (150 000 websites).
Source: https://www.ssllabs.com/ssl-pulse/.

This has been exploited in many different attacks over the years, leading deprecation
of older standards and ciphers one by one. The SSLStrip [Mar09] removes redirections
from HTTP to HTTPS, so that the client keeps using unsecured HTTP even if the server
wants to use HTTPS. The POODLE [MDK14] attacks exploits insecure version fallback
from TLS to SSL 3.0. The FREAK [BBD+15] and Logjam [ABD+15] attacks exploit
export-grade ciphers that are weak on purpose, but that many clients and servers still
supported. Downgrade attacks are also a concern in telephony network, where phones will
switch to the insecure GSM network if more secure networks (3G, 4G, 5G) are jammed.

In particular, some attacks exploiting weaknesses of cryptographic algorithms are
possible as long as the algorithms are supported by implementations, even if they are not
used in normal conditions.

In recent years, there has been significant improvements, with TLS 1.3 disabling many
legacy algorithms (in particular MD5 and SHA-1), and including a robust downgrade-
detection mechanism [BBF+16]. Web browsers are also disabling TLS 1.0 and TLS 1.1,
which don’t offer modern authenticated encryption algorithms and depend on SHA-1.

1.5 Prelude: the birthday bound

The security of the vast majority of cryptosystems is affected by the presence of collisions.
This is a well-known issue for hash functions: due to the birthday paradox we expect to
find collisions in an n-bit hash function with roughly 2/2 queries. Intuitively, with 27/2
queries, there are about 2"~ ! pairs of queries, and each pair is a collision with probability
27" if it behaves randomly. The pairs are not independent, but assuming independence
gives a simple explanation that is quite close to the truth.

More formally, we consider ¢ independent random variables in {0,1}". The probability
that they are all distinct is

2n—-1 2n-2 2"-3 )
Prlno collision] = 1 x g X Tgn X Tgm X = an

—¢2
~ exp <277,+1>
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A variant with two sets of random variables is also useful for cryptographic applications.
Given two random subsets S, 7 C {0, 1}", they have a non-empty intersection with high
probability as soon as |S| - [T| Z 2™.

We note that the theoretical analysis assumes independent random variables. In
practice, we often apply it to cryptographic functions that are not actually random, but
deviation from the random behavior would typically be a sign of a deeper weakness in the
cryptosystem. Moreover, experiments can validate this heuristic analysis.

1.5.1 Finding collisions efficiently

The birthday paradox shows that collisions exist after roughly 2"/2 evaluations of a random
function h. This defines the security level of an ideal hash function in the information-
theoretic model, where we only count oracle calls, and we don’t consider the additional
computations required to locate the collision.

In practice, we find collisions efficiently by building a list of 2/2 inputs and outputs
of the hash function, and sorting it according to the hash output. Then we locate the
collisions by traversing the list. This requires O(n x 2"/2) operations and O(n) memory.
There are more advanced techniques with almost the same time complexity using very
little memory. The rho method (p) by Pollard [Pol75] considers iterates of the function
h: x; = h(x;—1). After some iterations, the values enter a cycle, and the cycle entry is
a collision. Using Floyd’s tortoise and hare algorithm, the cycle entry is detected with
constant memory: a collision is found with O(2"/2) operations and O(1) memory.

The variant of van Oorschot and Wiener [vW99] has essentially the same complexity,
but uses distinguished point to allow efficient parallelization. Moreover, it generalizes well
to the search for multiple collisions: finding m collisions requires a memory O(m) and
time O(2"/2 x \/m). The time complexity matches the information-theoretic lower bound
up to a constant factor.

When looking for a collision between two sets S and T, we sort both of them and
traverse them simultaneously to locate collisions. If the sets correspond to the evaluations
of two functions h and g (i.e. S = {h(z) : 2z}, T = {9(y) : y}), we can use the memory-less
algorithms by defining a helper function

p(x) =

g(z) if z is even

{h(x) if z is odd

With constant probability, a collision in ¢ is a collision between h and g. For further
details about algorithmic aspects of collision finding, we refer to the work of Joux [Jou09].

1.5.2 Birthday-bound security

Birthday attacks are very common across symmetric cryptography; they affect hash
functions, MACs, block cipher modes of operation, and even stream ciphers [Gol97]. In
most cases, there is a matching proof and the security of the construction is well understood.
However, it is important to study the security loss around the birthday bound to better
understand the modes, and to select adequate parameters for real-world use.

In particular, the security of a block cipher is often reduced to the key size x: the best
attack should be the exhaustive search of the key, with complexity 2. However, birthday
attacks on modes of operation show that the security is threatened when 2"/2 blocks of
data are processed. Therefore, the block size n is also an important security parameter.

Surprisingly, this aspect of block cipher security is often overlooked, and block ciphers
with small block size are commonly used (n = 128 is the typical case, but n = 64 is
sometimes used for legacy or lightweight systems). This contrasts with the case of hash
functions or stream cipher, where birthday attacks apply directly to the primitives and
constructions with a state size n smaller than 160 have been deprecated.
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1.5.3 Security beyond the birthday bound

In order to make block ciphers with a small block size more usable in practice, new modes
of operation have been designed to stay secure after more than 2*/2 blocks of data. This
requires very careful design, and advanced proof techniques to demonstrate security. Some
of these modes are secure up 22%/3, 237/4 or even 2" blocks of data. For encryption,
an important example is CENC [Iwa06] a modification of the counter mode secure up to
roughly 2™ blocks of data [IMV16]. For authentication, several MACs have been proposed
with security beyond the birthday bound, such as SUM-ECBC [Yas10] and PMAC+ [Yas11].
Alternatively, several recent constructions use a tweakable block-cipher as the underlying
primitive rather than a block cipher. This enables higher security without increasing the
internal state size.

Outline

In this thesis, I present several results obtained by applying cryptanalysis techniques
beyond primitives, to reveal properties of modes and protocols that are not captured by
security proofs. Most of the results rely on finding collision between carefully crafted sets
or functions, showing the importance of the birthday paradox across many aspects of
symmetric cryptography.

In particular, I present many surprising or unexpected results:

o The sum of two hash functions (hq(m) @ ha(m)) is often weaker than the initial
functions (Chapter 2);

o SHA-1 signatures can be abused in practice (Chapter 3);

o Secure channel protocols (TLS, SSH, IPsec) are broken by chosen-prefix collisions on
the underlying hash function;

o The use of an internal checksum in a hash function (as in the GOST standards)
makes it weaker when used in HMAC (Chapter 4);

o Block ciphers with a 64-bit block size (3DES, Blowfish) can be abused, leading to
practical plaintext recovery (Chapter 5);

o The CTR mode leaks information about the plaintext after roughly 2"/2 blocks, just
like the CBC mode (Chapter 5);

e Cryptanalysis techniques based on collisions can be used against several MACs with
security beyond the birthday bound (Chapter 6);

e Widely used MAC constructions are broken in the quantum setting, even though
quantum computers were believed to affect mainly public key cryptography (Chap-
ter 7).



2. Generic Attacks Against Hash
Functions and Hash Combiners

This chapter begins with a review of the state of the art, and includes new results based on

articles [LW15] and [BDG+20], found in Appendiz A and B.

Cryptographic hash functions are crucial components in many information security systems,
used for various purposes such as building digital signature schemes, message authentication
codes, commitments schemes, or password hashing functions. A hash function H : {0,1}* —
{0,1}™ takes an arbitrary length input and produces an n-bit output or digest. Hash
functions are used in many settings with various security requirements; the general
expectation is that a hash function should behave like a random function from {0, 1}* to
{0,1}™. More concretely, the main security notions expected from a hash function are:

Collision resistance. It should be hard to find two messages M # M’ with H(M) =
H(M').

Second-preimage resistance. Given a challenge message C, it should be hard to find
M # C with H(M) = H(C).

Preimage resistance. Given a target hash value H, it should be hard to find M with
H(M)=H.

Since generic collision attacks have complexity 2/2, and generic preimage (and second-
preimage) attacks have complexity 2", a secure hash function should have the same level
of resistance.

Iterated hash functions

In practice, hash function are built by iterating a compression function with fixed-length
inputs. In this chapter, we focus on narrow-pipe designs, i.e. we assume that the internal
state size is the same as the output size n. The message M is first split into blocks
mg,...,mr_1; for simplicity, we assume that the message length is a multiple of the
block size, and we ignore the padding. The hash function iterates a series of compression

mo my ma | M|

Figure 2.1: Tterated hash function.
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functions A" over an internal state x, with the initial value denoted as IV. Finally, the
hash value is computed with a finalization function g (see Figure 2.1):

zo =1V ziv1 = hD (x5, my) H(M) = g(xr,|M])

The finalization function g takes the message length as a parameter; this is denoted as
MD strengthening. For simplicity, we sometimes write h instead of h(Y), and g(z) with the
length being implicit.

This generic description includes two widely-used constructions as special case:

The Merkle-Damgard construction [Mer90; Dam90] uses the same compression func-
tion h for all steps (Vi, h(") = h), as well as for the finalization (g = h). It used by
standards SHA-1 [SHA1] and SHA-2 [SHA2].

The HAIFA construction [BD07] is a strengthened variant of the Merkle-Damgard con-
struction where each compression function takes the block index as a parameter,
and the finalization function takes a special parameter to make it different from
the compression function. This avoids “cut-and-paste” attacks that move blocks of

message around. This mode was used by several candidates in the SHA-3 competition,
such as BLAKE [AHM+10] and Skein [FLS+10].

We use the notation h* to denote the iterated compression function (without the
finalization function): h*(mg || mq || m2) = ha(hy(ho(IV,mgp), m1), my). For simplicity, we
also abuse this notation with an extra input argument corresponding to the initial state:
h*(x,mg || m1 || ma) = h(h(h(z,mg), m1), m2) (with the block index implicit).

There has been a lot of work on generic attacks on iterated hash functions, in particular
after the seminal multicollision attack of Joux [Jou04]. There are many security notions
that fall between collision-resistance and preimage-resistance, and we need cryptanalysis
to understand their security. In many cases, we find attacks with complexity close to the
birthday bound, but some attacks are quite involved.

2.1 Generic attacks on hash functions

The Merkle-Damgard construction was proposed because it preserves collision resistance:
any collision in the iterated hash function implies a collision in the compression function.
In particular, if the compression function is collision-resistant (in the sense that no collision
is known, and it is infeasible to find one explicitly), then the iterated hash function is
collision-resistant. Generically, finding a collision in the compression function requires 2"/2
operations (due to the birthday paradox).

The Merkle-Damgard construction also preserves preimage resistance: a preimage in
the iterated hash function implies a preimage of the finalization function. Generically,
finding a preimage of the finalization function requires 2" computations.

More generally, the Merkle-Damgéard construction and its variants have been proven
indifferentiable up to the birthday bound [CDM+05]. This means that the hash function
behaves like a random oracle, assuming that the compression function is ideal.

However, several generic attacks have been proposed, showing that an attacker can
break some security notions if she can perform more than 2/2 operations. These attacks
are based on special structures of messages, build from well-crafted collisions.

2.1.1 Collision extension

An important property of iterated hash function is that collisions in the internal state
can be extended. Indeed, let us consider two messages M, M’ of the same length. If
h*(M) = h*(M') then for any suffix S we have h*(M || S) = h*(M’' || S) (this implies
H(M || S) = H(M" | 5)).
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Figure 2.2: Joux’s multicollision.

In particular, this distinguishes a narrow-pipe hash function from an ideal hash function
using O(2"/?) operations (finding many related collisions is hard for an ideal hash function).

2.1.2 Muilticollisions and attack against concatenation [Jou04]

Multicollision. A multicollision is a large set of messages M such that all messages have
the same digest. In 2004, Joux introduced a simple technique to build a multicollision
efficiently for narrow-pipe hash functions, as shown in Figure 2.2:

1. Starting from the IV, find a collision mg, my: x1 = h(IV,mg) = h(IV, my)
2. Starting from x; = h*(myg), find a collision mq,mj: x9 = h(x1,m1) = h(z1, m))
3. Starting from zo = h*(mqg || m1), find a collision mg, mb: x3 = h(xe, ma) = h(xa, mb)
4. ...

Since the internal states collide at every step, each collision is independent of the choice of
the previous messages. After ¢ iterations, we obtain a set of 2! messages with the same
digest: [mo || ma | ma .. J, [ | ma ([ ma ||, [mo | lma -], [mi ||k [lma | ...,
[mo || my || mb || ...], etc. Bach step requires roughly 2*/2 work to find a collision, so that a
multicollision of size 2¢ is built with complexity ¢-2"/2 in a narrow-pipe function. However,
it would require roughly on-(2=1)/2' operations for an ideal n-bit hash function (almost 2"
for moderately large values of t).

Breaking the concatenation of two hash functions. Joux used multicollisions to break
the concatenation of two hash functions: x +— Hy(z) || H2(z), with H; and Hs two narrow-
pipe hash functions, each with a state size of n bits. Surprisingly, the concatenation offers
the same security as a single hash function, even though it has a larger internal state and
a larger output size.

In order to find a collision, the attacker first builds a multicollision M of size 2"/2
for Hy. Then she evaluates Hy over all messages in the multicollision, in order to find
two messages (M, M’) € M with Hy(M) = Ho(M'). This produces a collision for the
concatenation with complexity @(2”/ %) because all messages in M have the same hash
under H;.

In order to find a preimage of a target value H; || Hz, the attacker first builds a
multicollision M of size 2™ for H; with final state x,. Then she tries random blocks r
until she finds one such that gy (hi(z.,7)) = H; (therefore, VM € M, H(M || r) = H;).
Finally, she iterates over all messages M € M, until Ho(M || 7) = H,. This produces a
preimage for the concatenation with complexity O(2").

2.1.3 Expandable messages and second-preimage attack with a long challenge [KS05]

Expandable message. An expandable message is a large set of messages M of different
lengths, such that all messages have the same digest. It is obtained with the same process
as a multicollision, using messages pairs (m, m’) of different lengths at each step (see
Figure 2.3).
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Figure 2.4: Second-preimage attack.

Second-preimage attack. The Merkle-Damgard construction resists preimage attacks,
but Kelsey and Schneier have proposed a second-preimage attack with complexity 2¢ +2"~¢,
assuming that we are given a challenge message C of length 2! (Figure 2.4).

The attacker first evaluates the hash function over the challenge message C, and stores
all 2! internal states x; encountered during the computation of H(C), so that connecting to
a random z; only requires 2" ~* random trials due to the birthday paradox. In order to deal
with the MD strengthening, the attacker builds an expandable message M covering lengths
up to 2!, with final state z,. Then she tries random blocks r until h(z,,r) = x; € {z;}.
We denote the final part of the challenge starting from z;« as C,. Finally, the attacker
selects the message m of length * — 1 in the expandable message, and builds the second
preimage as m || r || Cx. We have h*(m || r) = x;-, therefore h*(m || r || Cix) = h*(C);
moreover the new message has the same length as the challenge, so that the finalization
function is the same, and H(m || r || C\) = H(C).

The attack is not applicable to constructions with different compression functions h(*)
at each step. Actually, this was one of the motivations to introduce the HAIFA framework.

2.1.4 Diamond structures and herding attack [KKO06]

Diamond structure. Given a set of internal states x;, the diamond structure of Kelsey
and Kohno is a set of messages S; such that all internal states reach a common value x,:

Kelsey and Kohno use an iterative procedure to reduce the size of the set {z;}. Starting
from 2! internal states, they evaluate the compression function with 2%/2-*/2 random
message blocks from each state. Each state is part of a collision with high probability:
there are 2"/2%/2 guccessors of a given state, and 2/27t/2 successors of the other states.
They select a set of collisions without overlapping states, in order to obtain a new set
of internal states for the next block with (essentially) half the size of the initial set.
After O(t) iterations, a single final state is reached, so that building the full structure
requires O(2("+1)/2) operations. The structure has the shape of a binary tree (as shown by
Figure 2.5), and the message S; corresponding to an input state x; is obtained by following
the path from a leaf to the root.

Herding attack. Kelsey and Kohno use this structure to attack commitment schemes: an
attacker can publish the hash value g(z.) (after the finalization function), and later build
a message with this hash value using the diamond structure. This attack seems almost
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as hard as finding preimages, but it is in fact significantly easier for narrow-pipe hash
functions. They describe two different scenarios:

o If the attacker has a small set of 2¢ predefined messages M;, she builds a diamond
structure starting from the states obtained after processing the messages (z; =
h*(M;)) with complexity 2("+1)/2 She publishes the common hash value g(z,), and
she knows the messages S; such that H(M; || S;) = g(x.) for each i.

o If the attacker wants to herd any possible message to a fixed hash value, she builds a
diamond structure from a set of 2*/3 arbitrary internal states, with complexity 22"/3.
After publishing the common hash value g(x.), she can generate a message S such
that H(C'|| S) = g(z) for any challenge C' with complexity 22"/3. She just has to
evaluate h*(C || r) for 22"/ choices of r, until reaching one of the states z; in the
diamond structure. Then she recovers the message S; from the diamond structure to
build the full message S =r || .S; with H(C || S) = H(C || r || Si) = g(x+).

2.2 Combiners

In order to build systems that are more resilient, a natural idea is to combine several
cryptographic primitives, so that a weakness in one primitive does not break the whole
system. In particular, this has been used in TLS version 1.0 and 1.1, with the XOR of
two MAC algorithms (HMAC-MD5 and HMAC-SHA-1); the designers explain [RFC2246]: “In
order to make the PRF as secure as possible, it uses two hash algorithms in a way which
should guarantee its security if either algorithm remains secure.”

There are two classical combiners for hash function: the concatenation combiner
Hy(M) || Hy(M) and the XOR combiner Hy (M) @ Hz(M) (Table 2.1). The concatenation
combiner has the advantage of being robust: as long as one of the function is collision-
resistant, the concatenation is collision-resistant. However, we have seen that it does not
increase the security, because of the multicollision attack of Joux.

The security of the XOR combiner is not as well understood. Hoch and Shamir [HS08]
proved that it is indifferentiable from a random oracle up to the birthday bound when the
compression functions are modelled as random oracles (or even as weak random oracles).
In particular, this implies security at least 2"/2 for collisions and preimages. For collision
resistance, the bound is tight, since it is matched with the generic birthday attack bound.
However, the security against preimage attacks is an open problem: there is a trivial attack
with complexity 27, but this leaves a gap between the best attack and the known security
proof.

Our results. In the following we describe new attacks against the XOR combiner, when
using two narrow-pipe hash functions with state size n bits. We first describe a new
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Table 2.1: Classical combiners with two n-bit narrow-pipe hash functions.

Combiner Concatenation XOR

Hy(M) || Hy(M) Hy(M) & Hy(M)
Robustness Robust collision-resistance Robust PRF
Security (up to log factors) Attack Proof Attack Proof
Preimage security
Ideal hash functions 22n 22n 2" 2"
HAIFA 27 [Jou04] 27 25n/6.§ 2.4 27/2 [HS08)
Merkle-Damgard 2" [Jou04] 2" 23n/5 § 2.6 27/2 [HS08]
Collision security
Ideal hash functions 2n on on/2 on/2
HAIFA 27/2 [Jou04] 2n/2 2n/2 27/2 [HS08]
Merkle-Damgard 27/2 [Jou04] 2n/2 2n/2 27/2 [HS08]

structure, the interchange structure in Section 2.3. Using this structure, we obtain an
attack with complexity 2°"/6 using short messages, applicable to any narrow-pipe hash
function, in Section 2.4. Then we describe a different attack using cycles in the functional
graph, with complexity 2°"/4, in Section 2.5. This attack uses long messages and is only
applicable to Merkle-Damgérd hash functions. Finally, we present an improved attack
with complexity 2°"/% in Section 2.6, combining ideas from the two previous attacks.

2.3 The interchange structure

We now consider two narrow-pipe hash functions H; and Hs with compression functions
respectively hgi) and hg), and finalization functions g; and gs. The interchange structure is a
new structure to control simultaneously the behavior of two independent hash computations
which share the same input message. An interchange structure is a set of messages M and
two sets of internal states, A for Hy and B for Ha, such that: for any value A from A and
any value B from B, we can derive a message M4 p from M such that hi(Ma g) = A and
h3(My p) = B. Therefore, we can select states from A and B independently using this
structure.

The main idea is to consider several chains of internal states reached by processing a
common message M from different starting points (note that the message M is not fixed in
advance, but will be determined when building the structure). More precisely, the message
M is denoted as the primary message, and divided in several chunks: M = My || M||. .. (as
discussed later, a chunk will consist of several message blocks). We denote chains of internal
states for H; as a;, and the individual states of the chain as aé-, with h} (aj—, M;) = a§-+1.
Similarly, we denote chains for Hy as by, with h3 (b, M;) = bfjl. When considering both
hash functions, message block M; leads from the pair of states (a;,b};) to (aé-“,b?jl),
which is denoted:

M;

(ag, bk) ~ (a5, b ).

2.3.1 Switch structure.

First we build special structures called switches in order to jump between chains in a
controlled way. A switch allows jumping from a specific pair of chains (aj,,bx,) to a
different pair of chains (a;,, bi,) using a secondary message chunk M, in addition to the
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normal transitions using chunk M; of the primary message M:

(a;»7 bi) % (a?’l, bty normal transition for each chain (V;Vk)
(a?o, 2:0) A (a;;rl,b}:lrl) : jump from chains (aj,, bx,) to (aj,, bx,)

The main message chunk M, and the secondary message chunk M/ are determined
when building the switch, with the following constraints:
hf(‘ém Ml) = h;(a;OaM%{) h;( ;:claMi) = h;( ;;OaMl{)
We start with a multicollision of size 2/2 satisfying the first equality, and select two

messages (M;, M) satisfying the second equality. The chains are defined by following the
main message:

a;"t = hi(aj, M) b = ha (b, M)

This defines a switch structure with complexity @(2"/ 2). A simple example is depicted in
Figure 2.6. We note that the secondary message chunk M/ should only be used when the

state is (a},, by, )-

2.3.2 Interchange structure.

By combining several switches, we build an interchange structure with starting points
IVy and IV and ending points {4;} and {By} (0 < j,k < 2'), so that we can select a
message ending in any state (A;, By). Figure 2.7 shows one possible way to build such a
structure, and Figure 2.8 shows how to select a given message in the structure. The chains
a;,j # 0 and by, k # 0 are initialized arbitrarily, and the message chunks are determined
when building the switches.

An interchange structure with 2¢ chains for each function requires about 22 switches.
Since we can build a switch for a cost of O(2"/2), the total structure is built with O(22:+7/2)
operations.

2.4 Preimage attack against the XOR combiner

Finally, we use an interchange structure with ending points {A4;} and {By}, (0 < j, k < 2')
to build a preimage attack as follows. Let H denote the target value. We select a random
message block r, and we compute two lists by evaluating the compression functions after
the interchange structure: {A} = g1(h1(A;,7))} and { B, = H ® ga(ha(Bg,7))}. We expect
a match between the lists with probability 22¢=". After about 2" 2! random choices of
r, we get a match (j*,k%): g1(h1(Aj+, 7)) = H & ga(ha(Bg+,r)). Therefore, we construct
a preimage of H by concatenating the message leading to (Aj«, Bg-) in the interchange
structure, and the block r. We obtain

Hy(Ma,. B,. r) = g1(h1(Aj+,7)) ® g2(ho(By-, 7)) = H

r) D Hz(MAj*,Bk*

Complexity analysis. Building the interchange structures requires O(22+7/2) evaluations
of the compression function, while the preimage search requires about 2" ~* evaluations.
The optimal complexity is reached when both steps take the same time, i.e. ¢t = n/6. This
gives a complexity of O(2°/6).
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b1
(a0,b0) * (ao,bo) (ao,b1) * (ag,b1) (ao,bo) ~ (ao,br)
Figure 2.6: A single switch: jump from (ag,bo) to (ag,b1) by using M’ (dashed lines)

instead of M (solid lines).
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2.5 Preimage attack using cycles in the functional graph

We now assume that the hash functions H; and Hy use the Merkle-Damgard construction,
so that the compression function is the same at every step. This gives more freedom
to the attacker, and more advanced techniques have been proposed to find preimages of
the XOR combiner with a smaller complexity. In the section, we present an alternative
description of the multi-cycle idea introduced in [BWG+17], to obtain a simplified attack
with complexity O(2%7/4).

This attack uses long messages that repeat a fixed message block S (for instance, 8 = 0).
When evaluating h* on such a message, we iterate a fixed function x — h(z, §). Assuming
that this function behaves as a random function, we expect to reach a cycle after roughly
27/2 jterations, and the cycle has length roughly 2/2. More precisely, there are several
components in the functional graph with cycles of different lengths; the main component
has expected size 0.76 x 2" with a cycle of expected size /7 /8 x 2"/2 [FO90].

We iterate the function hq (-, ) starting from IV, until we reach a cycle; we denote
the cyclic points as {A;} and its length as ¢;. Similarly, we obtain a cycle {Bj} of length
{5 for the function hs(-, §) starting from IVy. We assume that ¢, and {2 are relatively
prime! with ¢; < £5, and of the order of 2"/2.

This simple structure provides an alternative way to control independently the behavior
of Hy and Hy, by varying the length of a message M = B*. Indeed, with A > p, with
1= ©(2"/2) the distance to reach both cycles, the final state is of form (A;, By,); moreover,
with a suitable choice of the indices of A; and By we have:

R (BY) = Ax mod 1, h5(8Y) = B mod 5

Therefore, we obtain a message reaching a specific state (A;«, By+) by solving a set of
modular equations: A = j* mod ¢, A = k* mod /5. Using the Chinese remainder theorem,
we deduce a length A > u such that hj(8*) = A;« and h}(B*) = Bg-. For a random
(j*,k*), the length X is uniformly distributed between p and p + £145.

The full attack requires an expandable message to deal with the MD strengthening. It
produces a message of length 2°"/4 with the following steps, as shown in Figure 2.9:

1. Build an expandable message M, with maximum length 23"/4 with final states
S1,82.

2. Find the cycle {A;} of hi(-, 3) and the cycle {By} of ha(-, 3), starting from s; and
S9.

3. For a random block r, match {g1(h1(4;,7))} and {g2(ho(Bg, 7)) ® H}.

If there is a match (j*,k*), find the length A such that hj(si,3)) = A;« and
h%(s2,8Y) = By« using the Chinese remainder theorem.

If A < 2374 select the message m of length 23"/4 — X\ — 1 in the expandable message.
The preimage is M =m || 8> || r.
Otherwise, repeat Step 3.

Complexity analysis. Step 1 has complexity O(2%"/*) and step 2 has complexity O(2"/2).

Each iteration of Step 3 (for each try of ) has complexity O(2"/2). On average there is
a single match (5%, k*), and the probability that A < 23n/4 j5 9="/4  Therefore, we expect
27/4 ijterations, with a total complexity 237/4.

IThis happens with probability 6/m2 ~ 0.61 for random integers.
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Figure 2.9: Preimage attack on the XOR combiner based on cycles.

2.6 Improved preimage attack using cycles in the functional graph

Finally, we present the best known attack, with complexity 23"/%. This unpublished
attack is an improved variant of the attack given in [BDG+20], using the short cycle idea
from [GHK+23]; it is a joined work with Xavier Bonnetain, Rachel Heim Boissier and
André Schrottenloher.

The first improvement is to consider several connections from the IV to the cycle. In
the final step, each target (A4;, By) can now be reached in many different ways, and this
improves the probability that one of the corresponding messages 3* is short. In order
to build the connections efficiently, we precompute 23"/® points in the functional graph,
together with their distance to a fixed cyclic point. Therefore, starting from a random
point, we only need 22*/5 iteration to reach a precomputed point, and to deduce the
connection to the cycle. Moreover, we use an interchange structure to provide independent
choices of the connections in H; and Hs.

The second improvement is to select a value 8 such that the cycles in the main
component of hy(-,3) and hs(-,§) are shorter than average, with ¢1,0y < 297/20 " Thig
requires on average 2"/1% random choices of 3, and each trial requires 2/2 evaluations of
the compression function in order to identify the main cycle. Thanks to the shorter cycles,
the length A computed from the Chinese remainder theorem will be at most £1£5 & 297/10,

The attack produces a message of length 23™/% with the following steps (see Figure 2.10):

1. Build an expandable message M, with maximum length 2°"/% with final state s1, so.

2. Build an interchange structure Z with 2*/2° endpoints {x,} and {y,}, starting from
(81, 82).

3. Find $ such that 41,0y 5 297/20 Denote the cycle of hy(-, ) as {A;} and the cycle
of ho(:, ) as {By}.

4. Precompute a set of 2°*/% points in the main component of hi (-, 8) and hy(-, ),
with known distances to the main tree root.

5. Choose 23"/20 random blocks p,,; for all interchange endpoints x,, and v, compute
the distance from hq (z, pw) and ha(y., pw) to the respective cycle.

6. For a random block r, match {g1(h1(A4;,7))} and {g2(ha(By,r)) & H}.

If there is a match (5%, k*), then for each x,,y,, pw, find the length A such that
R (Zu, pw || BY) = Aj+ and h3(yy, pw || 8*) = By~ using the Chinese remainder
theorem.
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Figure 2.10: Improved preimage attack on the XOR combiner based on cycles.

If A < 237/ select the message y such that hj(s1, ) = u, hj(s2, t) = ¥y, in the
interchange structure and the message m of length 237/ — \—2— || in the expandable
message. The preimage is M = m || || pw || B || -

Otherwise, repeat Step 6.

Complexity analysis. Step 1 has complexity O(2°"/°); step 2 has complexity O(2"/2 4
22x1/20y = O(23/%); step 3 has complexity O(2%"/%); step 4 has complexity O(23/%).

Step 5 has complexity ((237/20 x 27/20 x 92n/5) = ©(23"/5) using the points precom-
puted at step 4. Since we use the main component of hi(-, ) and hs(-, 8), each point
h1(Zw, pw) O hao(yy, puw) has a constant probability to reach the cycle.

Each iteration of Step 6 (for each try of ) has complexity £y = O(2°%/2°). There
is a match (j*, k*) with probability ©(22x9%/20-n) = 0(27"/19), In this case we obtain
/20 5 gn/20 5 931/20 — 9n/4 candidates \; each one is smaller than 237/% with probability
Q(231/5 /22x9n/20) — (2737/10); in total, we obtain one A < 2%"/5 with probability
2n/4 % 273n/10 — 9=n/20 " Therefore, we expect O(23"/20) iterations of Step 6, with a total
complexity (237/20 x 297/20) = O(231/5),

2.7 Conclusion

The interchange structure is a novel construction that gave the first generic attack against
the XOR combiner. This result is rather surprising: the sum of two ideal narrow-pipe hash
functions only has about 5n/6 bits of security against preimage attacks. In particular, the
sum is weaker than the initial functions. More advanced attacks reduce this complexity
in the case of Merkle-Damgard hash functions: the best known attack has complexity
237/5_ Since many practical hash functions are narrow-pipe (e.g. SHA-1, SHA-2, Whirlpool,
RIPEMD, GOST, BLAKE, Skein...), the XOR combiner will usually provide a weaker
security than the component hash functions.

In [BDG+20] (Appendix B), we also propose new attacks against more advanced
combiners such as the “hash twice” construction, and the Zipper hash. These attacks
benefit from the use of the interchange structure.



Chosen-Prefix Collision Attacks

This chapter is based on articles [LP19], [LP20] and [BL16b], found in Appendiz C, D
and E.

The main security property expected from cryptographic hash functions is collision resis-
tance: it should be hard for an adversary to compute two distinct messages M and M’ that
map to the same hash value H(M) = H(M’). While many cryptographic constructions
rely on collision-resistance for their security proofs, collision attacks are hard to turn into
a break of concrete protocols, because the adversary has limited control over the colliding
messages.

Impact of collision attacks. Collision attacks return random-looking messages M and
M’. In order to break a real-world application, they must somehow be hidden as junk
inside meaningful messages.

An attacker can exploit the collision extension property: she chooses a common prefix
P before computing the collision (M, M’), and adds a common suffix S after the collision.
This results in colliding messages H(P || M || S) = H(P || M'| S) where P and S are chosen
meaningful messages. This technique was used to mount a “poisoned-message” attack
against document formats with some level of programmability [DL05; GIS06; Alb17]. The
attacker builds a prefix that hides the collision blocks by defining a variable, and uses an
if-then-else switch depending on that variable to display two different contents. She
obtains two messages with the same hash that display a different meaningful content,
depending on which message of the colliding pair (M, M’) is inserted. As a concrete
example, the SHA-1 collision of Stevens et al. [SBK+17] used this trick to produce two
colliding PDFs.

However, this structure can be detected in the resulting document. More generally,
this approach is usually not sufficient to break real-world applications.

Chosen-prefix collision attacks. A chosen-prefiz collision attack [SLWO07] is a stronger
variant of collision attack. The attacker is challenged with two message prefixes P and P,
and her goal is to compute two messages M and M’ such that H(P || M) = H(P' | M’).
Chosen-prefix (CP) collisions are usually harder to produce than (identical-prefix) collisions,
but the practical impact of such an attack is more significant. A CP collision attack
indicates the ability of an attacker to obtain a collision even though random differences
(thus potentially some meaningful information) were inserted as message prefix.

Application to digital certificates. A digital certificate is essentially a signature of
an identity and a cryptographic key: C = sign(id, k). The user presents her identity
information and cryptographic key to a certificate authority who computes the signature.
In practice, the signature is computed over a hash: C = sign(H(id || k)). Therefore, if an
attacker generates a collision H (id || k) = H(id" || k"), she can request a certificate for (id, k)
(assuming the identity id is correct) and reuse the signature as a certificate for (id’, k).
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Figure 3.1: Colliding certificates using an Figure 3.2: Colliding certificates using a
identical-prefix collision. chosen-prefix collision.

Using an identical-prefix collision attack, it is hard to generate a collision with different
meaningful identities. However, it is possible to generate a collision with two different
keys for the same identity. The attacker starts the collision attack after processing id, and
hides the colliding messages M, M’ inside the cryptographic keys (Figure 3.1). This was
demonstrated on X.509 certificated signed with MD5 [LWO05]. The attacker generates RSA
moduli with known factorization by choosing only the low-order bits.

A chosen-prefix collision gives more freedom to the attacker. She can use two different
identities id, id" as prefixes, and compute a collision (Figure 3.2). If id is her identity, and
id’ the identity of a victim, this results in an impersonation attack, because she obtains
a valid certificate under the name of id’. This was demonstrated on X.509 certificates
signed with MD5 [SLWO07], and a more advanced variant of this attack resulted in a rogue
certificate authority [SSA+09].

Our results. In this chapter we present new chosen-prefix collision attacks, and new
applications of CP collisions. In particular, we have computed the first SHA-1 CP collision.
The main goal of those results is to demonstrate that weaknesses of MD5 and SHA-1
are not just theoretical issues: they can be exploited to mount practical attacks against
real-world systems.

We assume that the hash function considered is an n-bit narrow pipe primitive, based
on a Merkle-Damgérd-like operating mode. In addition, we assume that the compression
function is built upon a block cipher in Davies-Meyer mode: h(x,m) = E,,(x) + x, with +
a group operation (MD5 and SHA-1 use modular addition).

3.1 From collisions to chosen-prefix collisions

The most widely used hash functions since the 1990’s are based on similar design prin-
ciples, and are collectively called the MD-SHA family: MD4 [Riv91], MD5 [RFC1321],
SHA-1 [SHA1], SHA-2 [SHA2| (SHA-2 is a family of functions including SHA-224, SHA-256,
SHA-384 and SHA-512). There is a large body of previous work on cryptanalysis of the
MD-SHA family. In particular, the early members of the family have been broken in
practice, with actual collisions given for MD4 [Dob96; WLF+05], MD5 [WY05], and
SHA-1 [WYYO05; SBK+17] (Table 3.1). On the other hand, SHA-2 is still considered secure.
SHA-3 does not follow these design principles and is also considered secure.

3.1.1 Cryptanalysis of the MD-SHA family

Collision attacks against MD-SHA hash functions are based on differential cryptanalysis,
where an attacker manages to somewhat control the output of the compression function.
Several important ideas were used to turn differential cryptanalysis into an effective tool
against hash functions:

Local collisions [Dob97]. An important trick to build high probability differential trails is
to construct local collisions: small message differences whose influence is immediately
corrected with other message differences inserted in the subsequent steps. In MD4
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and MDD5, this trick ensures many rounds without any difference in the internal state,
so that those rounds don’t contribute to the probability.

Linearization [CJ98]. In order to build differential trails with high probability for SHA-1,
a linearized version of the step function is used. Thanks to the linearity of the
message expansion, a combination of disturbances and corrections gives a series of
local collisions. Differential trails with a low-weight output difference 0o can be used
to find near-collisions in the compression function (i.e. two outputs that are close to
a collision).

Message modification [BC04; WYYO05]. In a differential attack against a hash function,
the attacker can choose messages that directly satisfy some of the constraints of
the path, because there is no secret key. While the conditions in the first steps are
easy to satisfy, more advanced techniques have been introduced to extend the usage
of these degrees of freedom to later rounds in order to speed-up collision search:
neutral bits (firstly introduced for cryptanalysis of SHA-0 [BC04; BCJ405]), message
modifications [WYY05] and boomerangs/tunnels [K1i06; JPOT7].

Non-linear trails [WYY05]. In order to get more flexibility on the differential trails,
the first few steps can use non-linearity instead of following the constraints of the
linearized step function. This does not affect the complexity of the search for
conforming messages (thanks to message modification techniques), but it allows
building trails from an arbitrary input difference to a good fixed output difference
do (or its opposite —dp).

Multi-block technique [CJ98; WYY05]. The multi-block technique takes advantage of
the Davies-Meyer construction used inside the compression function (h(z,m) =
E..(z) + x). Because of the feed-forward, an attacker can use several differential
trails in F, and several near-collisions blocks, to iteratively affect the internal state.
In particular, using non-linearity in the first steps, she can derive two related trails
0% do and dp o —d0p in E from a single linear trail, by swapping the message
pair. When conforming messages are found for each block, this leads to a collision
because the internal state differences cancel out (see Figure 3.3).

Birthday phase for chosen-prefix collisions [SLWO07; Stel3]. Differential techniques have
also been used for chosen-prefix collision attacks. An attacker can relax the last steps
of the differential trail to allow a set D of output differences rather than a single d¢.
She can also use several differential trails, and use the union of the corresponding
sets. Starting from two different prefixes P, P’, the chosen-prefix collision attack has
two stages (see Figure 3.4):

e In the birthday stage, the attacker uses a generic collision search with message
blocks mg, my to reach a difference § = H(P' || m{) — H(P || mp) in D with
complexity roughly /7 - 2" /|D|.

e In the near-collision stage, she builds a differential trail 6 ~~ —J using non-

linearity in the first steps, and searches for a conforming message to build the
chosen-prefix collision.

Multi-block for chosen-prefix collisions [SLWO07]. If a collection of differential trails
affecting separate parts of the internal state is available, chosen-prefix collision
attacks can be greatly improved. In particular, if an arbitrary input difference dz
can be decomposed as dg = —(5(01) + 5(02) +ot 58)), where each 58) can be reached
as the output of a differential trail, the attacker just has to find near-collision blocks
with output differences 68), ey 68) (see Figure 3.5).
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Alternatively, if this only covers a subset of input differences, the multi-block tech-
nique is combined with a birthday stage. This approach was notably applied to
MD5 [SLWO07].

3.1.2 New techniques for chosen-prefix collisions

The CP collision attack against MD5 [SLW07] uses dedicated differential paths in order to
control separate parts of the internal state difference. This requires dedicated analysis to
find suitable trails. In this section we present a more generic way to build CP collision
attacks, reusing an existing collision attacks. This is particularly well-suited to SHA-1,
given the limited freedom in the construction of differential trails.

The main improvement comes from how we use multiple near-collision blocks. For
instance, let us consider a trail allowing a set D of output differences. Using two near-
collision blocks we can start from any difference in the set S := {d; + 02 : §1,02 € D}, and
cancel it iteratively with a first block following a trail §; + do ~~ —d; and a second block
following a trail dg ~» —d5. The set S grows with the number of blocks: this reduces the
cost of the birthday search in exchange for a more expensive near-collision stage.

While there are previous chosen-prefix collision attacks using several near-collision
blocks [LPR+07; Pey07; SLWO07; SSA+09; MRS15], these attacks use a collection of
differential trails to impact different parts of the state (each block uses a different trail).
Previous chosen-prefix collision attacks based on a single trail (against SHA-1 [Stel3]
and MD5 [SSA+09, Section 6]) used only one near-collision block. On the opposite, our
technique can be used with a single differential trail, or a collection of trails without any
special property.

Overview of the attack. Our strategy is composed of two phases. After processing
the two prefixes, the first phase uses a generic birthday search to reach a chaining value
difference in a predefined set S. In the second phase, we use several near-collision blocks to
map the chaining variable difference to a collision, using techniques developed for collision
attacks.

The second phase is the most challenging. The attacker uses a graph G, where each
node represents a chaining variable difference in the set S. A directed edge from node i
to node j represents a way for an attacker to reach chaining variable difference j from
difference ¢ with a single message block; the details of the differential trail are attached to
the edge. A path in the graph from a node ¢ to the node 0 corresponds to a sequence of
output differences that ends up with a collision.

3.1.3 Building the set S and the graph G

We consider that the attacker knows some good core differential trails for the internal
block cipher F, that is differential trails that go from early steps to late steps of E. We
denote the set of all possible output differences as D (in particular, we have 0 € D, and
0 € D <= —0 € D because of symmetries).

We further assume that any input difference for E can be mapped to any of the
core differential trails inside the primitive. With functions of the MD-SHA family, this is
achieved with the non-linear part of the trail in the first steps of the function.

Simple graph. For simplicity, we fix a maximum number of block ¢ for the near-collision
phase. We deduce that the set of differences that can be corrected is
S = {51 +52+5t 251,62,...5)5 GD}

We build the graph G by adding an edge between nodes ¢ and j when i —j € D. We obtain
a simple attack by taking the shortest paths in this graph, as illustrated by Figure 3.6.
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Figure 3.3: 2-block collision attack using a linear trail d; 2 do and two non-linear trails
0 ~ 07 and dp ~ —d7. Green values between bracket represent differences in the state.
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Figure 3.4: Single-block chosen-prefix collision attack with a birthday stage. The linear
trail 67 ~» dp is relaxed to reach a set S of feasible differences.
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Figure 3.5: Multi-block chosen-prefix collision attack. We assume that an arbitrary
difference dg can be decomposed as g = — (5(01) + (5(02) + -+ 58)), where each 58) can
be reached as the output of a differential trail.

Figure 3.6: Graph search. Figure 3.7: With clustering. Figure 3.8: Bi-directional.
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Clustering. In order to minimize the complexity of the near-collision phase of the attack,
we use a clustering technique to exploit multiple paths in the graph (see Figure 3.7). Indeed,
the search for near-collision blocks is a random process that generates many message pairs
following the trail until some intermediate step, and verifies the final difference. Therefore,
the attacker does not have to commit to a fixed output difference. If a single core trail
produces several output differences that correspond to useful edges in the graph, the
attacker can run the search for near-collision blocks and stop as soon as one of them is
obtained.

Concretely, let us assume we have two output differences ¢; and d5 compatible with
the same differential trail, that can each be reached with a cost of Cyoek. There are two
different ways to erase a difference —d; — J5 in the state:

e a block with difference §;, followed by a block with difference §s;
e a block with difference do, followed by a block with difference §;.

If we don’t decide in advance the target difference for the first block, the search is expected
to reach either §; or do with a cost of only 0.5 Cyock, leading to an attack complexity of
1.5 Cblock rather than 2 Cblock-

Bi-directional search. Since the CP collision attack is essentially a path search in a
graph, we use a bi-directional search to reduce the size of the precomputed graph. More
precisely, when we evaluate the cost of a node, instead of just looking it up in the graph, we
recompute all edges starting from the current node to see if they reach the graph. Indeed,
the complexity of the birthday search is essentially /7 - 27 /|S|, therefore we need a large
set S, but storing it becomes an issue.

This is illustrated by Figure 3.8, where black dots correspond to precomputed nodes
stored in the graph, and white dots are only computed during the online phase. We can’t
compute exactly the size of the implicit graph, but we can evaluate it experimentally.

Implicit edges. We build the graph with a fixed set D of potential output differences
with high probability. However, the messages produced by the near-collision block search
can reach many other output differences. Some of them can be useful in our attack, even
if they have a lower probability: we can use a block as long as the new state difference is
closer to a collision. Therefore, during the near-collision phase, we also keep blocks that
don’t correspond to a difference in D, and look up the new state difference in the graph.

3.2 Chosen-prefix collision attack against SHA-1

To apply the method to SHA-1, we reuse as much as possible the details of the collision
attack from [SBK+17]. In particular, we use the best core trail known for attacks against
SHA-1, and we reuse the GPU code from the collision attack [SBK+17]. We denote the
complexity to find a block conforming to the trail (with an optimal output difference) as
Chiock; this cost was estimated as Chiocc = 2647 SHA-1 evaluations on a GTX-970 GPU.

3.2.1 Improvements to near-collision block search

As a first contribution, we propose improvements to the collision attack from Eurocrypt
2013 [Stel3] and its GPU implementation from Crypto 2017 [SBK+17]. Through better
use of degrees of freedom (message modifications and boomerangs) and code improvements,
we gained a factor between 8 and 10 (depending on GPU architecture) on the time needed
to find a conforming block.

With these improvements, we obtain the cost of a near-collision block as Chock
SHA-1 evaluations on a GTX-970 GPU, and Chiiock = 2616 on a GTX 1060.

_ 961.2
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3.2.2 Parameters of the attack

Differential trails. As in the previous chosen-prefix collision attack on SHA-1 [Stel3], we
consider several variants of the core trail by changing some of the message constraints in
the last steps (in particular, we flip the sign of some message bits), and we relax the last
steps to reach a larger set of output difference. However, we do this more exhaustively
than Stevens: he only describes a set D of size 192 with cost at most 1.15 - Chpock, but
we found a set of size 8768 with cost at most 8 - Cyock, including 576 values with cost at
most 1.15 - Cplock. In particular, this directly leads to an improvement of the single-block
chosen-prefix collision from [Ste13], with complexity roughly /= - 2160 /8768 ~ 2743, rather

than /7 - 2160 /192 ~ 277,

Building the graph G. We first build a graph with all nodes that are reachable with a
path of cost at most 24 Cpioek and up to 10 blocks. This results in a graph with 236-2
nodes, which requires 2 TB of storage (storing only the nodes and their cost). Using the
bi-directional method above, our simulations show that there are around 23® differences §
that can be used in this attack, with at most 11 blocks. Further simulations show that the
average cost from a node in the graph to a collision is around 2 Chjocx When using implicit
edges.

3.2.3 Running the attack in practice

Running an attack on this scale is a significant challenge. Following previous work [KPS15;
SBK+17], we use GPUs for this computation, because they offer a better performance/price
ratio.

Overall, for the attack parameters chosen, the birthday part costs about 26295 SHA-1
computations, while the near-collision part is expected to require 1 Chiocx for the last
block, and 1 Cpjeck in total for all the previous blocks. The total complexity is estimated
as equivalent to 2635 SHA-1 evaluations on a GTX 1060 GPU, less than four times higher
than the cost of an identical-prefix collision. Since SHA-1 is a 160-bit hash function, the
expected security level for (CP) collision attacks is 250.

A GPU cluster. When running this computation in 2019, we originally estimated that our
attack would cost around US$ 160k by renting GPUs from a cloud provider such as Amazon
or Google (using spot or preemptible prices). However, since our computations do not
require communication between the GPUs, nor fancy inter-GPU task scheduling, we instead
rented cheaper GPUs from providers that use gaming or mining cards in consumer-grade
PCs, rather that the datacenter-grade hardware used by big cloud providers. Services like
gpuserversrental.com rented GTX 1060 or GTX 1080 GPUs for a price below 5 cents
per month per CUDA core; this translates to a total cost around US$ 75k to compute a
chosen-prefix collision.

Our cluster was made of 150 machines with 6 GPU each (with a mix of GTX 1060
3G, and GTX 1060 6G), and one master node with two 2 TB hard drives in a RAID
configuration. The master node had a Core i7 CPU, but the GPU nodes had low-end
Pentium or Celeron CPU with two cores.

Running the attack. The birthday phase is relatively straightforward, using the parallel
collision search of van Oorschot and Wiener [vW99].

The near-collision phase is very technical and very complex. Every time a block is
found, we have to prepare the search for the next block. This first requires traversing the
graph G to find the parameters for the next block, and to generate a new non-linear trail for
the early steps. We used tools similar to [DR06], which take a lot of parametrization and
trial-and-error to have a proper non-linear trail that fits nicely with the core differential
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path. This was automated to some extent, but still took between a few hours and a few
days of manual work to prepare for each block.

After two months of computations, we successfully obtained a CP collision for SHA-1.
Our collision uses only 9 near-collision blocks because some implicit edges correspond to
shortcuts in the graph.

3.3 Impersonation attack against the PGP Web-of-trust

Our demonstration of a chosen-prefix collision targets the PGP/GnuPG Web of Trust.
More precisely, our goal is to create two PGP keys with different UserIDs, so that key B
is a legitimate key for Bob (to be signed by the Web of Trust), but the signature can be
transferred to key A which is a forged key with Alice’s ID. This will succeed if the hash
values of the identity certificates collide, as in previous attacks against X.509 MD5-based
certificates [SLWO07; SSA+09]. Moreover, due to details of the PGP/GnuPG certificate
structure, our attack can reuse a single CP collision to target arbitrary users Alice and
Bob: for each victim, the attacker only needs to create a new key embedding the collision,
and to collect a SHA-1 signature. This is arguably the first practical attack against a
real-world security application using weaknesses of SHA-1.

3.3.1 Exploiting a chosen-prefix collision

We focus on the identity certificates that will be hashed and signed. Following [RFC4880],
the hash computation done during certificate signing includes the public key packet, then
a UserID or user attribute packet, and finally a signature metadata packet and a trailer.
Our attack uses two public keys of different sizes, so that the remaining fields to be signed
are misaligned, and we can hide the UserID of key A in another field of key B. Following
RFC 4880, the signature metadata packet is protected by a length value at the beginning
and at the end, so that we have to use the same signature metadata packet in key A and
key B (we cannot stuff data in the hashed subpacket). Therefore, we can only play with
the UserID and/or user attribute packets. Still, a user attribute packet with a JPEG
image gives us enough freedom to build colliding certificates, because typical JPEG readers
ignore any bytes after the End of Image marker (ff d9). This gives us some freedom to
stuff arbitrary data in the certificate.

More precisely, we build keys A and B as follows. Key A contains an 8192-bit RSA
public key, and a UserID field corresponding to Alice. On the other hand, key B contains
a 6144-bit RSA public key, and a user attribute containing a JPEG image.

Content of identity certificates. Figure 3.9 shows a template of the values included
in the identity certificate: those values are hashed when signing a key, and we want
the two hashes to collide. In this example, the UserID field of key A contains “Alice
<alice@example.com>”, and the image in key B is a valid JPEG image that will be padded
with junk data after the End of Image marker. The real JPEG file is 181 bytes long® (from
ff d8 to £ff d9), and it is padded with 81 bytes, so that the file included in the key is 262
bytes long (here the padding includes 46 bytes corresponding to the end of the modulus of
key A, 5 bytes corresponding to the exponent of key A, and 30 bytes corresponding to
Alice’s UserlD).

After computing the CP collision, we obtain a pair of keys with colliding certificates:

e https://sha-mbles.github.io/alice.asc
e https://sha-mbles.github.io/bob.asc

1Building a JPEG image smaller than 256 bytes is not easy, but it is possible.
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Key B (RSA-6144)
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Figure 3.9: Construction of colliding OpenPGP identity certificates.
The colors correspond to the packets hashed when computing the signature: first,
the public key packet (with header), then the UserID or|user attribute, and finally the
signature packet and trailer. Arrows show when a value is chosen in one key and copied
to the other.
We use the following symbols:
01 Value fixed by the specifications, or chosen in advance (length of fields, UserID, ...)
77 Bytes determined by the chosen-prefix collision algorithm
'l Bytes selected after finding the collision, to generate an RSA modulus

. Bytes that are copied from the other certificate
** Time-stamps chosen by the attacker
$$ Time-stamp chosen by the signer
Underlined values correspond to packet headers (type and length).
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o sign(skp, H(my || my)), mac(k,B)_______
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Figure 3.10: SIGMA’: A mutually-authenticated key exchange protocol.

3.4 Transcript collision attacks

Many popular cryptographic protocols have been defined using hash functions MD5 and
SHA-1, which are vulnerable to collision attacks and chosen-prefix collision attacks.

Practitioners commonly believe that collisions only affect non-repudiable signatures
(like certificates), but that signatures and MACs used within protocols are safe as long
as they include unpredictable contents, such as nonces [RFC4894; RFC4270]. In these
cases, protocol folklore says that a second preimage attack would be required to break
these protocols, and such attacks are still considered hard, even for MD5.

Conversely, theoretical cryptographers routinely assume collision-resistance in proofs
of security for these protocols. For example, various proofs of TLS [JKS+12; KPW13;
GKS13] assume collision-resistance even though the most popular hash functions used in
TLS at the time were MD5 and SHA-1. Whom shall we believe? Either it is the case that
cryptographic proofs of these protocols are based on too-strong (i.e. false) assumptions
that should be weakened, or that practitioners are wrong and collision resistance is required
for protocol security.

In this section, we clarify this situation by investigating the use of hash functions in
the authenticated key exchanges. We describe a generic class of attacks called transcript
collision attacks, demonstrating that, contrary to common belief, collisions can be used to
break fundamental security guarantees of these protocols.

3.4.1 Authenticated Key Exchange

Authenticated Key Exchange (AKE) protocols are executed between two parties, usually
called client and server or initiator and responder, in order to establish a shared session
key that can be used to encrypt subsequent messages. A typical example is the SIGMA’
protocol depicted in Figure 3.10. This protocol is a variant of the basic SIGMA (sign-and-
mac) protocol from [Kra03] which served as the inspiration for the key exchanges used in
many protocols including IKE, OTR, and JFK.

In SIGMA’, the initiator A first sends a message m; to B, consisting of a Diffie-Hellman
public value g*, along with some protocol-specific parameters info, that may include, for
example, a nonce, a protocol version, a proposed ciphersuite, etc. B responds with a
message my containing its own Diffie-Hellman public value g¥ and some parameters infog.
A and B have now completed an anonymous Diffie-Hellman exchange and can compute
the shared secret g™ and use it to derive the session key. However, before using the
session key, they authenticate each other by exchanging digital signatures over the protocol
transcript H(mq || m2) using their long-term signing keys (ska, skp). (Digital signature
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Finds 2/, y/,info’y, info’y s.t.
H(g" |[infou || g” | infols) = H(g" || infd, || g" || infop)

[H(ma || ) = H(mf || m) |

Figure 3.11: Man-in-the-middle credential forwarding attack on SIGMA’. The attacker
creates a transcript collision by tampering with the messages shown in red. At the end
of the protocol, the client and server have seemingly authenticated each other, but the
attacker knows both connection keys, and hence can read or write any data.

algorithms typically hash their arguments before signing them, and we have chosen to
make this hashing explicit in our presentation of SIGMA’.) By signing the transcript, 4
and B verify that they agree upon all the elements of the key exchange, and in particular,
that a network attacker has not tampered with the messages. Finally, A and B also prove
to each other that they know the session key ¢*¥ by exchanging MACs computed with
this key over their own identities.

Like other AKE protocols, SIGMA’ aims to prevent message tampering, peer imper-
sonation, and session key leakage, even if the network and other clients and servers are
under the control of the adversary. Formally, authenticating the transcript guarantees
matching conversations, that is, that the two parties agree on each other’s identity and
other important protocol parameters.

3.4.2 Transcript collision attacks

The alert reader will notice that SIGMA’ does not in fact guarantee that A and B agree
on the message sequence my || meo; it only guarantees that they agree on the hash of this
sequence. What if a network attacker were to tamper with the messages, so that A and
B see different message sequences but the hashes of the two sequences is the same? In
that case, the protocol will proceed to completion but the integrity and authentication
guarantees no longer hold.

Figure 3.11 illustrates such an attack in the man-in-the-middle setting. The attacker
intercepts messages sent between A and B. She sends her own message m/, = g% || info’,
to B and her own response m} = gy' || info’z to A. Suppose she can choose these messages
such that the authenticated transcripts match:

H(my || m3) = H(mj || m2)

We call this a transcript collision. Now, the attacker can simply forward A’s signature over
this transcript to B and vice versa. A and B will accept the signatures since the hashed
transcripts match and the signing keys are correct. However, the attacker knows the session
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keys (g°'¥,g*¥") on both connections (since she knows ’,3'). Hence, the attacker has fully
hijacked both connections and can now send messages to B pretending to be A and to A
pretending to be B. This is an impersonation attack that breaks peer authentication.

If the boundaries between the messages m; and mqy are not clearly demarcated, there
are a number of trivial attacks that can ensure that m; || m) = m/ || mo with no need for
hash collisions. In the following examples, we will assume that each message (and each
message field) is prefixed with its length.

3.4.3 A generic transcript collision

The main challenge in implementing the attack in Figure 3.11 is that the attacker has to
compute the messages m} and m), after receiving my but before the responder has sent
her response msy. The feasibility of the attack depends on the contents and formats of
these messages.

Suppose the responder B always sends the same message mq for every request; that
is, she uses the same (static) Diffie-Hellman value ¢¥ and same parameters infog. This
situation occurs, for example in protocols like QUIC, where the server uses a static
configuration. In that case, after receiving m;, the attacker can compute a transcript
collision by finding z’,%/, info'y, info’y such that H(my || mb) = H(m/ || ms). This requires
27/2 hash evaluations, because of the birthday paradox.

3.4.4 A chosen-prefix transcript collision

We now consider a more efficient attack that works even when B sends an unpredictable
mgy containing a fresh (ephemeral) Diffie-Hellman value ¢g¥ and a previously unknown
infop. However, we assume that the length of mo (£,,) is fixed and known to the attacker.
Moreover, suppose that in the second message of SIGMA’, infop is allowed to have arbitrary
length and arbitrary contents. That is, even if infog has junk data at the end, A will
accept the message. Specifically, suppose that infog = leng || datag where datap is opaque
data that will be ignored by A. Such “collision-friendly” messages exist in TLS, IKE, and
SSH.

Under this condition, the attacker can compute a transcript collision by constructing a
chosen-prefix collision (C7, Cs) of ¢1 and ¢5 bytes respectively, such that:

info’, info’

rT - \ 2! ff \A
H(ma [ [¢” |lenp | C1 || =]) = H([g" || C2])
~——

’ ’
My my

where len’y = £1 + £,,. Note that we have left empty space (written —) of size £, bytes
that still needs to be filled after Cy in infos.

After receiving my from A and computing C7, Cy, the attacker sends m} to B. When
B responds with my (of size £, bytes), she stuffs ms at the end of info’y (in place of —)
and sends m, to A. Due to the collision extension property, we have:

info’ info:4

4 r TN
H(my || [¢" | lens || Cy [ ma]) = H([g" || C2][Im2)
—_——

! ’
m2 7”1

That is, the attacker has obtained a transcript collision and the impersonation attack
succeeds.
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Table 3.1: Complexity of collision attacks (SHA-1 equivalents on GTX 1060 GPU)

Function MD5 (n = 128) SHA-1 (n = 160) MD5 || SHA-1

previous § 3.2 (w/ multicollision)
Collision 216 [SSA+09] 2047 [SBK+17] 2616 9676
CP collision 2391 [SSA+09] 277! [Stel3) 20635 9676

3.4.5 Application to TLS, IKE and SSH

The transcript-collision attack exploits hash collisions in combination with flexible protocol-
specific message formats. This trick can be applied to several mainstream protocols such
as TLS, IKE, and SSH.

In [BL16b] (Appendix E), we demonstrate how a man-in-the-middle attacker can
impersonate TLS 1.2 clients, TLS 1.3 servers, and IKEv2 initiators. We also show how a
network attacker can downgrade TLS 1.1 and SSH-2 connections to use weak ciphers. We
have implemented proofs-of-concept exploit demos for three of these attacks to demonstrate
their practicality, and provide attack complexities for the others. We believe that ours
are the first hash collision-based attacks on the cryptographic constructions within these
protocols. This settles the debate on whether the security of mainstream cryptographic
protocols depends on collision resistance. We recommend that weak hash functions like
MD5 and SHA-1 should be disabled from Internet protocols.

3.5 Conclusion

Chosen-prefix collisions have first been demonstrated on MD5 in 2007 [SLWO07]. In this
chapter we demonstrated them on SHA-1 for the first time. We summarize the complexity
of known attacks in Table 3.1. We also provide several new applications of CP collisions,
clearly showing that MD5 and SHA-1 signatures can be abused in practice. The transcript-
collision attacks are hard to deploy in the wild because the CP collision must be computed
online; on the other hand, the PGP impersonation attack is easy to mount because the
CP collision is a precomputation, independent of the target identity.

Responsible disclosure. Our transcript-collision attacks on TLS were responsibly disclosed
under the name SLOTH? in 2015 (CVE-2015-7575) and have resulted in security updates
to several TLS libraries. Our chosen-prefix attack on SHA-1 was also responsibly disclosed
under the name Shambles® in 2019 (CVE-2019-14855). In particular, we contacted the
authors of GnuPG and OpenSSL.

3.5.1 SHA-1 usage and deprecation

SHA-1 has been known to be broken since 2005 [WYY05]. NIST has been relatively fast
to deprecate SHA-1 usage for signatures:

i

Federal agencies should stop using SHA-1 for digital signatures, digital time stamping and
other applications that require collision resistance as soon as practical, and must use the
SHA-2 family of hash functions for these applications after 2010.

— NIST, March 15, 2006

77

2https://www.mitls.org/pages/attacks/SLOTH
Shttps://sha-mbles.github.io
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However, SHA-1 was still used in many different contexts when we demonstrated our
chosen-prefix collision attack in early 2020, including within signatures. In late 2020,
NIST announced than it would retire SHA-1 for all usages in 2030, due in part to our
chosen-prefix collision attack.*

X.509 certificates. The CA/Browser Forum decided to sunset SHA-1 in October 2014,
and its members were not supposed to issue SHA-1 certificates after 2016. Web browsers
have enforced similar rules, and major browsers started to reject SHA-1 certificates in
early 2017. Figure 1.4 shows hash function usage in the certificates of top websites: SHA-1
was still used until 2016 and stopped being used in early 2017, around the time the first
collision was announced [SBK+17].

For non-web clients, SHA-1 certificates have been supported longer in some applications.
For instance, OpenSSL has deprecated SHA-1 signatures with version 3.0.0 in September
2021.

PGP / GnuPG. There are currently two supported branches of GnuPG: GnuPGv1 is the
“legacy” (or “classic”) branch, and GnuPGv2 is the “modern” branch. The first version of
GnuPGv2 dates back to 2006, and the “legacy” branch is no longer recommended, but the
transition took a long time. In particular, GnuPGv1 was still the default version in Fedora
29 (released in October 2018), and in Ubuntu 16.04 LTS (supported until April 2021).

GnuPG supports many different algorithms, including SHA-1. Moreover, SHA-1 is the
default algorithm for identity certification in GnuPGv1. This is why we targeted PGP in
our demonstration of chosen-prefix collisions. After we disclosed our results to the GnuPG
team, SHA-1 signatures are no longer trusted in the GnuPGv2 branch.

The current draft of the next PGP standard [WHW+23] deprecates MD5 and SHA-1,
and defines a new signature format adding a salt at the beginning of the hashed data. This
prevents attacks were one party generates a collision and asks another party to sign it.

TLS handshake. In TLS 1.0 and 1.1, the handshake is hashed with the concatenation
of SHA-1 and MD5. Using the multicollision attack from Joux [Jou04], computing a CP
collision for MD5 || SHA-1 is not much harder than for SHA-1. This makes those versions
vulnerable to transcript-collision attacks. Figure 1.5 shows TLS usage for top websites:
TLS 1.0 and 1.1 are being phased out, but they were still used when we demonstrated
our attack. TLS 1.0 and 1.1 have been deprecated in 2021 [RFC8996], mostly because of
SHA-1 weaknesses.

In TLS 1.2, the hash function used is configurable. In 2015, many servers and client
supported MD5, and some used it in normal usage: this was the default configuration of
Java clients and servers. MD5 has been disabled in many libraries after disclosing our
attack. In late 2019, the vast majority of clients and servers supported SHA-1, and some
servers actually preferred to use SHA-1, even when the client offers better algorithms.>+¢
Usage of MD5 and SHA-1 has been deprecated in 2021 [REC9155].

Modern clients (such as web browsers and OpenSSL) have removed support for TLS
1.0 and 1.1, as well as SHA-1 support to sign the handshake.

DNSSEC. SHA-1 was still used in DNSSEC, with 18% of the top-level domains using
SHA-1 in early 2020.” Since DNSSEC signatures include user-supplied content, CP collisions
could potentially be used to attack the DNSSEC system.

4nttps://csrc.nist.gov/Projects/Hash-Functions/NIST-Policy-on-Hash-Functions
Shttp://web.archive.org/web/20191227174651/https://censys.io/domain/report?field=443.
https.tls.signature.hash_algorithm
Shttp://web.archive.org/web/20191227174551/https://censys.io/domain?q=443.https.tls.
signature.hash_algorithm/3Ashal
"https://wuw.dns.cam.ac.uk/news/2020-02-14-sha-mbles.html
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Generic Attacks Against
Hash-Based MACs

This chapter is based on articles [LPW13] and [DL14; DL16], found in Appendiz F and G.

Message Authentication Codes (MACs) are an important type of symmetric cryptography
primitives, used to verify the integrity and authenticity of messages. The sender of a
message uses a MAC to compute a tag from the message and a shared secret key. The tag
is appended to the message and the receiver can recompute the tag using the key, and
reject the message when it does not match the received tag. Common MAC algorithms
are built from block ciphers (e.g. CBC-MAC, PMAC), from hash functions (e.g. HMAC, NMAC),
or from universal hash functions (e.g. GMAC, Poly1305, UMAC).

4.1 Security of MAC algorithms

The main security requirement of a MAC is the resistance to forgery: it should be hard
for an adversary to forge a valid tag without knowing the key. We define two variants of
forgery attacks, assuming oracle access to the MAC with the secret key:

Existential forgery. After querying the oracle to obtain the tags of some chosen messages,
the adversary must predict the tag of a message that has not been queried.

Universal forgery. The adversary is given a challenge message C before interacting with
the oracle. She can query any message excepted C, and must predict the tag of C.

It should also be impossible to recover the secret key excepted by exhaustive search. In
addition, cryptanalysts have studied state-recovery attacks, where the adversary attempts
to recover the internal state of the MAC.

4.1.1 Generic forgery attack against iterative MACs

Preneel and van Oorschot described a generic attack against all deterministic iterated
MACs with a state size of n bits [Pv95] based on collisions. After 2/ queries with small
messages of the same length, we expect that two messages reach the same internal state.
If the message pair (M, M) produces an internal collision, then for any suffix S the pair
(M || S, M’ || S) also collides in the tag: MAC(M || S) = MAC(M’ || S). Therefore, we can
create a forgery by asking for MAC(M || S) and using it to predict MAC(M’ || S).

This attack is similar to the collision extension property of hash functions, but the
attacker does not have access to the internal state, because a MAC is a keyed function.
However, the internal collision can be detected because it implies a collision in the tag. For
some MACs there are also false-positive pairs colliding on the tag but not on the internal
state, but they are filtered out by testing the forgery attack.
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4.1.2 Security loss beyond the birthday bound

Even though all deterministic iterated MACs have essentially the same security bound, the
impact of the attacks can be quite different. For instance, the Envelope MAC [Tsu92] and
the Sandwich MAC [Yas07] are two similar MAC constructions based on hash functions
with an n-bit internal state:

Envelope, (M) =H(k | M | k)
Sandwichy (M) = H(pad(k) || pad(M) || pad(k))

where pad pads its input to an integer number of blocks. Both modes are secure up
to the birthday bound, and the generic forgery attack matches the bound. However,
there is a more complex key-recovery attack against the envelope MAC with birthday
complexity [Pv96].

Key-recovery attack against the Envelope MAC. For simplicity, we assume that the hash
function uses n-bit message blocks, and that the size of the key is also n bits. The attacker
considers n-bit messages (M, M'), with the last bit equal to zero (M[n—1] = M’'[n—1] = 0).
After querying 2"/2 messages she expects a collision in the internal state:

he (k|| M) = h* (k|| M)

She detects the hash collision as a MAC collision (Envelope, (M) = Envelope,(M’)), and
she verifies that it is an internal state collision with a few extra queries.

Next, she queries the MAC of n — 1-bit messages M[0..n — 2] and M'[0..n — 2]. If
k[0] = 0, then the tags collide because the first two blocks processed by the hash function
are the same as in the internal collision h*(k || M) = h*(k || M'):

k|| M[0.n—2] | k[0] = k|| M [0.n— 2] || 0=k || M
k|| M[0..n— 2] | K[0] = & || M'[0.n— 2] || 0 = k || M’

The collision is preserved by the final block, because its content is the same for both
messages (k[1..n — 1]).

On the other hand, if £[0] = 1, the tags are different with high probability because we
have two different values for the second block (M[0..n — 2] || 1 and M'[0..n — 2] || 1) that
are not known to collide. Using this technique, the adversary recovers the key iteratively
(bit-by-bit or byte-by-byte), building a special collision corresponding to each successive
partial guess. She obtains a key-recovery attack with complexity (5(2”/ ).

This attack does not apply to the Sandwich MAC, because the padding after the
message prevents mixing message bits and key bits in the same block. This shows that
modes with similar security proofs can have different security degradation beyond the
birthday bound.

4.2 Hash-based MACs

In this chapter we study MAC algorithms based on a hash function such as HMAC [BCK96],
one of the most widely used MACs. Using a hash function H, HMAC is defined as

HMAC(k, M) = H(k @ opad || H(k @ ipad || M)),
with ipad and opad two fixed constants of size one block. More generally, we consider a

class of iterative designs based on a family of compression functions A*) and a finalization
function g, following Chapter 2. For simplicity, we assume that the internal state and
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Figure 4.1: Hash-based MAC. Only the initial value and the final transformation are
keyed.

the tag are both n-bit long. The message M is divided into L blocks z;, and the tag 7 is
computed as (see Figure 4.1):

xo = I, zip1 = hD(z;,my) T = gr(xr, |M]).

The message processing updates the internal state starting from a key-dependent value I,
and the output is produced with a key-dependent finalization function gi. On the other
hand the state update does not depend on the key.

Our description covers HMAC [BCK96], Sandwich-MAC [Yas07] and Envelope-MAC [Tsu92]
with common narrow-pipe hash functions. In particular, we consider that the finaliza-
tion function depends on the message length |M|, because many hash functions use MD
strengthening. When the hash function uses the Merkle-Damgard mode, the compression
function is the same at every step, and we denote it as h (Vi, h() = h).

We know that iterated hash functions are indifferentiable up to the birthday bound,
assuming that the compression function is ideal [CDM+05]. This also implies that hash-
based MACs are secure up to the birthday bound.

Our results. In the following we study the security of hash-based MACs above the
birthday bound. We give generic state-recovery attacks with complexity @(2"/2) when the
hash function follows the Merkle-Damgard mode (Section 4.3) and O(2*%/%) for the more
general HAIFA mode (Section 4.4). This contradicts previous beliefs that state-recovery
attacks should have complexity 2". We also extend these to key-recovery attacks when the
hash function uses an internal checksum (Section 4.5).

4.3 State-recovery attack using cycles

Our first attack uses long messages repeating a fixed block S (for instance, 8§ = 0).
We assume that the hash function uses the Merkle-Damgard construction, so that the
compression function h is the same at every step. When evaluating the MAC on such
a message, we actually iterate a fixed function ¢ : z — h(z,8); our goal is to exploit
properties of the functional graph of ¢. We travel in the graph by querying the oracle
using consecutive [ message blocks. However, since the key is unknown, we do not have
access to the internal state; we can only detect collisions because they are preserved by
the finalization function.

4.3.1 Forgery

We start with a forgery attack based on collisions. This attack exploits the cycle length of
the main component of ¢. Since ¢ is a public function, we identify the main component
and its main cycle with O(2"/2) operations; we denote its length as ¢.

Assuming that ¢ behaves as a random function, the expected tail length (the distance
to the cycle) is V727 —3 and the expected cycle length is also vVw27—3 [FO90]. Moreover,
the main component has expected size 0.76 x 2" [FS09, §VIIL.14].
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Naive attack. We first assume that no length padding is used in the hash function, so
that the finalization function g does not depend on the message length. In this case, it is
quite easy to obtain a collision, and therefore a forgery. We consider the following messages

n/2 n/2
M, = My = >+

With constant probability, the initial value Ij is in the main component, and the sequence
of 2/2 B blocks is sufficiently long to enter the cycle. In this case, the two MAC outputs
will collide.

Dealing with MD strengthening. In order to deal with the MD strengthening, we must
generate two messages of the same length. We use the following trick: we start from a
message M = ﬁQn/2 | e | ﬁzn/z with an arbitrary block a # 5. With constant probability,
the internal state reaches the main cycle after the first series of 3, and again after the
second series of 8. In this case, we can add ¢ /3 blocks in the first or the second series to
obtain two colliding messages of the same length (see Figure 4.2):

n/2 n/2 n/2 n/2
My =32" ||| g My =p"" )« B

Complexity analysis. The attack has complexity O(2"/?) and succeeds if
1. I} is in the main component of ¢;
2. The cycle is reached after less than 2"/2 blocks f;
3. The state reached after « is also in the main component of ¢;
4. The cycle is reached after less than 2/ blocks .

Events 1 and 3 have probability about 0.76, while events 2 and 4 have probability at least
1/ given that the expected tail length is shorter than 27/2 Overall the success probability
is at least 0.14. The attack can be repeated with a random prefix block if needed.

4.3.2 State recovery

We now extend the forgery attack into a state-recovery attack. We use an additional
property of the graph of a random mapping: the graph contains a giant tree of expected
size 0.48 x 2™ [FS09, §VII.14]. Therefore, starting from a random node in the graph, there
is a constant probability to enter the cycle at one specific node: the root of the giant tree.
Since ¢ is a public function, we identify this node offline with complexity O(2"/2).

When the forgery attack above succeeds, there is a constant probability that the first
cyclic node is exactly the root of the giant tree. Therefore, we obtain a state-recovery
attack by searching for the smallest length z such that the cycle is reached after processing
B%. If the cycle is reached, we know that the following two messages have a constant
probability to have the same MAC:

My =67 a2 My =B [ a]| 57

In order to avoid false negatives, we repeat queries with several choices of « for each z, to
obtain a high-selectivity test. Using a binary search, we need only O(n) queries to find
the smallest z reaching the cycle. With constant probability, the state after processing the
message 37 is the root of the giant tree.

Complexity analysis. The attack has complexity @(2”/2) and succeeds with constant
probability.
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Figure 4.2: Cycle-based collision.

4.4 State-recovery attack based on chains

We now propose an attack applicable to HAIFA hash functions, i.e. with different
compression functions k(Y at each step, but we sometimes omit the step index for simplicity.
Again, we use a fixed long message, but since we have different functions we cannot use
properties of the functional graph. Instead, we study the entropy loss.

4.4.1 Entropy loss

When we iterate a fixed sequence of random functions, the image space is reduced at each
step. More precisely, we have the following lemma:

Lemma 1. Let f1, fo,..., fos be a sequence of random functions over the set of 2™ elements,
with s <n/2 and g; = fio...o fao fi. Then, the images of two arbitrary inputs to gos
collide with probability of about 2°7™, i.e. Pry , [g2:(x) = g2: (y)] = ©(2°7 ™).

In order to exploit this property, we fix a message C of length 2°, and query the oracle
with messages of the form r || C. If we denote the function x +— h)(z,C[i — 1]) as f;
(1 <4 < 2%), the final state after processing r||C'is in the image space of gos £ fos0...0fs0f;.
This set has properties similar to the root of the giant tree used in the previous attack: we
can sample the set offline, it has reduced entropy, and we can build messages that reach
this set online. In order to obtain a state-recovery attack, we need to match the unknown
states obtained though online queries with the known states computed offline.

4.4.2 Using collision filters

A collision filter for an offline state x is a pair of blocks b # b’ such that h(x,b) = h(z,b).
Given a message M, we test whether the state obtained after processing M is equal to
x by comparing the tags of M || b and M || V'. Building the filter has complexity O(2"/?)
and using it has complexity O(|M]).

Alternatively, we can build the filter online, and evaluate it on offline states. An online
collision filter for a message M is a pair of blocks b # b’, such that MAC(M ||b) = MAC(M ||b').
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Figure 4.3: Chain-based state recovery. We detect a match between the gray points («)
using the diamond test built online.

Given a state x, we test whether the state obtained after processing M is equal to = by
comparing h(z,b) and h(z,b'). Building the filter has complexity O(|M| x 2"/?) and using
it has complexity O(1).

State recovery. We obtain a first attack using online collision filters:

1. (online) Fix a message C' of length 2°. Query the oracle with 2% messages M; = [j]||C.
Build a collision filter for each message M;.

2. (offline) Starting from 2! arbitrary starting points, iterate the compression function
with the fixed message C.

3. (offline) Test each image point x obtained in Step 2 against each of the messages M.
If a match is found, the state reached after M is x.

Complexity analysis. In Step 3, we match a set of size 2 and a set of size 2!. According
to Lemma 1, each pair collides with probability 2°~™. Therefore, the attack is successful
with high probability if ¢t + u > n — s.

The optimal trade-off is obtained with w = s and t = n — 2s, with the following
complexity:

Step 1: 25tutn/2 —on/2+2s GQep 2: 25t =275 Gtep 3:  2tv =on—

The optimal complexity is @(2°%/¢) when s = n/6. More generally, we obtain an attack
with complexity O(2"~*®) when s < n/6.

4.4.3 Using a diamond filter

Building the filters is the bottleneck of the attack. In order to build filters for 2% messages
M, more efficiently, we use the diamond structure of Kelsey and Kohno [KK06]. Since the
construction of the diamond structure is based on collisions, we can build a diamond for
the unknown states corresponding to online queries. This requires O(2("+%)/2) queries,
with messages of length O(|M;]).

We obtain messages m; such that all messages M || m; reach the same state. Then
we build a collision filter (b,d") for the final state of the diamond, and we obtain filters
for all messages M;. We test whether the state obtained after processing M; is equal to
x by comparing h*(xz, m; || b) and h*(x,m; || V’). Building the filter for 2* messages has
complexity O(|M;| x 2("T%)/2) and using a single filter has complexity O(u).

State recovery. We obtain an improved attack using the online diamond filter (Figure 4.3):

1. (online) Fix a message C of length 2°. Query the oracle with 2* messages M; = [j]||C.
Build a diamond filter for all messages Mj.
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Figure 4.4: HMAC based on a hash function with a checksum (dashed lines) and a length-
padding block. We only detail the first hash function call.

2. (offline) Starting from 2! arbitrary starting points, iterate the compression function
with the fixed message C'.

3. (offline) Test each image point x obtained in Step 2 against each of the messages M.
If a match is found, the state reached after M is x.

Complexity analysis. Again, the attack is successful with high probability if ¢t +u > n —s.
The optimal trade-off is obtained with v = s and ¢t = n — 2s, with the following
complexity:

Step 1: 25FW/2Hn/2 — 9n/2+3s/2 Gtep 2: 25Tt =9"7% Step 3: 21U =9"¢

The optimal complexity is (7)(24"/ ®) when s = n/5. More generally, we obtain an attack
with complexity O(2"*) when s < n/5.

4.5 Key-recovery attack against HMAC-GOST

Finally, we consider HMAC used with a hash function with an internal checksum. The
checksum computes the sum (XOR) of all message blocks, and uses this sum as an extra
input to the finalization function. This technique is supposed to improve the security of a
hash function, assuming that controlling the checksum would be an additional challenge for
an adversary. Previous work have shown that the checksum fails to improve the security
on many cases [GKO08], but we obtain a more surprising result: the checksum makes the
hash function weaker, enabling key-recovery attack faster than exhaustive search on HMAC.

Notable examples of hash functions with a checksum are the standards from the Russian
government: GOST [Dol10] and Streebog [DD13]. Figure 4.4 shows the evaluation of HMAC
with a Merkle-Damgard hash function with a checksum.

State recovery. First, we note that the checksum does not prevent the state-recovery
attacks. Concretely, the attack of Section 4.3 is based on detecting collisions between pairs
of messages

n/2 n/2
My =57 |lall g My =g+ ||| B2

Since the messages have the same checksum, a collision in the state will be preserved.
We use the state-recovery attack to recover the internal state x, before the checksum
is processed.
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Key recovery. In HMAC, k @ ipad is prepended to a message M, and (k @ ipad) | M
is hashed by the underlying hash function H. Therefore, the final checksum value is
o = Sum®((k @ ipad) | M) = k @ ipad & @ M;. We take advantage of the fact that o
contains the key, and can be controlled by changing the message. We inject a known
difference in the checksum to perform a kind of related-key attack on the finalization
function g, even though we have access to a single HMAC key.

More precisely, we use Joux’s multicollision attack [Jou04] to generate a large set
of messages with the same value x, before the finalization, but with different values of
the checksum. We detect MAC collisions among those messages, and we assume that
the collisions happen when processing the checksum. For each such collision, we have
g(x., k@ ipad ® P M;) = g(z«, k @ ipad @ @ M]), and we compute the input difference
AM =@ M; &P M,.

Finally, we compute g(z,, m) offline for a large set of random values m, and we collect
collisions. Again, we compute the input difference Am = m @ m’ for each collision, and we
match Am to the previously stored AM. When a match is found between the differences
we look for the corresponding values and we have k @ ipad @ €@ M; = m (or m’) with high
probability. This gives the value of the key k.

Application. We obtain an attack with complexity 23*/4 on HMAC-GOST and an attack
with complexity 24"/ on HMAC-Streebog. The attack on HMAC-Streebog is less efficient
because Streebog uses the HAIFA construction, which makes the key-recovery attack more
complex.

4.6 Conclusion

In the chapter we have demonstrated state-recovery attacks for hash-based MACs with
complexity below 2”. In particular, our generic attacks are more efficient than dedicated
attacks (presented as distinguishing-H attacks) that have been published against hash
functions of the MD-SHA family [KBP-+06; RR08; WYW+09].

For Merkle-Damgéard hash functions we obtain an attack with complexity (’N)(Z”/ ),
matching the security proof. For HAIFA hash functions, we obtain an attack with
complexity O(24%/5), leaving a gap with the proven security bound.

In the full paper [DL16] (Appendix G), we extend the framework for state-recovery at-
tacks. We observe that our state-recovery attacks are similar to collision-finding algorithms:
the attack from Section 4.3 is similar to Pollard’s rho algorithm, while the attack from
Section 4.4 is similar to the parallel algorithm of van Oorschot and Wiener [vIW94]. We
point out that Pollard’s rho algorithm returns one specific collision with high probability:
the root of the giant tree. This property is used in our state-recovery attack. We show
that the algorithm of van Oorschot and Wiener also returns collisions from a small set.
Based on this observation, we obtain different attacks with various trade-offs between the
message length and the complexity of the attacks, as shown in Figure 4.5.

Those techniques have also been used to devise universal forgery attacks, where the
attacker is given a long challenge, and must predict the MAC of the challenge after
interacting with the oracle [PW14; GPS+14; DL14].
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Figure 4.5: Trade-offs between the message length and the complexity for state-recovery

attacks.



Generic Attacks Against
Encryption Modes

This chapter is based on articles [BL16a] and [LS18], found in Appendiz H and I.

Block ciphers (such as DES or the AES) are probably the most widely used cryptographic
primitives. Formally, a block cipher is just a keyed family of permutations over n-bit
blocks, but when combined with a mode of operation, it can provide confidentiality (e.g.
using CBC, or CTR), authenticity (e.g. using CBC-MAC, PMAC, or GMAC), or authenticated
encryption (e.g. using GCM, CCM, or OCB). A mode of operation defines how to divide a
message into blocks, and how to process the blocks one by one with some chaining rule.

When analyzing the security of block cipher modes of operations, there is frequently
a term 02/2" in the security proof (with o the total length of the queries made by the
adversary, and n the block size), due to the PRF/PRP switching lemma [BKR94]. Indeed,
a block cipher is idealized as a pseudo-random permutation (PRP) family, but proofs often
need it to behave as a pseudo-random function (PRF) family. The difference between a
PRF and a PRP is that PRFs have collisions, which are detected with probability at most
02/2™. More generally, most proof techniques fail at the birthday bound; this explains
why we use modes with birthday security.

5.1 CBC and CTR
Two important examples are the CBC (Cipher-Block Chaining) mode and the CTR (Counter)

mode; they are the most widely used modes of operation used for symmetric encryption.

The CBC mode. CBC is one of the oldest encryption modes, standardized in 1980 [NBS80],
and still widely used. The message M is divided into blocks m;,0 < ¢ < L and is encrypted

mo mi mo ms
c.1 =1V 0 1 2 3
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Figure 5.1: CBC mode. Figure 5.2: CTR mode.
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as (see Figure 5.1):
¢ = Ex(m; ® ci—1),

where c_; is an initialization value usually denoted as IV. For simplicity, we assume that
all message sizes are a multiple of the block size.

CBC has been proven secure up to 2™/2 blocks of messages [BKR94; PRO0]. On the other
hand there is a simple birthday attack against CBC: after 2/2 message blocks encrypted
with the same key (in the same message or in different messages), a collision between two
ciphertext blocks ¢; = ¢; is expected. Since Ej, is a permutation, a collision in the output
means that the inputs are the same (m; ® ¢,—1 = m; @ ¢j—1), which reveals the XOR of
two plaintext blocks:

m;Em; =ci—1Dcj_1.

The CTR mode. The CTR mode was first proposed in 1979 [DH79], but standardized more
recently in 2001 [NISO01]. It is now widely used: in particular, it provides the encryption
part of authenticated encryption modes CCM and GCM. The counter mode turns a block
cipher into a stream cipher: a counter is encrypted to generate a keystream that is xored
with the message. More precisely, the message M is divided into blocks m;,0 < i < L
which are encrypted as (see Figure 5.2):

c; = Ex(i) ® my,

For simplicity we consider a stateful variant of the counter mode with a global counter
that is maintained across messages and initialized as 0.

If F} is a pseudo-random function, rather than a pseudo-random permutation, then
CTR is secure up to 2" blocks [BDJ+97]. However, in the common case where Ej, is
a permutation, CTR is proven secure only up to 2"/2 blocks, and there is a matching
distinguishing attack with complexity 2"/2. If a message where all the plaintext blocks are
equal is encrypted, then all the ciphertext blocks will be pairwise different. Indeed, all the
Ey (i) are unique, because Ej, is a permutation. More generally, with known plaintext, the
adversary can reconstruct the keystream blocks ¢; ® m; and observe that they are distinct.
This distinguishes the counter mode from an ideal encryption scheme, because random
data would collide after roughly 2*/2 blocks.

More interestingly, McGrew proposed a method to eliminate impossible values for the
plaintext [McG12]. Given two encrypted blocks ¢; = Ex (i) @ m; and ¢; = Ex(j) & m;, we
have Fy (i) # E(j), therefore we deduce

mi@mj ;éciEBcj.

Using prior knowledge about the plaintext (such as a dictionary), an attacker can eventually
recover the right plaintext.

Security of CTR and CBC. It is interesting to compare the birthday attacks against CBC
and CTR. Both attacks have the same complexity, and show that the proofs are tight.
However, they are quite different:

o The CBC attack is based on detecting collisions, and directly leaks information about
the plaintext;

e The CTR attack is based on detecting the absence of collisions, and only leaks
impossible values of the plaintext.

In general, there is a folklore belief that the leakage of the CTR mode is not as bad as
the leakage of the CBC mode. For instance, Ferguson, Schneier and Kohno wrote (in the
context of a 128-bit block cipher):
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i

CTR leaks very little data. [...] It would be reasonable to limit the cipher mode to 20 blocks,
which allows you to encrypt 254 bytes but restricts the leakage to a small fraction of a bit.
When using CBC mode you should be a bit more restrictive. [...] We suggest limiting CBC
encryption to 232 blocks or so.

— Cryptography Engineering, [FSK11, Section 4.8.2]

Our results. In this chapter we study the impact of birthday attacks on CBC and CTR.
We show that both modes suffer plaintext-recovery attacks with birthday complexity in
realistic settings. Moreover, we demonstrate the CBC attack in practice with ciphers with
64-bit blocks, showing that they do not offer meaningful security.

5.2 Birthday-bound security

While block ciphers with n-bit blocks and k-bit keys are required to resist any attack with
up to 2" data and 2% time, most modes of operation are only proven secure up to 2"/2
blocks of plaintext. Rogaway summarizes the situation as follows:

77

i

In general, unless special efforts are taken, almost any mode of operation based on an n-bit
blockcipher will admit attacks that employ o = 2™/? blocks. [...]
Do birthday-bound attacks on CBC, CFB, and OFB actually matter? They are of relatively
little concern when the blockcipher has a blocksize of n = 128 bits, but the attacks can be a
serious concern when employing a blockcipher of n = 64 bits, requiring relatively frequent
rekeying to keep o < 232.

— Phillip Rogaway, [Rogl1, p. 36]

77

The main countermeasure against birthday attacks is to change the key frequently,
before reaching the birthday bound under any single key. For instance, if the key is changed
after 2/2-16 blocks, a collision attack against a given key only succeeds with probability
2732 and an attacker has to collect 232 different sessions to mount an attack with high
probability.

If implemented properly, this is an effective security measure to strengthen block ciphers
with a small block-size. We stress than the key must be changed well before 2"/2 blocks,
despite misleading recommendations in published standards. For instance, ISO used to
recommend:

i

Generally, for a block cipher with block size of n bits, the mazimum amount of plaintext
that can be encrypted before rekeying must take place is 20"/?) blocks, due to the birthday
paradox. As long as the implementation of a specific block cipher do not exceed these limits,
using the block cipher will be safe.

— ISO/IEC JTC1 SC27, May 2014 [ISO14]

77

NIST had a similar recommendation for 3DES, a legacy standard with a 64-bit block
size (denoted as TDEA in NIST documents):

i

The security of TDEA is affected by the number of blocks processed with one key bundle.
One key bundle shall not be used to process more than 232 64-bit data blocks.
— NIST, January 2012 [NIS12]

77

Those recommendations are inadequate, because collisions occur with high probability
(close to 0.39) with only 2/2 blocks. Similarly, many internet standards (IPsec, TLS, SSH)
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do not specify a session limit, and many applications allowed very long sessions with the
same key, up to or even above 2/2 blocks.

On the practical (in-)security of 64-bit block ciphers

With a modern block cipher with 128-bit blocks such as AES, the birthday bound cor-
responds to 256 EB (258 bytes). While this leaves a safe margin for common uses of
cryptography today, the resulting security is still lower than could be expected of 128-bit
security and might be an issue in the future. As a point of comparison, the worldwide
data storage capacity is estimated to be around 8 ZB (273 bytes) in 2021 [Sta22b], and the
global Internet traffic is estimated around 4 ZB (272 bytes) per year in 2022 [Sta22a].

More strikingly, the birthday bound corresponds to only 32 GB for a block cipher
with 64-bit blocks. There are real-world scenarios in which this amount of data may be
encrypted under a block cipher with 64-bit blocks: 3G telephony connections (UMTS)
are encrypted with KASUMI using the £8 mode, and Internet protocols like OpenVPN,
TLS, SSH, and IPsec use 3DES or Blowfish as legacy ciphers for interoperability. In these
scenarios, 32 GB of data can be transferred in less than one hour with a fast connection.
In the following, we investigate the practical impact of birthday attacks, with a focus on
block ciphers with 64-bit blocks.

Previous work. McGrew has investigated plaintext-recovery attacks on 64-bit ciphers
in CBC, CFB, and CTR modes [McG12]. He studied the amount of information leakage by
assuming that the attacker can observe all the ciphertext in an encrypted stream, and
she has some (incomplete) knowledge of the plaintext. We revisit the results of McGrew
by considering a stronger adversary model (with chosen plaintext rather than known
plaintext), and more advanced algorithms to solve the underlying problems.

5.3 Plaintext-recovery attack against CBC

We consider collision attacks against the CBC mode in the chosen-prefix secret-suffix
model [HRR+15]. The attacker must recover a ¢-block secret S, given access to an oracle
that computes the encryption of M || .S for a chosen message M. Using the collision
attack above, the attacker queries 27 arbitrary messages of u block each, corresponding to
o = (t +u) x 27 blocks of data. She expects on average o2 x 2"~ ! collisions among the
ciphertext blocks.

Using short messages. When u < ¢, most collisions reveal the XOR between two blocks
from S. The attacker collects these relations until she learns the XOR between all pairs of
blocks from S. We model a relation as an edge in a graph whose vertexes are the plaintext
blocks; with high probability, the graph will be fully connected when there are more than
O(tIn(t)) edges. We deduce the following complexity (up to constant factors):

o? x 2" L~ tin(t)

o~ +/tin(t) x 2"/?

At this point, there are o = /tIn(t) x 2"/? ciphertext blocks from S, and u/t x 0 =
u x /In(t)/t x 2"/ from M. We expect uln(t) > 1 collisions across the two sets; this

reveals at least one block of secret, and the others are deduced using the relations between
the blocks from S.
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Using longer messages. When u 2 ¢, most collisions are between two blocks from M,
and the attacker doesn’t learn anything from such collisions. But some collisions reveal the
XOR between a block from S and a block from M; we expect u27 x 29 x 27" = ¢y x 224—"
collisions of this type. In order to recover the full secret, the attacker needs on average
t x Hy such collisions, following the analysis of the coupon collector’s problem (with H;

the harmonic numbers H; = 22:1 1/3). We deduce the complexity of the attack:

t x Hy ~ tln(t) = tu x 22¢7"

o =u2? = \/uln(t) x 2"/?

Using longer queries increases the data complexity of the attack, but it reduces the

total number of queries from O(y/In(t)/t x 2"/2) to O(y/In(t)/u x 27/?). In practice, this
results in a faster attack overall when there is a minimal delay for each query.

With rekeying. If the lifetime of a key is limited to 2" < 2/2 blocks of data, this increases
the complexity of the attack, but does not prevent it. Using the short message attack, we
can make 2"/t queries per key, so that we make 2% queries spread over t x 297" different
keys. Collision between ciphertext blocks encrypted with different keys are useless, but
we still expect on average 22"~ collisions per key, i.e. t x 29t7~"~1 yseful collisions in
total. We obtain the following complexity (up to constant factors):

t x 20777~ tn(t)

oc=tx2"=tln(t) x 2"

If r is slightly below n/2 the attack still has complexity close to 27/2 hecause for each key
there is a non-negligible probability that a collision occurs.

5.3.1 Usage of 64-bit block ciphers

When we performed this analysis in 2016, there was a non-negligible usage of block ciphers
with 64-bit blocks, mostly 3DES and Blowfish. In most cases, there was no limit to session
length, or a limit close to 232 blocks (insufficient to prevent the attack).

Usage in TLS. In TLS 1.0 and 1.1, 3DES is the mandatory encryption algorithm, so all
TLS libraries implemented it and a vast majority of web servers supported it. Before we
disclosed our results, mainstream TLS libraries still treated 3DES to be at the same security
level as AES. For example, OpenSSL included 3DES ciphersuites in its HIGH-security list.
Until 2014, OpenSSL even considered 3DES as more secure than AES-128 because of its
larger key.

In 2016, telemetry results showed around 1% usage of 3DES in web browsers for HTTPS
traffic. Actually, 3DES usage increased in 2015, after RC4 was deprecated due to practical
attacks [ABP+13]. 3DES was recommended as the backup cipher in place of RC4, for
legacy server or clients without AES support. Surprisingly, scan results showed that many
servers that would use 3DES actually supported AES, but preferred to use 3DES.

TLS does not explicitly limit the amount of data encrypted with the same key. When
using HTTPS, HTTP/1.1 supports sending multiple messages in the same TLS session.
In practice, web browsers did not force any rekeying, and we found many web servers
that supported long-lived connections with a large amount of data without rekeying. We
measured that 0.6% of the top 100k websites would both use 3DES with an up-to-date
browser, and supported long sessions. This included high-profile websites such as ebay. com.
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Usage in OpenVPN. OpenVPN is a popular open-source VPN solution. Before version 2.4
(released in December 2016), the default encryption for the transport protocol of OpenVPN
was Blowfish, a block cipher with 64-bit blocks, in CBC mode. OpenVPN supports two
different ways of generating session keys to encrypt the messages. In pre-shared-key mode,
static keys are used for all the traffic. In particular, there is no limit to the lifetime of those
keys. In TLS mode, session keys are generated with a TLS handshake, using certificates
to authenticate the peers. The session keys are updated periodically, with limits on the
number of packets, the number of bytes, or a session time. The default configuration
rekeys the tunnel every hour. In addition, the tunnel is rekeyed shortly before 232 packets
in TLS mode, because the packet counter is a 32-bit integer. In pre-shared-key mode, the
packet counter is a 64-bit integer.

Usage in SSH. In SSH version 1, the strongest available ciphers are all block ciphers
with 64-bit blocks: 3DES, Blowfish, and IDEA, and although SSH 2 introduced AES, it
still labeled 3DES as the mandatory cipher. Consequently, popular implementations such
as OpenSSH still used 3DES as the default cipher for SSH-1 connections. SSH standards
recommend that implementations rekey after every 1 GB of data (or after every 2*/4 blocks
when n > 128 [NKBO06]), but many popular SSH clients do not implement this feature.

5.3.2 Practical attacks against CBC with 64-bit block ciphers

As explained in Section 1.3, the man-in-the-browser setting is a practical model for attacks
against websites, where the attacker targets an authentication token that is included
in every query. Therefore, she can directly apply the chosen-prefix secret-suffix attack
given above. We observe that most of the traffic generated is known or predictable. The
requested URL is chosen by the attacker, and all the headers excepted the authentication
token are predictable and can be observed in any plaintext HT'TP traffic.

We have demonstrated two versions of the attack, against OpenVPN tunneling and
against TLS encryption. We assume that the token takes two blocks, and that the attacker
has aligned it to a block boundary using other headers.

Proof-of-concept attack against OpenVPN. To demonstrate the attack against Open-
VPN, we used a pre-shared-key tunnel between two physical machines running Linux,
with Firefox Developer Edition 47.0a2 on one side, and an nginx server on the other side.
Access to the server was protected by BasicAuth (in plaintext inside the tunnel). Using
the default OpenVPN settings, the tunnel was encrypted with Blowfish in CBC mode.

We used JavaScript code to send a large number of requests to the server though the
tunnel. We found that increasing the size of the request to 4 kB did not significantly
reduce the query rate, but reduced the number of queries required for the attack. In our
setting, the browser generated about 2900 requests per second, using several web Workers
running in parallel. The full attack is expected to use about 236 blocks (780 GB) to
recover a two-block secret out of 4 kB messages, corresponding to about 19 hours in this
setting. In our demo, it took 18.6 hours and 705 GB, and we successfully recovered the
16-byte authentication token.

Proof-of-concept attack against TLS. In our setup we used Firefox Developer Edition
47.0a2 running on Linux and an IIS 6.0 server in a Windows Server 2003 R2 SP2 Virtual
machine. The default configuration of IIS 6.0 with all recommended updates offered only
RC4 and 3DES ciphers, and 3DES was used with Firefox and other browsers where RC4 is
disabled. Moreover, IIS 6.0 supports HTTP /1.1 and keeps an active connection open for
an arbitrary long time.

We used JavaScript to generate queries but we note that with several Workers running
in parallel, Firefox opened a few parallel connections to the server (typically, 6) and split
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the requests over these connections. For our attack, we need to maximize the throughput
over a single connection. This can be achieved by disturbing some of the connections so
that most of the requests are sent in a single connection. In our setup, we used iptables
rules to limit the rate of all connections except one.

On Firefox Developer Edition 47.0a2, with a few dozen Workers running in parallel, we
could send up to 2000 requests per second in a single TLS connection. To further reduce
the time needed for the attack, we injected a padding cookie to expand the requests to
4 KB (512 blocks). In our setting this reduced the rate to 1500 requests per second, but
still lead to a faster attack. Again, the full attack should require 2356 blocks (780 GB) to
recover a two-block token, which should take 38 hours in our setting. Experimentally, we
recovered the token (a two-block cookie) after only 30.5 hours and 610 GB.

5.3.3 Responsible disclosure.

Our attack was responsibly disclosed in 2016 under the name Sweet32, using the website
sweet32.info. We have contacted the OpenVPN team, as well as various website own-
ers, browser vendors, and TLS libraries. The TLS vulnerability received CVE number
CVE-2016-2183, and the OpenVPN vulnerability is tracked as CVE-2016-6329.

Several standards have been updated to deprecate 64-bit block ciphers or impose data
limits:

e NIST has reduced the maximum amount of plaintext allowed to be encrypted under
a single 3DES key from 232 blocks to 220 [NIS17]. They later announced that 3DES
usage for encryption would be deprecated in 2023, and disallowed after 2023 [NIS19].

o ISO has updated its recommendations on block size [ISO19];
Software vendors have also deprecated 3DES:

¢ Mozilla has implemented data limits (at most 22° records for 3DES) in Firefox 51
(released in January 2017) and disabled 3DES by default in Firefox 93 (released in
October 2021). Google disabled 3DES in Chrome 93 in August 2021.

e OpenVPN 2.4 (released in December 2016) has introduced ciphersuite negotiation,
defaulting to AES-GCM, instead of a fixed ciphersuite defaulting to Blowfish-CBC.
Moreover, it rekeys every 223 blocks (64 MB) when using a 64-bit block cipher.

e OpenSSL has deprecated 3DES with version 1.1.0 in August 2016.

e OpenSSH removed 3DES from the default client configuration with version 7.4 in
December 2016.

5.4 The missing difference problem

We now consider the security of the CTR mode against birthday attacks. There is a
well-known distinguisher based on the absence of collision in the keystream, and McGrew
has formulated a plaintext-recovery attack as a simple algorithmic problem [McG12]. In
the chosen-prefix secret-suffix model (with a single block secret S), an attacker collects
two types of ciphertexts blocks ¢; = E (i) & my:

e encrypted blocks corresponding to a known plaintext block m;; we denote the
corresponding keystream as a; = m; ® ¢; = Ey(i);

« encrypted blocks corresponding to the fixed secret S; we denote the corresponding
ciphertext as b; = S @ Ei(j).


https://sweet32.info/
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Algorithm 1 Known-prefix sieving.
Input: n, z <n, A, B, S C {0}* x {0,1}"*
h < Empty hash table.
for b in B do
hlbjo...=—1)] € {be...(n—1)}
end for
for a in A do
Vg <= Q[z...(n—1)]
for Vp in h[a[o__(z_l)]] do
Remove 0 || (vq © vp) from S;
end for
end for
return S

McGrew observes that all values a; ® b; are different from S:
i£] = B £ E() = ai#b,8S > S#aab,

Therefore, we consider an attacker that collects a set of keystream blocks A = {a;} C
{0,1}™ and a set of encryption of the secret B = {b;} C {0,1}". We further assume some
prior knowledge about the secret: S € S C {0,1}". In order to recover the secret S, the
attacker has to solve the following algorithmic problem:

Definition 1 (Missing Difference Problem). Given two sets A and B, and a hint S, find
the value S € S such that:

V(a,b) e Ax B, S#a®b.

In the information theoretic setting, this problem can be solved with |A| = |B| = O(2"/?)
for any set S, and requires at least |A| x |B| = ©(2") when |S| > 2. However, the analysis is
more complex when taking into account the cost of the computations required to recover S.
McGrew introduces two algorithms for this problem:

o A sieving algorithm that iterates over A x B and discards values from S until there
is only one value left. This requires |A| = |B| = O(2"/?) and time O(2").

e A searching algorithm that iterates first over s € S, then over a € A and checks
whether s @ a € B to discard s. With an optimal parameter choice, this requires

A| = 02/2/\/IS]), 1B = 0(2"/2,/[S]) and time O(2"/2/[3]).

In the following we describe more efficient algorithms for this problem. We consider
that A and B correspond to oracle queries, so that we want to minimize |A| and |B| as
well as the time complexity.

5.4.1 Known-prefix sieving

In many concrete attack scenarios, an attacker knows some bits of the secret message in
advance. We model this by assuming that the secret is known to start with z zero bits.!
We propose an algorithm to solve the missing difference problem efficiently in this context
(Algorithm 1).

Since S is known to start with z zeroes, we look for z-bit collisions between A and B.
With |A| = |B] = v/n — z x 2"/ we expect (n — z) x 2"~ * collisions. For each collision,

1Our result can be generalized to a known prefix instead of zero prefix, and to S being an affine space
of dimension n — 1.
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Algorithm 2 Fast-convolution sieving.
Input: A, B,t<n
Ca,Cp,Cagp + arrays of 2"t integers initialized to 0;
for a in A do
Increment C4lag. (n—¢—1))
end for
for b in B do
Increment Cp[bo..(n—t—1))
end for
Caep + FASTCONVOLUTION(C 4, Cjg)
u + argmin; C 4q5]7]
Run known prefix sieving (Algorithm 1), knowing that T'(S) = u

we discard the corresponding value from S. Following the analysis of the coupon collector,
we expect to discard all wrong values. Therefore, we recover S with (’3(2"/ 2) queries and
memory, and O(2"* + 2*/2) operations.

With z = 0, the algorithm is the same as McGrew’s sieving algorithm, but with z > n/2
we have an algorithm with optimal complexity @(2”/ %), more efficient than McGrew’s
searching algorithm.

5.4.2 Fast-convolution sieving

When we have no prior information on the secret (S = {0,1}"), we can reduce the
complexity of the sieving algorithm by using sets A and B of size 2™ > 2"/2 rather than
O(2/?) as required to uniquely identify S. If we consider all the values a @ b for (a, b)
in A x B, we expect that they are close to uniformly distributed over {0,1}™ \ S, so that
every value except S is reached about 22™~™ times, while S is never hit. Increasing m
makes the gap more visible than with sets of size only O(2"/2). Therefore, we consider
buckets of several candidates s, and accumulate the number of a @ b in each bucket. With
buckets of 2¢ values, each bucket receives 2t x 22" values on average, but the bucket
containing S receives only (2¢ — 1) x 22~ values. If we model the counters as random
variables following a binomial distribution, the variance o is about 2" **/2="/2 Therefore,
the bias will be detectable when o < 22", 4.e. when t < 2m — n.

Concretely, we use a truncation function 7" that keeps only n — ¢ bits of an n-bit word.
We consider the values T'(a @ b) for all (a,b) € A x B, and count how many times each
value is reached. If m is large enough, the lowest counter corresponds to T'(S).

For a given multi-set X, we consider an array of 2"~* counters Cy, to represent how
many times each value T'(z) is reached:

Cxli] = |{z e X:T(x) =1i}|, ie€{0,...,2"" —1}.

Our goal is to compute Cyqp efficiently from A and B, where A @ B is the multi-set
{a®b: (a,b) € Ax B}. We observe that:

Casnlil = {(a,b) € Ax B:T(a®b) =i}
=> fae A:T(a)=j} x|{beB:T(b) =i}

je{o,13"*
= CulilCsli @ j]

jefo,1ynt

This is a form of convolution that can be computed efficiently using the Fast Walsh-
Hadamard Transform, in the same way we use the Fast Fourier Transform to compute
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circular convolutions. We obtain all the values Cagg[i] simultaneously with complexity

o2 ).

This results in an algorithm with complexity O(2™ + 2"~*) (Algorithm 2), with
m > (n +1t)/2. We optimize the complexity by choosing ¢ = n/3 and m = 2n/3 + In(n) /2
such that the time complexity, data complexity, and memory usage are all in (’)(22”/ 3).

5.5 Plaintext-recovery attack against CTR

The missing difference algorithms give new attacks against the CTR mode and other related
constructions, such as Wegman-Carter-Shoup MACs.

5.5.1 Attacking CTR in the chosen-prefix secret-suffix model

We consider collision attacks against the CTR mode in the chosen-prefix secret-suffix
model [HRR+15], given an oracle O : M — E(M || 5).

Instead of having the chosen message M and the secret S encrypted in separate blocks,
the attacker can use a message M of length n/2, so that the first block of plaintext contains
n/2 known bytes and n/2 secret bytes. By making a large number of queries with the
same message M, she applies the known prefix sieving algorithm to this block and recovers
the first n/2 secret bytes with complexity O(2"/2).

Then she makes a set of queries with an empty message M, so that the first block of
plaintext contains n bytes of S. Since the first n/2 bytes have been recovered already, she
applies the known-prefix sieving again with complexity @(2”/ 2). Eventually, the full secret
is recovered iteratively with complexity O(|S| x 27/2).

In practice, the man-in-the-browser setting gives enough freedom to the attacker to do
this block splitting by varying the length of some headers.

5.5.2 Attacking Wegman-Carter-Shoup MACs

Because the fast convolution algorithm requires few assumptions, it is applicable to
other modes of operation based on CTR. We consider the Wegman-Carter-Shoup MAC
construction [Sho96]; it uses a block cipher F and a keyed universal hash function h, with
keys k1 and ks. Given a message M and a nonce N, the MAC is defined as:

MAC(N, M) = hy, (M) © Ey,(N)

To apply our attack, we use two fixed messages M and M’, and we capture many
values MAC(NV, M) in a list A and values MAC(N’, M") in a list B, all using unique nonces.
We remark that VN # N’ : Eg,(N) @ Ey,(N') # 0, therefore we recover hy, (M) @ hg, (M")
by solving the missing difference problem with A and B.

In practical constructions such as GMAC [MV04] and Poly1305 [Ber05], A is a polynomial
evaluation and recovering hy, (M) @ hy, (M) is sufficient to recover the hash key k1, leading
to universal forgeries.

Comparison with previous attacks against GMAC. There are several known attacks
against GCM and GMAC, but none of them seems to allow universal forgery with just 227%/3
blocks of data and 22*/% computations. In particular, Handschuh and Preneel [HP0S]
gave a weak-key attack that can also be used to recover the hash key without weak key
assumptions, using roughly 2"/2 messages of 2/ blocks. Later work extended these weak
key properties [Saal2; PC15] but an attack still requires about 2™ blocks in total when no
assumptions are made about the key.

A work done in parallel with ours recovers the hash key using (’)(2"/ 2) short queries,
and O(2") computation [LP18]. Actually, their attack is essentially equivalent to the
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missing difference attack, using the basic sieving algorithm instead of the fast-convolution
sieving.

5.6 Conclusion

The missing difference attacks against CTR of Section 5.5 and the collision attacks against
CBC of Section 5.3 are two different ways block cipher modes can fail beyond the birthday
bound. They exploit different properties of the modes, but result in similar attacks in
terms of concrete requirements. This contradicts previous beliefs that CTR is less sensitive
to birthday attacks than CBC. These techniques can be used against many other modes of
operations (OFB, CFB, ... ); most of them will be vulnerable to at least one the attacks,
unless they have been carefully designed to provide security beyond the birthday bound.

Plaintext recovery for OFB. It is interesting to consider the security of OFB in light of
the previous results. OFB turns a block cipher into stream cipher by iteratively encrypting
an IV:

z_1 =1V Zi = Ek(zi,1) Ci = Zi bmy

If OFB is used with many short messages with different IVs, then collisions in the
sequence z; are expected. A collision can be detected with partial knowledge of the
plaintext; it implies that the next z; also collide and this leaks plaintext information.

On the other hand, if OFB is used with a single long message (or in a stateful variant
without IV), then the z; sequence follows a cycle of Ej. With high probability, the cycle
has length close to 2™, and no collision is expected around the birthday bound. In this
case, the missing difference attack recovers plaintext data.

Plaintext recovery for £8. The £8 mode used in UMTS telephony is a variant of the OFB
and CTR modes, that was apparently designed to avoid the collision attack against OFB:

A:Ek/(IV) z_.1=0 Zi:Ek(A@i@Zifl) C; = 2 Dmy

Our attack can be applied to the first block of ciphertext. Indeed, the first block of message
i is encrypted as ¢o = mo @ Ex(Er (IV)), where the value Ei(Ey (IV)) is unique for all
the messages encrypted with a given key.

Practical demonstration. When the block-size n is equal to 64 bits (or smaller), a
plaintext-recovery attack can be carried out in practice in a realistic setting, with a man-
in-the-browser recovering an authentication token. This should not come as a surprise to
cryptographers, but practitioners tended to downplay the impact of these attacks, and
ciphers with 64-bit block sizes were still in use in many protocols when we disclosed our
results. By implementing an attack against a popular protocol under real-world conditions,
we managed to convince them to deprecate those ciphers. Since legacy block ciphers are
often used with CBC but very rarely with CTR, we only demonstrated the CTR attack in
practice.



Generic Attacks Against
Beyond-Birthday-Bound MACs

This chapter is based on article [LNS18], found in Appendiz J.

In order to avoid birthday attacks, several block-cipher based MACs have been proposed
with an internal state larger than the primitive size. In particular, several constructions
use a 2n-bit internal state so that collisions in the state are only expected after 2" queries.

6.1 Double-block hash-then-sum MACs

Several block-cipher based MACs with security beyond the birthday bound have been
proposed in the last years. Yasuda first proposed SUM-ECBC [Yas10], a beyond birthday
bound (BBB) secure deterministic MAC with a proof of security up to 22*/3 queries.
However, this construction has rate 1/2 and Yasuda later proposed PMAC+ [Yasll], a BBB
secure MAC achieving rate 1. This inspired several other constructions like 3kf9 [ZWS+12],
LightMAC+ [Nail7], GCM-SIV2 [IM16], and single key PMAC+ [DDN+17].

Interestingly, all the above designs share a common structure: the 2n-bit internal state
is divided in two n-bit parts, that we denote 3 and ©, and the final MAC is computed as:

MAC(M) = E(S(M)) @ E'(9(M)),

where F and E’ denote the block cipher with potentially different keys. The functions
and © can be seen as two n-bit universal hash functions computed on the message. This
structure has been called double-block hash-then-sum, and it will be the focus of this
chapter. All these MACs have a security proof up to 22*/3 queries [DDN+18], but there
are no known attacks with less than 2" queries.

Our results. We describe a new cryptanalysis technique for double-block hash-then-sum
MACs, that generalizes the collision attack of Preneel and van Oorschot. Instead of looking
for a pair of messages so that the full state collides, we look for a quadruple of messages,
which can be seen either as two pairs colliding on the first half of the state, or two pairs
colliding on the second half. Since the finalization function combines the halves with a
sum, we can detect such a quadruple because the corresponding MACs sum to zero, and
can usually amplify this filtering. Moreover, when the messages are well constructed, the
relations defining the four collisions create a linear system of rank only three, so that we
expect one good quadruple out of 23, Therefore, we only need four lists of 23™/4 queries,
and we expect one good quadruple out of the 23" choices in the four lists.

The attacks have a complexity of 237/4 in the information theoretic model (the model
used for most MAC security proofs), but we note that an attacker needs more than 2"
operations to create a forgery. However, we have found a variant of our attack against
SUM-ECBC and GCM-SIV2 with total complexity below 2", using (’)(26"/ ™) queries and
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Figure 6.1: SUM-ECBC.

O(207/7) operations. As far as we know, this is the first attack with complexity below 2"
against a deterministic beyond-birthday-bound-secure MAC.

After the publication of our results, a more advanced security proof by Kim, Lee, and
Lee [KLL20], proved security up to 237/4 queries, achieving tight security.

6.2 Attacking SUM-ECBC

We focus on SUM-ECBC [Yas10], one the simplest double-block hash-then-sum constructions.
We describe a universal forgery attack with O(23"/4) queries and O(23"/2) operations, and
a variant with total complexity below 2", with @(26"/7) queries and O(26"/7) operations.

SUM-ECBC was designed by Yasuda in 2010 [Yas10], inspired by MAC constructions
summing two CBC-MACs in the ISO 9797-1 standard. The scheme uses a block cipher
keyed with four independent keys, denoted as E1, E5, E3, E4. The message M is first
divided into n-bit blocks M = myq || m1 || mr—1, and the construction is defined as follows
(see Figure 6.1):

(M) =o0p 0p=10 Oit1 = E1(0; ®my)
O(M) =10y 0y =0 0i+1 = E3(0; @ m;)
MAC(M) = E5(3(M)) @ E4(6(M))

6.2.1 Using Quadruples

Our strategy consists in looking for a quadruple of messages (X,Y, Z,T) such that pairs
of values collide for one half of the state. More precisely, we look for quadruples satisfying
a relation R(X,Y, Z,T) defined as:

2(X) = 2(Y)
_Jew =e)

R(X,Y, Z,T) := £(2) = B(T)
O(T) = O(X)

In particular, since the MAC is computed as MAC(M) = E(S(M)) & E'(©(M)), it follows
that:

R(X,Y,Z,T) = MAC(X) ®MAC(Y) ®MAC(Z) ® MAC(T) = 0. (6.1)
We build the quadruples with two message injection functions:
¢(i) =01z (i) =11
X =0¢(x)=0]= Y=49y)=1]y
Z=¢(z)=0] 2 T=y)=1]¢,
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With this construction, the pairs (X,Y), (Y, Z), (Z,T) and (T, X) that we consider always
contain a message built with ¢ and message built with 1. Therefore, we will have the
required collisions in X or O if the difference introduced in the half-state by the second
block cancels the difference found after processing the first block.

More precisely, we have

MAC(6(1)) = Fo Ba(i @ F1(0)) ) @ Eu( Bs(i @ By(0)) )

E(](74) @0(7,)
MAC(4 () = Ba (B (i@ Ba(1)) ) & Ea( By (i @ Bs(1)) )
31 (7) ©1(1)
and the relation R becomes:
E(0) = Fi(1
xiEl((o)) yiEl((n) T®y®2@t=0
z =
R(m,y,z,t)@ ¥ Y s = $@y:E1(O)@E1(1)
2@ E1(0) =t® E(1) 6t = E3(0) & (1)
@ E3(0) =t & Es(1) 3 3

Because of the choice of the injection functions, R reduces to a linear system of rank only
three. Therefore, we expect to find one quadruple satisfying the relation out of 237, and
we can construct 23" quadruples with just 4 x 23"/% queries. This gives an attack with
data complexity O(23"/4).

6.2.2 Detecting Quadruples

To complete the attack we need to identify a quadruple satisfying R. We directly observe
when z @y ® 2@t =0, and we also detect the relation on the sum of the MACs following
Equation (6.1):

R(z,y,z,t) = MAC(¢(x)) & MAC(¥(y)) & MAC(d(z)) B MAC(¥(t)) =0

However, we need a 3n-bit condition to identify a good quadruple with high probability.
We use related quadruples that satisfy R simultaneously to amplify the filtering. We
observe that R(x,y, z,t) is satisfied if and only if R(x @ ¢,y D ¢,z @ ¢, t ® ¢) is satisfied for
any constant c.

R(z,y,2,t) <= Ve, Rx®Dc,yDec,z@ e, tdc) (6.2)

This leads to an attack with (23"/4) queries: we consider four sets X, ), Z, T of 23"/4
values, and we look for a quadruple (z,y,2,t) € X x Y x Z x T with:

TOYDzHt=0
MAC(¢(z)) ® MAC(¥(y)) ® MAC(¢(2)) @ MAC(¢(t)) = 0 (6.3)
MAC(¢(z & 1)) ©MAC(¢(y @ 1)) ®MAC(¢(2 & 1)) ®MAC(¢(t B 1)) = 0.

In practice, we build consider four lists of size 23™/4 to express the search for a quadruple
as an instance of the 4-sum problem:

Ly ={z | MAC(¢(z)) || MAC(p(x D 1)) : z € X}
Ly = {y || MAC(¢(y)) [| MAC(¥(y & 1)) : y € Y}
Ly = {z || MAC(¢(2)) | MAC(¢(z ® 1)) : 2 € Z}
Ly = {t||MAC(¢)(t)) | MAC(¢(t® 1)) : t € T}
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A 4-sum algorithm returns (z,y, z,t) € X xYx ZxT such that L [x]®Lo[y|®L3[z]®L4[t] =
0. A naive algorithm would take time 23" to examine all quadruples, but there is a simple
improvement with time (5(23”/2): the attacker first builds L1 X Lo and L3 X L4, then she
looks for a collision between the two lists. After finding a collision, we verify that it is not
a false positive by testing the relation for another value c.

Universal Forgeries. This attack can be extended to a universal forgery. Indeed, the
fixed prefix 0 and 1 can be replaced by v and v @ 1 for any block v, and when we
identify a right quadruple (z,y, z,t) we deduce the value A; = E;(v) @ E1(v & 1) and
A3 = E3(v) ® E3(v @ 1). There is also a length extension property: if (x,y, z,t) is a right
quadruple, then MAC(v ||z || ) BMAC(v @ 1 ||y || s) ®MAC(v || z || s) ®BMAC(v @ 1| t]s) =0
for any suffix s.

Therefore, if we want to forge a MAC for any message m of size L > 2 blocks we parse
it as m = v || w | s (where s has zero, one, or several blocks) and perform the attack to
recover A1 and Az. Then we can forge using the previous relation, and Equation (6.2):

MAC(v ||wls) =MAC(v @ 1| wd Ayl s) ®MAC(v || wd Az | s)
OMAC(v D 1 ||wd A1 ®As || 5)

6.2.3 Optimizing the time complexity.

Equation (6.2) can also be used to reduce the time complexity below 2", at the cost of
more oracle queries. Indeed, if we consider a subset C of {0,1}", we have:

R(z,y,z,t)
SVeeC,Rx®e,y®ec,z@ e, t D)
= Ve e C, MAC(¢p(z @ c)) ®MAC(¢(y @ c)) ®MAC(p(2 @ ¢)) ®MAC(Y(t B c)) =0

= Puac(é(z @ ¢)) & PUAC(Y(y & c) & EPMAC(¢(z @ c)) & EHMAC((t & c)) =0

ceC ceC ceC ceC
(6.4)

If we select C as a linear subspace, then the last expression does not depend on the full
(z,y,2,t), but only on their projection on the orthogonal complement of C. Concretely,
we use C = {CL‘ L T30/ Tim] = 0} = {x rr < 23”/7}, so that the value @, . MAC(d(z @ c))
depends on only 4n/7 bits of .

Therefore, we consider the rewritten MAC function

MAC! (v ]| w) = @) MAC(v || w B ),
the following message injections, with a 4n/7-bit input
¢'(i) =040 ¥'(i) = 1140,

and a reduced relation over 4n/7-bit values:

r@y = (E1(0) ® E1(1))3n/7:n)
y @z = (E3(0) ® E3(1))3n/7:0]
2@t = (E£1(0) © E1(1))3n/7:n]
t®x=(£3(0) D E3(1))3n/7:m)
Thanks to Equation 6.4, we still have:

R/ (z,y,z,t) = MAC'(¢'(z)) ® MAC' (¢’ (y)) ® MAC'(¢'(2)) ®MAC' (¢ (t)) =0

Since the relation R’ is now only a 12n/7-bit condition, we use shorter lists, with just
23/ elements. We also increase the filtering using the same trick as previously. Using the
4-sum algorithm, we locate a right quadruple using (5(26"/ ") operations. The attack uses
O(25"/7) queries to generate the lists, because each element is the sum of 23"/7 queries.

Thydzpt=0
S qz0y = (E1(0) ® E1(1)30/7:n)

R/(x’ y7 Z? t) =
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Table 6.1: Summary of the security for studied modes and our main results. ¢ is the
number of queries, ¢ is maximum size of a query, o is the total number of processed blocks.
The expected lower bound and attack complexity is in number of constant length queries
(£ =0(1)). We use “U” for universal forgeries, and “E” for existential forgeries.

Proofs marked with * are invalidated by our results.

Mode Provable security bounds Our attacks
Advantage Queries Queries Time Type
SUM-ECBC [Yas10] ~ O(%k) with £ < 22n/5 Q(220/3) O(237/4) O(2/2) U
O(Qﬁnﬁ) O(Qﬁnﬁ) U
[KLL20] O(Loe 4 a2 Q(2m/4)
GCM-STV2 [IM16]  O(&£ + 4.£) Q(220/3) O(23n/4) A(23/2) U
0(26”/7) 0(26n/7) U
PMAC+ [Yas11] 0(%L) Q(22n/3) O(2%/4) O@%/2) B
[KLLQO] 0(2"2/2 + W) 9(23n/4)
LightMAC+ [Nail7] (’)(2‘12—1) Q(227/3) O(237/4) O(2%"/2) E
[Nail8] O(q?q./2°™)*
4/3
[KLL20] O(%2) Q(28n/1)
1kPMAC+ [DDN+17] O(5: + 2%2) Q(227/3) O(237/4) O(23n/2) E
3kf9 [ZWS+12] (9(‘1;;ﬂ3 +2%) Q(227/3) O(/n - 237%) O(257/4) U
q4/3 4/3 q2e2 q4£6 3TL/4
[KLL20] O(L5% L+ 45) Q(23n/4)
2 3 p4 4 p4 4 p6 ~
1kf9 [DDN+15]  O(% + L5 + L5 + L5)" Q(227/3)-0(27/?) o@"/?) U

6.3 Generalization to double-block hash-then-sum MACs
In the full paper [LNS18] (Appendix J), we generalize this attack to a framework for

attacks against double-block hash-then-sum MACs. Table 6.1 shows a summary of our
results and how they compare with their respective provable security claims. In particular,
we have forgeries attacks with O(2%"/4) short MAC queries against SUM-ECBC, GCM-SIV2,
PMAC+, LightMAC+, 1kPMAC+, and 3kf9. As far as we know, these are the first attacks with
less than 2™ blocks of data against these constructions.

These results were an important step towards understanding the actual security of
these modes, by providing a security upper bound of 23"/4 short queries when the lower
bound from the proof was 22"/3 queries. Later work has given security proof with the
same bound 237/* [KLL20] for most of these constructions, which closes the gap between
proofs and attacks.

Our attacks exploit the fact that the two halves are combined with a sum, where one
side depends only on 3, and the other side depends only on ©. They do not seem applicable
to constructions with more intricate finalization functions, such as LightMAC+2 [Nail7],
or the tweakable block-cipher based constructions PMAC_TBC [Nail5], PMACx [LN17a],
ZMAC [IMP+17], or ZMAC+[LN17b].

Mistakes in proofs. Our attack against LighMAC+ contradicts a security bound for
LighMAC+ by Naito [Nail8], because we have an attack with O(23%/4) MAC queries, and
a single verification query. We have also found an attack with only O(2"/2) queries and
O(2"/?) operations against 1kf9 [DDN+15], a single key variant of 3kf9 with claimed
security up to 22"/3 queries. 1kf9 had been withdrawn due to issues with its security
proof before our result, but no attack was known previously.



Generic Attacks Against MACs in
the Quantum Setting

This chapter is based on articles [KLL+16a] and [BLN+21], found in Appendiz K and L.

Cryptography would be particularly affected by the development of large-scale quantum
computers. In particular, currently used asymmetric cryptographic primitives based
on number theory (RSA [RSATS], Diffie-Hellman key exchange [DH76], elliptic-curve
cryptography [Mil86; Kob87], ...) would be broken in polynomial time due to Shor’s
algorithm [Sho97]. This has motivated the cryptographic community to search for quantum-
safe solutions: the goal of post-quantum cryptography is to prepare cryptographic primitives
to resist quantum adversaries, 7.e. adversaries with access to a quantum computer.
Symmetric cryptography is much less impacted by quantum algorithms. The main result
is a quadratic speed-up of exhaustive search using Grover’s algorithm [Gro96]. Since the
attack is still exponential, it can be countered by just properly dimensioning the primitive.

In this chapter we analyze the security of MAC algorithms in a quantum setting. We
consider attacks where an adversary can query an oracle implementing a cryptographic
primitive in a quantum superposition of different states. This model gives a lot of power
to the adversary, but recent results show that it is nonetheless possible to build secure
cryptosystems in this model.

We show that several classical attacks based on finding collisions can be dramatically
sped up using a quantum procedure called Simon’s algorithm: finding a collision requires
Q(2"/?) queries in the classical setting, but when collisions happen with some hidden
periodicity, they can be found with only O(n) queries in the quantum model. We obtain
a series of attacks against many standardized MACs: CBC-MAC, PMAC, GMAC, LightMAC, ...
This is quite surprising compared to the situation with encryption modes: standard modes
(CBC, CTR, OFB, CFB) are secure with a quantum-secure block ciphers [ATT+16].

7.1 Quantum security models

We present our attacks using quantum algorithms as black boxes, so that our results can
be understood without specific knowledge of quantum computing. Nonetheless, we give a
basic description of the quantum circuit model in order to define quantum security notions.

The basic computation units are qubits, two-level quantum systems whose state is
represented by a superposition a|0) + 3 |1), with amplitudes « and 3, which is a normalized
vector in C? (of norm |o?| 4 |8%| = 1). The state of an n-qubit system belongs to C?",
its 2™ basis vectors (in the computational basis) are the 2" n-bit strings. A quantum
algorithm is a sequence of unitary operators of C2", partial measurements, and oracle calls.
We say that a function f is queried in superposition if the following unitary operator Oy is
made available: |z) |y) — |z} |y @ f(z)). Indeed, this operator allows querying f on any
quantum state, thus on any superposition of inputs x.
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Q1 and Q2 setting. To define quantum security notion, we consider the adversary as
a quantum algorithm. Following [KLL+16b], we adopt the Q1 / Q2 terminology to
classify quantum attacks on symmetric schemes. In the Q1 setting, the adversary is given
only classical encryption or decryption query access to black-boxes. In the Q2 setting,
the adversary is given quantum or superposition access, in the sense that a black-box
E), becomes a quantum oracle Op,. Note that these models have alternative names,
for example Q2 security has been called “quantum chosen-plaintext attack” (qCPA) or
“quantum security” in previous works.

The Q1 setting is more realistic: the adversary receives classical data, and only uses
local quantum computation. This is the setting used by attacks against asymmetric
schemes based on Shor’s algorithm: the adversary receives the (classical) public key, and
uses a quantum computer to recover the private key. Key-recovery attacks using Grover’s
algorithm are also in the Q1 setting: the adversary receives a pair of known plaintext and
ciphertext, and uses quantum computation locally to recover the corresponding key.

The Q2 setting is a simple and natural extension of the Q1 setting, giving more power
to the adversary. It encompasses any reasonable model of quantum attacks, so that a
security proof in this model gives a high level of assurance. Previous work has shown that
it is possible to build secure cryptosystems in this model [BZ13a]. Concretely, it assumes
that the legitimate user implements the algorithm on a quantum computer, and that the
adversary obtains oracle access.

The study of quantum attacks on symmetric schemes in the Q2 setting was sparkled
by the seminal work of Kuwakado and Morii [KM10; KM12], who showed that the 3-
round Feistel construction and the Even-Mansour cipher became insecure if exposed
to superposition queries. More precisely, they use Simon’s algorithm to respectively
distinguish the construction and recover the key of the cipher in polynomial time, while
classical proofs of security exist.

Unforgeability. In this chapter, we consider forgery attacks: the goal of the attacker is
to forge a tag for some arbitrary message, without the knowledge of the secret key. In
a classical setting, we assume that the adversary has access to a MAC oracle, and she
must predict the MAC of a message that she has not queried. In the quantum setting,
we must modify this definition because a superposition query can include all messages
simultaneously.

We follow the EUF-qCMA security definition of Boneh and Zhandry [BZ13a]. A
message authentication code is broken by a quantum existential forgery attack if after ¢
queries to the cryptographic oracle, the adversary can generate at least ¢+ 1 valid messages
with corresponding tags.

For nonce-based MACs, we assume that the nonce is classical, and chosen randomly by
the adversary (as in the IND-qCPA notion [BZ13b]). This sidesteps the issue of defining
the uniqueness of a nonce in quantum superposition.

7.2 Simon’s algorithm

Simon’s algorithm [Sim97] was one of the first algorithms to show an exponential speedup
in the quantum setting, and inspired Shor’s algorithm. It solves the following problem:

Simon’s problem: Given a Boolean function f : {0,1}™ — {0,1}" and the promise
that there exists s € {0,1}" such that for any (z,y) € {0,1}", [f(z) = f(y)] &
[x @y € {0, s}], the goal is to find s.

This problem can be solved classically by searching for collisions. The optimal time to
solve it is therefore ©(2"/2). On the other hand, Simon’s algorithm solves this problem
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Figure 7.1: Encrypt-last-block CBC-MAC.

with quantum complexity O(n) using superposition queries to f.

The algorithm uses a quantum subroutine that makes a single superposition query to
f, and returns a random vector y such that y - s = 0. By repeating this subroutine O(n)
times, one obtains n — 1 independent vectors orthogonal to s with high probability, and s
can be recovered using basic linear algebra.

7.2.1 Attack strategy

The general strategy behind our attacks follows the approach used by Kuwakado and
Morii. We start with the MAC oracle Fy, : {0,1}™ — {0,1}™ and exhibit a new function f
that satisfies Simon’s promise with two additional properties: the adversary should be able
to query f in superposition if she has quantum oracle access to Fj, and the knowledge of
the string s should be sufficient to break the cryptographic scheme. In most cases, the
construction of f corresponds to a classical collision attack.

7.2.2 Dealing with unwanted collisions

In our cryptanalysis scenario, it is not always the case that the promise of Simon’s problem
is perfectly satisfied. More precisely, by construction, there will always exist an s such that
f(x) = f(x & s) for any input x, but there might be additional collisions. If the number of
such unwanted collisions is too large, one might not be able to obtain a full rank linear
system of equations from Simon’s subroutine after O(n) queries.

In [KLL+16a] (Appendix K), we show that Simon’s algorithm runs in time O(n) under

a weaker assumption:

max Pr, [f(z@t) = f(z)] <

7.1
t¢{0,s} (7.1)

N | =

In practice, we cannot prove this bound, but if it does not hold, then some of the primitives
used in the construction are far from ideal. We can show that this happens with low
probability, and would imply a classical attack against the system.

7.3 Breaking CBC-MAC

CBC-MAC is one of the earliest MAC constructions, inspired by the CBC encryption
mode [NBS85]. Since the basic CBC-MAC is only secure when the queries are prefix-
free, there are many variants of CBC-MAC to provide security for arbitrary messages. In
the following we describe the Encrypt-last-block CBC-MAC variant [BKR94], using two
keys k and k', but the attack can be easily adapted to other variants. On a message
M =mg]| ...|| mp_1, CBC-MAC is defined as (see Figure 7.1):

Trog = 0 Tit+1 = Ek(l‘l D ml) CBC-MAC(M) = Ek/(xL)
CBC-MAC is standardized and widely used. It has been proven secure up to the birthday

bound [BKR94], assuming that the block cipher is indistinguishable from a random
permutation.
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Quantum attack. We present a powerful forgery attack on CBC-MAC with very low
complexity using superposition queries. We fix two arbitrary message blocks ay, a1, with
ag # a1, and we define the following function:

f:{0,1} x {0,1}" — {0,1}"
b,x — CBC—MAC(ab || 3'}) = FEp (Ek (.’E (S5) Ek(ab))) .

The function f can be computed with a single call to the cryptographic oracle, and we can
build a quantum circuit for f given a black box quantum circuit for CBC-MACj. Moreover,
f satisfies the promise of Simon’s problem with s =1 || Ex(ap) @ Ex(aq):

[(0,2) = B (Ex(z @ Ex())),
f(1,2) = Ep (Ex(z & Ex(a))),
f(b,z) = fb® 1,2 ® Ex(a) ® Ex(an)).
More precisely:
f,2') = f(b,2) & = ® Ey(ow) = 2" & Ey(or)

¥ex=0 ift =10
' ®x=Fr(ag) ® Ex(ay) ifd #b

Therefore, an application of Simon’s algorithm returns Ej (o) ® Ej(a1). This allows to
forge messages easily:

1. Query the tag of ag || m; for an arbitrary block my;
2. The same tag is valid for oy || m1 & Ex(a) ® Ex(oa).

In order to break the formal notion of EUF-qCMA security, we must produce g + 1 valid
tags with only ¢ queries to the oracle. Let ¢’ = O(n) denote the number of quantum
queries made to learn Ey(ag) @ Ex(aq). The attacker just repeats the forgery step ¢’ + 1
times, in order to produce 2(¢’ + 1) messages with valid tags, after a total of 2¢" + 1
classical and quantum queries to the cryptographic oracle. Therefore, CBC-MAC is broken
by a quantum existential forgery attack.

7.4 Breaking PMAC

PMAC is a parallelizable block-cipher based MAC designed by Rogaway [Rog04]. PMAC is
based on the XE construction: the construction uses secret offsets A; and A* derived from
the secret key to turn the block cipher into a tweakable block cipher. More precisely, the

PMAC algorithm is defined on a message M =mg || ... || mr_1 as (see Figure 7.2):
L—2
C; = Ek(ml (§5) Az) PMAC(M) = Ek (A* ©mp_1D @ Ci)
i=0

Some authenticated encryption schemes use variants of PMAC; we denote as PMAC’ the
variant used in [HKR17] (see Figure 7.3):

L-1
¢i = Ep(m; & A) PMAC’ (M) = Ex (A" & P )
1=0

We omit the generation of the secret offsets because it is irrelevant to our attacks.
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Figure 7.2: PMAC. Figure 7.3: PMAC’ variant.

Using the CBC-MAC attack. When PMAC is used with two-block messages, it has the same
structure as CBC-MAC: PMAC(my || m1) = Ej (m1 @ EY(my)), with EY(x) = Ex(x & Ag) and
Ef(z) = Ex(x @ A,). Therefore, we can use the attack of the previous section to recover
EY(ap) @ EY(aq) for arbitrary values of ag and a.

Quantum attack targeting offsets. The CBC-MAC attack is not applicable to the PMAC’
variant. We propose an alternative attack to recover the difference between two offsets A;.
We use the following function:

f:{0,1}" — {0,1}"
x — PMAC’(z || z) = E} (Ex(z ® Do) ® Ep(x ® Aq)).
In particular, it satisfies f(x @ s) = f(x) with s = Ag @ A;. This function does not satisfy
the strict promise of Simon’s algorithm because it has additional collisions, but we can

show that the condition (7.1) is satisfied if F is a good block cipher. Therefore, we apply
Simon’s algorithm to recover Ag & A;. We obtain forgeries as follows:

1. Query the tag of m || m for an arbitrary block m;
2. The same tag is valid for m & Ay D A1 || m D Ag O Aq.

7.5 Breaking GMAC

GMAC is the underlying MAC of the widely used GCM standard, designed by McGrew and
Viega [MV04], and standardized by NIST. GMAC follows the Wegman-Carter construc-
tion [CW77]: it is built from a universal hash function, using polynomial evaluation in a
Galois field. As opposed to the constructions of the previous sections, GMAC is a randomized
MAG; it requires a second input N, which must be non-repeating (a nonce). GMAC is
essentially defined as:

GMAC(N, M) = GHASH(M || len(M)) ® Ex(N||1)
len(M)—1
GHASH(M) = @ m; 0 H*"™ ™" with H = E,(0),
=0

where len(M) is the length of M, and ©® is the finite-field multiplication.

Quantum attack. When the polynomial is evaluated with Horner’s rule, the structure of
GMAC is similar to that of CBC-MAC (see Figure 7.4). For a two-block message, we have
GMAC(my || 1) = ((mo ® H) ®@my) © H ® Ey(N || 1). Therefore, we use the same function
as in the CBC-MAC attack, with fixed blocks ag and aq:

fN : {07 1} X {Oa l}n - {071}71
byx > GMAC(N,qu || z) = ap @ H> @ x ® H @ E(N||1).
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Figure 7.4: GMAC.

In particular, we have:

fn@, )= fbr) O H* @s0H=ay OH* 2’ ©H
rdr=0 ifb=b
yor=(®a))OH ifb #£b

Therefore fy satisfies the promise of Simon’s algorithm with s =1 || (cg ® 1) © H.

Dealing with the nonce. Since N is a nonce we can only query fy once.! Therefore,
we cannot apply Simon’s algorithm as is, because this requires O(n) queries to the same
function. However, a single step of Simon’s algorithm requires a single query to the fy
function, and returns a vector orthogonal to s, for any random choice of N (the secret
period s is independent of N). Therefore, we recover (g ® 1) @ H after O(n) steps, even
if each step uses a different value of N. Then, we deduce H easily, and generate forgeries
using H:

1. Query the tag of N,myg || m for arbitrary blocks mg, m; (under a random nonce N).
2. The same tag is valid for mg @ 1| m; @ H (with the same nonce N).

As for CBC-MAC, repeating these two steps leads to an existential forgery attack.

7.6 Breaking 6CB3

8CB3 [KR11] is the tweakable block-cipher variant of the authenticated encryption scheme
0CB3; 0CB3 has been standardized by IETF [KR14]. 8CB3 has the advantage of being
secure up to 2" queries (beyond the birthday bound). When used with an empty message,
it becomes a nonce-based MAC:

L—-1
¢; = EL(my) BCB3-MAC(N, M) = Fi(N) & P ;
=0

In this description, E is a tweakable block-cipher: each E’ is assumed to be an independent
block cipher. We omit the details of the Fj function for simplicity.

Quantum linearization attack. All the attacks described so far exploit the XOR between
a secret value (the internal state or a secret offset) and a value chosen by the attacker.
Variants of those attacks can be mounted against many MACs with this property. However,
in BCB3 there is no XOR between the message and a sensitive value, and we need a different
type of attack.

Our key idea is to linearize the MAC by restricting the block inputs so that the internal

state ¥ = @f;ol E}(m;) is an affine function. We fix two arbitrary message blocks ag, a1,

!ndeed, we use a quantum security definition where N is a random classical value chosen by the oracle.
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Figure 7.5: ©CB3 used as a MAC.
with ag # a1, and we consider messages of the form M, = apjo) || appy || iz || - - - || win—1j

with b € {0,1}£. We observe that the internal state is an affine function of b:

L L
S(My) = D E = P (Ei(ao) @ bli] © (Ei(a0) ® Ef(an)))
=0 i=0

In particular, with L > n the function b — X(M;) necessarily has a non-trivial kernel:
there exist an L-bit vector s # 0 with X(Mygs) = X(M,) for all b. With L=n+1, s is
likely to be unique.

Therefore, we define the following function:

fv:{0,1}F = {0,1}"
b+ BCB3-MAC(N, M;) = Fi(N) @ S(My)

The function has period s, so that we recover it using Simon’s algorithm. We obtain
forgeries as follows:

1. Query the tag of N, My || m for an arbitrary block m (under a random nonce N).

2. The same tag is valid for My || m (with the same nonce N).

Alternative quantum attacks. We observe that the function fy in 8CB3 is actually
an affine function. Therefore, we can mount alternative attacks using other quantum
algorithms: Deutsch’s algorithm [Deu85] or Bernstein-Vazirani’s algorithm [BV97]. This is
the first application of those algorithms in the context of symmetric cryptography.

7.7 Conclusion

These techniques apply to most of the block-cipher-based MACs proposed in the literature:
we obtain polynomial attacks in the Q2 setting against CBC-MAC, PMAC, PMAC+, GMAC,
LightMAC, LightMAC+, PolyMAC, ZMAC, PMAC_TBC3k. Similarly, we can break the authenti-
cation of the authenticated encryption schemes 0CB, BCB3, GCM, GCM-SIV, GCM-SIV2, EAX.
We also found an efficient attack against Poly1305 using Shor’s algorithm based on similar
ideas.

Those attacks are not a practical threat because they use the Q2 model, assuming
that the adversary can query a MAC oracle with a quantum superposition of messages.
However, this is a surprising result, because all those constructions have classical proof of
security and we didn’t expect an exponential speedup in the quantum model for symmetric
cryptosystems. In particular, this partially answers an open question by Boneh and Zhandry
in 2013 [BZ13b]: “Do the CBC-MAC or NMAC constructions give quantum-secure PRFs?”.

Quantum-secure MACs. Those attacks also motivate the search for efficient quantum-
secure MACs. In [SY17], Song and Yun have proven that HMAC and NMAC are se-
cure against an exponential number of quantum queries. Therefore, when we designed
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Saturnin [CDL+-20], an authenticated encryption scheme aiming for quantum security, we
used a mode based on HMAC.

Building a parallelizable quantum-secure MAC is more challenging. Indeed, the lin-
earization technique is applicable to a large class of constructions, as long as they can
be written in form Gy (€D F;(m;)) with F; arbitrary functions and G a function poten-
tially depending on a nonce. This includes most of the proposed parallelizable MACs.
In [BBC+21] we propose a new authenticated encryption mode that is efficient, paral-
lelizable, and quantum secure: QCB. QCB is similar to 8CB3, but we make all tweakable
block-cipher calls dependent on the nonce to avoid this class of attacks.
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The Sum Can Be Weaker Than Each Part*

Gaétan Leurent! and Lei Wang?
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2 Nanyang Technological University, Singapore, wang.lei@ntu.edu.sg

Abstract. In this paper we study the security of summing the outputs
of two independent hash functions, in an effort to increase the security of
the resulting design, or to hedge against the failure of one of the hash
functions. The exclusive-or (XOR) combiner Hy (M )@ H2 (M) is one of the
two most classical combiners, together with the concatenation combiner
H.(M) || H2(M). While the security of the concatenation of two hash
functions is well understood since Joux’s seminal work on multicollisions,
the security of the sum of two hash functions has been much less studied.
The XOR combiner is well known as a good PRF and MAC combiner,
and is used in practice in TLS versions 1.0 and 1.1. In a hash function
setting, Hoch and Shamir have shown that if the compression functions
are modeled as random oracles, or even weak random oracles (i.e. they can
easily be inverted — in particular Hy and Hz offer no security), H1 & H»
is indifferentiable from a random oracle up to the birthday bound.

In this work, we focus on the preimage resistance of the sum of two narrow-
pipe n-bit hash functions, following the Merkle-Damgard or HAIFA
structure (the internal state size and the output size are both n bits).
We show a rather surprising result: the sum of two such hash functions,
e.g. SHA-512 @ Whirlpool, can never provide n-bit security for preimage
resistance. More precisely, we present a generic preimage attack with
a complexity of O(2°"/%). While it is already known that the XOR
combiner is not preserving for preimage resistance (i.e. there might be
some instantiations where the hash functions are secure but the sum is
not), our result is much stronger: for any narrow-pipe functions, the sum
is not preimage resistant.

Besides, we also provide concrete preimage attacks on the XOR combiner
(and the concatenation combiner) when one or both of the compression
functions are weak; this complements Hoch and Shamir’s proof by showing
its tightness for preimage resistance.

Of independent interests, one of our main technical contributions is a
novel structure to control simultaneously the behavior of independent
hash computations which share the same input message. We hope that
breaking the pairwise relationship between their internal states will have
applications in related settings.

Keywords: Hash functions, combiners, XOR combiner, preimage attack.

* ©IACR 2015. This article is the final version submitted by the authors to the TACR
and to Springer-Verlag on January 30 2015. The version published by Springer-Verlag
will be available in the proceedings of Eurocrypt 2015.
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1 Introduction

Hash functions are a very important class of primitive in modern cryptography,
used in almost every secure system. A hash function H : {0,1}* — {0,1}"
takes an arbitrary length input and produces an n-bit output or digest. Hash
functions are used in many setting with various security requirements; the general
expectation is that a hash function should behave like a random function from
{0,1}* to {0,1}™. More concretely, the main security notions expected from a
hash function are:

Collision resistance. It should be hard to find two messages M # M’ with
H(M)=H(M').

Second-preimage resistance. Given a message M, it should be hard to find
M’ #+ M with H(M) = H(M").

Preimage resistance. Given a target hash value H, it should be hard to find
M with H(M) = H.

Since generic collision attacks require 2*/2 work, and generic preimage attacks
require 2" work, a secure hash function should have the same level of resistance.

In order to build more secure hash functions, or to protect oneself against
future cryptanalysis advances, such as the devastating attacks of Wang et al.
against the SHA family [42,41], a practical countermeasure might be to combine
two different hash functions. The goal is that the combined hash function can
only be broken when both components are weak. In particular, this reasoning was
used by the designers of SSL [14] and TLS [8], who combined MD5 and SHA-1
in various ways. More precisely, the Key Derivation Function of TLS v1.0/v1.1
uses a sum of HMAC-MD5 and HMAC-SHA-1.? The designers explain [8]: “In
order to make the PRF as secure as possible, it uses two hash algorithms in a
way which should guarantee its security if either algorithm remains secure.”

There are two classical hash function combiners: the concatenation combiner
H,(M)| Hz(M) and the XOR combiner Hy(M)@ Hz(M). In a seminal work [20],
Joux showed that the concatenation combiner with narrow-pipe hash functions
offers much less security than could be expected: it has 2n bits of output, but
essentially offers the same security as an n-bit hash function. In this work, we
carry a similar analysis for the XOR combiner. Previous work has shown that it
is indifferentiable from a random oracle up to the birthday bound [17], even if
the initial functions are weak; in particular, it has optimal collision resistance
of n/2 bits. However, we show that the preimage security is much less than one
might expect, with a generic preimage attack with complexity 0(25”/ 6).

Since the goal of a combiner is to keep some security even if one of the
functions is found to be weak, it is natural that the two hash functions H; and
H, are independent in practice. Throughout this paper the two hash functions

3 We note that this MD5/SHA-1 combiner has been replaced by primitives based on
single hash function (e.g., SHA-256) since TLS v1.2 [9].
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used in a combiner are always assumed to be independent without specifying it
explicitly?.

Iterated hash function. In this paper we consider iterated hash functions,
following the Merkle-Damgard construction [30,7] or the more general HAIFA
construction [3], as shown in Figure 1. We focus on narrow-pipe designs, i.e. we
assume that the internal state size is the same as the output size n. The message
M is first split into blocks my,...my, and the hash function iterates a series of
compression functions h; over an internal state x, with the initial value denoted
as IV. Finally, the hash value is computed with a finalization function g:

i) =1V Ti+1 :hz(xz,mz) H(M) :g(l’(g+1,|M|)
In the following, we assume that the compression function is the same at every

step (Vi,h; = h) in order to simplify the notations, but it is straightforward to
apply the attack with the corresponding function at each step.

mo my ma | M|

Fig. 1. Iterated hash function.

1.1 Related works

Combiners have been studied in several different settings. For generic attacks,
the compression functions are modeled as random functions, in order to devise
attacks that don’t use any weakness of the compression functions. On the other
hand, some work assumes that the compression function is a weak random oracle
(that can easily be inverted), and prove that some constructions are still secure
in this model. Finally, more theoretical work focus on the notion of robustness,
i.e. the existence of a reduction from attacks on the hash functions to attacks on
the combiner.

4 If the two hash functions can be related, it is trivial that the XOR combiner is not
security-preserving. For instance, let Ho(M) := H1(M) @ const, where const is a
constant. If H; is ideally secure, then Hs is also ideally secure. However, the XOR
combiner Hy(M) @ H2(M) = const for any message M.
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Analysis of the concatenation combiner. The concatenation combiner
Hy(M) || H2(M) is probably the most studied one. In 2004, Joux [20] described
surprising attacks on the concatenation of two narrow-pipe hash functions using
multicollisions: while the output size is 2n bits, the concatenation can at most
provide n/2-bit security for collision resistance and n-bit security for preimage
resistance®. In particular, the concatenation is not security-amplifying. On the
other hand, the concatenation combiner is robust for preimages and collisions,
which gives a matching lower bound for generic attacks.

Later, Hoch and Shamir [17] evaluated the security of the concatenation
combiner with two weak hash functions. More precisely, the two hash functions are
narrow-pipe Merkle-Damgard, and the compression functions are modeled as weak
random oracles (as defined by Liskov [24]), i.e., the adversary is given additional
interfaces to receive (random) preimages of the compression functions. They have
proven that in this model, the concatenation combiner is still indifferentiable
from a random oracle with n/2-bit security, implying (at least) the same security
bound for collision resistance and preimage resistance. The bound is matched by
Joux’s attack for collisions, but there is a gap with Joux’s attack for preimages,
with complexity 2", which might be interesting to investigate further.

Mendel et al. analyzed some dedicated instantiations of the concatenation
combiner [28], in particular using the hash function MD5. We omit the details
and refer interested readers to [28].

Analysis of the XOR combiner. The XOR combiner has received less analysis.
The work of Hoch and Shamir [17] actually proves the security of the XOR
combiner as an intermediate result: it is also indifferentiable from a random
oracle up to 2"/2 queries in the weak random oracle model. In particular, this
proves that there are no generic attacks with complexity smaller than 2"/2. For
collision resistance, the bound is tight, since it is matched with the generic
birthday attack bound. On the other hand, for preimage resistance, there exists
a gap between the n/2-bit proven bound and the n-bit expected ideal security
bound.

To the best of our knowledge, no preimage attacks have been shown against
the XOR combiner. Therefore, the preimage security of the XOR, combiner against
generic attacks is still an open problem, and will be the main topic of our work.
We will also consider the preimage security of the XOR combiner with weak hash
functions, and study the tightness of Hoch and Shamir’s bound.

Robust combiners. In the last years, the general problem of combining two (or
more) hash functions H; and Hj has been extensively studied from a theoretical
point of view. These works focus on the notion of a robust combiner: a robust
combiner is secure with respect to property « as long as one of the underlying
hash functions is secure for . It can be shown that the concatenation combiner is
a robust combiner for collision-resistant hash functions and for MACs, while the

5 The attacks actually require only one of the functions to be narrow-pipe.
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XOR combiner is robust for PRFs and for MACs [23]. More advanced combiners
have been constructed in order to be robust for multiple properties simultane-
ously [11,12,13]. The notion was mostly studied via the black-box reduction model.
A series of results have showed that robust combiners for collision resistance and
preimage resistance cannot have an output length significantly shorter than the
sum of the output length of the underlying hash functions [4,35,36,31]. Since the
XOR combiner is length preserving, this shows that it is not robust for collision
resistance and preimage resistance.

Actually, the impossibility results are in part due to the stringent requirement
from the black-box reduction model. In order to overcome this limitation, Mittel-
bach introduced the idealized random oracle model [32]. He gives a construction
of a short output combiner with optimal collision and preimage security in this
model® (assuming that one of the functions is ideal): Cryptophia’s short combiner
uses the sum of two hash functions with some pre-processing of the messages (to
allow non-independent functions).

More generally, we point out that a combiner being non-robust does not
necessarily mean there is an attack. The non-robustness results only show that
the security of the combiner cannot be proved with a reduction from the security
of the hash functions. In particular, the XOR combiner is not robust for collision-
resistance, or even collision-resistance preserving. However, Hoch and Shamir’s
work proves that there are no generic collision attacks on this construction, either
with ideal compression function, or even with weak compression functions. This
arguably makes the XOR a useful combiner for collision resistance. Regarding
preimage security, the non-robustness result does not imply that the XOR of
two concrete hash functions is weak, and the simplicity and short output of this
construction still make it quite attractive.

1.2 Our results

In this work, we study the preimage security of the XOR combiner, the main
remaining open problem for classical combiners. We show that, surprisingly, the
sum of two narrow-pipe n-bit hash functions can never achieve n-bit security
for preimage resistance. More precisely, we find a generic preimage attack with
a complexity of O(2°%/6). It does not exploit any structural weakness of the
compression functions and hence is applicable even if the compression functions
are two ideal random oracles. Thus, even if the two hash functions are n-bit
secure for preimage resistance, the XOR combiner is at most 5n/6-bit secure for
primage resistance. In other words, the sum can be weaker than each part.

The attack is based on a novel technique to break the pairwise relationship
between the internal states of the two hash functions. More precisely, the two hash
functions Hy, and Hs share the same input message, and hence the internal states
of their iterative compression function computations are related. We control the
computation chains of H; and Hy simultaneously by constructing a new message

6 A mistake in the initial proof and construction was later fixed by Mennink and
Preneel [29].
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structure M, and two sets of internal states A for H; and B for Hs such that:
for any value A from A and any value B from B, we can derive a message M4 p
from M such that H; (M4, g) produces A and Ho(M4 ) produces B. Hence we
can select states from A and B independently. After that, we use a birthday
match to find a message block m, a value A from A and a value B from B such
that hy(A,m) @ ho(B,m) is equal to the target hash digest, where h; and hs
are the compression functions of H; and Hs respectively. Finally we derive the
message M p from M, and output My p || m as a preimage of the target hash
digest.

Our preimage attack is also applicable to Cryptophia’s short combiner [32,29].
This construction has been proven to provide optimal collision and preimage
resistance, assuming that at least one of the initial functions is a monolithic
random oracle, but our attack does not violate the security proof, because we use
the fact that both functions have an iterative structures with an n-bit internal
state. Still, this shows that with many practical hash functions, the combiner
will be weaker that the initial functions. Our results also show that the XOR
combiner and Cryptophia’s combiner are not robust in the semi-black-box model
introduced by Mittelbach [32]7, even with independant hash functions H; and
Hs.

Our analysis on the XOR combiner is also interesting for dedicated hash
function design. The hash function family RIPEMD [10] is based on a com-
pression function with two parallel lanes, added together at the end of each
compression function. Interestingly, RIPEMD-160 has been quite resilient to
cryptanalysis [27,38,25,26], and are still considered secure. Several more recent
designs use parallel lanes in a similar way (combining them at the end of each
compression function call), such as HAS-V [34], FORK [18] and LANE [19]. It
might be tempting to use parallel lanes during the full iteration, and to combine
them only at the end. Indeed, the designers of SHA-V [15] used this approach:
the 160-bit version of SHA-V has two parallel lanes, combined at the end with a
modular sum. This is equivalent to summing two different hash functions, and
hence our attack can be applied to SHA-V.

Another contribution of this paper is to present concrete preimage attacks on
the XOR combiner with one or both weak hash functions (defined in [24]). The
complexity of our attacks is O(2"/2). Furthermore, the attack can be extended
to the concatenation combiner with two weak hash functions under the same
complexity. It can be seen that these attacks match the bound of Hoch and
Shamir’s security proof [17], and hence fulfill the gaps pointed out in Section 1.1.
It implies the tightness of Hoch and Shamir’s proof on the classical combiners
with weak hash functions for preimage resistance.

Finally, we would like to highlight the technical interests of this paper. We
devise a novel structure named interchange structure to simultaneously control

" Loosely speaking, a combiner is robust with respect to property « if it is (at least)
as secure as the stronger underlying hash function for a.
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two (or more) hash lanes with the same input message, and succeed in further
relaxing the pairwise relation between the internal states of lanes. It is indeed a
step of technical advance compared with previous extensive studies on this topic,
and hence will hopefully have applications or lead to new technical development
in related settings. We refer to the open discussions in Section 7 for more details.

1.3 Notations and roadmap in the rest of paper

We use the following notations:

Hi, H> : hash functions

IVy, I'Va: initial values for H; and Hs, respectively

h1, ho : compression functions of H; and Hs, respectively

1, h3 : compression functions iterated over several blocks

(in particular, H;(M) = h}(IV;, M))

m : message block

M : message chunk (n/2 blocks)

M : long message (several chunks)

aj, by :chains for H; and Hs, respectively
a;j denotes a generic chain, while a;, denotes a particular chain

Aj, By : end points of the chains

n : hash function output size

Roadmap. Section 2 provides an overview of our generic preimage attack on
the XOR combiner. Sections 3, 4, and 5 elaborate the attack procedure step by
step in details. Section 6 presents the applications and extensions of the attack.
Finally we conclude the paper and discuss future directions in Section 7.

2 Overview of the attack

We first give an overview of the techniques and the structures used in the attack,
while more detailed descriptions will be given in the following sections.

The main idea is to consider several chains of internal states reached by
processing a common message M from different starting points (note that the
message M is not fixed in advance, but will be determined when building the
structure). More precisely, the message M is denoted as the primary message,
and divided in several chunks: M = My || M1 || ... (as discussed later, a chunk will
consist of several message blocks). We denote chains of internal states for H; as a;,
and the individual states of the chain as a;'., with hi‘(a?, M;) = a§+1. Similarly, we
denote chains for Hy as by, with h}(b%, M;) = by"'. When considering both hash
functions, message block M; leads from the pair of states (a;'-, bi) to (a;H, bith),
which is denoted:

(aj, b)) = (a5 ).
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Switch structure. Next we build special structures called switches in order to
jump between chains in a controlled way. A switch allows to jump from a specific
pair of chains (aj,, bi,) to a different pair of chains (aj,, by, ) using a secondary
message chunk M, in addition to the normal transitions using chunk M; of the
primary message M:

(a;-, b)) ~ (a;.H, b;jl) : normal transition for each chain

( Y )M (ai-+1 bi+1):

Gy s bk, b jump from chains (aj,, bk,) to (aj,, bk, )

In order to simplify the notations, we often omit the chunk index, in order to
show only the chains that are affected by the switch.

The main message chunk M; and the secondary message chunk M/ are
determined when building the switch, and the main message defines the next
state of all the chains. We note that the secondary message chunk M/ should only

be used when the state is (a} , b}, ). A simple example is depicted in Figure 2.

ao e ag BASE S ao SASE ag «-(-—‘0—»
b1 e by —e—e— by —t—— b1 ij‘*
7/ 7 7/
bo oo bo DA bo oo bo —? .

(a0, bo) ¥ (a0 bo) (a0, b1) ¥ (ao,b1)  (ao,bo) ~= (ao,b1)

Fig. 2. A single switch: jump from (ao, bo) to (ao, b1) by using M’ (dashed lines) instead
of M (solid lines).

Alternatively, a switch can be designed to jump from (aj,, bx,) to (a;,, bk, )-
We defer the details of the construction to Section 3; it can be built with a
complexity of O(2"/2).

Interchange structure. By combining several simple switches, we can build
an interchange structure with starting points IV, and IV, and ending points
{A4;,j=0...2"=1} and {By,k =0...2" — 1}, so that we can select a message
ending in any state (A;, By). Figure 3 shows one possible way to build such a
structure, and Figure 4 shows how to select a given message in the structure. An
interchange structure with 2¢ chains for each function requires about 22! switches.
Since we can build a switch for a cost of O(2"/2), the total structure is built with
O(22t47/2) operations.

Preimage search. Finally, we can use an interchange structure with ending
points {Aj,j =0...2t - 1} and {Bk,k =0...2t - 1}, to build a preimage
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* » * 2 As
/ / / /

/ / / ° //=A2

MM MMMMMMMMMMM M M

Fig. 4. Using of the interchange structure to reach output (A:, Bz)

attack as follows. Let H denote the target value. We select a random message
block m, and we compute two lists by evaluating the compression functions
after the interchange structure: {A; =hi(A;,m),7=0...2" — 1} and {B/,’c =
H ® hy(Bg,m),k =0...2" — 1}. We expect a match between the lists with
probability 2%=". After about 2"~%" random choices of m, we get a match

(7. k*):
hi(Aj-,m) = H @ hy(Bye,m) ice. hi(Aje,m) @ ha(Bye,m) = H.

Therefore, we can construct a preimage of H by concatenating the message
leading to (Aj«, B+) in the interchange structure, and the block m (we ignore

the finalization function in this section).
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The complexity of the preimage search is about 2"~ evaluations of the
compression function, using an interchange structure with 2¢ end-points.

Complexity analysis. Building the interchange structures requires about
22t41/2 evaluations of the compression function, while the preimage search
requires about 2"~¢. The optimal complexity is reached when both steps take
the same time, i.e. t = n/6. This gives a complexity of O(2°"/9).

3 The switch structure

We now explain how to build the switch structure at the core of our attack. This
construction is strongly based on the multicollision technique of Joux [20].
Given states a}o, 230 and b};l, we want to build message chunks M; and M;
in order to have the following transitions:

. . M; i1 i1 . . M; i1 i1 . . Mz, i1 i1
(o bh) % (a0 (0 bh) % (a0 (al b) ¥ el ).
The main message chunk M; is used to define the next state of all the remaining
chains, while the secondary message chunk M; will be used to jump from chains
(ajy,bry) to (ajo,br,). We note that M; will only be used when the state is
(af,, by, ). In particular, M; and M; must satisfy:
a;;i—l - hi(aéb’ Ml) = hi (a’;o’ MZ/)
b = h3 (b, My) = h3 (b, Mi)
o 4 -
b = N5(bh,, M) # b,

We first build a multicollision for hJ, starting from state aé'm i.e. a large set M
of 2"/2 messages that all reach the same state aé-;rl (VM € M, hi(at ,M) = a;»;rl).

As shown by Joux, this can be done efficiently by sequentiall;fobuilding n/2
collisions.

Next, we evaluate h3(bj, , M) and h3(bj, , M) for all the messages M in the set
M. With high probability there is match between the sets of values®. We denote
the colliding messages as M; and Mj, so that we have h3(bj, , Mi) = h3(by,, , M;).

Finally we compute the missing chains using the message m;: aé“ = hi (a;'-, m;),
bffl = h3(bt,m;). With high probability all the chains reach distinct values; if
this is not the case, we restart the construction with a new multicollision. The
full algorithm is shown as Algorithm 1, and illustrated by Figure 5; it requires
about n/2 - 2"/2 evaluations of the compression functions.

8 If this is not the case, we build a new multicollision.
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Fig. 5. Building a switch structure. First, M and M’ are selected from M to generate
a collision (defining the new by, ), then by, is evaluated using M.

4 The interchange structure

Let us now describe the combination of switch structures into an interchange

structure. The goal of this structure is to select the final value of the H; com-

putation and the Hs computation independently. More precisely, the structure

defines two sets of final values A; and By, and a set of messages M j, such that:
(IVi, IVy) "4 (A;, By).

In order to build this structure, we initialize the first chains with ad = IV},
b3 = IVa, and set the other starting points randomly. Then, we use switches to
jump for an already reachable pair (aj,,bx,) to a different pair (a;,, bx,) (or to
(aj,, bk, ), respectively). By using 2% — 1 switches, we can make all pairs reachable.
There are many way to combine the switches; a simple one can be described as
follow:

1. first, build switches from (ag, by) to each of the (ag, bx)’s;
2. then for each k, build a series of switches from (ag, b) to all the (aj,bg)’s.

In order to reach the chains (a;, by), one would activate the k-th switch in the
first part to jump from (ag, bg) to (ag, bx), and then the j-th switch in the k-th
series of the second part to jump from (ag, by) to (aj, bg). This structure is shown
in Figure 3 and a pseudo-code description is given by Algorithm 2, where the
INTERCHANGE functions builds the structure, and the SELECTMESSAGE function
extracts the message reaching (a;, by).

The structure can be somewhat optimized using the fact that the extra chains
have no prespecified initial values. We show how to take advantage of this in
Appendix A, using multicollision structures in addition to the switch structures.
However, this doesn’t change significantly the complexity: we need (2¢ —1)(2t —1)
switches instead of 22! — 1. In total, we need about n/2 - 22t"/2 evaluations of
the compression functions to build a 2!-interchange structure.

We believe that a 2!-interchange structure based on switches will need at least
©(22!) switches, because every switch can only increase the number of reachable
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Algorithm 1 Building a single switch

function SWITCH(h1, h2, a,b,b’)

T a

Mo

for 0 <i<n/2do
(m,m') < COLLISION(h1, z)
M+ (M|[[m) U (M]m')
x « hi(xz,m)

end for

H{}

for M € M do
y < h3(b, M)
Hly] « M

end for

for M € M do
y < h3(b', M)
if H[y] exists then

return M, H[y]

end if

end for

end function

function CoOLLISION(h, x)
H+{}
loop
m <+ $
y < hi(xz,m)
if H[y] exists then
return m, H[y]
else
Hly] < m
end if
end loop
end function

pairs (a;, by) by one. As shown in Appendix A some switches can be saved in
the beginning but it seems that new ideas would be needed to reduce the total
complexity below ©(22+7/2).

5 Preimage Attack

Finally, we describe the full preimage attack. We first build an interchange
structure with 2¢ chains for each of H; and H,. We denote the ending points as
{A;,j=0...2" =1} and {Bg,k =0...2" — 1}, and we know how to select a
message M j, to reach any state (A, Bx). When adding a message block m to
one of the messages M j;, in the interchange structure, the output of the combiner
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Algorithm 2 Building and using a T-interchange structure

function INTERCHANGE(h1, he, IV, IV3)
ag < IVl, b() < IVQ
for 1 < k< T do
i < $, by $
end for
for 1 <j<Tdo
(M, M’) — SWITCH(’M7 ha, ao, bo,bj)
M« M| M;M + M| M
for 0 <k <Tdo
ap < hf(ak,M)
bk < h;(bk,M)
end for
end for
for 1 <j<7T do
for 1 <i< T do
(M, MI) — SWITCH(hQ, hl,bj,ao, ai)
M+ M|M;M + M| M
for 0<k<Tdo
A < h’f(ak,M)
by %h;(bk,M)
end for
end for
end for
return (M, M)
end function

function SELECTMESSAGE(M, M, j, k)

w— M
if £ # 0 then
plk — 1] + M'[k — 1]
end if
if 7 # 0 then
plk+1)- (T =1 +5—-1«+ M'[(k+1)-(T—-1)+7—1]
end if
return p

end function

can be written as:
H{(M i || m)® Ho(M ji, || m) = g1(h1(Aj,m), £+ 1) & g2(ha(Bg, m), L + 1),

where g1 and g9 are the finalization functions of H; and Hs, respectively, and /¢
is the length of the messages in the structure.

In order to reach a target value H, we select a random block m, and we evaluate
{A; =g1(hi(A;,m),L+1),j=0...2" — 1} and {B/{€ = H @ g2(ha(Bg,m), £ +
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1),k =0...2" — 1}. If there is a match (j*, k*) between the two lists, we have:

A;* = B]g* = gl(hl(Aj*,m),E—f— 1) = F@gg(hg(Bk*,m),f—i— 1)

For a random choice of m, we expect that a match exists with probability 22",
and testing it requires about 2! operations®. We will have to repeat this procedure
272t times on average, therefore the total cost of the preimage search is about
2n~t evaluations of h; and hs.

As explained in the previous section, building a 2'-interchange structure
requires about n/2 - 22t+1/2 gperations. Using t = n /6 we balance the two steps
of the attack, and reach the optimal complexity of about n/2 - 2°"/6 operations
for the preimage attack.

5.1 Message length and memory complexity

The attack uses messages of length n/2 - 22! and the memory complexity of
the attack!? is also n/2 - 2. The optimal choice t = n/6 gives messages of
length n/2 - 2"/3. The memory requirement is probably not an issue'® for an
attacker that can spend time 2°*/6 but the message length can be a problem
with some hash functions that don’t accept long inputs. For instance SHA-256 is
only defined for message with less than 2°4 bits (i.e. 2°° blocks).

In this case, one can apply the attack with a smaller value of ¢: this reduces the
length of the messages, at the cost of more time spent in the preimage search step.
For instance, we can mount a preimage attack against SHA-256  BLAKE-256
with complexity 2232 using ¢ = 24, while the optimal attack with n = 256 would
cost only 22203 Similarly, our attack applied to SHA-512 @ Whirlpool has a
complexity of 2461, rather than 24347,

6 Applications and Extensions

The attack works identically if the hash functions use the HAIFA mode rather
than the plain Merkle-Damgard iteration. Also it can easily be extended to
H,(M)® Hy(M) where ® denotes an easy to invert group operation (for instance,
a modular addition rather than the exclusive or). The attack can also be extended
to hash functions H; and/or Hs using an internal check-sum, such as the GOST
family of hash functions, using pairs of blocks with a constant sum.

Tt takes O(t - 2") operations by sorting the lists, but only 2 - 2" using a hash table.

10 We only need to store the messages M and M’

1 For instance, the attack is on the verge of practicality with n = 64; the time complexity
is 2582 and the memory complexity is 2263
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6.1 Application to the sum of wide-pipe hash functions

The attack can also be used when the internal state size ¢ is larger than the
output size n. The complexity of building a 2-interchange structure is related to
( as £/2-22"+4/2 On the other hand, the complexity of the meet-in-the-middle
preimage search is related to n as 2"~*. The optimal complexity is £/2 - 227/3+¢/6
by matching the two complexities with ¢t = n/3 — £/6. Therefore our attack can
be applied as long as ¢ + 6log(¢) < 2n holds. For instance, we can compute
preimages of SHA-224 @ BLAKE-224 with complexity roughly 2199,

6.2 Application to Cryptophia’s short combiner

Our attack can also be applied to Cryptophia’s short combiner, as proposed by
Mittelbach [32], and to the revised version of Mennink and Preneel [29]. This
combiner computes the sum of two hash functions with some pre-processing of
the message, to allow non-independent functions:

C(M)=Hy (i ||...||mi) @ Hy (M2 |... || m2)
b= Hi(0] 11 | my @ ki) & Ha (0] Iz || mj & ky)
M2 = Hi(1| L || my @ ki) @ Ho(1 | Iz | mj @ k2)

where ki, k2,11, (o is a randomly chosen key. The security proof in the ideal model
shows that C' is optimally preimage resistant if at least one of the hash functions
is ideal.

However, if both H; and Hs are narrow-pipe, we can apply our preimage
attack with complexity O(25"/6). This does not violate the security proof because
we need both functions to be narrow-pipe, hence not n-bit ideal'?. From a
practical point of view, though, it shows that in many cases (e.g. using SHA-512
and Whirlpool) the combiner is weaker than the initial functions.

6.3 Improvements using weaknesses of the hash functions

If Hy or Hs has known cryptographic weaknesses, more efficient attacks are
possible. More precisely, if the compression function of one of the hash functions
can be inverted!?® in time 2¢, then we can find a preimage of H; & Hy with
complexity only O(2(7+1)/2),

The attack is presented using the case, where (at least) one compression
function is modeled as a weak compression function defined in [24], as an exam-
ple. Without loss of the generality, we assume the compression function of Hs,
ha(x,y) = z, is such a weak compression function, which is a random oracle with
two additional interfaces as below.

12 A large multi-collisions can be built with a cost of roughly 2"/2 in a narrow-pipe
function, but costs almost 2™ for an ideal hash function.
13 finding an input chaining value from the output chaining value and the message
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e Backward interface. On a query (7,y, z), it returns either a value x uniformly
chosen from all the values satisfying ho(x,y) = z, or L if no such z exists.

e Bridging interface. On a query (z,?, z), it return either a value y uniformly
chosen from all the values satisfying ha(z,y) = 2, or L if no such y exists.

Note that the inversion of compression function hy takes unit time and hence the
attack against Hy, @ Hy takes time O(2"/2). The procedure is detailed as follows,
which is also illustrated in Figure 6.

Let the target hash digest be denoted as H. We firstly build an n-block
long multicollision on H; following Joux’s approach [20]. Let the final output
be denoted as Z. It contains a set of up to 2" messages that link IV; to Z
on H;. We split every n-block long multicolliding message into halves, and
collect the first half n/2-block long messages as a set M; and the second half
as another set Ms. Hence for any message M; € M and any My € Ms, the
concatenated message M || My links IV; to Z on Hy. Secondly, for the messages
Ms € My, we use the additional backward interface of ho to carry out backward
computations from H @ Z, and get values X such that h%(X, My) = H ® Z. We
store (X, M) in a table T'x. On average Tx contains 21/2 glements.!* Finally,
for each message My, € My, we iteratively compute ho forward from I'V5, and
get an internal state Y. We match Y to the elements in Tx. A match implies
that concatenated M; || My links IV; to H @ Z, and in turn is a preimage of
Hy(M; || M2) @ Ho(M; || My) = Z @ H & Z = H. The success probability of
finding such a match is not negligible since there are 2°/2 X’s and Y’s. The
complexity is around n - 27/2 that is O(2"/2) by ignoring the polynomial factors.

My Mo
11 R R K K K vz
fo Ywaxds baCkWar d
A% My Mo H A

Fig. 6. Preimage attack on the XOR combiner with a weak Hs

Moreover, the above preimage attack can be extended to the concatenation
combiner H; || Hy if both H; and Hs are weak by a minor modification. This

14 The backward interface may output L for some message block. To compensate it, for
the other message blocks, we make multiple queries, since they may have more than
one preimages. On average, the backward interface should produce one preimage for
each query.
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shows that the proof of Hoch and Shamir [17] is tight for preimage resistance.
Here we mainly highlight the modifications. Let the target hash digest be H || Ha,
where H; is from H; and Hs from H,. After we build the multicollision on H;
and let the output internal state be denoted as Z, we link Z to H; by using
the bridging interface of h; to receive a message m such that hy(Z,m) = H;.
This gives us a set of messages linking IV; to H, on H;. Also note that for the
backward computations on Hs, the starting value should be Hy. The rest of the
attack procedure remains the same. Hence it is easy to get that the complexity
is also O(2"/2).

6.4 Extension to the sum of three or more hash functions

The attack can be extended to the sum of three or more hash functions. In order
to attack the sum of k£ functions, two different strategies are possible: either we
use a simpler structure that only gives two degrees of freedom, and fixes k — 2
functions to a constant value, or we build an interchange structure to control all
the k£ functions independently.

Controlling only two functions. The easiest way to extend the attack is to
use a single chain in the k£ — 2 extra hash functions. The procedure to build a
switch is modified in order to use multicollisions for £ — 1 functions instead a
simple multicollisions for one function; this costs O(n*~! . 2"/2) using Joux’s
method [20].

As in the basic attack, we need O(t?) switches to generate a 2¢-interchange
for two functions, and the preimage search costs O(2"!); the optimal complexity
is therefore O(n*~1 - 25%/6) with t = n/6.

Controlling all the functions. Alternatively, we can build a more complex
interchange structure in order to control all the functions independently. When
attacking three functions, we will use the switch structure to jump from chains
(ajo,bry, C1y) tO (ajy, iy, c1y) (OF (ajy, bk, ciy) OF (aj,,bi,,ciy), respectively). We
need 23! — 1 switches in the interchange structure to reach all the 23! triplets of
chains (a switch makes only one new triplet reachable). Each switch is built using
a 2"/2-multicollision on two functions, which can be built for a cost of O(n?-2"/2)
following Joux’s technique [20]. Therefore we can build a 2'-interchange for a
cost of O(n? - 23t77/2) More generally, for the sum of k hash functions, we can
build an interchange structure for k functions for a cost of O(nF~1 . 2kt+n/2),

In the preimage search phase, we generate k lists of size 2¢, and we need to
detect efficiently whether we can combine then to generate a zero sum. This
problem can be solved using a algorithm similar to Wagner’s generalized birthday
algorithm [40]. If k& = 2%, we find a solution with probability O(2"~(*+1*) for a
cost of O(k - 2). Therefore the preimage search costs O(k - 2"~ **). With k = 4
(i.e. k = 2), this yields a complexity of O(n? - 2°"/6). However, this approach is
less efficient than the previous one for k = 3 and for k > 4.
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To summarize, attacking the sum of k hash functions (k > 2) costs O(n*~1 -

257/6) Controlling chains independently in more than two hash function might
be useful for further work, but it doesn’t improve the preimage attack on the
sum of k hash functions.

7 Conclusion and open discussions

In this work, we gave the first generic attack on the XOR combiner. Our result
is rather surprising: the sum of two ideal narrow-pipe hash functions only has
about 5n/6 bits of security against preimage attacks. In particular, the sum is
easier to break than the initial functions. Since most practical hash functions
are narrow-pipe (e.g. SHA-1, SHA-256, SHA-512, Whirlpool, RIPEMD, GOST,
BLAKE, Skein...), the XOR combiner will usually provide a weaker security than
the component hash functions.

Moreover, we would like to discuss a few directions for future work.

On controlling multiple hash lanes. Since 2004, several generic attacks
have been found against narrow-pipe hash functions, such as the multicolli-
sion attack[20], the long-message second preimage attack[22] and the herding
attack[21]. There has been extensive work to extend these attacks to more com-
plex constructions with several computation chains, such as the concatenation
Hy(M) || H2(M) and the cascade Ho(Hy (M), M).

As in our present work, the essential difficulty in those attacks comes from the
fact that several lanes of computation share the same input message, and hence
their outputs are related. If an adversary considers a naive set of messages, the set
of outputs gives random pairs of n-bit values {(A4;, B;) : i € Z}: selecting a value
for the first entry of the pair gives a single candidate for the second entry, and
the adversary is essentially working with a 2n-bit state. Previous works [33,16,2]
have developed various message structures (mostly based on multicollision and
diamond structures), in order to relax this relation. They mainly result in a set
of messages M such that the corresponding outputs are in a more structured
set {(4, B;) : i € T}: the first entry is a constant value A, but several options B;
can be selected for the second entry. For any value (A, B;), it is then possible
to select a message in M so that the first lane reaches A, while the second lane
reaches B;. This allows to modify the value of the second lane without affecting
the first lane.

Our result is quite stronger: with the interchange structure we have a set of
message such that the corresponding outputs are a set {(4;,B;) :i € Z,j € J},
where both lanes have several options that can be selected independently. We hope
that our technique will have applications or lead to new technical development in
related settings, e.g., the open problem of generic second preimage attacks (with
long messages) on the concatenation hash or on the Zipper hash [24].
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On extending to practical hash function. Several practical hash functions
such as RIPEMD [10] and HAS-V [34] are based on a compression function
with more than one independent lanes, which interacts with each other at the
end of each compression function call. It is very interesting to investigate if our
attack can be further modified to attack these hash functions in future. Again the
obstacle comes from the relations between internal states of lanes. Particularly,
the internal states of the lanes interact with each other, which makes the relation
even tighter and in turn harder to attack.
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Optimized Interchange Structure

We now describe an optimized attack using only (2¢ — 1)(2¢ — 1) switches rather
than 22 — 1. The attack also requires multicollision structures, as introduced by
Joux[20].

We replace the first 28 — 1 switches with a 2'-multicollision in H;, and we

use those messages to initialize all the by chains in Hy. We can also optimize
the first series of switches in Hy in the same way: we build a 2¢-multicollision in
H, starting from by, and we use those messages to initialize the a; chains in H;.
This is illustrated by Figure 7, and the detailed attack is given as Algorithm 3.
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Algorithm 3 Optimized T-interchange structure

function INTERCHANGE(h1, ho, IV1, V5, T)
aog < IV1, bo < IVQ
Mo + MULTICOLLISION(h1, ap)
for0<k<Tdo
bk — h;(bo, Mo[k‘])
end for
ag < hT(ao,Mo[O])
M < MULTICOLLISION (h2, bo)
for 1 <k <T do
i < h;(ao,Ml[k])
end for
ag < h;(ao, M1[0])
bo < hT(bo,Ml[O])
for 2<j < T do
for 1 <i<T do
(M, MI) — SWITCH(hQ7 h1, bj, ao, ai)
M« M|M;M <+ M| M
for 0 < k< T do
a < hf (ak, M)
bk — h;(bk, M)
end for
end for
end for
return (Mo, M1, M, M)
end function

function SELECTMESSAGE(Mo, M1, M, M’ j k)
if j =0 then
return Molk] || M1[0] || M
else if k =0 then
return Mo[0] || M1[j] || M
else
w— M

plle =1 - (T =1+ 1] M'[(k=1) - (T = 1) +j — 1]

return Mok] || M1[0] || pe
end if
end function

function MULTICOLLISION(h, x)
M {}
for 0 <i<n/2do
(m,m') < COLLISION(h, x)
x < h(x,m)
M = (M][m) U (M| m')
end for
return M
end function
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Abstract. Hash combiners are a practical way to make cryptographic
hash functions more tolerant to future attacks and compatible with ex-
isting infrastructure. A combiner combines two or more hash functions
in a way that is hopefully more secure than each of the underlying
hash functions, or at least remains secure as long as one of them is
secure. Two classical hash combiners are the exclusive-or (XOR) com-
biner H1(M)@®H2(M) and the concatenation combiner Hi (M) || Ha(M).
Both of them process the same message using the two underlying hash
functions in parallel. Apart from parallel combiners, there are also cas-
cade constructions sequentially calling the underlying hash functions to
process the message repeatedly, such as Hash-Twice Ho(H1(IV, M), M)
and the Zipper hash Ho(H1(IV, M), ﬁ), where M is the reverse of the
message M.

In this work, we study the security of these hash combiners by devising
the best-known generic attacks. The results show that the security of
most of the combiners is not as high as commonly believed. We sum-
marize our attacks and their computational complexities (ignoring the
polynomial factors) as follows:

1. Several generic preimage attacks on the XOR combiner:

— A first attack with a best-case complexity of 2°*/¢ obtained for
messages of length 2"/3. Tt relies on a novel technical tool named
Interchange Structure. It is applicable for combiners whose un-
derlying hash functions follow the Merkle-Damgard construction
or the HATFA framework.

— A second attack with a best-case complexity of 22*/3 obtained for
messages of length 2"/2. It exploits properties of functional graphs
of random mappings. It achieves a significant improvement over

paper is a combination and extension of three conference
[LW15,Din16,BWGG17].

ba-
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the first attack but is only applicable when the underlying hash
functions use the Merkle-Damgard construction.

— An improvement upon the second attack with a best-case com-
plexity of 2°™/8 obtained for messages of length 2°"/%. It further
exploits properties of functional graphs of random mappings and
uses longer messages.

These attacks show a rather surprising result: regarding preimage
resistance, the sum of two n-bit narrow-pipe hash functions following
the considered constructions can never provide n-bit security.

2. A generic second-preimage attack on the concatenation combiner of
two Merkle-Damgérd hash functions. This attack finds second preim-
ages faster than 2" for challenges longer than 22*/7 and has a best-
case complexity of 22"/% obtained for challenges of length 23™/4. Tt
also exploits properties of functional graphs of random mappings.

3. The first generic second-preimage attack on the Zipper hash with un-
derlying hash functions following the Merkle-Damgard construction.
The best-case complexity is 237/5 obtained for challenge messages of
length 2%"/%.

4. An improved generic second-preimage attack on Hash-Twice with un-
derlying hash functions following the Merkle-Damgérd construction.
The best-case complexity is 213n/ 22 obtained for challenge messages
of length 2137/22,

The last three attacks show that regarding second-preimage resis-
tance, the concatenation and cascade of two n-bit narrow-pipe Merkle-
Damgard hash functions do not provide much more security than that
can be provided by a single n-bit hash function.

Our main technical contributions include the following;:

1. The interchange structure, which enables simultaneously controlling
the behaviours of two hash computations sharing the same input.

2. The simultaneous expandable message, which is a set of messages of
length covering a whole appropriate range and being multi-collision
for both of the underlying hash functions.

3. New ways to exploit the properties of functional graphs of random
mappings generated by fixing the message block input to the under-
lying compression functions.

Keywords: Hash function, Generic attack, Hash combiner, XOR com-
biner, Concatenation combiner, Zipper hash, Hash-Twice, (Second) Preim-
age attack

1 Introduction

A cryptographic hash function H : {0,1}* — {0,1}" maps arbitrarily long
messages to n-bit digests. It is a fundamental primitive in modern cryptography
and is among the main building blocks of many widely utilized cryptographic
protocols and cryptosystems. There are three basic security requirements on a
hash function H:
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— Collision resistance: It should be computationally infeasible to find a pair
of different messages M and M’ such that H(M) = H(M').

— Preimage resistance: Given an arbitrary n-bit value V, it should be com-
putationally infeasible to find any message M such that H(M) = V.

— Second-preimage resistance: Given a challenge message M, it should
be computationally infeasible to find any different message M’ such that

H(M) = H(M).

As the birthday and brute-force attack requires 27/2 and 2" computations, re-
spectively, to find a collision and a (second) preimage, a secure hash function is
expected to provide the same level of resistance.

Unfortunately, widely deployed standards (such as MD5 and SHA-1) fail to
provide the expected resistance because of cryptographic weaknesses [WYY05,WY05].
Moreover, Kelsey and Schneier have demonstrated a generic second-preimage
attack against all hash functions based on the classical Merkle-Damgéard con-
struction (such as MD5, SHA-1, and SHA-2) when the challenge message is
long [KSO05]. As a result, countermeasures have been proposed in order to build
more tolerant hash functions, and to protect oneself against future attacks, while
keeping the same interface for compatibility. A practical way is to combine the
outputs of two (or more) independent hash functions to provide better security
in case one or even both hash functions are weak. In particular, this reasoning
was used by the designers of SSL [FKK11] and TLS [DA99b], who combined
MD5 and SHA-1 in various ways. More precisely, the Key Derivation Function
of TLS v1.0/v1.1 uses a sum of HMAC-MD5 and HMAC-SHA-1.” The designers
explain [DA99b], “In order to make the PRF as secure as possible, it uses two
hash algorithms in a way which should guarantee its security if either algorithm
remains secure.” Formally, we call the resulting construction a hash function
combiner (or combiner for short). The goal of a hash combiner is to achieve
security amplification, i.e., the hash combiner has higher security than its un-
derlying hash functions, or to achieve security robustness, i.e., the hash combiner
is secure as long as (at least) one of its underlying hash functions is secure.

There are two classical hash combiners, the concatenation combiner and
the exclusive-or (XOR) combiner. Both of them process the same message us-
ing two (independent) hash functions H; and Hs in parallel. Then, the for-
mer concatenates their outputs, Hi(M) || H2(M), and the latter XORs them,
H1(M) @ Ho(M). More generally®, cryptographers have also studied cascade
constructions of two (or more) hash functions, that is, to compute H; and Ho
in sequential order. Examples are Hash-Twice, HT (M) = Ha(H1(IV, M), M)?,
and the Zipper hash [Lis06], Ha(H1(IV, M), ﬂ), where M is the message with
the same blocks as M but in reversed order. Such kinds of cascade constructions

" We note that this MD5/SHA-1 combiner has been replaced by primitives based on
single hash function (e.g., SHA-256) since TLS v1.2 [DROS].

® Here, we generalize the syntax of hash functions to also regard the initial value IV
as an input parameter.

? The original specification of Hash-Twice is HT (M) = H(H(IV, M), M), which pro-
cesses the same message twice using a single hash function as shown in [ABDKO09].
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are not strictly black-box hash combiners compared with the XOR combiner and
the concatenated combiner. That is because the initial vector of the subsequent
hash functions are not fixed as in their specifications. Instead, for such construc-
tions, to get black-box access to the underlying hash functions, the initial vector
of these hash functions is required to be an input parameter. However, apart
from this point, other parts of the hash functions are all accessed as black boxes
by the constructions. Considering that such constructions can be classified into
the method of designing hash functions using multiple existing hash functions,
and for the sake of conciseness, we regard these cascade constructions of hash
functions as hash combiners in this paper. In the sequel, for these combiners, we
call the computation of the first (resp. the second) hash function the first (resp.
the second) computation pass (or simply, the first pass, resp. the second pass).

In this paper, we study the security of these hash combiners. We focus on
combiners of iterated hash functions. Iterated hash functions commonly first
pad and split the message M into message blocks of fixed length (e.g., b-bit),
i.e., M = my || ma | ...| mr. They then process message blocks by iteratively
applying a series of compression function h;. Those compression functions update
an internal state, initialized with a public value I'V, using the previous state
value and the current message block, i.e., z; = h;(x;—1,m;). Finally, the internal
state is updated by a finalization function which can be either the compression
function or another independent function, and the output of the finalization
function is outputted as the hash digest. For simplicity of description, we assume
that the finalization function is the same as the compression function in the rest
of the paper, but we stress that our attacks also work in a straightforward
way with an independent finalization function. In this work, we mainly focus
on hash functions whose internal state size is equal to its output size, which
are known as “narrow-pipe” designs. We will discuss the applicability of our
proposed attacks on “wide-pipe” designs whose internal state size is (not much)
larger than its output size at the end of the paper. In particular, we consider hash
functions following the classical Merkle-Damgard construction [Dam89,Mer89]
and the more general HAIFA framework [BD07], for which we naturally take the
length padding mentioned next as the message padding scheme. The Merkle-
Damgard construction (MD) applies the same compression function h in all
iterations (see Fig. 1) and adds a padding of the message length to the final
message block (known as length padding, or Merkle-Damgard strengthening).
The HAIFA framework is similar to the MD construction but uses extra inputs
to the compression function with the number of message bits hashed so far
and a salt value; this is equivalent to using a different compression function for
each block. The primary goal of that construction is to thwart some narrow-pipe
attacks (e.g., Kelsey and Schneier’s long message second-preimage attack on MD
hash [KS05]). HAIFA framework is formally defined as follows:!°

zo =1V x; = h(x;_1, m;, #bits, salt) H(M) = h(zp—1,mp).

10 For simplicity of description, we omit the computation of the initial value IV, =
h(IV,n,0,0), which is used to support variable hash size in the specification of
HAITFA in [BDO07]. This does not influence the attacks.
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Fig. 1: Narrow-pipe Merkle-Damgard hash function

1.1 Related Works

Combiners have been studied in several settings, including generic attacks and
security proof. For generic attacks, the compression functions are modelled as
random functions to devise attacks that do not use any weakness of the compres-
sion function. Thus, they provide upper bounds on the security of the combiners.

Security proof, which is more theoretical work, focuses on the notion of
robustness and security amplification. A robust combiner is secure regarding
property « as long as one of the underlying hash functions is secure regarding
a. Lines of research for those security notions include the study of advanced
combiners in [Her05,CRS*07,FLO7,FLO8,FLP08,Her09,Leh10,FLP14]. A series
of studies on the minimum output length of robust combiners have shown that
robust combiners for collision resistance and preimage resistance cannot have
an output length significantly shorter than the sum of the output length of
the underlying hash functions [BB06,Pie07,Pie08,Rja09] (more recent works in-
clude [MP14,Mit12]).

There are also some works that assume that the compression function is a
weak random oracle (i.e., the attacker is given additional interfaces to receive
random preimages of the compression functions) and prove that some construc-
tions are still secure in this model [Lis06,HS08] or provide efficient attacks on the
combiners by exploiting weakness of the underlying hash functions [CJ15,JN15].

Analysis of the concatenation combiner. The concatenation combiner
Hi(M) || Ha(M) (see Fig. 2) is probably the most well-known and most studied
hash combiner. This combiner was described already in 1993 [Pre93].
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Fig. 2: The concatenation combiner
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Generic attacks. In 2004, Joux [Jou04] described surprising attacks on the con-
catenation of two narrow-pipe iterated hash functions using multi-collisions:
while the output size is 2n bits, the concatenation combiner merely provides
at most n/2-bit security for collision resistance and n-bit security for preimage
resistance!! (see Sect. 2.1 for a description). In particular, the concatenation
combiner is not security-amplifying (it does not increase collision and preimage
resistance).

Following the results of Joux (which showed that the concatenation com-
biner does not increase collision and preimage resistance) and the later results
of Kelsey and Schneier (which showed that the second-preimage resistance of
the MD construction is less than 2™), a natural question is whether there exists
a second-preimage attack on the concatenation combiner of MD hash functions
that is faster than 2". Interestingly, the problem of devising such an attack
remained open for a long time despite being explicitly mentioned in several
papers including [DPO07]. In fact, although the works of [Jou04,KS05] have at-
tracted a significant amount of follow-up research on countermeasures against
second-preimage attacks (such as Hash-Twice or dithered hash) and attacks that
break them [ABD*16,ABDK09,ABF08], there has been no progress concerning
second-preimage attacks on the basic concatenation combiner. In this paper, we
try to provide an answer to this question by devising the first second-preimage
attack on the concatenation combiner of MD hash functions, which is faster than
2™,

Security proof. From the theoretical side, the concatenation combiner is robust
for collision resistance, e.g., a collision Hi(M) || Ho(M) = Hi(M') || Ha(M')
implies H1 (M) = H1(M') and Hao(M) = Ha(M'").

Hoch and Shamir [HS08] evaluated the security of the concatenation combiner
with two weak hash functions. More precisely, the two hash functions are narrow-
pipe MD, and the compression functions are modelled as weak random oracles
(as defined by Liskov [Lis06]), i.e., the adversary is given additional interfaces to
receive (random) preimages of the compression functions. They have proven that
in this model, the concatenation combiner is still indifferentiable from a random
oracle with n/2-bit security, implying (at least) the same security bound for
collision resistance and preimage resistance. The bound is matched by Joux’s
attack for collisions, but there is a gap with Joux’s attack for preimages, with
complexity 2", which might be interesting to investigate further.

Analysis of dedicated instantiations. Mendel et al. analysed some dedicated in-
stantiations of the concatenation combiner [MRS09], in particular using the hash
function MD5. We omit the details and refer interested readers to [MRS09].

Analysis of the XOR combiner. The XOR combiner H1 (M) & Ha(M) (see
Fig. 3) has received less analysis.

1 The attacks essentially only require one of the functions to be iterated.
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Fig.3: The XOR combiner

Generic attacks. To the best of our knowledge, no preimage attacks have been
shown against the XOR combiner. Therefore, the preimage security of the XOR
combiner against generic attacks is still an open problem and will be one of the
main topics of our work.

Security proof. Theoretically, the XOR combiner is robust concerning PRF
(Pseudo-Random Function) and MAC (Message Authentication Code) in the
black-box reduction model [Leh10]. Since the XOR combiner is length-preserving,
from the conclusions regarding the minimum output length of robust combiners,
it is not robust for collision resistance and preimage resistance. However, the
work of Hoch and Shamir [HS08] actually proves the security of the XOR com-
biner as an intermediate result: it is also indifferentiable from a random oracle
up to 2"/2 queries in the weak random oracle model. In particular, this proves
there are no generic attacks with complexity less than 2%/2. For collision resis-
tance, the bound is tight, since it is matched with the generic birthday attack
bound. On the other hand, for preimage resistance, there exists a gap between
the n/2-bit proven bound and the n-bit expected ideal security bound. Note
that the non-robustness result regarding preimage security does not imply that
the XOR of two concrete hash functions is weak, and the simplicity and short
output of this construction still make it quite attractive.

Analysis of Hash-Twice. Hash-Twice is a folklore hash construction that
hashes a (padded) message twice, with the output of the first hash value as
the value of the initialization vector of the second hash. In its original defini-
tion [ABDKO09], the two underlying hash functions are identical, i.e., HT (M) =
H(H(IV, M), M); here, we consider a generalized version, where the underlying
hash functions are independent, i.e., HT (M) £ Ho(H1(IV, M), M) (see Fig. 4).
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Fig. 4: The Hash-Twice

Generic attacks. Towards the three basic security requirements, a second-preimage
attack on Hash-Twice (HT (M) = H(H(IV, M), M)) has been published by An-
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dreeva et al. in [ABDKO09]. The attack is based on a herding attack, which
exploits the diamond structure originally used in the herding attack on a single
hash function [KKO06] (see Sect. 2.3 for an introduction). The complexity of the
attack is approximately 2("+t)/2 4 on—¢ 4 on—t where 2! is the width of the
diamond structure, and 2¢ is the length of the challenge.

Security proof. To the best of our knowledge, there is no published formal proof
regarding the security of Hash-Twice. However, we can claim that they are at
least as secure as the original functions: a generic collision attack requires at
least 27/2 (because we need a collision in one of the compression functions);
a preimage attack requires at least 2" (because we need a preimage for the
finalization function); a second-preimage requires at least on/2 (because it implies
a collision).

Analysis of the Zipper hash. The Zipper hash has been proposed with the
goal of constructing an ideal hash function from weak ideal compression functions
(by “weak ideal”, it means that the compression function is vulnerable to strong
forms of attack but is otherwise random). Similar to Hash-Twice, it cascades two
independent hash functions evaluating the same (padded) message. The differ-
ence is that the second hash processes the message blocks in reverse order, i.e.,

ZH 2 Ho(H1(IV1, M), M) (see Fig. 5). Note that the messages are first padded
by a padding scheme and split into message blocks, and then they are processed
in forward and reverse order sequentially. Thus, the padded message block mp,
is processed at the end of the first hash computation and at the beginning of the
second hash computation, i.e., in the middle of the whole processing procedure.
The padding scheme of Zipper was specified to be any injective function of the
message [Lis06]. In this paper, and as for all other combiners, we take the length
padding of the MD construction as the padding scheme.
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Fig.5: The Zipper hash

Generic attacks. To the best our knowledge, no generic attacks on the Zip-
per hash regarding the three basic security notions have been shown. However,
there are a number of works that consider other security notions, such as multi-
collision, herding attack or attacks assuming weak compression functions. Ex-
amples include [NS07,HS06,ABDK09,CJ15,JN15], some of which also consider
the corresponding security of Hash-Twice.
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Security proof. Zipper hash is proved ideal in the sense that the overall hash
function is indistinguishable from a random oracle (up to the birthday bound)
when instantiated with weak ideal compression functions. More precisely, its
provable security is 2™(™)/2 for collision resistance and 2™(®™) for (second-)
preimage resistance, where b is the size of the message block and n is the size of
the internal state and the hash value (considering “narrow-pipe” design).

1.2 Our Results

In this work, we study the upper bound of the security of these hash combiners
by devising the best-known generic preimage attacks and second-preimage at-
tacks with a long challenge. We do not assume any weakness of the compression
functions, i.e., they are accessed as black boxes in our attacks. The compression
functions are chosen uniformly at random from all n+b to n-bit functions, which
implies that our analysis applies to most compression functions. Table 1 sum-
marizes the updated security status of various hash combiners after integrating
our new results. It shows that the security of most combiners is not as high as
commonly believed. Regarding certain basic security requirements, these com-
biners of two (or even more) n-bit hash functions fail to provide more (or even
the same) security than that provided by a single n-bit ideal hash function.

Next, we briefly introduce our main attacks on combiners of two narrow-pipe
hash functions and their computational complexities (ignoring the polynomial
factors). In addition to the attacks summarized next, we also present improved
but more complex attacks and apply our techniques to attack combiners of more
than two hash functions.

Preimage attacks on the XOR combiner. We present several generic at-
tacks:

— A first attack with a best-case complexity of 2°™/¢ computations obtained for
messages of length 2"/3. This attack involves a meet-in-the-middle procedure
enabled by building a novel technical tool named interchange structure. This
structure consists of a sequence of basic building modules named switches
among different hash computation lanes such that it breaks the pairwise
dependency between the internal states of these hash computations on the
same message. This attack is applicable for the XOR combiner with underly-
ing hash functions following a wide range of iterated constructions (e.g., the
classical MD construction and the more general HAIFA framework) and for
the Cryptophia’s short combiner [Mit13,MP14].

— A second attack with a best-case complexity of 22™/3 computations obtained
for messages of length 2™/2. This attack also involves a meet-in-the-middle
procedure, but instead of using the interchange structure, it exploits prop-
erties of functional graphs of random mappings. The random mappings are
generated by fixing the message block input to the underlying compression
functions. The functional graphs of these random mappings are formed by
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successive iteration of the mappings, whose nodes are all possible values of
input/output and whose edges are all from preimages to images. We ex-
ploited special nodes that are images of a large number of iterations of the
mappings. We named them deep iterates because they are located at deep
strata in the functional graphs. By exploiting such deep iterates, the vari-
ability of the number of iterations provides extra freedom to find a linking
message fragment mapping a pair of starting states to a predefined pair of
states. When using this freedom, to overcome the hurdle set by the length
padding, we construct a structure named simultaneous expandable message,
which is a set of messages of length covering a whole appropriate range and
being multi-collisions for both of the underlying hash functions. This attack
achieves a trade-off of 2" L=2/3 between the maximal allowed message length
L and the time complexity of attack. This improves the trade-off of 2. L—1/2,
obtained by the first interchange-structure-based attack. On the other hand,
it only applies when both underlying hash functions combined use the MD
construction.

— An improvement upon the second attack with a best-case complexity of 2°/3
obtained for messages of length 2°™/8 . In this attack, we exploit more special
nodes in functional graphs of random mappings, which are called cyclic nodes,
and we utilize a technique named multi-cycles. Linking pairs of states through
cyclic nodes and allowing to loop around the cycles makes the attack more
efficient. The complexity improvement of the resulting preimage attack is
27/24 We point out that this attack has the limitation that the length of
the message must be at least 2"/2 blocks. Therefore, its practical impact is
limited and its main significance is theoretical. This attack shows that the
security level regarding preimage resistance of the XOR combiner is quite
close to the provable security level 2/2, which is also the level of collision
resistance.

These attacks on the XOR combiner show a rather surprising result — re-
garding preimage resistance, the sum of two n-bit iterated hash functions can
never provide n-bit security. In general, the sum is weaker than each of the two
hash functions.

Second-preimage attack on the concatenation combiner. We describe
the first generic second-preimage attack faster than 2" on the concatenation
combiner of two MD hash functions. The general framework follows that of
the long message second-preimage attack on a single MD hash [KS05]. It is
faster than 2" computations by overcoming two main challenges. The first is to
overcome the length padding. We solve this by using the simultaneous expandable
message. The second is to speed up the connection from a crafted message to the
challenge message on chaining states. In the case of hash combiners, one must
connect to the challenge message on a pair of n-bit states, while in the second-
preimage attack on a single MD hash, one needs only to connect on a single
n-bit state. Thus, the attempt is essentially to reach a 2n-bit state (in a set of
L states, where L is the message length in blocks, and thus L < 2™) faster than
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2" computations. We solve this by exploiting again deep iterates in functional
graphs. In this attack, we choose a pair of deep iterates as target chaining states,
such that the connection from our crafted message to the challenge message is
more efficient. Indeed, this attack is closely related with our deep-iterates-based
preimage attack on the XOR combiners.

We obtain a trade-off between the complexity of the attack and the length of
the challenge message. This second-preimage attack is faster than 2" for input
messages of length at least'? 22"/7. The best-case complexity'® is 23"/4, obtained
for (very) long challenges of length 2°"/%. Again, due to these constraints, the
practical impact of our second-preimage attack is limited and its main signifi-
cance is theoretical. Namely, it shows that regarding second-preimage resistance,
the concatenation of two n-bit MD hash functions is not as strong as a single
n-bit ideal hash function.

Second-preimage attack on the Zipper hash. We show the first generic
second-preimage attack on the Zipper hash. This attack combines multiple tools,
including Joux’s multi-collision, the simultaneous expandable message, deep it-
erates and multi-cycles in functional graph of random mappings. The general
framework is similar to that of above ones on combiners of MD hashes. How-
ever, some special specifications of the Zipper hash allow the attacker to choose
an optimal configuration on message length for the attack, and to launch a more
efficient meet-in-the-middle connecting procedure in the attack. The best-case
complexity of this attack is 23™/5, obtained for challenge message of length 227/5
This result shows that combination of two MD hash functions using a Zipper
can be vulnerable to second-preimage attack with long challenges.

Second-preimage attack on Hash-Twice. We give an improved second-
preimage attack on Hash-Twice. This attack also combines multiple tools in-
cluding Joux’s multi-collision, the diamond structure, the interchange structure,
the simultaneous expandable message, deep iterates and multi-cycles in func-
tional graphs. Like all our previous functional-graph-based attacks, it improves
a previous attack from [ABDKO09] because of the efficiency brought by exploit-
ing the special nodes in the functional graphs. The best-case complexity of this
attack is 213"/22 obtained for challenge message of length 2'37/22. This attack
shows that regarding second-preimage resistance, hashing a message twice us-
ing two Merkle-Damgard hash functions does not provide much more security
compared with hashing the message only once.

Finally, we highlight the technical interests of this paper. We believe that
the tools introduced in this paper — the interchange structure, the simultane-
ous expandable message, deep iterates and multi-cycles in random functional

2 For example, for n = 160 and message block of length 512 bits (as in SHA-1), the
attack is faster than 2'°° for messages containing at least 2% blocks, or 2°? bytes.

3 The complexity formulas do not take into account (small) constant factors, which
are generally ignored throughout this paper.
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graphs — are important technical advances and will hopefully have further appli-
cations or lead to new technical developments in related settings. Particularly,
we point out that we can use the interchange structure in order to optimize the
complexity of functional-graph-based attacks on the XOR combiner, concate-
nation combiner, and Hash-Twice. Although this does not lead to a very big
improvement, it further demonstrates the wide applicability of this structure in
cryptanalysis of hash function combiners.

H Collision Preimage 2nd Preimage (challenge length)
Ideal [20-57 |Birthday 2" Brute-force |2" Brute-force
HAIFA |- - - - - -
MD |- - - - 2057 |[KS05] DS (20-5™)
Provable |20-57 on 5057
Hi D Ha Collision Preimage 2nd Preimage
Ideal 20-57 | Birthday 2m Brute-force |2" ‘ Brute-force
HAIFA |- - 20-833n[[Sect. 3.1] IS
- - 20-8337n|[Sect. 3.1] IS
- - 20.667n[[Sect. 4.1] SEM+FGDI
MD | - 20-643n([Sect. 4.3] SEM+FGDI+IS
- - 20-625n[[Sect. 5.2] SEM+FGMC
- - 90-612n|[Sect. 5.3] SEM+FGMCHIS
Provable |20-57 [[HSO08] 20-5n [[HS08] [20-5n  [[HS08]
He || Ha Collision Preimage 2nd Preimage (challenge length)
Ideal 2" Birthday 22n Brute-force |22™ ‘Brute-force
HAIFA |20-57 |[Jou04] MC |27 [Jou04] MC
20-57 |[Jou04] MC |2™ [Jou04] MC
MD - - - - 20-75n [[Sect. 6.1] SEM+FGDI (20-75m)
- - - - 20-735n[Sect. 6.3] SEM+FGDI+IS (20-735m)
Provable |20-57 |[HSO08] 20-5n  |[HS08] 20-5n  |[HS08]
Zipper Collision Preimage 2nd Preimage (challenge length)
Ideal 20-5n | Birthday 2" Brute-force [2" Brute-force
_ B } ) 50.625m [S‘S‘_@;&sﬁ SEM+FGDI [L < 27/?]
MD 2
_ . _ ] 50.6n [SE% 7] SEM+FGMC [L > 2™/7]
(=)
Provable |20-57 |[Lis06] 20-57 |[Lis06] 20-57 |[Lis06]
;I;Si(}:: Collision Preimage 2nd Preimage (challenge length)
Ideal 20-57 | Birthday 2" Brute-force [2" Brute-force
MD - - - - 20.667n| [ABDK09] EM+MC+DS  (20-333™)
_ ) - ) o o12.|[Sect. 8.3] SEM+IS+DS+FGDI
2 20.57n
_ - - ) J0.591n| [55cE, 8 SEMFTISFDSTFGMC
2 )
Provable [20-5 |- omn - 9050 |-

r : min(b, n)

L : 2nd preimage length

MC: Joux’s Multi-Collisions

EM: Kelsey and Schneier’s Expandable Message DS: Diamond Structure

IS: Interchange Structure

FGDI: Deep-Iterates in Functional Graph

SEM: Simultaneous Expandable Message

FGMC: Multi-Cycles in Functional Graph

All computational complexities of the attacks are presented ignoring the polynomial factors.
Table 1: Security status of various combiners of two narrow-pipe hashes
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1.3 Notations and Roadmap of the Rest of Paper

Notations. We summarize below notations shared across various attacks.

Hi, Ho : Underlying hash functions in a hash combiner
IV, IV, : Initialization vectors of H1 and Ho, respectively
hi, ho : Compression functions of H1 and Hs, respectively
e B _ Compression functions iterated over several blocks (in particular,
b 2 “Hi(M) = h(IVi, M) for i € {1,2})
\% : Targeted image
m : Message block
M : Message chunk
q Message chunk formed by concatenating ¢ message blocks m, with
[m] : _ 1
[m] = [m]
M, : Message chunk with ¢ message blocks
M —
: Target message or computed preimage ( of L massage blocks)
mi || e || mr,
L : Length of M (measured in the number of blocks)
, ~ The binary logarithm of the length of the message M, i.e., denote
"L=2°
M’ : Computed second preimage
L : Length of M’ (measured in the number of blocks)
~ Sequence of internal states computed during the invocation of h;
agp,...,ar, :
on M, ap =1V,
b b ~Sequence of internal states computed during the invocation of hs
0> e o0 VL “on M, by =1V,
x, Y : Computed internal states
R - Chains of internal states for H; and Ha, respectively. @; denotes a
aj, b : . . g o . .
generic chain, while @;, denotes a particular chain
Aj, By, : End points (final states) of the chains
Bit-size of the output of each underlying hash function (H; and
n ~H2); In addition, we suppose their compression functions h; and
" h2 have n-bit internal states (i.e., suppose the underlying hash
functions are narrow-pipe)
b : Bit-size of a message block
N ~ The considered random mappings are from a finite N-set domain
" to a finite N-set range, and N = 2"
The functional graphs of random mappings fi(-) £ h1(-,m) and
FGry FGyp ot f2(-) £ ha(-,m) generated by fixing a message block m to the
compression functions
M : A set of messages
The set of messages in a standard Joux’s multi-collision or an
M em/sem/ps/1s ¢ expandable message or a simultaneous expandable message or a

diamond structure or an interchange structure
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We say that m (resp. M) maps state z to state «’ if ' = h(x, m)

m M
T — xr — . ~ m y
z . * (vesp. ¥’ = h*(z, M)) and denote this by z 2 2’ (resp. = — 2/,
’ the compression function h is clear from the context).
h ~ An n-bit random mapping obtained by feeding an arbitrary fixed
[m]

" message block m into a compression function h with n-bit state.

~ Soft-O, is used as a variant of big O notation that ignores
o : logarithmic factors. Thus, f(n) € O(g(n)) is shorthand for

3k : f(n) € O(g(n)log" g(n)).

Roadmap. Section 2 exhibits preliminaries including generic tools and known
attacks on hash constructions. Particularly, sections 2.5, 2.6, 2.7 demonstrate
those new tools — the interchange structure, the simultaneous expandable mes-
sage, deep iterates and multi-cycles in random functional graphs — which make
the presented attacks possible. Sections 3, 4, and 5 illustrate preimage attacks on
the XOR combiner using interchange structure, deep iterates, and multi-cycles
in functional graphs, respectively. Sections 6, 7, and 8 describes the second-
preimage attacks on the concatenation combiner, Zipper hash, and Hash-Twice,
respectively. Within the description of each attack, we provide an overview fol-
lowed by detailed steps. In Section 9, we discuss more applications and exten-
sions of the proposed attacks, including applications to combiners of wide-pipe
hash functions and extensions to the combination of more than two hash func-
tions. Section 10 summarizes attacks presented in this paper and discusses open
problems.

2 Preliminaries

In this section, we introduce the technical tools and general concepts used in
our attacks. Those tools briefly introduced in Sect. 2.1 through Sect. 2.4 are
all existing and well-known tools. Those tools described in detail in Sect. 2.5
through Sect. 2.7 are our new tools exploited in different attacks.

2.1 Joux’s Multi-Collision (MC) and Its Applications in Attacks on
the Concatenation Combiner [Jou04]

In 2004, Joux introduced multi-collisions on narrow-pipe Merkle-Damgard hash
functions. Given a hash function H, a multi-collision refers to a set of messages
M = {M;, M,, ...} whose hash digests are all the same, i.e., H(M;) = H(M;)
for any pair M;, M; € M. The computational complexity of generic brute-force
search increases exponentially when the target size | M| increases; more pre-
cisely, it is approximately 2(IM[=1)-n/|M]| Utilizing the iterative nature of Merkle-
Damgard structure, Joux’s algorithm (see Alg. 1, whose pseudo-code is given in
Appendix A) is able to find multi-collision of size 2! with a complexity of ¢ on/2,
i.e., a complexity not much greater than that of finding a single collision.
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Algorithm 1: Building a 2!-Joux’s Multi-Collision

Require: Given an iterated hash function H with a compression function
h, and an initial value x.

1. Initialize Myc as a data structure of pairs of message blocks
2. Fort=1,...,t
(a) Find a pair of message blocks (m;,m)) such that h(x;—1,m;) =
h(x;—1,m}) = x;. This can be done with a complexity of 27/2 due to
birthday paradox.
(b) Append (m;, m}) to Myc
3. Output (z;, Myc)

mi1 mo my t

/ o o
mip My My

It is trivial to see the message set M = {my || ma || -+ || | Ty =
m; or m} for i = 1,2,...,t} forms a multi-collision of size 2!, and the overall
complexity is O(t - 2*/2). Moreover, a data structure My of t pairs of message
blocks can fully define the set M of 2¢ colliding messages.

With Joux’s multi-collision at hand, one can immediately deploy a collision
attack and a preimage attack on concatenation combiner with complexities n -
27/2 and n - 2", respectively. The collision attack goes as follows: first, build a
2"/2_Joux’s multi-collision for one of the underlying hash function (iterated),
and then exploit the messages in the structure to launch a birthday attack for
the other hash function to find a collision among the outputs. The preimage
attack follows a similar framework (see [BGW18] for an illustration and Joux’s
original paper [Jou04] for more details).

Since its invention, Joux’s multi-collisions have been employed in numerous
cryptanalysis of hash functions, including the following most relevant ones and
works such as [HS06,NS07].

2.2 Expandable Message (EM) and the Long Message
Second-Preimage Attack [KS05]

In [DA99a], Dean devised a second-preimage attack for long messages on specific
Merkle-Damgard hash functions for which it is easy to find fixed points in their
compression function. Given a challenge message M = my || mo || ... || mp,
the attacker computes the sequence of internal states ag,aq,...,a; generated
during the invocation of the compression function on M. A simplified attack
would now start from the state g = I'V and evaluate the compression function
with arbitrary message blocks until a collision h(xg, m) = a, is found for some
message block m and index p. The attacker can now append the message suffix
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Mpt1]...|lmr to m, hoping to obtain the target hash value H (M ). However, this
approach does not work due to the final padding of the message length, which will
be different if the message prefixes are of different lengths. The solution of Dean
was to compute an expandable message that consists of the initial state xy and
another state & such that for each length £ (in some range), there is a message
M), of k blocks that maps x¢ to Z. Thus, the algorithm first finds a collision
h(#,m) = a,, and the second preimage is computed as M, ||m||mp1]|. .. ||mL.
The assumption that it is easy to find fixed points in the compression function
is used in efficient construction of the expandable message.

In [KS05], Kelsey and Schneier described a more generic attack that uses
multi-collisions of a special form to construct an expandable message, removing
the restriction of Dean regarding fixed points. As in Joux’s original algorithm,
the multi-collisions are constructed iteratively in ¢ steps. In the i-th step, we find
a collision between some m; and m/ such that |m;| = 1 (it is a single block) and
|mf| = 207141, namely, h(z;—1,m;) = h(z;—1,m}). This is done by firstly picking
an arbitrary prefix of size 2071 of m/ denoted by 70, say [0]2 ', computing
h(z;i—1,m;) = 2 and then looking for a collision h(x;_1,m;) = h(x},m;) using
a final block 7h; (namely, m, = m; || m;) (see Fig. 6).

mq ma 13

mt
Zo @O Ty = To e— AT > Tt
50
[0 |71
]

1
(0] [Irhz

(02 |l

Fig. 6: The expandable message and its condensed representation [JN15]

The construction of Kelsey and Schneier gives an expandable message that
can be used to generate messages starting from zy and reaching & = x; whose
(integral) sizes are in the interval [t, 2" +t—1] (such a message structure is denoted
as a (t,2' +t — 1)-expandable message). A message of length t < x < 2! +¢—1
is generated by looking at the t-bit binary representation of x — t. In iteration
i€{1,2,...,t}, we select the long message fragment m/, if the i-th LSB of k — ¢
is set to 1 (otherwise, we select the single block m;). In the sequel, we denote
this type of expandable message by Mgy. Given that the challenge message M
is of L < 2"/2 blocks, the construction of the expandable message in the first
phase of the attack requires less than n - 2"/2 computations, while obtaining the
collision with one of the states computed during the computation of M requires
approximately 1/L - 2™ computations according to the birthday paradox.

2.3 Diamond Structure (DS) [KKO06]

Like Joux’s multi-collisions and expandable message, the diamond structure is
also a type of multi-collision. The difference is that instead of mapping a common
starting state to a final state, each message in a diamond maps a different state
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to a final state. A 2¢-diamond contains 2¢ specially structured messages mapping
2! starting states to a final state, and it forms a complete binary tree of depth
t. The 2! starting states are leaves, and the final state is the root. A 2!-diamond
can be built by launching several collision attacks requiring about /% - 95t
messages and n - /% - 9t computations in total [BSU12]. In the sequel, we
denote the set of messages in a diamond by Mps. The diamond was primarily
invented by Kelsey and Kohno to devise herding attacks against MD hash func-
tions [KKO06], in which the attacker first commits to the digest value of a message
using the root of his diamond and later “herds” any given prefix of a message to
his commitment by choosing an appropriate message from his diamond as the
suffix. Later, Andreeva et al. successfully exploited it to launch herding and/or
second-preimage attack beyond MD hash constructions, such as the dithered
hash, Hash-Twice, the Zipper hash, and hash trees [ABF08, ABDK09,ABD*16].
Concretely, the second-preimage attack on Hash-Twice in [ABDKO09] leverages
techniques in herding attack and techniques in the above-mentioned second-
preimage attack. One key point of this attack is that it builds a long Joux’s
multi-collision in the first pass, exploits messages in this multi-collision to build
a diamond structure in the second pass, and finally uses the diamond as a con-
nector to connect one crafted message to the challenge message on some states.
Let 2! be the width of the diamond and 2¢ be the length of the message; the
complexity of this attack is approximately 2("+4)/2 4 an—f 4 gn—t,

2.4 Distinguished Points (DP)

The memory complexity of many algorithms that are based on functional graphs
(e.g., parallel collision search [vOW99]) can be reduced by utilizing the distin-
guished points method (which is attributed to Ron Rivest). Assume that our goal
is to detect a collision of a chain (starting from an arbitrary node) with the nodes
of G computed in Alg. 5, but without storing all the 2¢ nodes in memory. The
idea is to define a set of 2¢ distinguished points (nodes) using a simple predicate
(e.g., the n — t LSBs of a node are zero). The nodes of G contain approximately
2t . 9t=n — 22— djistinguished points, and only they are stored in memory. A
collision of an arbitrary chain with G is expected to occur at depth of about 2" ~*
and will be detected at the next distinguished point which is located (approxi-
mately) after traversing additional 2"~ nodes. Consequently, we can detect the
collision with a small overhead in time complexity, but a significant saving factor
of 2"~ in memory.

Interestingly, in the specific attack of Sect. 4, the distinguished points method
is essential for reducing the time complexity of the algorithm.

2.5 Interchange Structure (IS)

In this subsection, we present how to build a structure that enables us to si-
multaneously control two (or more) hash computation lanes sharing the same
input message and succeed in further relaxing the pairwise relation between the
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internal states of computation lanes. We name the structure the interchange
structure.

The main idea is to consider several chains of internal states reached by
processing a common message M from different starting points (note that the
message M is not fixed in advance, but will be determined when building the
structure). More precisely, the message M is denoted as the primary message
and divided into several chunks: M = My || M7 || ... (as discussed later, a chunk
consists of approximately n/2 message blocks). We denote chains of internal
states for H; as d; and the individual states of the chain as @}, with ki (a}, M;) =

d’;H. Similarly, we denote chains for Hy as gk, with h;(_‘};,Mi) = EZ+1. When
considering both hash functions, message block M; leads from the pair of states
(@j,by,) to (FL;H, bit1), which is denoted as
i iy My ikl Pt
(ajv bk) 2 (aj abk )
Switch Structure. To construct a desired interchange structure, we first create
the basic building blocks to jump between chains in a controlled way; we named
them switches. A switch allows to jump from a specific pair of chains (@j,, bk, )

to a different pair of chains (&j,, be,) using a secondary message chunk M/, in
addition to the normal transitions using chunk M; of the primary message M:

P M’L . - . L. .
(@, by) ~ (@*',b;"'): normal transition for each chain

(Zi;o, 4};0) Y (d’;:l,gﬁil) : jump from chains (a,,, 5k0) to (Jjo,gkl)
To simplify the notation, we often omit the chunk index to show only the
chains that are affected by the switch.
The main message chunk M; and the secondary message chunk M/ are de-
termined when building the switch, and the main message defines the next state

of all the chains. We note that the secondary message chunk M/ should only be

—

used when the state is (aj , EZ:O) A simple example is depicted in Fig. 7.

o e d e dy dy e
];[] ¢ E[] - EO EO
A single swich: 3 (EU.I;U) Na (ﬁo,l;(]) (60,51) % (60,51) (dg,g()) “ (50,51)

normal transition normal transition jump transition

" Jump from (do, bo) to (dg, by) by using M’ (dashed lines) instead of M (solid lines).

Fig. 7: A single switch

Alternatively, a switch can be designed to jump from (5joa5ko) to (&'jl,gko).
It can be built with a complexity of O(2"/2).
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We now explain how to build the switch structure at the core of some of our
attacks. This construction is strongly based on the multi-collision technique of
Joux presented in Sect.2.1.

Given states @’ , ﬁ};:o and 5};1, we want to build message chunks M; and M;
in order to have the following transitions:

(‘_i;‘o’gio) My (‘?jl,b”l) : normal transition

(@, _’}g ) % (?jl,b”“l)- normal transition
.o /

(@, b,) M (_’;;rl,blﬂ)- jump transition

The main message chunk M; is used to define the next state of all the remaining

chains, while the secondary message chunk M; will be used to jump from chains

(@jy,bry) t0 (@jo, bk, ). We note that M; will only be used when the state is
(C_L?O, b};O). In particular, M; and M; must satisfy the following:

@5, = W@, Mi) = hi(

bitt = h3 (b,

o>

52? = hz(

JO’M/)
7M) - h2( kong)
M;) # bt

1

The full building procedure is shown in Alg. 2 whose pseudo-code is given in
Appendix A; it requires approximately n/2 - 27/2 evaluations of the compression
functions.

Algorithm 2: Building a single switch

1. Build a multi-collision for hj, starting from state @; , i.e., a set MMC of
27/2 messages that all reach the same state @ ”H (VM € MMC, hi(a: @j, M) =
@ ™). As shown in Sect. 2.1, this can be done efficiently by sequen-
tially building n/2 collisions. Thus, each M is comprised of n/2 message
blocks.

2. Evaluate h*( ,» M) and h;(qil,M) for all the messages M in the set
Myc. With hlgh probability there is match between the sets of val-
ues . Denote the colliding messages as M; and Mj, so that we have
h5 (B, Mi) = hs (B, M)

3. Compute the mlssmg chains using the message M;: _"H = h*(a M;),
b+t = p3(bi, M;). With high probability all the chams reach distinct
values; if this is not the case, restart the construction with a new multi-
collision.”
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— i+l
22 by,

7it+1
— b’to

First, M and M’ are selected from My to generate a collision (defining the new l;kl),
then by, is evaluated using M.

@ If this is not the case, we build a new multi-collision.
® We omit the illustration of step 3 for simplicity in the figure.

Interchange Structure. By combining several simple switches, we can build
an interchange structure with starting points I'V; and I'V5 and ending points
{A; ] j=0...2"=1} and {By, | k = 0...2" — 1}, so that we can select a
message ending in any state (A;, By). An interchange structure with 2' chains
for each function requires about 22! switches. Since we can build a switch for a
cost of O(2"/?), the total structure is built with O(22/t"/2) operations.

Let us now describe the combination of switch structures into an interchange
structure. The goal of this structure is to select the final value of the H; com-
putation and the Hy computation independently. More precisely, the structure
defines two sets of final values A; and By, and a set of messages M, such that

(IVi, IV2) "2 (A, By).

Algorithm 3: Building and using a 2/-interchange structure

1. Initialize the first chains with @} = IV, 58 = IV;, and set the other
starting points randomly.

2. Build switches to jump for an already reachable pair (a@;,, 5k0) to a dif-
ferent pair (&’j[),gkl) (or to (Eijl,gko), respectively). By using 22! — 1
switches, we can make all pairs reachable. There are many ways to com-
bine the switches; a simple one can be described as follows
(a) first, build sw1tches from (@, by) to each of the (o, bk)

(b) then, for each k, build a series of switches from (ao,bk) to all the
(@5, br)’s

To reach the chains (a;, 5k), one would activate the k-th switch in the

first part to jump from (d, 50) to (do, gk), and then the j-th switch in

the k-th series of the second part to jump from (@, by) to (@, br).
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Select a given message in the interchange structure

Algorithm 3 describes the combination of switches to build an interchange
structure. Its pseudo-code is given in Appendix A, where the INTERCHANGE
functions builds the structure, and the SELECTMESSAGE function extracts the
message reaching (dj, br).

The structure can be somewhat optimized using the fact that the extra chains
have no prespecified initial values. We show how to take advantage of this in
Appendix B, using multi-collision structures in addition to the switch structures.
However, this does not significantly change the complexity: we need (2¢ —1)(2" —
1) switches instead of 22! — 1. In total, we need approximately n/2 - 22¢+7/2
evaluations of the compression functions to build a 2!-interchange structure.

We believe that a 2!-interchange structure based on switches will need at
least ©(2%!) switches, because every switch can only increase the number of
reachable pairs (d;, br) by one. As shown in Appendix B some switches can be
saved in the beginning, but it seems that new ideas are needed to reduce the
total complexity below ©(22t17/2).

2.6 Simultaneous Expandable Messages (SEM)

In this subsection, we build a simultaneous expandable message for two MD hash
functions basing on the multi-collision described in Sect. 2.1 and the expandable
message for a single MD hash function described in Sect. 2.2. This expandable
message consists of the initial states (IV1,IV5) and final states (&, ) such that
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for each length x in some appropriate range (determined below), there is a mes-
sage M), of k blocks that maps (IV1,IV5) to (#,7). A similar construction of an
expandable message over two hash functions was proposed in the independent
paper [JN15] by Jha and Nandi, which analyses the Zipper hash assuming weak
compression functions. We describe our construction approach of this simulta-
neous expandable message in detail next.

We set C ~ n/2+ log(n) as a parameter that depends on the state size n.
Our basic building block consists of two pairs of states (xo,y0) and (z1,y1) and
two message fragments ms and ml that map the state pair (xo,yo) to (z1,y1).
The message ms is the (shorter) message fragment of fixed size C, while ml is
of size ¢ > C. We will show how to construct this building block for any state
pair (zg,y0) and length i > C' in Alg.4.

Given this building block and a positive parameter ¢, we build an expandable
message in the range of [C(C' — 1) +tC,C? — 1+ C (2t +t — 1)]. This is done by
utilizing a sequence of C' — 1 + ¢ basic building blocks. The first C' — 1 building
blocks are built with parameters i € {C' +1,C +2,...,2C — 1}. It is easy to see
that these structures give a (C(C — 1), C? — 1)-expandable message by selecting
at most one longer message fragment from the sequence, where the remaining
C —2 (or C — 1) fragments are of length C. The final ¢ building blocks give a
standard expandable message, but it is built in intervals of C. These t building
blocks are constructed with parameters i = C'(2/~! + 1) for j € {1,...,t}. See
Fig.8 for a visual illustration.

Given a length & in the range of [C(C —1)+tC,C? —1+C (2t +t—1)], we can
construct a corresponding message by first computing £ (modulo C). We then
select the length k' € [C(C — 1),C? — 1] such that x’ = x (modulo C), defining
the first C'— 1 message fragment choices. Finally, we compute (k — ") /C, which
is an integer in the range of [t, 2! +¢ — 1], and select the final ¢ message fragment
choices as in a standard expandable message using the binary representation of

(k—r")/C.

Construction of the Building Block. Given state pair (xg,yp) and length
1 > C, the algorithm for constructing the building block for the expandable
message is based on multi-collisions, as described below; its pseudo-code is given
in Appendix A.

Algorithm 4: Constructing a building block for an SEM

1. Pick an arbitrary prefix of size i — C' blocks, say [0]°~¢, and compute
xp = hi(zo, [0]7°).

2. Find collision (mq,m}, sp) s.t. hi(xg,m1) = ho(xp, m}) = sp, where my
and m/ are single message blocks.

3. Build a 26~ standard Joux’s multi-collision in h; starting from sp, and
denote its endpoint by x;. Altogether, we have a multi-collision in hq
with 2¢ messages that map xg to 1. Out of these 2¢ messages,
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— 291 are of length C' (obtained by first selecting my, i.e., m1 X M),
and we denote this set of short messages by Mgnort;

— 291 are of length i (obtained by first selecting [0]'~C || m}, i.e.,
([0]"=C || m}) x Myc), and we denote this set of long messages by
Mlong-

4. Evaluate yp = h3(yo,[0]""¢) and store the result. Next, evaluate ho
from yo on the two sets Mghory and Migng (using the stored yp to avoid
recomputing h3(yo, [0]°~)) and find a collision between them (such a
collision is very likely to occur since C' — 1 > n/2). The collision gives
the required ms € Mgpore and ml € My, of appropriate sizes such
that y1 = h3(yo, ms) = hi(yo, ml) and z1 £ hi(zg, ms) = hi(xe, ml).

The complexity of Step 1 is less than i compression function evaluations. The
complexity of Step 2 is approximately 2"/2, while the complexity of Step 3 is
approximately C - 2%/2 ~ n - 2"/2. The complexity of Step 4 is approximately
i4+mn-2"2. In total, the complexity of constructing the basic building block is
approximately i + n - 27/2 (ignoring small factors).

Complexity Analysis of the Full Building Procedure. The full expandable
message requires computing C' — 1 4 ¢ building blocks whose sum of length
parameters (dominated by the final building block) is approximately C-2¢ ~ n-2°.
Assuming that ¢ < n, we construct C — 1 4+ ¢ ~ n building blocks, and the total
time complexity of constructing the expandable message is approximately n -2 +
n2-2"/2. Our attacks require the (C(C—1)+tC, C?—1+C(2¢+t—1))-expandable
message to extend up to length L, implying that L ~ n - 2! and giving a time
complexity of approximately

L +n2.2"/2
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Fig. 8: Simultaneous expandable message

2.7 Functional Graph (FG) of Random Mappings

In many of our attacks, we evaluate a compression function A with a fixed mes-
sage input block m (e.g., the zero block) and simplify our notation by defining
f(x) = hjm)(x) = h(z,m). The mapping f yields a directed functional graph.

The functional graph of a random mapping f is defined via successive itera-
tion on this mapping.

Let f be an element in Fy that is the set of all mappings with the set NV
as both the domain and range. The functional graph of f is a directed
graph whose nodes are the elements 0, ..., N —1 and whose edges are the
ordered pairs (z, f(z)), for all x € {0,..., N — 1}. If starting from any
xo and iterating f, that is 1 = f(x9),x2 = f(z1),..., we will find that
before NN iterations, a value x; equal to one of zg,x1,...,2;_1; suppose
that the collided one is x;. In this case, we say the path z¢ — =1 —

- — x;_1 — x; connects to a cycle x; = x4 — -+ — Tj_1 — X
If we consider all possible starting points x(, paths exhibit confluence
and form trees; trees grafted on cycles form components; a collection of
components forms a functional graph. That is, a functional graph can
be viewed as a set of connected components; a component is a cycle of
trees; a tree is recursively defined by appending a node to a set of trees;
a node is a basic atomic object and is labelled by an integer [FO89].

Structures of functional graph of random mappings have been studied for a
long time, and some parameters have accurate asymptotic evaluations [FO89].
Below, we list some of the most relevant ones. These properties have been ex-
tensively studied and exploited in cryptography, e.g., in the classical works of
Hellman [Hel80] and van Oorschot and Wiener [vOW99], and much more recently
in generic attacks on hash-based MACs [DL14,GPSW14,LPW13,PK14,PW14]
(refer to [BGW18] for a systematization of knowledge regarding the applications
of random functional graphs in generic attacks).

Theorem 1 ([FO89]). The expected number of components, number of cyclic
nodes (nodes belong to a cycle), number of terminal nodes (nodes without preim-
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age: f~H(x) =0), number of image nodes (nodes with preimage), and number of
k-th iterate image nodes (image nodes of the k-th iterate f* of f) in a random
mapping of size N have the following asymptotic forms as N — oo:

1. # Components %1ogN =05'n 4. # Image nodes (1—e 1) N =~ 0.62-2"

o # Cuclic nod N3~ 1.9.0n/2 - # k-th iterate image nodes (1 -
# Cyelic nodes \/wN/ T )N, where Ty, satisfies the recurrence

3. # Terminal nodes e N ~ 0.37-2"  relation 7o = 0, Tpqpq = e 1 T7*

Seen from an arbitrary node xg, we call the length (measured by the number

of edges) of the path starting from zy and before entering a cycle the tail length
of z¢p and denote it by A(z¢); term the length of the cycle connected with xg
the cycle length of xy and denote it by p(zo); name the length of the non-
repeating trajectory of the node xg the rho-length of xy and denote it by p(x¢) =
AMzo) + p(zo).
Theorem 2 ([FO89]). Seen from a random point (any of the N nodes in the
associated functional graph is taken equally likely) in a random mapping of Fn,
the expected tail length, cycle length, rho-length have the following asymptotic
forms:

1. Tail length (\) /TN/8 ~ 0.62-2"/2 8. Rho-length (p) \/TN/2 ~ 1.2 - 2""/2
2. Cycle length (1) \/TN/8 ~ 0.62.2"/2

Theorem 3 ([FOR89]). The expected maximum cycle length (W™ ), maximum
tail length (A% ) and mazximum rho length (p™%" ) in the functional graph of a
random mapping of Fn satisfy the following:

1. E{p™* | Fx} = 0.78248 - 2"/2 3. E{pm | Fy} = 2.41490 - 27/2

2. E{\™* | Fx} = 1.73746 - 27/2

Theorem 4 ([FO89]). Assuming the smoothness condition, the expected value
of the size of the largest tree and the size of the largest connected component in
a random mapping of Fn are asymptotically

1. Largest tree: 0.48 - 2™ 2. Largest component: 0.75782 - 2"

The results from these theorems indicate that in a random mapping, most
of the points tend to be grouped together in a single giant component. This
component is therefore expected to have very tall trees and a large cycle [FO89].

A useful algorithm for expanding the functional graph of f is given below
(see Alg. 5 whose pseudo-code is given in Appendix A). This algorithm is not
new and has been previously used (for example, in [GPSW14,PW14]). It takes
an input parameter ¢ > n/2 that determines the number of expanded nodes (and
the running time of the algorithm).

Algorithm 5: Expanding the functional graph of f

1. Initialize G = () as a data structure of evaluated nodes.
2. Until G contains 2! nodes:
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(a) Pick an arbitrary starting point 2y and evaluate the chain x;11 =
f(z;) until it cycles (there exists x; = z; for i # j) or hits a point in
G. Add the points of the chain to G.

Deep Iterates in the Functional Graphs (FGDI). Next, we describe our
observations on functional graph of random mappings. The efficiencies of our
following attacks are mostly based on these observations on special nodes in
functional graphs.

In our attacks, we are particularly interested in nodes of f that are located
deep in the functional graph. More specifically, 2’ is an iterate of depth 7 if there
exists some ancestor node x such that 2’ = f¥(x), i.e., 2’ is an i-th iterate image
node (or say i-th iterate for short). If ¢ is relatively large, we say that 2’ is a
deep iterate. Deep iterates are usually obtained using chains evaluated from an
arbitrary starting point xg by computing a sequence of nodes using the relation
i1 = f(z;). We denote this sequence by Z. The following two observations
regarding deep iterates make them helpful in the proposed attacks:

Observation 1. It is easy to obtain a large set of deep iterates. Specifically, by
running Alg. 5 with input parameter ¢ (¢ > n/2), one can obtain a set of 2¢ nodes,
among which a constant fraction (©(2')) are 2"~ '-th iterates. The theoretical
reasoning is as follows. After we have executed the algorithm and developed 2°
nodes, then another chain from an arbitrary starting point is expected to collide
with the evaluated graph at depth of roughly 2" ~¢. This is a direct consequence
of the birthday paradox. Moreover, for two chains from two different starting
points 2 and y, the probability that Pr[f2" '(z) = f2" '(y)] = ©(27%) [DL14,
Lemma 1] (note that n —¢ < n/2). That is, for ¢ > n/2, when the number of new
chains (of length 2"~* and from arbitrary starting points) is less than 2¢, they
are expected to collide with the evaluated graph at distinct points. In particular,
this observation implies that most chains developed by the algorithm will be
extended to depth £2(2"7%) (without colliding with G of cycling); therefore, a
constant fraction of the developed nodes are iterates of depth 2"~ t. In total, the
algorithm develops ©(2%) iterates of f of depth 2"~ in 2 time. This conclusion
was also verified experimentally.

Observation 2. A deep iterate has a relatively high probability to be encoun-
tered during the evaluation of a chain from an arbitrary starting node. Let f;
and f2 be two independent n to n-bit mappings. Suppose Z (resp. y) is an iterate
of depth 29 in FGy, (resp. FGy,); then, it is an endpoint of a chain of states of
length 29. Let d be in the interval [1,29] and z( (resp. yo) be a random point.
Then, according to Lemma 1, Prjxg =% =~ d-27"] (resp. Prlyg =y~ d-27"]),
which is the probability that z (resp. y) will be encountered at distance d from xg
(resp. yo). Due to the independence of f; and fo, Pr[zg = Z Aya = y] ~ (d-277)2.
Summing the probabilities of the (disjoint) events over all distances d in the in-
terval [1,29], we conclude that the probability that & and y will be encountered
at the same distance is approximately (29)3 - 272" = 23921,
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The probability calculation in Observation 2 yields the conclusion that we
need to compute approximately 227739 chains from different starting points to
find a pair of starting points (xg,yo) reaching a pair of 29-th iterates (z,y) at
the same distance. This conclusion was verified experimentally. Note that since
various trials performed by selecting different starting points for the chains are
dependent, the proof of this conclusion is incomplete. However, this dependency
is negligible in our attacks, and thus we can ignore it. More details can be found
in Appendix C.

Lemma 1. Let f be an n-bit random mapping and x{, an arbitrary point. Let
D < 22 qnd define the chain ', = f(z}_,) fori € {1,..., D} (namely, x', is an
iterate of depth D). Let xg be a randomly chosen point, and define xq = f(x4-1)
for integer d > 1. Then, for any d € {1,...,D}, Prlzg =2, =O(d-27").

Proof. (Sketch.) We can assume that the chains do not cycle (i.e., each chain
contains distinct nodes), as D < 21/2 For x4 = x', to occur, x4—; should collide
with 2/, _; for'? some 0 < i < d. For a fixed 4, the probability for this collision
is roughly!'® 27" and summing over all 0 < i < d (all events are disjointed), we
get that the probability is approximately d - 27™. O

Multi-Cycles in Functional Graphs (FGMC) Next, we study a property
of some more special nodes — cyclic nodes in random functional graphs. There
are efficient cycle search algorithms (with O(2"/2) time complexity) to detect
the cycle length and collect cyclic nodes in the largest component of a random
functional graph [Jou09, Chapter 7], and cycles has been exploited in generic
attacks on hash-based MACs [GPSW14,LPW13]. Here, we exploit them in a
new way. Each cyclic node in a functional graph defined by f loops along the
cycle when computed by f iteratively and goes back to itself after a (multi-)
cycle-length number of function calls. This property can be utilized to provide
extra degrees of freedom when estimating the distance of other nodes to a cyclic
node in the functional graph, i.e., it can be expanded to a set of discrete values
by using multi-cycles. For example, let  and x’ be two nodes in a component
of the functional graph defined by f, x be a cyclic node, and the cycle length
of the component be denoted as L. Clearly, there exists a path from z’ to x as
they are in the same component, and the path length is denoted by d. Then, we
have the following;:

flz) =z fYa)=2 = fUOD(z/) =z for any positive integer i.

Suppose it is limited to use at most ¢ cycles (limitation imposed by the length
of the message). Then, the distance from z’ to x is expanded to a set of t + 1
values {d+i-L|i=0,1,2,....t}.

1A collision between z4_; and 'y, _; occurs if xq_; = 2’p_; but xq_i_1 # z'p_; ;.
15 A more accurate analysis would take into account the event that the chains collide
before x4—;, but the probability of this is negligible.
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Now, let us consider a special case of reaching two deep iterates from two
random starting nodes: select two cyclic nodes within the largest components
in the functional graphs as the deep iterates. More specifically, let FGy, and
FGy, be two functional graphs defined by f; and fo;. Let z and zo be two
nodes in a common largest component of FG;, , where Z is a cyclic node. Let
L1 denote the cycle length of the component and d; denote the path length
from xg to z. Similarly, we define notations y, yo, L2 and dy in FGy,. We are
interested in the probability of linking zy to  and yg to ¥ at a common distance.
Thanks to the usage of multiple cycles, the distance values from xy to z and
from yp to y can be selected from two sets {d; +i- Ly | i = 0,1,2,...,t} and
{da+7-Ly|j=0,1,2,... t}, respectively. Hence, as long as there exists a pair
of integers (i, 7) such that 0 <4,j <t and dy +i- Ly =ds + j - L2, we obtain a
common distance d =dy +1¢- L1 = dy + j - Ly such that

fi(zo) = 7, (o) = 1.

Next, we evaluate the probability amplification of reaching (z,y) from a
random pair (xg,yp) at the same distance. Without loss of generality, we assume
L, < Ly. Let AL £ Ly mod L. Then, it follows that

dy+i-Ly=dy+j- Lo —
dl—dgij'LQ—i'Ll —
(dl—dz) mod L1 :jAL mod L1

Letting j range over all integer values in internal [0,¢], we will collect a set of
t+1 values D = {j- AL mod L; | j = 0,1,...,t}.70 Since d; = O(2"/?),
dy = O(2"/?) and L; = 6(2"/2), it follows that |d; — da| = O(L;), and we
assume |dq —dz| < Ly by ignoring the constant factor. Therefore, for a randomly
sampled pair (zg,yo) that encounters (Z, %), we are able to derive a pair of (i, )
such that d; +4¢- Ly = do + j - Lo, as long as their distance bias d; — dy is in
the set D. In other words, we are able to correct such a distance bias by using
multi-cycles. Hereafter, the set D is referred to as the set of correctable distance
bias. Thus, the probability of reaching (z,y) from a random pair (zo,yo) at a
common distance is amplified by roughly ¢ times, where ¢ is the number of cycles
to the maximum.

3 Preimage Attack on XOR Combiners Based on the
Interchange Structure

In this section, we introduce our first attack — the preimage attack on the XOR
combiner. In this attack, we are given an n-bit target value V, and our goal
is to find a message M such that H;(M) @ Ha(M) = V. Notice that, if the
goal is to find two messages M, and My such that H; (M) & Ho(Ms) =V,

16 This is a very low probability that the set contains repeated values, particularly
when ¢ is significantly small compared with L;. Here, we omit the discussion.
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we can immediately launch a meet-in-the-middle procedure to find a solution of
the equation H;(M;) = Ho(M>) © V with 2"/2 computations. That is because
in the last equation, the left-hand side and right-hand side are independent. By
separately computing 2"/2 values on each side, we obtain 2" pairs and will find
a match with high probability due to the birthday paradox. Thus, the above
is essentially to find a collision, which is an easy challenge. However, in the
real challenge, the collision must be generated from the same message. Thus,
the computations on the two side of the equation are pairwise related, i.e., the
computation on one side of the equation can only pair with a single computation
on the other side. Consequently, unlike in the easy challenge, 2"/? computations
on each side can only generate 2"/2 pairs instead of 2. Therefore, to launch
a similar meet-in-the-middle procedure as we did in the easy challenge for the
real challenge, a crucial part of our attack is to construct a structure breaking
the pairwise dependency between the two computations. That structure playing
the important role is the interchange structure introduced in Sect. 2.5. Next, we
provide an overview of our attack based on the interchange structure and then
give detailed attack procedures.

3.1 Overview of the Attack

Next, we give an overview of the first preimage attack on the XOR combiner.
Let V denote the target value. The two hash functions H; and Hsy share the
same input message, and hence the internal states of their iterative compression
function computations are pairwise related. We first manage to simultaneously
control the computation chains of H; and Hs by constructing an interchange
structure including a message structure M and two sets of internal states A
(for H1) and B (for H2) such that for any state A picked from A4 and B picked
from B, we can easily derive a message My p from M such that Hi(Ma p)
produces A and Ha(My4 p) produces B. Hence, we can select states from 4 and
B independently in the next phase of the attack. In the next phase, we use a
birthday match to find a message block m, a state A in A and a state B in
B such that hyi(A,m) @ ha(B,m) equals the target hash digest V, where h;
and hg are the compression functions of H; and Hs respectively. Finally, given
states A and B, we derive the message M4 p from M, and output M4 g || m
as a preimage of V.7 The birthday match in the second phase of the attack is
essentially a meet-in-the-middle procedure enabled by the interchange structure
built in the first phase of the attack. Thus, the entire attack is more efficient
than a brute-force attack.

Attack 1: Preimage attack on XOR combiner based on the inter-
change structure

17 Note that for simplicity of description, we omit the description of the finalization
transformation on the internal state with the padding block and refer to Sect. 3.2
for the formal description.
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select a message ending in it.

finalization function here).

— Phase 1: Build a 2'-interchange structure using 2%¢ switches that en-
ables to jump between chains (see. Sect.2.5). This structure has start-
ing points I'V; and IV, and ending points {Aj |j=0...2t — 1} and
{B;C |k=0...2" - 1}, so that for any state pair (A;, By), we can easily

— Phase 2: Select a random message block m, and compute two lists by
evaluating the compression functions after the interchange structure:
{AS = hi(A;,m) | j =0...2 =1} and {B}, = V & ho(Bg,m) | k =
0...2t— 1}. We expect a match between the lists with probability 22—,
After about 2"~2! random choices of m, we obtain a match (j*, k*):

hl(Aj*,m) =V & hQ(Bk*,m) i.€. hl(Aj*,m) D hg(Bk*,m) =V.

Therefore, we can construct a preimage of V by concatenating the message
leading to (Aj-, Bi-) in the interchange structure and m (we ignore the

M M M M M M M M M M M

The complexity of the preimage search is approximately 2"~ evaluations of
the compression function, using an interchange structure with 2¢ endpoints.

Complexity Analysis. Building the interchange structures requires approx-
imately 2%+7/2 evaluations of the compression function, while the preimage
search requires approximately 2"¢. The optimal complexity'® is reached when
both steps take the same time, i.e., t = n/6. This gives a complexity of O(25%/6).
Since it uses messages of length at least n/2 - 22!, the optimal complexity is ob-
tained for messages of length at least 2*/3. For messages shorter than 2"/3, it
provides a trade-off of 2 - L~1/2 between the maximal allowed message length
L and the time complexity of attack (see Fig. 12 for a trade-off curve).

18 From now on, we will use “optimal complexity” to mean the minimized complexity
under the optimal choice of parameters for each attack.
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3.2 Details of the Preimage Attack on XOR Combiners Using the
Interchange Structure

Now, we describe the full preimage attack in detail. We first build an interchange
structure with 2! chains for each of H; and H,. We denote the ending points as
{4;1j=0...2" =1} and {By | k =0...2" — 1}, and we know how to select
a message M, to reach any state (A;, By). When adding message fragment
m || pad, to one of the messages M;j, in the interchange structure, where m is
a message block and pad is the final block padded with the length L of the
preimage message, the output of the combiner can be written as follows:

Hi (M ||m||pad)©Ha (M ||m||pad) = hi(hi(Aj, m), pad)®ha(ha(By, m), pad),

Note that we fix the finalization functions of H; and H, as their compression
functions, h1 and hsg, respectively.

To reach a target value V, we select a random block m, and we evaluate
{A} = hi(hi(Aj,m),pad) | j =0...2" =1} and { B}, = V @®ha(ha(By,m), pad) |
k=0...2" —1}. If there is a match (j*,k*) between the two lists, we have the
following:

Al = By & hi(h1(Aj<,m), pad) =V @® hg(hy(By-,m), pad)
& Ha(Mj || m || pad) & Ha(Mjy | m || pad) = V.

For a random choice of m, we expect that a match exists with probability 22/=",
and testing it requires approximately 2! operations!'®. We will have to repeat
this procedure 2”2 times on average; therefore, the total cost of the preimage
search is approximately 2"~! evaluations of h; and hs.

As explained in the previous section, building a 2!-interchange structure re-
quires approximately n/2- 22t41/2 operations. Using t = n /6, we balance the two
steps of the attack and reach the optimal complexity of approximately n/2- 25n/6
operations for this preimage attack.

4 Improved Preimage Attack on XOR Combiners Based
on Deep Iterates

The first attack works identically for the case in which the combined hash
functions use the HAIFA mode, and the case in which they use the MD con-
struction. However, when they are limited to use the MD construction, we can
launch a more efficient attack than the first. In this case, pairwise dependency
between internal states can be broken efficiently by using repeated message
blocks. Explicitly, we use a different approach to get the two sets of states
A={A4;]1j=0...2" -1} and B = {By | k = 0...2" — 1} such that for
any pair of states (A4;, By | A; € A, By, € B), we can manage to find a message

M
M4 p such that (IVy,1V3) LN (Aj, Bi). For convenience, we name such an

19 Tt takes O(t - 2') operations by sorting the lists, but only 2 - 2° using a hash table.
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abstract procedure GenPairableStates, which is implemented and utilized by
quite different approaches in different attacks — the first attack implements it
using interchange structure, this second attack implements it using deep iterates
in functional graphs, and as will be seen, the third attack implements it using
cyclic nodes in functional graphs.

The first step is to fix an arbitrary message block m to the compression
functions, giving rise to n to n-bit random mappings fi(-) = hi(-,m) and
f2(-) & hy(-,m). Such random mappings and their functional graphs have many
interesting properties and have been extensively studied and used in cryptanal-
ysis, as shown in Sect. 2.7. However, to attack hash combiners, we exploit them
in new ways. In this attack, instead of precisely controlling every computational
step in chains of equal length to obtain two sets of endpoints as in building
an interchange structure, here, we loosely herd computational chains of various
length to collect two sets of states. These collected states have large offsets in the
chains. These chains are iteratively computed using the above defined random
mappings f1 and fo. Thus, the collected states are essentially deep iterates in
the functional graphs of f; and fs, which are introduced in Sect. 2.7. As has
been shown in Sect. 2.7, such special states are relatively easy (i.e., with high
probability) to be reached from randomly selected starting states. This is where
the advantage of the attack mainly comes from.

In this attack, given a pair of such special states (A;, By), finding a common
message mapping a pair of starting states to them under the two hash compu-
tations is not as efficient as selecting a message from an interchange structure in
Attack 1. However, collecting those final states by expanding functional graphs
is much more efficient than computing endpoints by building an interchange
structure. This attack amortizes computational costs to different steps. Thus, it
provides better balance between different attack steps. Moreover, it also provides
a better trade-off between the message length and time complexity.

However, unlike the interchange-structure-based attack, this approach uses
chains of various lengths, which implies that lengths of message fragments in
intermediate attack steps are not fixed in advance. However, the length of the
preimage needs to be predefined in this attack. Thus, the length padding at
the end of the hash computations will be a problem. We overcome this problem
using our tool, the simultaneous expandable message for two MD hash functions,
which is introduced in Sect. 2.6.

Next, we provide a high-level overview of this attack and then present the
detailed attack steps.

4.1 Overview of the Attack

Suppose that we are given a target n-bit preimage value V and our goal is to find
a message M such that Hi(M) @ Ho(M) = V. Although the formal problem
does not restrict M in any way, several concrete hash functions restrict the
length of M. Therefore, we will first assume that the size of M is bounded by
a parameter L.

The attack is composed of three main phases.
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Attack 2: Preimage attack on XOR combiner based on deep iter-
ates

— Phase 1: Build a simultaneously expandable message Mgey for H;
and Ha, starting from the initial state pair (IV;,IV3) and ending with
state pair (#,9), such that for each length  in some appropriate range
(which is roughly [n?, L]), there is a message M),; of £ blocks that maps
(IVy,1V) to (Z,9).

— Phase 2: Find a set S (of size 2%) of tuples of the form ((x,y),w) such
that w is a single block, (z,y) — (a,b), and hi(a, pad) ® ho(b, pad) =V,
where pad is the final block of the (padded) preimage message of length
L. Moreover, (x,y) has a special property that will be defined in the
detailed description of this phase.

— Phase 3: Start from (Z,7) and compute a message fragment M”q of

M
length ¢ (shorter than L — 2) such that (%,7) —% (z,7) for some

((Z,9),m) € S. For this tuple, denote (a,b) = hy 2((Z,9), m).

Finally, we pick a message of L — g — 2 blocks from Mggy, denoted by
M| —q—2, giving

Myr—q-2 . . - .
(IVo, I'Vh) (#,7), and concatenate Mr_q_o || M4 || m in order to
reach the state pair (a,b) from (IV;,IV5) with a message of length L — 1.
Indeed, we have

Mjq 7 -

H (3,9) 2 (@5,5) ™ (@,b)

(IVp, IVh)

Altogether, we obtain the padded preimage for the XOR combiner: M =
Mjp—q—2 || My [| m || pad.

Complexity Analysis. Denote L = 2¢. For parameters g; > max(n/2,n — f)
and s > 0, the complexity of phases of the attack (as computed in their detail
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description) is given below (ignoring constant factors).

Phase 1: 2/ +n? . 2"/2 Phase 2: 27+s—a
Phase 3: 2391/2=s/2 4 [,.9991/2-2n=3s/2 | [ .9291—n
— 23g1/2—s/2 + 2(—0—991/2—271—33/2 + 2Z+2g1—n

We balance the time complexities of the second phase and the first term in
the expression of the third phase by setting n + s — g1 = 3¢1/2 — s/2, or s =
591/3 — 2n/3, giving a value of 27/3+291/3 for these terms. Furthermore, £ +
9g1/2 —2n —3s/2 = £+ 2g; — n, and the time complexity expression of Phase 3
is simplified to be 27/31291/3 4 926+291-1_ Qince ¢, is a positive factor in all the
terms, we optimize the attack by picking the minimal value of g; under the
restriction g1 > max(n/2,n—¢). In case £ < n/2, we set g1 = n—{ and the total
time complexity of the attack?® is

2n/3+2(n76)/3 — 2n72Z/3.

The optimal complexity is 22"/, obtained for messages of length 2"/2 (see Fig. 12
for a trade-off curve).

4.2 Details of the Preimage Attack on XOR Combiners using Deep
Iterates

Details of Phase 1 can be found in Sect.2.6. In the following, we describe details
of the other two phases.

Details of Phase 2: Finding a Set of Target State Pairs. In the second
phase, we fix an arbitrary message block m, giving rise to the functional graphs
FGy, and FGy, defined by the random mappings f1(-) = hi(-,m) and fa(-) £
ha(:,m). Given parameters g; > n/2 and s > 0, our goal is to compute a set S
(of size 2°) of tuples of the form ((z,y),w), where w is a single block such that
for each tuple, the following hold:

1. The state x is a 2"~ 91-th iterate in Gy, , and y is a 2"~ 9'-th iterate in FGy,.
2. (x,9) = (a,b) and hy(a, pad) ® hy (b, pad) = V, where pad is a final block of
the (padded) preimage message of length L.

This algorithm resembles the algorithm used in the final phase in previous
interchange-structure-based preimage attack (Attack 1 in Sect. 3), as both look
for state pairs (z,y) that give hy(z,w || pad) @ ha(y,w || pad) = V (for some
message block w). The difference is that in previous interchange-structure-based
attack, (x,y) is an arbitrary endpoint pair of the interchange structure, while in
this case, we look for x and y that are deep iterates.

20 Note that £ +2g1 —n=n—{ <n—2(/3.
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Phase 2 of Attack 2: Finding a set of target state pairs

1. Fix an arbitrary single-block value m, and construct fi(-) £ hy(-,m)
and fa(-) £ ha(-,m).
2. Expand FGy, using Alg. 5 with parameter g;. Store all encountered
2" ~91_th iterates in a table 77.
3. Expand FGy, using Alg. 5 with parameter g;. Store all encountered
2™~91_th iterates in a table 7s.
4. Allocate a set S = (). For single-block values w = 0,1, ..., perform the
following steps until S contains 2° elements:
(a) For each node x € Ty evaluate hy(z,w || pad), and store the results
in a table T/, sorted according h(x,w || pad).
(b) For each node y € Tz evaluate ho(y, w|pad)®V, and look for matches
hao(y,w| pad) ®V = hy(z,w || pad) with T{. For each match, add the
tuple ((z,y),w) to S.

The time complexity of steps 2 and 3 is approximately 29. The time com-
plexity of step 4.(a) and step 4.(b) is also bounded by 29*. We now calculate the
expected number of executions of Step 4 until 2° matches are found and inserted
into S.

According to Observation 1 in Sect. 2.7, the expected size of 71 and Tz (the
number of deep iterates) is close to 29t. Thus, for each execution of Step 4, the
expected number of matches on n-bit values ha(y, w || pad) ®V = hy(z,w || pad)
is 22917 Consequently, Step 4 is executed 257" ~291 times in order to obtain 2°
matches. Altogether, the total time complexity of this step is

2n+s—2gl+g1 — 2n+s—g1‘

Details of Phase 3: Hitting a Target State Pair. In the third and final
phase, we start from (#,7) and compute a message M), of length ¢ (is valid as

long as shorter than L — 2) such that (Z,9) M, (z,y) for some ((z,y),m) € S.
We use in a strong way the fact that states  (and y) in S are deep iterate (of
depth 2"791) in FGy, (and FGy,).

The goal of this phase is to find a pair of starting points of chains, reaching
some ((Z,y),m) € S at same distance. This phase is carried out by picking
an arbitrary starting message block 7, which gives points z¢o = hq(&, ) and
Yo = ha(y,m). We then continue to evaluate the chains x;11 = hi(z;,m) and
Yj+1 = ha(y;,m) up to length at most L — 3. We hope to encounter z at some
distance ¢ — 1 from z¢ and to encounter 7 at the same distance ¢ — 1 from yjq,
where ((Z,y),m) € S. In case in which for all pairs of ((z,y),m) € S, & and
y are encountered at different distances in the chains, or at least one of them
is not encountered at all, we pick a different value for m and start again. Once
we find such a value for m and pair of iterates (Z,y), this gives the required
My & || [m]e".
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According to Observation 2 in Sect. 2.7, for a pair of 2" 9:-th iterates x
and ¢, the probability that they will be encountered at the same distance from
arbitrary starting points zg and yo of chains is (27791)3 . 2727 = 277391 Since
S contains 2° elements, the probability calculation yields the conclusion that we
need to compute about 239'~"~% chains from different starting points to find
such a value for m generating starting points (xg, o) reaching a pair of deep
iterates (z,y) in S at the same distance.

The next question which we address is to what maximal length L’ should we
evaluate chains  and 3. As we wish to reach iterates  and y of depth 27791 it
can be shown that L' = 2" 9 is optimal. Since the total chain length should be
less than L — 3, this impose the restriction L' = 2"79 < [ — 3, or 29 < 2"/L.

The naive algorithm described above performs about 2391 ="~% trials, where
each trial evaluates chains of length L’ = 2”79 from arbitrary points, giving a
total time complexity of approximately 2391~ "=s+tn=91 — 2291=5 Gince g; > n/2,
the time complexity of this phase is at least 2"7%, and after making a balance
with that of the Phase 2, the time complexity can be 23%/4 by setting s = n/4.

However, it is possible to optimize this naive algorithm by further expand-
ing the graphs of f; and f>. As a result, the evaluated chains are expected to
collide with the graphs sooner (before they are evaluated to the full length of
2"~91). Once a collision occurs, we use a look-ahead procedure to calculate the
distance of the chain’s starting point from = (or ) in each tuple ((z,y),w) € S.
This look-ahead procedure resembles the one used in attacks on hash-based
MACs [GPSW14,PW14] (although the setting and actual algorithm in our case
are obviously different).

We define an S-node (for f1) as a node x such that there exists a node y and a
message block w such that ((x,y), w) € S. An S-node for fs is defined in a similar
way. To avoid heavy update operations for the distances from all the S-nodes,
we use distinguished points. Essentially, each computed chain is partitioned into
intervals according to distinguished points, where each distinguished point stores
only the distances to all the S-nodes that are contained in its interval up to the
next distinguished point. Given a parameter g, > ¢, the algorithm for this
phase is described below.

Phase 3 of Attack 2: Hitting a target state pair

1. Develop (about) 292 nodes in FGy, (and FGy,) (as specified in Alg. 5)

with the following modifications.

— Store only distinguished points for which the n — go LSBs are zero.

— Once an S-node is encountered, update its distance in the previously
encountered distinguished point (which is defined with high proba-
bility®).

— Stop evaluating each chain once it hits a stored distinguished point.

— The evaluated distinguished points for f; (resp. f2) are stored in the
data structure G; (resp. Ga).
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A A

2. For single-block values i = 0,1, ..., compute x¢g = hy(Z,m) and yo =
ha(g,m) and repeat the following step:
(a) Compute chains & and ¥ as specified below.

— First, compute the chains in a standard way by evaluating the
compression functions h; and ho until they hit stored distin-
guished points in G; and Gy (respectively).

— Then, allocate a table 77 for f; (and 73 for f;) and continue
traversing (only) the distinguished points of the chain (using the
links in G; and Gs) up to depth L—2, while updating 77 (resp. 72):
for each visited distinguished point, add all its stored S-nodes to
T1 (resp. T2) with its distance from zq (resp. o).

— Once the maximal depth L — 2 is reached, sort 77 and 75. Search
for nodes T and y that were encountered at the same distance g—1
from xg and yo (respectively), such that ((z,y),m) € S. If such
z € T1 and y € T3 exist, return the message M”q =1 || [m]e~!
and m (retrieved from S) as output. Otherwise (no such z and y
were found), return to Step 2.

% Since g2 > g1, S-nodes are deeper iterates than distinguished points, and thus
distinguished points are likely to be encountered in an arbitrary chain before
an S-node.

The time complexity of Step 1 is approximately 292 (note that we always
perform a constant amount of work per developed node).

For time complexity of Step 2, the analysis is as follows. As concluded above,
the expected number of values for 1 we need to test until we find a pair of
starting point (xg,yo) of chains encounter at the same distance to a pair of
2n~91_th iterates (z,%) in S is approximately 2391 =75,

The analysis of the complexity of Step 2.(a) is as follows. First, we estimate
the expected number of nodes that we visit during the computation of a chain.
Initially, we compute approximately 2" 792 nodes until we hit stored distinguished
points. Then, we continue by traversing (only) distinguished points up to depth
of about L. The expected number of such points is L - 2927, Therefore, we
expect to visit approximately 27792 4 L - 2927" nodes while computing a chain.
Finally, we need to account for all the S-nodes encountered while traversing the
chains of depth L. Basically, there are 2° S-nodes which are iterates of depth
2"~91 (essentially) randomly chosen in Phase 2 out of approximately 29 such
deep iterates. As a result, the probability of such a deep iterate to be a S-node
is approximately 2°79* (while other nodes have probability 0). Therefore, while
traversing chains of depth L, we expect to encounter at most L - 2°79* S-nodes
(which is a bound on the sizes of 7; and 7T3). Altogether, the expected time
complexity of a single execution of Step 2.(a) is at most 2" 7924 [.2927 "4 [.25791,

The total time complexity of this phase is 292 423917 n=5.(2n=92 4 [,.2927" ¢
L-28791) = 2924230179275 4 [.9301+92=2n=8 4 [.9201=" We set go = 3g1/2—5/2
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which balances the first two terms and gives a time complexity of

2391/2—5/2 +L. 2991/2—2n—35/2 + L. 9291—n

The time complexity evaluation of the full attack at the beginning of this
section shows that for the optimal parameters of this attack, the extra two terms
L-2991/2=2n=35/2 L T, .9201—" are negligible compared to the other terms in the
complexity equation. In other words, the distinguished points method allowed
us to resolve with no overhead the complication of keeping track of distances
from the S-nodes.

4.3 Optimizing the Deep-Iterates-Based Preimage Attack on XOR
Combiners using the Interchange Structure

The above deep-iterates-based preimage attack on XOR combiners can be slightly
improved using an interchange structure. Recall that the interchange structure
helps to break the dependency between two hash computations on a common
message. When building a 2"-interchange structure starting from the pair of end-
points (£, 9) of the simultaneous expandable message and ending at two sets of
states A = {A1,Ay,...,Aor} and B = {B1, Bs,...,Bor}, any A; € A can make
a pair with any B; € B (for any such a pair, one could easily find a common
message mapping (Z,§) to this pair). Therefore, by using a single message block
M to generate two sets of 2" random starting nodes respectively from A and
B, we can get 22" pairs of starting nodes. As a result, the required number of
samplings on the random massage block 7 is reduced by a factor of 22".

The detailed complexity analysis of the attack using a 2"-interchange struc-
ture is as follows: Denote L = 2¢. For parameters g; > max(n/2,n — £), go > 0,
s> 0and 0 < r < {¢/2 (because the length 22" of the interchange structure
should be less than the message length 2¢), the complexity of phases of the
attack is given below (ignoring constant factors).

Phase 1: 2/ +n?. on/2 Phase 2: 27591
Phase 3: 292 4 2391—n—s=2r . or. (2"792 4 9btg2—n 2€+S*91) + on/2+2r
=292 2391—92—8—7“ + 23g1+92+€—2n—s—r + 2291+€—n—r + 2n/2+2r

Compared with the complexity of the attack in Sect.4.1, the difference lies in
Phase 3. In the complexity formula of Phase 3, the term 292 is the number
of nodes developed in the look-ahead procedure; the term 2391="~5=2" ig the
required number of samplings on the value of message block m to get pairs of
starting nodes, which is reduced by a factor of 22" when building a 2"-interchange
structure; the term 27 - (27792 4 2¢+92—n 1 26+5=91) ig the time complexity for
computing distances of pairs of starting nodes (generated using the same value
for 7m) from all 2° target nodes; the term 2%/2%2" is the time complexity for
building the 2"-interchange structure.

We first balance the first two terms in Phase 3 by setting go = 391 — g2 —
s — r, which gives go = 3¢1/2 — s/2 — r/2. Thus, the complexity of Phase 3
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becomes 2391/2—5/2—r/2 +2991/2—33/2—3r/2+€—2n_’_2291+£—n—r+2n/2+2r‘ We then
balance Phase 2 and Phase 3 by setting n + s — g1 = 391/2 — s/2 — r/2, which
gives s = 5¢1/3 — r/3 — 2n/3. The sum of all dominant terms turns to be
2f 4 on/3+4291/3=r/3 4 92g1+t—n—r | 9n/242r Pinally, we pick the minimal value of
g1 under the restriction g; > max(n/2,n —/). In case £ < n/2, we set g1 = n—/.
The sum of dominant terms turns to be 2¢ 4 27=2¢/3=7/3 4 gn—t=r 4 gn/242r
Considering n —2¢/3 —r/3 > n — ¢ —r always holds, the sum of dominant terms

1S
2n72£/37r/3 + 2n/2+2'r'

Note that there is a restriction on r, that is, r < £/2. As a result (see Fig. 12 for
a trade-off curve),

— For the case ¢ < 3n/11, we have n —2¢/3 —r/3 > n/2+ ¢ > n/2+ 2r. We
set 7 = ¢/2 to optimize the complexity. Thus, the sum of dominant terms
is 27=5¢/6 The optimal complexity is 2'7"/22 obtained for message of length
23 — 2371/11'

— For the case 3n/11 < ¢ < n/2, we set r = 3n/14 — 2¢/7 to make a balance,
which fulfils » < £/2 in this case. The sum of dominant terms is 2137/14=4¢/7,
The optimal complexity is 297/ obtained for message of length 2¢ = 27/2

5 Improved Preimage Attack on XOR Combiners Based
on Multi-Cycles

When the underlying hash functions use the MD construction, and the max-
imum length of the message is allowed to exceed 2/2 blocks, we can further
improve previous deep-iterates-based preimage attack. The idea is that we uti-
lize more special nodes in function graphs, which are called cyclic nodes, and
exploit a technique named multi-cycles as introduced in Sect. 2.7. Recall that,
in the deep-iterates-based attack, a key step is to find two starting nodes zg and
yo in functional graphs of f; and fs5, such that they reach the selected target
nodes = and y at a common distance. We find that when selecting cyclic nodes as
target nodes & and y, the probability of a pair of random node (¢, yo) reaching
them at a common distance can be greatly amplified. Indeed, cyclic nodes are
essentially special deep iterates that are located not only deep in the functional
graph but also in a cycle of the graph. Therefore, for two cyclic nodes in two
independent functional graphs, by looping around the cycles, some differences
between distances from two random nodes to the two cyclic nodes can be cor-
rected by the difference between the two cycle lengths. More precisely, if the
members of a target node pair (Z,y) are both cyclic nodes within the largest
components in two functional graphs, the probability of a random pair (zg, yo)
reaching (z,y) at a common distance is amplified by #C' times, the maximum
number of cycles that can be used, by using the set of correctable distance bias as
stated in Sect. 2.7. Moreover, such a probability amplification comes with almost
no increase of complexity at Step 2, which leads to a new complexity trade-off
between Steps 2 and 3. Thus, the usage of cyclic nodes and multi-cycles enables
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us to reduce the computational complexity of preimage attacks on the XOR
combiner.

5.1 Overview of the Attack

Here, we briefly list the main steps of our preimage attack on the XOR combiner.

Attack 3: Preimage attack on the XOR combiner based on multi-
cycles

— Phase 1: Build a simultaneous expandable message Mggy for H; and
Ho, starting from (IVy, IV,) and ending with (£, ).

— Phase 2: Collect cyclic nodes within the largest components of func-
tional graphs FG, and FGy, and compute the set of correctable dis-
tance bias

D={i-AL mod L; |i=0,1,...,#C},

where Ly and L are the cycle lengths of the largest components of FG ¢,
and FGy,, respectively, and AL = Ly — L; mod Lj.

— Phase 3: Find a set S (of size 2%) of tuples of the form ((z,y),w) such
that x and y are cyclic nodes located in the largest components of Gy,
and FG,, respectively, and (z,y) — (a,b) and hy(a, pad) ® ha (b, pad) =
V', where pad is the final block of the (padded) preimage message of
length L, V is the target hash digest.

— Phase 4: Find a message fragment Mi;y, that maps (Z,9) to a pair of

target nodes (z,y) for some ((Z,y),m) € S.
That is done by first start from (Z,¢), enumerate a message block 7
to find a pair of states (zo,yo) with o = hi(Z,m) and yo = ha(g, M),
such that in FGy, and FGy,, their distance difference di — d2 mod L
from (z,y) for some ((Z,y), m) € S belongs to D. Suppose the common
distance after correcting by the cycle lengths is ¢ £ d;+i-L1 = da+j- Lo,
and define a message fragment Myin, = 1 || [m]2.

Up to now, we are able to derive a message M) ,_,_3 from the simultaneous
expandable message Mggy with an appropriate length L —q¢—3 and produce
a preimage message:

M2 M”L_q_g | MLink || m || pad

= Mjp—q—3 [l 0| [m]* [|m || pad.

such that

Myp—q-3

(&,9) 200 (&, 5) T (94, (M), Ha (M) -
Hl(M) @Hz(M) =V

(IVh,1Vs)
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By balancing the complexities of these steps, we obtain an optimal complexity
of 257/8,

5.2 Details of the Preimage Attack on the XOR Combiner Using
Multi-Cycles

In this section, we present the completed description of the attack procedure
and complexity evaluation. We point out the length of our preimage is at least
2"/2 blocks due to the usage of (multi-) cycles.

Attack Procedure. Denote by V' the target hash digest. Suppose the attacker
is going to produce a preimage message with a length L. The value of L will be
discussed later. The attack procedure is described below.

Detailed Steps of Attack 3

1. Build a simultaneous expandable message structure Mgey with a range
of length being roughly [n?, L], starting from the initial state pair (IVy, IV
and ending with a pair of final state (Z,¢) such that for each positive
integer x of an integer interval, there is a message M), with a block

length % in Msgy such that (IVi, IVa) — (2, 9).
2. Fix a single-block message m, and construct f(-) 2 hy(-,m) and fo(-)

hg (', m) .

(a) Run the cycle search algorithm several times to find the cycle length
L (resp. L) and cyclic nodes within the largest components in FG ¢,
(resp. FGy,). Store all the cyclic nodes in a table 7; (resp. 72), denote
Tw ={z1,22,...,21,} (vesp. T2 = {y1,Y2,...,yL, }). Without loss of
generality, assume L1 < Lo.

(b) Compute #C = |L/L;] as the maximum number of cycles that can
be used to correct the distance bias. Compute AL = Ly mod Ly,

4L
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and then compute the set of correctable distance bias:
D={i-AL mod L; |i=0,1,2,...,#C}.
3. Find a set

S ={((Z1,91),m1), (Z2,¥2),m2) }, -+, ((Tas, Ya= ), M2s)

such that z; and ¥; are cyclic nodes respectively located in the largest
components of G, and FG,, and (v, ;) — (ai, b;) and hy(a;, pad) ®
ha(b;, pad) = V', where pad is the final block of the (padded) preimage
message of length L, V is the target hash digest. The search procedure
is described as follows.

(e)

Initialize a set S as empty.

Select a random single-block message w.

Compute hj(z,w || pad) for each cyclic node = in 77, and store them
in a table 77 .

Similarly, for each cyclic node y in 73, compute h3(y, w || pad) &V,
and look for matches with elements in 77. If it is matched to some
hi(z,w || pad), we have h}(y,w || pad) ® hi(z,w || pad) = V, store
((z,y),w) in S.

If S contains less than 2° elements, goto Step 3b and repeat the
search procedure.

Hereafter, we call the pair of nodes (Z;,y;) in ((Z;, ¥i),m;) € S a pair of
target nodes.

4. Run Alg.5 with a parameter ¢ to develop 2° nodes in FGy, (resp. FGy,),
and store them in a data structure G; (resp. Go). Moreover,

(a)

(b)

Store at each node its distance from a particular target node (say
target node zy (resp. 1), together with its distance from the cycle
(i.e., its height, similar to Phase 3 in Section 5 of [PW14]).

Store the distance of other target nodes Z; (resp. y;) to this particular
target node z; (resp. y1) in a table 7, (resp. 7,) by iterating fi (resp.
f2) along the cycle.

Thus, when the distance of a node from the particular target node
and that from the cycle is known from G; (resp. G»), the distances of
this node from all the other target nodes can be immediately deduced
from 7, (resp. 7,). Specifically, suppose the distance of a node
from Z7 is d; and its height is e1, and suppose the distance of a target
node z; from I is d;; then, the distance of x¢ from z; is d; — d; if
d; < (dl — 61), and Ly —d; +dq if d; > (dl — 61).

5. Find a message Mpine that maps (Z,7) to a pair of target nodes (z,¥)
for some ((z,y),m) € S. We search for such a linking message among
a set of special messages: Mpipe = || m || m || --- || m, where 7 is a
random single-block message, and m is the fixed message at Step 2. The
search procedure is as follows.
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(a) Select a random message block w, and compute z¢ = hyi(Z,w) and
Yo = hQ(gv U))
(b) Compute a chain by iteratively applying f1 (resp. f2) to update xg
(resp. yo) until either of the following two cases occurs.
— The chain length reaches 2"~¢. In this case, goto Step 5a;
— The chain encounters a node stored in Gy (resp. G2). In this case,
compute the distance of xy (resp. yo) to every target node Z;
(resp. ¥;) as described in Step 4c, and denote it as dz, (resp.
dy,). Examine whether (dz, — dy, mod Lq) is in D. If it is, set
dy £ dz, and ds £ dy,, derive the corresponding j and k such
that di1+7-L1 = do+k- Ly holds. Set ¢ £ di+j- L1 =do+k- Lo,
and then Myiy = || [m]?. Besides, set m £ w and m = m,.
Otherwise, goto Step ba.
6. Derive a message M| _,—3 with a block length of L — ¢ — 3 from the
expandable message Mggy.
7. Produce a preimage M of the target hash digest V' as follows:

M £ M”L,q,?) H My snx H m H pad

= Myp—q—s |||l [m]? || m || pad.

Complexity Analysis. For parameters L > 2"/2, s > 0 and t > 0, the complex-
ity of the steps of the attack is given below (ignore the constant and polynomial
factors for simplicity of description).

e Step 1: L +n?-2"/2 (refer to Sect. 2.6);

o Step 2: 2W2 4 L)Ly ~2M/2 427 "/2. [~ 2"/2,

e Step 3: 2°77/2;
One execution of the search procedure has a complexity of L; 4+ Lo, and
contributes to Lj - Lo pairs. As L - Lo = ©(2™), one tuple can be obtained by
a constant number of executions. Hence, the number of necessary executions
is ©(2%), and the complexity of this step is @(2°1"/2).

e Step 4: 2t 4+ 27/2;
The complexity of developing 2¢ nodes and computing their distance to a
particular target node is 2! (refer to Alg. 5 and Step 4a ). The complexity
to compute the distance of all the other target nodes to the particular target
node is upper bounded by 27/2 (refer to the expectation of the maximum
cycle length in Thm. 3). Hence, the complexity of this step is 2¢ 4 27/2.

e Step 5: 227t=s /[
One execution of the search procedure requires a time complexity of 2",
Clearly, a constant factor of both chains encounter nodes stored in G; and G,.
We mainly need to evaluate the probability of deriving a common distance for
each chain. For every pair of target nodes (Z;, 9;), the value of d,, —d,, is equal
to a correctable distance bias in D with a probability of #C-2-"/2 ~ L.27™,
Since there are 2° pairs of target nodes, the success probability of each chain
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is L-2°". Hence, the total number of chains is 2" %/L, and the complexity
of this step is 271 . 2"5 /[ = 22n~t=s /[,
e Steps 6 and 7:  O(L).

The overall complexity is computed as (denote L = 2)
2[ +2s+n/2 + 2t +2t + 271/2 +22n7t737€
where the complexity of Step 2 is ignored.

Now, we search for parameters t and s that give the lowest complexity. First,
we balance Step 3 and Step 4 by setting s+mn/2 = t. That gives s = t —n/2. The
complexity becomes (ignoring constant factors) 2¢ + 2¢ 4 257%/2=2=¢ We then
make a balance by setting t = 2n — 2t +n/2 — ¢, i.e., t = 5n/6 — £/3. Thus, the
total complexity becomes

2€ +25n/6—f/3'
Hence,

— for the case n/2 < £ < 5n/8, the final complexity is 2°™/6=¢/3;
— for the case 5n/8 < £, the final complexity is 2°.

The optimal complexity is 2°*/8, obtained for messages of length 257/% (see
Fig. 12 for a trade-off curve).

5.3 Optimizing the Multi-Cycles-Based Preimage Attack on the
XOR Combiner Using the Interchange Structure

Again, similar to the previous deep-iterates-based preimage attack, this multi-
cycles-based preimage attack on the XOR combiner can also be improved using
an interchange structure. The complexity of the attack using a 2"-interchange
structure is analysed as follows.

Denote L = 2¢. For parameters t > n/2, £ > n/2 and 0 < r < /2 (because
the length 22" of the interchange structure should be no larger than the message
length L = 2¢), the complexity of each step is as follows:

Step 1: 2 + n?-2"/2 Step 2: 27/2 4 2t-7/2 Step 3: 2°17/2
Step 4: 2! + 27/? Step 5: 2"t . gns=2r—t | 9n/242r Gtep 6: 2°
The sum of dominant terms is

9l 4 9stn/2 | gt | 92n—t—s—r—L 4 on/242r

We first balance the last four terms by setting s+n/2 =t =2n—t—s—r—~{ =
n/2+ 2r. Thus, t = 11n/14 — 2¢/7, s = 2n/7 — 2(/7, and r = n/7 — /7. Note
that for £ > n/2, we have n/7—¢/7 < n/14 < n/2. Thus, the restriction r < ¢/2
always holds in this setting. The total complexity turns to be

2[ 4 21177,/14—25/7.

Hence,
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— for the case n/2 < ¢ < 11n/18, the final complexity is 2117/14=21/7,
— for the case 11n/18 < ¢, the final complexity is 2°.

9lln/18

The optimal complexity is , obtained for messages of length 2117/18 (see

Fig. 12 for a trade-off curve).

6 Second-Preimage Attack on Concatenation Combiners
Based on Deep Iterates

In this section, we introduce the first second-preimage attack faster than 2" on
concatenation combiners of MD hashes.

In this attack, we are given a challenge message M = my || mz || ... || mz,
and our goal is to find another message M’ such that H,(M') || Ha(M') =
Hi(M) || Ha(M) (or equivalently Hi(M') = H1(M) and Ho(M') = Hao(M)).
We denote the sequence of internal states computed during the invocation of hq
(respectively, he) on M by ag,aq,...,ar (respectively, bo,b1,...,br).

The general framework of our attack is similar to the one of the long message
second-preimage attack on a single MD hash proposed by Kelsey and Schneier
and described in Sect.2.2. Namely, we first compute the sequences of internal
states a1,...,ar, and by,...,by by applying the compression functions h; and
hs on the challenge message M = mq || ... || mg. Our goal is then to “connect”
to one of the state pairs (a;, b;) using a different message prefix of the same size.
Once we manage to achieve this, we can reuse the same message suffix as in M
and obtain a second preimage.

There are two main challenges in this approach, where the main challenge is
to connect to some state pair (a;, b;) generated by M from a different message.
The secondary challenge is to ensure that the connected message prefixes are of
the same length. We overcome the secondary challenge by building a simultane-
ous expandable message for two Merkle-Damgard hash functions, as described
in Sect. 2.6.

A much more difficult challenge is to actually connect to the challenge mes-
sage on a state pair (a;, b;) from a different message of arbitrary (smaller) length.
Indeed, the obvious approach of attempting to reach an arbitrary 2n-bit state
pair by trying random messages requires more than 2" time, since the number
of target state pairs is equal to the message length which is smaller than 2".
A more promising approach is to use the interchange structure introduced in
Sect.3. Recall that, the interchange structure consists of an initial state pair
(a,b), a set of message fragments M and two sets of internal states A (for H;)
and B (for H2) such that for any value A € A and any value B € B, it is possible
to efficiently construct a message M4 g € M that maps (a,b) to (A4, B). Assume
that there exists an index 7 € {1,2,..., L} such that a; € A and b; € B; then,
we can connect to (a;, b;) using M, p, as required. Unfortunately, this does not
result in an efficient attack, essentially because the complexity of building an
interchange structure for sufficiently large sets A and B is not efficient enough.

Here, as in the deep-iterate-based preimage attack on XOR combiner, we use
deep iterates in functional graphs of fi(-) = hi(-,m) and fo £ ho(-,m) (as a
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result, it is not applicable when any one of the underlying hash functions are of
the HAIFA framework). More specifically, our goal is to find a state pair (ay, b,)
composed of two deep iterates in FGy, and FGy,, respectively.?! Once we find
such a “special” state pair, we show how to simultaneously reach both of its
states in an efficient manner from an arbitrary state pair. Combined with the
simultaneous expandable message, this gives the desired second preimage.

Next, as in previous attack, we start by providing a high-level overview of
the attack and then give technical details.

6.1 Overview of the Attack

The attack is composed of three main phases.

Attack 4: Second-preimage attack on the concatenation combiner
based on deep iterates

— Phase 1: Build a simultaneous expandable message Mgy for Hi and
Ho as described in Sect.2.6, starting from the initial state pair (I'V7, IV5)
and ending at a final state pair (Z, 7).

— Phase 2: Find a pair of states (z, §), a message block m and an index p

such that (z,7) — (ap,by) (note that the state pair (a,, b,) is computed
during the evaluation of the challenge message). Moreover, the state pair
(z,y) should have the special property that will be defined in the detailed
description of this phase.

— Phase 3: Start from (&, §) and compute a message fragment M llq (shorter

M
than p — 1) such that (2,9) —= (Z, 7). This phase can be performed
efficiently due to the special property of (z, 7).

To compute the second preimage, we pick M,_,_; from the simultane-
Mp_q_

ous expandable message Msgy, giving (IVo, IVy) —2——% (#,4), and con-

catenate M|,_q—1 || M| || m in order to reach the state pair (a,,b,) from

(IVy,1V,) with a message of appropriate length p. Indeed, we have

Mjq _ .\ m

(#,9) (#,9) = (ap, bp)-

Altogether, we obtain the second preimage: M’ = M, , 1 || Ml\q || m ||
Mg | .. |

21 The actual attack is slightly different, as it searches for deep iterates from which
(ap,bp) can be reached with a common message block.
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- Step 1
- Step 2
- Step 3
- Step 4
- Step 5
- Step 6

Complexity Analysis. Denote L = 2. For a parameter g; > maz(n/2,n—£),
the complexity of the phases of the attack (as computed in their detail descrip-
tion) is given below (ignoring constant factors).

Phase 1: L+n?-2V2=2°47n%.2"/2  Phase 2: 1/L- 2% 9 =22n—9n1~¢
Phase 3: 2391/2

We balance the second and third phases by setting 2n — gy — ¢ = 3g1/2, or
g1 = 2/5 - (2n — ¢), giving time complexity of 23/5(2»=0  This trade-off holds
as long as 2¢ + n? . 2/2 < 23/5@2n=0) o ¢ < 3n/4. The optimal complexity is
23¢/4 obtained for £ = 3n/4 (see Fig. 12 for a trade-off curve). The attack is
faster than 2" (Joux’s preimage attack) for??> ¢ > n/3. The message range for
which the attack is faster than 2" can be slightly improved to L > 22"/7 using
the optimized attack, described in Sect. 6.3.

6.2 Details of the Second-Preimage Attack on Concatenation
Combiners using Deep Iterates

Details of Phase 1 can be found in Sect. 2.6.

Details of Phase 2: Finding a Target State Pair. In the second phase, we
fix an arbitrary message block m, giving rise to the functional graph Gy, of
fi(-) & hy(-,m) and FGy, of fo(-) £ ha(-,m) and let g; > n/2 be a parameter
(to be determined later). Our goal is to find a pair of states (Z,y), a message
block m and an index p such that the following two conditions hold:

1. The state z is a 2" 91-th iterate in FGy, and y is a 2" 9'-th iterate in FGy,.
2. The state pair (Z,7) is mapped to (ap,b,) by m, or (Z,%) — (ap,b,).

The algorithm of this phase is given below.

2 Note that for £ > n/3, g1 = 2/5- (2n — £) > 2n/3 > max(n/2,n — £), as required.
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Phase 2 of Attack 4: Finding a target state pair

1. Fix an arbitrary single-block value m and get fi(-) = hi(-,m) and
fo() £ ha(-,m).

2. Expand FGy, using Alg. 5 with parameter g;. Store all encountered
2" ~91_th iterates in a table 77.

3. Expand FGy, using Alg. 5 with parameter g;. Store all encountered
2™~91_th iterates in a table Ts.

4. For single-block values m’ = 0,1, ..., perform the following steps:
(a) For each node x € Ty, evaluate 2’ = hy(x,m’) and store the matches
x' = a; with the® sequence ay,...,ar, in a table 77, sorted according

to the index ¢ of a;.

(b) Similarly, for each node y € Tz evaluate ¥y’ = ha(y,m’) and look
for matches y' = b; with the sequence by,...,br. For each match
with some b;, search for the index j in the table 7. If a match
i = j is found, set p £ i (namely, (a,,b,) = (z/,y)), m = m’ and

(Z,9) £ (x,y). This gives (z,7) — (ap,b,), as required. Otherwise,
(no match i = j is found), go back to Step 4.

@ More precisely, due to the minimal-length restriction of the expandable mes-
sage, matches ' = a; with 4 less than (approximately) C? ~ n? cannot be
exploited in the full attack. Moreover, the maximal exploitable value of i is
L — 2. However, the fraction of these nodes is very small and can be ignored in
the complexity analysis.

The time complexity of steps 2 and 3 (which execute the Alg. 5) is approxi-
mately 291, The time complexity of step 4.(a) and step 4.(b) is also bounded by
29t (given that ay,...,ar and by, ..., by are sorted in memory), as the size of Ty
and 75 is at most 29* and the number of matches found in each step can only
be smaller.

We now calculate the expected number of executions of Step 4 until the
required (a,,b,) is found. According to Observation 1 in Sect. 2.7, the expected
size of 71 and 75 (that contain iterates of depth 2"791) is close to 29'. According
to the birthday paradox, the expected size of 7] is approximately L - 291~".
Similarly, the number of matches 3y’ = b; is also approximately L - 291~". The
probability of a match ¢ = j in Step 4.(b) is computed using a birthday paradox
on the L possible indexes, namely, 1/L - (L -29177)2 = [ . 2291721 Ag a result,
Step 4 is executed approximately 1/L - 2277291 times until the required (a,,b,)
is found (the executions with different blocks m’ are essentially independent).
Altogether, the total time complexity of this step is

291 . 1/[ - 2%"20 = | /[, . 2?9,

Since the index p is uniformly distributed in the interval [1, L], we will assume
that p = O(L).
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Details of Phase 3: Hitting the Target State Pair. In the third and final
phase, we start from the pair of endpoints (Z, §) of the simultaneous expandable
message constructed in Phase 1 and compute a message fragment M), of length

N
q < p — 1 such that (&,7) s, (Z,7). Like in the deep-iterates-based preimage

attack on the XOR combiner, here, we again use in a strong way the fact that
the state & (and y) is a deep iterate (of depth 2"791) in the functional graph of
Ji(z) (f2(y))-

This phase is carried out by picking an arbitrary starting message block
m, which gives points xg = hi(Z,m) and yo = ha(y, ). We then continue to
evaluate the chains x; = hy(x;—1,m) and y; = ha(yj—1,m) up to a maximal
length L' = 2" 91, We hope to encounter  at some distance ¢ — 1 from xg and
to encounter y at the same distance g — 1 from y4. Given that ¢ — 1 < p, this will
give the required M = 7 || [m]9~! (where [m]?~! denotes the concatenation of
g — 1 message blocks m), which is of length ¢ < p—1. If £ and y are encountered
at different distances in the chains, or at least one of them is not encountered at
all, we pick a different value for m and start again.

Since z (resp. ) is an iterate of depth 279" in FGy, (resp. FGy,), it is an
endpoint of a chain of states of length L' = 2”79 (such a chain was computed
in Phase 2). According to Observation 2, the probability that z and y will be
encountered at the same distance from arbitrary starting points o and yo of
chains is 277391, The probability calculation gives rise to the conclusion that
we need to compute approximately 2391~ chains from different starting points.
Each chain is of length up to L’ = 2”791, This gives a total time complexity
of about 23917"+tn=91 = 9291 Since g; > n/2, the time complexity of the full
algorithm is at least 2", and the attack is not faster than Joux’s preimage attack.

To optimize the algorithm, as we did in the deep-iterates-based preimage
attack, we use a look-ahead procedure by further expanding the graphs of f;
and fo. The difference is that since we only select a single pair of deep iterate
as the target, we do not use the distinguished point technique?® 24. We pick a
parameter g > g7 and execute the algorithm below.

Phase 3 of Attack 4: Hitting the target state pair

1. Develop 292 nodes in FGy, (and FGy,) (as specified in Alg. 5) with the
following modifications.

23 One may ask why we did not compute a larger set S, as we did in Phase 3 of Attack 2.
The reason for this is that it can be shown that in this case, a set of size 1 is optimal.

24 One may also ask why we did not use cyclic nodes and multi-cycles to further improve
this second-preimage attack on concatenation combiners as we did for the preimage
attack on XOR combiners. The reason is that optimization on Phase 2 of Attack 4
has reached it limitation because of the limited number of candidate state pairs
for (Z,y). Thus, the complexity of Phase 2 becomes the bottleneck and cannot be
improved using cyclic nodes.
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— Store at each node its distance from z in FGy, (or y in FGy,) (the
maximal stored distance is L' = 2" 91): for each computed chain,
once it hits a previously visited node in the graph, obtain its stored
distance from z (or y) and update it in all the computed nodes in
the current chain up to the maximal value L' = 2791,

— If a chain does not hit z, then the distance of its nodes is undefined
and stored as a special value L. This special value is also used for
nodes whose distance from Z is greater than L'.

— The evaluated nodes for FG¢, (FGy,) are stored in a data structure
G1 (G2).

2. For single-block values m = 0,1,..., compute o = hy(%,m) and yo =
ha(9,m) and repeat the following step:
(a) Compute the chains & and ¥ up to maximal length L' = 2”79 or
until they hit G; and G, (respectively).

— If # (or ¢) does not hit G; (Gz2), return to Step 2.

— Otherwise, once Z () hits G; (G2), obtain the stored distance
from Z (y) at the collision point. If the distance to z (or ) is
undefined, return to Step 2.

— Compute the respective distances ¢ and j of g and yo from  and
y. If i # 7, return to Step 2.

— Otherwise (i = j), denote ¢ =i+ 1. If ¢ > p— 1, return to Step 2.

— Otherwise (¢ < p — 1), return the message M = 7 || [m]' =
|| [m]9=1 as output.

Gi G
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The time complexity of Step 1 is approximately 292. As concluded above, in
Step 2, we perform approximately 2391 =" trials on the value of 7 before finding
two starting points xy and yg at the same distance from  and 3. According to
the analysis of Sect. 2.7, each trial requires approximately 2”792 computation
(before hitting G; and Gs). Therefore, the total time complexity of this phase
is 292 4 2391—m . 9n—92 — 992 4 2391=92 The complexity is minimized by setting
g2 = 3¢91/2 which balances the two terms and gives a time complexity of

2391/2.
Finally, we note that the memory complexity of this algorithm can be opti-

mized using distinguished points. A detailed way to achieve this has been pre-
sented in the closely related algorithm in Sect. 4.2.
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6.3 Optimizing the Deep-Iterates-Based Second-Preimage Attack
on Concatenation Combiners using an Interchange Structure

Similar to the deep-iterates-based preimage attack on the XOR combiner, this
deep-iterates-based second-preimage attack can also be slightly improved using
an interchange structure. The detailed complexity analysis of the attack using a
2"-interchange structure is as follows:

Denote L = 2¢. For parameters ¢g; > max(n/2,n —¥{), go > 0,and 0 < r <
?/2 (because the length 22" of the interchange structure should be less than
the message length 2¢), the complexity of the phases of the attack is (ignoring
constant factors)

Phase 1: 2/ +n?. on/2 Phase 2: 22n—91—¢
Phase 3: 292 4 2391—n=2r ord+n—gs 4 on/242r _ 992 | 9391—g2—7r 4 9n/2+2r

Compared with the complexity of the attack in Sect.6.1, the difference lies in
Phase 3. In the complexity formula of Phase 3, the term 292 is the number of
nodes developed in the look-ahead procedure; the term 2391 ~"~2" is the required
number of samplings on the random massage block m when trying to find a
pair of starting nodes reaching the pair of 2"~ 91-th iterates (z,¥y) at a common
distance; the term 2"t" 792 is the time complexity for computing the distances of
a set of 2" starting nodes (generated using the same value for /) from a target
node; and the term 2"/2%2" ig the time complexity for building a 2"-interchange
structure.

We first balance the first two terms in Phase 3 by setting go = 391 — g2 — 7,
which gives go = 3¢g1/2 — r/2. The sum of all dominant terms is

2E+22n7g178+2391/277"/2+2n/2+2r'

For ¢ > Tn/17, we set 2n — g1 — ¢ = 3¢1/2 — r/2 = n/2 + 2r, which gives
g1 = 19n/22 — 5/11 and r = Tn/22 — 3¢/11. The total complexity is then
2¢ 4 226n/22=6¢/11 For ¢ > 25n,/34, we have 25n/22 — 6//11 < £. Thus, the
time complexity is 2¢ for £ > 25n/34. Note that, g; = 19n/22 — 5¢/11 fulfils the
restriction g1 > max(n/2,n — ) for n/4 < £ < 4n/5, and r = Tn/22 — 3(/11
fulfils the restriction 2r < [ as long as ¢ > 7n/17. Thus, the time complexity is
225m/22=6L/1L for Tn /17 < € < 25n,/34.

For ¢ < Tn/17, we directly set r = £/2 (the maximum under the restric-
tion 2r < f) to optimize the complexity (because as shown next, the bal-
anced sum 227~91—¢ 4 2391/2-7/2 g oreater than 2"/212" under the restrictions
g1 > max(n/2,n — £), 2r < £ and ¢ < Tn/17). The formula is 22n~—91—¢ 4
2391/2=¢/4 4 9n/2+L We balance the first two terms by setting 2n — g1 — £ =
3g1/2 — £/4, from which we deduced that ¢g; = 4n/5 — 3¢/10 (fulfills the re-
striction g1 > max(n/2,n — ¢) as long as ¢ > 2n/7). Then, the complexity is
26n/5=T¢/10 4 on/2+L Since 6n/5 — 7¢/10 > n/2 + £ for £ < Tn/17, the total time
complexity is then 267/5=7¢/10 Tt is no less than 2" for £ < 2n/7.

Thus, the final time complexity of this attack using interchange structure is
summarized as follows:
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— For the case £ < 2n/7, the complexity is 2" achieved by Joux’s attack;

— For the case 2n/7 < £ < Tn/17, the complexity of this attack is 26/5-7¢/10;
— For the case 7n/17 < £ < 25n/34, the complexity of this attack is 22°7/22-6¢/11,
— For the case £ > 25n/34, the complexity of this attack is 2¢.

The optimal complexity is 22°7/34 obtained for messages of length 22°%/34 (see
Fig. 12 for a trade-off curve).

7 Second-Preimage Attack on the Zipper Hash

In this section, we present the first second-preimage attack on the Zipper hash,
which is applicable for idealized compression functions and hence a generic at-
tack. Again, the attack is based on the deep iterates and multi-cycles in the
functional graphs defined by fi(-) = hi(-,m) and fao(-) £ ha(-,m) with a fixed
single-block message value m. The general framework is similar to that of the
above ones on combiners of MD hashes. However, some special specifications on
the Zipper hash allow the attacker to choose an optimal configuration for the
attack and to launch a more efficient connecting phase in the attack. More pre-
cisely, as opposed to the two parallel combiners, in the Zipper hash, the message
length is placed in the middle of the two passes. Thus, when we first connect
our crafted message to the challenge message on an internal state in the second
pass, the message prefix of our crafted message is fixed. This prefix does not
include the length padding. As a result, the length of our crafted message is not
necessarily equal to the length of the challenge message. Thus, we can choose
a proper length for our crafted message that optimizes the attack complexity.
A further uniqueness of the Zipper hash is that its second pass processes the
message blocks in a reversed order. Thus, in the attack, when looking for a pair
of nodes (&, §) reaching two predefined nodes of deep iterates (Z, %) at a common
distance,  and g are computed with different message blocks. This enables us to
launch an efficient meet-in-the-middle procedure during the connecting phase.
Accordingly, Joux’s multi-collision (see Sect.2.1) is used to facilitate the meet-
in-the-middle procedure, and the previous simultaneous expandable message in
Sect.2.6 is fine-tuned to adapt to the Zipper hash.

7.1 Overview of the Attack

Given a message M = m || --- || my, the goal of the second-preimage attack on
the Zipper hash i(s_to find another message M’ such that Ho(H,(IV, M), ﬁ) =
Ho(H1(IV,M'), M), where M is a message generated by reversing the order
of message blocks of M (we call M the reverse of M), i.e., =mg || mp_1 ||

-+ +||my, and M’ is the reverse of M’. Here, we briefly list the main steps of the
attack.
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Attack 5: Second-preimage attack on the Zipper hash

— Phase 1: Get a cyclic node Z (resp. y) located in the largest com-
ponent of FGy, (resp. FGy,); Get the cycle length L; (resp. Lg), and
compute the set of correctable distance bias D = {i- AL mod L, | i =
0,1,...,#C}, where AL = Ly mod L; and #C' is the number of cy-
cles to the maximum. After that, generate a Joux’s multi-collision Myc,
(resp. Mygo) starting from Z (resp. y) and denote its final endpoints by
Z (resp. 9).

— Phase 2: Build a cascade simultaneous expandable message Mggy across
the two passes starting from & and denote its final endpoint by .

— Phase 3: Find a message block m mapping the final endpoint § of the
second Joux’s multi-collision Myc, to one of the chaining states b, in
the second pass of the original message; Then, in the first pass, use m

to update the corresponding chaining state a, to a state .

— Phase 4: Find a message My, such that (Z,9) BN (Z,9)*

This is a meet-in-the-middle procedure. First, exploit the messages in
the two Joux’s multi-collisions Myc; and Mycy to map (Z,7) to two
independent sets of starting nodes, compute and store their distances
from target node z and ¥ in two tables 77 and 75 independently. Then,
find a match between 7; and 72 (check whether the difference between
some stored distances is correctable by values in D), denote the matched
distances by d; and ds, set the common distance d L dy+i-Ly = da+7-Lo
for some ¢ and j, and retrieve the corresponding messages My € Myycq
and M7 € My, that generate the corresponding starting nodes.

At the end, select a message suffix M, with a proper block length ¢ = L' —
p — 2r — d from the simultaneous expandable message Mggy and construct
a second preimage M’: my || -~ || my || Ma || [m]¢ || My || Mz —p—2r—a-

)

!
m',

),

z, my,

ha(hi(

i
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* Rigorously, we should write § HMuine .

There are two main differences between the attack on the Zipper hash and the
second-preimage attack on concatenation combiners (Attack 4) and the preimage
attacks on XOR combiners (Attacks 2 and 3). One is that linking # to z and g to
y can be carried out independently, resulting in a meet-in-the-middle-like effect.
The other is that the message length is embedded inside the expandable message
Mgy, which enables us to choose the length of second preimage to optimize the
complexity.

7.2 Details of the Second-Preimage Attack on the Zipper Hash

In this subsection, we present the detailed procedure of Attack 5.

Detailed Steps of Attack 5

1. Fix an arbitrary single-block message value m and get fi(:) = hi(-,m)
and fa(-) = ha(-,m).

(a) Run the cycle search algorithm several times to locate the largest
cycles C; and Cy in FGy, and FGy,, get the cycle lengths Ly and L.
Without loss of generality, assume L < Lo.

(b) Pick a cyclic node & located in C; and a cyclic node y located in Cs.

(c) Compute the set of correctable distance bias D = {i- AL mod L |
i=0,1,...,#C} as in Step 2 of Attack 3.

2. Run Alg. 5 with a parameter ¢ to develop 2! nodes in Gy, (resp. FGy,),
compute their distance from the target node = (resp. y). Store these
nodes in FGy, (resp. FGy,) in a data structure G; (resp. Ga).

3. Build a 2"-Joux’s multi-collision Myc; (resp. Mycs) starting from the
cyclic node Z (resp. y) and denote its final endpoint by & (resp. 9).

4. Construct a simultaneous expandable message Mgy across the two hash
functions that starts from the state & in the first pass, and denote its
final endpoint by ¢ in the second pass. The details of constructing such
an expandable message are provided in Sect. 7.3.

5. Find a single-block m mapping § to some internal state b, in the second
pass of the original message M. The search procedure is trivial and
hence omitted. Then, use m updating the corresponding chaining state
a, in the first pass to a state , i.e., compute & = hq(a,, m).

6. For each message M} in Mo,

(a) Compute & = hi(Z, M)).

(b) Compute a chain & by applying f1 to update & iteratively until up
to a maximum length 2"~ or until it hits G;. In the latter case,
compute the distance d; of & to &, and store (dy, MJ) in a table T;.

7. For each message M| in Mycq,
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(a) Compute § = (7, M]);

(b) Compute a chain ¥ by applying fs to update § up to a maximum
length 2"~ or until it hits G,. In the latter case, compute the distance
dy of g to y, and store (da, M7) in a table Ts.

8. Find (dy, M%) in T and (da, M7) in T3 such that (dy —ds mod L,) € D.
The search is a meet-in-the-middle procedure to match elements between
71 and T5. Denote the common distance corrected by values in D by
d&d +i-Li =dy+j- Lo for some i and j, and the corresponding
messages M; = M| and My =& M} (retrieved from 7; and 7T3).

9. Derive a message M), with a block length ¢ = L' —p—1—7r—d—r
from Mggy, where L’ is the length of the constructed second-preimage.
Construct a message M’ = my ||ma || - - | my, || m || Mz || [m]® || My || M,
and output M’ as a second-preimage.

Complexity Analysis. The complexities of each step in this attack are as
follows (ignoring constant factors and the factor n):

Step 1: 2"/? Step 2: 2 Step 3: 2"/?
Step 4: 20 + 27/2+2logz(n)+1 Step 5: 2"°° Step 6: 2".2""!
Step 7: 2".2""! Step 8: 2" Step 9: 2t

The sum of dominant terms is
2t _|_ 2@’ 4 277,—5 4 27" . 2n—t7

where 2! is the complexity for developing more nodes in the look-ahead proce-
dure; 2" is the complexity for building the simultaneous expandable message:;
27 . 2"t is the complexity for generating tables 77 and 7s.

We first balance the first term with the fourth term by setting t = r +n — ¢,
which gives t = n/2 +r/2. As a result, the sum of dominant terms is

2n/2+r/2+26/+2n—€'

— When the allowed length L’ of the second preimage is limited by 2"/2, we
set ¢/ = n/2 to optimize the complexity. The multi-cycle technique is not ap-
plicable. The required number of samplings on pairs of starting nodes before
finding one pair reaching any one of the 22" pairs of target nodes at a common
distance is 227737/2 Thus, it is required that 227 = 227—37/2 = 27/2_ Thig
gives 7 = n/4. The total complexity is then 2°7/8 for all £ > 3n/8.

— When the allowed length L’ of the second preimage is not limited and can be
greater than 2"/2, multi-cycles can be used. In this case, the required number
of samplings on pairs of starting nodes before finding one pair reaching any
one of the 227 pairs of target nodes at a common distance is 22n—3n/2—=(¢'=n/2)
Thus, 22" = 2" This gives r = n/2 — £'/2. The total complexity is then
23n/4=t'/4 4 ot" 4 9n—L We then balance the first two terms by setting 3n/4 —
¢'/4 = ¢, which gives ¢/ = 3n/5.
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e For the case £ < 2n/5, the total complexity is 2" ~;
e For the case 2n/5 < /¢, the total complexity is stabilized at 23n/5,
(see Fig. 13 for trade-off curves).

7.3 Step 4: Constructing an Expandable Message

The constructing method is similar to that in Sect. 2.6, with slight modifications.
Detailed steps and the method used are shown in Alg. 6, where C' =~ n/2+log(n):

Algorithm 6: Building and using a simultaneous expandable mes-
sage applicable to attacks on the Zipper hash

(a)

(a)

1.z« &
2. Fori<«1,2,--- C—1+t:

Build a 21 standard Joux’s multi-collision in h; starting from z/_,

and denote its final endpoint by sp;.

Compute xp; = hj(sp;,[0]%), where [0]° is an all-zero message of

size s blocks, where s = i if i < C —1 and s = €2/~ (C-D-1 jf

C-1<i<C—-1+1t.

Find a collision hj(sp;, m;) = hq(zp;, m}) with single block messages

m;, m;. Denote the collision by /.

We obtain a multi-collision in h; with 2¢ messages that map x}_;

to .

i. Out of these messages, 2°~! are of length b (obtained by combin-
ing one of the 2¢-1 Joux’s multi-collisions with m; ). We denote
this set of messages by Mgport;, where b = C.

ii. Out of these messages, 2¢~! are of length b (obtained by com-
bining one of the 2¢~! Joux’s multi-collisions with [0]* || m}) and
we denote this set of messages by Miong,, where b = C + i if
i<C—landb=C2"C D1 1)ifC-1<i<C—1+L

3. Denote the last collision state zy;_;,, by #, and compute
§ = ha(hq(&,m%,), m,), where m’, is a message block padded with the
length L’ of the second preimage.

4. y/C’—1+t «— ?j, MSEMshort — (2)7 MSEMlong — (Z)

5. Fori+~ C—-14+¢t, C—-1+t—-1, ..., 2, 1

H
For each m's; € Mgnort;, compute u; = hi(y;, m's;) where
ms; =msi 1 | ms; 2| -+ || msi,c—1 || msi,c and

ms; = ms; ¢ || ms; c—1 ] -+ || ms; 1. Store each pair (u;, n7s;) in a
table U; indexed by u;. The final size of U; is<_20_1.

For each ml; € Miiong;, compute v; = h(y;, n;ll) where

@i = mlm || mlm H s H mli,s,l || mli7s and
ml; = mlss || mlss—1 || - || mls1, where s = C(20- (D=1 4 1) if

C—l_’<i§0—1+tands:C+iif1 < i < (C —1. Store each pair
(vi, ml;) in a table V; indexed by v;. The final size of V; is 2¢~1.
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(¢) Find a match u; = v; between U; and V;, and denote the matched
state by 3/ ; = u; = v;. Combine the corresponding message frag-

ment ms; indexed by vy, with Mgguepore and ml; indexed by Yl
V\Eth MSEMlong7 i.., MseMsnort = M5; || MseMsnore and MSEMlong =
ml; H MSEMlong'
Then, the whole simultaneous expandable message Mggy can be fully de-
fined by Msgughort and Msguiong- For any length x lying in the appropriate
range of [C(C'—1)+tC, C?—1+C(2"+t—1)], one can construct a message
M. mapping & to § = y; through h; and ho by picking messages fragment
either from Msgugnore OF from Msgyiong as also described in Sect.2.6:

1. Select the length x' € [C(C — 1),C% — 1] such that ' = k mod C,
defining the first C'— 1 message fragment choices: selecting the message
fragment m7s; in Mggugnore fOr 1 < i < C' —1 and i # k' — C; selecting
the message fragment n;l,- in Msgmyong for i = ' — C.

2. Compute kp < (k — ')/C, which is an integer in the range of [t, 2" +
t — 1], and select the final ¢ message fragment choices as in a standard
expandable message using the binary representation of kp — t.

c1 1
PSS SN N S < < SN S ST U S
- m m. mc—14¢
zy =T sp1 Lo spa 2 4 SPC—14 B it

= m P2, -
0 D2, ONepe_ L —1+t

-~ ¥
-1 1+ c-1 2+ -1 c2t=1 41

ma Mo 14t
/

UG-yt

’
Mo —1+t

=1
=1

[c(Cc-1),c%?-1] Ct, 2" +¢—1]

[C(C = 1) +tC,C? — 1+ (2" + t — 1)CJ-expandable message

8 Second-Preimage Attack on Hash-Twice

In this section, we present an efficient second-preimage attack on another cas-
cade hash construction — Hash-Twice (a generalized specification HT (M) =
Ho(H1(IV, M), M)). Similar to the previous second-preimage attack on Hash-
Twice in [ABDKO09], this attack builds a diamond structure for one hash func-
tion by exploiting messages in a long multi-collision built for the other hash
function. Like all our previous functional-graph-based (deep-iterates-based and
multi-cycles-based) attacks, it improves the attack from [ABDKO09] because of
the efficiency brought by exploiting the special nodes in the functional graphs. It

follows the same structure as the second-preimage attack on the concatenation
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combiner, but the result shows that attacking Hash-Twice can be much more
efficient than attacking the concatenation combiner. That is mainly because the
attack tries to connect to an n-bit internal state in the case of Hash-Twice, in-
stead of a 2n-bit internal state in the case of the concatenation combiner. Note
that similar to all previous functional-graph-based attacks, this attack applies
when the underlying hash functions use the MD construction.

8.1 Overview of the Attack

Given a challenge message M = my || ma || --- || mp, the goal of the second-
preimage attack on Hash-Twice is to find another message M’ such that
Ho(H1(IV,M'),M'") = Ho(H1(IV, M), M). The framework of this attack is
sketched as follows.

Attack 6: Second-preimage attack on Hash-Twice

— Phase 1: Generate a set of pairs of nodes S = {(Z1,9), (Z2,9), .., (T2s,9) Y,

where Z;’s are cyclic nodes randomly located in the largest cycle of G,
and y is a cyclic node in the largest cycle of FGy,.
In addition, like in Step 2 of Attack 3, compute the set of correctable
distance bias D = {j- AL mod L; | j =0,1,...,#C} with parameters
Ly, Ly and #C (where AL = Ly mod Ly, Ly and Lo are the two cycle
lengths, #C' is the number of cycles to the maximum).

— Phase 2: Build a long Joux’s multi-collision My starting from y and
denote its endpoint by . Then, by exploiting messages in My, build
a diamond structure Mpg with the cyclic nodes z1, Zo, ..., Z2s as leaves
and denote its root by Z. Find a message block m mapping the endpoint
y of Joux’s multi-collision to one of the chaining states b, in the second
pass of the original message. After finding m, starting from the root &
of the diamond Mpg, compute the final state z; in the first pass with
message fragment m || mpy4q || -+ || mr.

— Phase 3: Build a simultaneous expandable message Mggy (with lengths
covering roughly [n?, L]) starting from (IV, Zr). Denote its endpoints by
(,9).

— Phase 4: Find a message fragment Mpp such that (£,7) Mrsnr, (z,9)
for some (z,y) € S.

This is done by first build a 2"-interchange structure Mg starting from
(Z,7). Denote its two sets of endpoints by X and ). Then, for states
in X and ), launch a meet-in-the-middle procedure to find a pair of
nodes (xg,yo) with o = hy(Z,7m) and yo = h1(¢,7) and £ € X and
y € Y, such that in G, and FGy,, the distance difference of z¢ and yg
from some targeted nodes (z,y) € S is correctable by the values in D.
Denote the common distance after corrected as d. Retrieve the message

fragment M from Mg such that (Z,9) M, (Z,9). The desired My ;nx
is then defined as Myin = My || m || [m]<.
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At the end, select a message fragment Mg € Mggy with a proper block

length, and a message fragment M; € Mpg such that ELEN Z, and construct
a second preimage:

M’ & Mg || Musme || My || 70 || mpa || -+ [
= Mg || My || i || [m]® || My || || mpsr || - || s
- Stepl - Step2 -Step3 - Step4d -Step5 - Step6 - Step7 - Step 8

|y

Ty,

8.2 Details of the Second-Preimage Attack on Hash-Twice Based
on Multi-Cycles, Diamond and Interchange Structure for Long
Messages

The detailed steps of the second-preimage attack on Hash-Twice are follows:

Detailed Steps of Attack 6

1. Fix an arbitrary single-block message m and construct fi(-) £ hy(-,m)
and f2(-) £ ha(,m).

(a) Run the cycle search algorithm several times to locate the largest
cycles in FGy, and FGy,, and obtain the cycle lengths L; and L.
Without loss of generality, assume L < Lo.

(b) Generate a set of 2° pairs of target nodes

S = {(filyg)’ (£2ag)7 tey (j237g)}7

where x; are cyclic nodes randomly located in the largest cycle of
FGy and y is a cyclic node in the largest cycle of FGy,.
(c) Compute the set of correctable distance bias

D={j-AL mod L, |j=0,1,...,#C}
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with parameters L1, Ly and #C (where #C' is the allowed maximum
number of cycles and AL = Ly mod L1), as in Step 2 of Attack 3.

2. Develop 2! nodes in FGy, (resp. FGy,) by running Alg. 5, and record
these together with their distances from a particular target node x;
(resp. y) in FGy, (resp. FGy,) in a table T, (resp. T,). Note that the
distance of a node from all other target nodes Z; can be directly deduced
from the distance of it from the particular target node &;, as explained
in Step 4c of Attack 3.

3. Build a long Joux’s multi-collision Myc of length s-n/2 (blocks) starting
from state y, and denote its endpoint by ¢§. Then, by exploiting mes-
sages in My, build a diamond structure Mpg starting from cyclic nodes
Z1,Ta,...,T2: (as leaves) and denote its root by Z.

4. Find a message block m mapping the endpoint § of Joux’s multi-collision
to one of the chaining values b, in the second pass of the original mes-
sage, as done in the second-preimage attack on a single MD [KS05]. After
finding m, starting from the root Z of the diamond, directly compute
a final state (denoted by Zr) in the first pass with message fragment
m || mp41 || -+ || mr. The initial state in the second pass on the second
preimage is then determined to be .

5. Build a parallel simultaneous expandable message Mggy starting from
(IV,zp), and denote their endpoints by (Z, 7).

6. Build a 2"-interchange structure Mg starting from (&,%), and denote

its two sets of endpoints by X and ).

7. Find a message fragment My iy, such that (Z,9) Mg, (z,y) for some

(z,y) € S. The search procedure is described as follows.

(a) Select a random single-block message w.
(b) Initialize a table 7, as empty.
(c) For each of the 2" states ' € V:
— Compute yo = ha (Y, w)
— Derive the distance dj of yo from the target node y in FGy, (if it
is undefined L, go to Step 7a), store (¥, dy) in 7,,.
(d) For each of the 2" states &’ € X
— Compute xg = hy (', w)
— For each of the 2° target node z; € {Z1,Z2, - ,Tos}
e Derive the distance of zy from z; (as described in Step 4c of
Attack 3), denote it by dz,.
e Make a match between dz, and elements in 7, by checking
whether there exists a dy € T, such that (dz, —dy mod L) €
D. If one exists, retrieve ¢’ corresponding to dy from 7. Derive
the common distance d £ dz, +j-L1 =dy+k-Ly. Set 2w,

v A v v A v — A — .
T =1, y= 7y, and T = ¥;. Retrieve the message fragment M

from Mg such that (2,9) — (#,7). Set Mysme 2 My || 7 |
[m]¢, and go to the next step.
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8. Select a message fragment Mg € Mggy with a proper length ¢ = p —
4+ 2t -1)2-n/2)—1—-d—s-n/2—-1=p—2F — (2t —1)2.
n/2 —d—s-n/2— 2, select the message fragment M; € Mpg such that

N VA .
T —> I, and construct a second preimage:

M’ £ Mg || Mysuc || My || m || mpya |-+ [ me

= Mg || Mz || || [m)® || My || || s || -+ || .

Complexity Analysis. The complexity of each step in this second-preimage
attack on Hash-Twice is as follows (denote L = 2°):

Step 1: 2n/2 Step 2: 2t Step 3: n\/g 2“/2+3/2
Step 4: 2" ¢ 4+ 2° Step 5: 2 +n?-2"/2 Step 6: 2/2t?"
Step 7: 27 - 2n~t.ogn=2r=s=t  GQtep 8: 2

For ¢ > n/2, we have 2"~* < 27/2. The sum of dominant terms is (ignoring
polynomial factors)

2t 4 271/2+8/2 + 2f 4 2n/2+2r + 22n7t77”757€‘

We balance different terms by setting t = n/2 4+ 2r =n/2+s/2 =2n—1t —
r—s—4{, ie,r=1/2—n/4, s =2t —n and t = 13n/18 — 2¢/9. Consequently,
the total complexity is approximately

25 + 21377,/18—23/9.

The improved attack is valid for all £ > n/2 (even when we account for the
message length 227 of the interchange structure, which should be less the 2¢).
The optimal complexity for this attack is 2'3"/22, obtained when 2¢ = 2137/22,
Compared with the original optimal complexity 22"/3 for messages of length
2131/22 the improvement is 2°7/66 (see Fig. 13 for a trade-off curve).

8.3 Details of the Second-Preimage Attack on Hash-Twice Based
on Deep-iterates, Diamond and Interchange Structure for Short
Messages

Note that for L = 2¢ < 2"/2 we can no longer apply the multi-cycles technique.
However, we can still choose deep-iterates with depth less than 2"/2 as target
nodes and selected proper iterate depth to improve the second-preimage attack
on Hash-Twice for short messages.

The procedure of this new attack is similar to that of the previous attack
in Sect.8.2. The difference lies in that in Step 1, we collect a set of 2° pairs of
target nodes {(71,9), (Z2,7),- ., (T2s,7)}, where Z;’s are 2" 9-th iterate nodes
in FGy, for 1 <1 < 2% and y is a 2" 9-th iterate node in FGy,. It is required
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that ¢ > max(n/2,n — £). In addition, in Steps 2 and 7, we use the distinguish-
point technique in the look-ahead procedure as we did in the preimage attack on
XOR combiner in Sect.4.2. The procedures in other steps are the same as those
in Sect.8.2.

In this case, required number of samplings before finding a pair of (&, ) such
that they reach one of a target pair of nodes (Z;, y) at a common distance changes
to be 23977=5=2r Consequently, the complexity of Step 7 is 27 - 239-n—s=2r .
(2n—t 4- 204t=n 4 2¢45=9) Thus, complexity of each step in this second-preimage
attack on Hash-Twice for short message is as follows:

Step 1: 29 Step 2: 2 Step 3: ny/s-2"/2ts/2
Step 4: 2" ¢ 4 2¢ Step 5: 2/ +n?. on/2 Step 6: on/2+2r
Step 7. 93g—t—s—r + 239+t—s—r+€—2n 4 229+Z—n—r Step 8: 2Z

For ¢ < n/2, we have 2"~¢ > 27/2_ Thus, the sum of dominant terms is

29 + 2t + 2n/2+s/2 + 2n—€ + 2n/2+2r + 23g—s—t—r + 23g—|—t—s—r—|—€—2n + 22g+[—n—'r.

We first set t = n/2+s/2 =n/242r =3g—s—t—r,i.e.,t =2g/3+5n/18, s =
4g/3 —4n/9, and r = g/3 —n/9 to make a balance. The sum of dominant terms
is 29 4 229/3+5n/18 4 on—t 4 92g+L=Tn/6 4 959/3+(=8n/9 e optimize the attack
by picking the minimal value of g under the restriction g > max(n/2,n—/¢), i.e.,
g =n—{ for ¢ < n/2. Consequently, the total complexity becomes (for g =n —/¢
and ¢ < n/2, with the last two terms always less than 2n=¢ the distinguished
points method allowed us to resolve with no overhead the complication of keeping
track of distances from 2° target nodes):

9l7n/18-2/3 | gn—t

The improved attack is better than that in [ABDKO09] for ¢ > 5n/12 (in which
case 17n/18 — 2¢/3 < 2n/3, the message length 22" of the interchange structure
is less the 2¢, thus applicable). The optimal complexity for this attack is 211n/18
obtained when ¢ = n/2. Compared with the previous best-known complexity
227/3 at message length L = 2"/2, the improvement is 2"/18 (see Fig. 13 for a
trade-off curve).

9 More Applications and Extensions

9.1 Applications Beyond MD Construction and Beyond XOR
Operation

Application to HAIFA mode. The first preimage attack on the XOR combiner
purely bases on interchange structure. Thus, it works identically if the hash
functions use the HAIFA mode rather than the plain Merkle-Damgard iteration,
whereas the other attacks all based on functional graphs requiring identical com-

pression functions and thus cannot work if the underlying hash functions use the
HATFA mode.
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Application to Cryptophia’s short combiner. All of our attacks on XOR com-
biner can also be applied to Cryptophia’s short combiner, as proposed by Mit-
telbach [Mit13], and to the revised version of Mennink and Preneel [MP14]. This
combiner computes the sum of two hash functions with some pre-processing of
the message to allow non-independent functions:

C(M)=Hy (ml]...||mh) @ He (R3] ... || "2)
s =H1(0 ] b || my @ ki) @ Ha(0 | Lz || my & k2)
2 =Hi (1] 11 | my @ ki) ®Ha (1] Iz || my & ko)

where k1, k2,11, 5 is a randomly chosen key. The security proof in the ideal model
shows that C'is optimally preimage resistant if at least one of the hash functions
is ideal.

However, if both H; and Hs are narrow-pipe, we can apply our preimage
attacks with the same corresponding complexity. This does not violate the se-
curity proof because we need both functions to be narrow-pipe and hence not
n-bit ideal?®. From a practical point of view, though, they show that in many
cases (e.g. using SHA-512 and Whirlpool) the combiner is weaker than the initial
functions.

Application beyond XOR. All preimage attacks on XOR combiner can easily be
extended to Hi(M)®Hz (M) where ® denotes an easy to invert group operation
(for instance, a modular addition rather than the exclusive or). These attacks can
also be extended to hash functions H; and/or H, using an internal checksum,
such as the GOST family of hash functions, using pairs of blocks with a constant
sum.

9.2 Applications to the Combination of Wide-Pipe Hash Functions

Our attacks can also be used when the internal state size n’ is (not much) larger
than the output size n.

The interchange-structure-based preimage attack on the XOR com-
biner. In Attack 1, the complexity of building a 2f-interchange structure is
related to n' as (n//2)-2277"/2. On the other hand, the complexity of the meet-
in-the-middle preimage search is related to n as 2" ~¢. The optimal complexity is
(n'/2)-227/3+7'/6 by matching the two complexities with ¢ = n/3 —n’/6. There-
fore, our attack can be applied as long as n’ +61log(n’) < 2n holds. For instance,
we can compute preimages of SHA-224 & BLAKE-224 using the interchange-
structure-based attack with complexity roughly 2199.26

25 A large multi-collisions can be built with a cost of roughly 2/ in a narrow-pipe
function, but this costs almost 2" for an ideal hash function.

26 However, the message length can be a problem with some hash functions that do
not accept long inputs. For example, SHA-256 and SHA-224 are only defined for
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The deep-iterates-based preimage attack on the XOR combiner. For
parameters g; > max(n'/2,
n’ — ) and s > 0, the complexity of each phase in Attack 2 is as follows:

Phase 1: 2¢ + n'?.on'/2 Phase 2: 2" t5—9
Phase 3: 2391/273/2 + 2£+991/272n'73$/2 + 2€+2grn’

We balance the time complexities of different phases similar to what we did
before. In case of ¢ < n//2, we set gy = n’ — ¢, the total time complexity of
the attack is 27/3+2n'/3-2¢/3 4 on'~L The optimal complexity is 27/3+n'/3 27
obtained for £ = n'/2. It is less than 2" when n’ < 2n.

The multi-cycles-based preimage attack on the XOR combiner. The
complexity of each detailed step in Attack 3 is no longer related to the output
size n but related to the internal state size n’ except for Step 3. For Step 3, the
complexity is 25+tn=n'/2 For other steps, the complexity can be obtained by sim-
ply replacing n with n’ from the original formula. Then, the overall complexity
is approximately (note that ¢ > n'/2)

9t + 23+n7n//2 + ot + 22n'7tfsf€‘

We balance the last three terms by setting s +n —n'/2 =t =2n' —t — s — ¢,
i.e., s=n'—2n/3 —1/3, t =n'/2+n/3 —£/3. Then, the total complexity is
2t 4 9n'/24n/3-t/3 The optimal complexity is 237 /3+7/4 for ¢ = 3n//8 + n/A.
The complexity is less than 2™ when n’/2 < ¢ < n and n’ < 2n.

The deep-iterates-based second-preimage attack on the concatenation
combiner. The complexity of Attack 4 is no longer related to the output size n
but rather is related to the internal state size n’ and the message length L = 2°.
The time complexity is 23/5) (27" =0 a5 long as £ < 3n//4 and is less than 2" for
£ > 2n' — 5n/3. Therefore, this attack can be applied when n’ < 4n/3.

The second-preimage attack on the Zipper hash. The complexity of At-
tack 5 is no longer related to the output size n but is related to the internal
state size n’. We can get the complexity by simply replacing n with n’ in the
formula. Accordingly, when the length L’ of the second preimage is limited by
2'/2_the optimal complexity is 2°™/8 for all £ > 3n//8. It is less than 2" when
n' < 8n/5. When the length L’ is not limited, the optimal complexity is 237/
for all £ > 2n’//5. Tt is less than 2™ when n’ < 5n/3.

messages with less than 2% bits (i.e., 2°° blocks). In this case, one can apply the
attack with a smaller value of ¢: this reduces the length of the messages at the cost
of more time spent in the preimage search step. Thus, to mount a preimage attack
against SHA-224 @ BLAKE-224, we should use t = 24 instead of ¢ = 32. Then, the
optimal complexity is 22°° instead of 299,

2T Note that n/3 +n'/3 > n'/2 when n’ < 2n.
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The second-preimage attack on Hash-Twice. The complexity of Attack 6
is no longer related to the output size n but rather is related to the internal
state size n’. Accordingly, when the length L = 2¢ is limited by 27'/2 the total
complexity is 27 ¢ 4 217n'/18-2/3_ The optimal complexity is 2127'/18, obtained
for ¢ = n'/2, which is less than 2™ when n’ < 18n/11. When the length is not
limited, the total complexity is 2¢ + 13n"/18-2/9  The optimal complexity is
21317'/22 " obtained for £ = 13n//22, which is less than 2" when n/ < 22n/13.

9.3 Extensions to the combination of three or more hash functions

The interchange-structure-based preimage attack on the XOR com-
biner. The interchange-structure-based attack on the XOR combiner, i.e., At-
tack 1, can be extended to the sum of three or more hash functions. To attack
the sum of k functions, two different strategies are possible: either we use a sim-
pler structure that only gives two degrees of freedom and fixes k — 2 functions
to a constant value, or we build an interchange structure to control all the k
functions independently.

Controlling only two functions. The easiest way to extend the attack is to use a
single chain in the k — 2 extra hash functions. The procedure to build a switch is
modified in order to use multi-collisions for k—1 functions instead a simple multi-
collisions for one function; this costs O(n*~!.2"/2) using Joux’s method [Jou04].
As in the basic attack, we need O(t?) switches to generate a 2!-interchange for
two functions, and the preimage search costs O(2"7!); the optimal complexity
is therefore O(n*~1.257/6) with t = n/6.

Controlling all the functions. Alternatively, we can build a more complex in-
terchange structure in order to control all the functions independently. When
attacking three functions, we will use the switch structure to jump from chains
(C_ijo? bkoa E‘lo) to (6]'07 bko? 621) (01" (C_ijov bkuao) or (ajwbkoaglo))' We need 2°* — 1
switches in the interchange structure to reach all the 23 triplets of chains (a
switch makes only one new triplet reachable). Each switch is built using a on/2.
multi-collision on two functions, which can be built for a cost of O(n? - 27/2)
following Joux’s technique [Jou04]. Therefore, we can build a 2'-interchange for
a cost of O(n?-231t"/2), More generally, for the sum of k hash functions, we can
build an interchange structure for k functions for a cost of O(nF=1 . 2kt+1/2),
In the preimage search phase, we generate k lists of size 2!, and we need to
detect efficiently whether we can combine then to generate a zero-sum. This prob-
lem can be solved using an algorithm similar to Wagner’s generalized birthday
algorithm [Wag02]. If k = 2%, we find a solution with probability O(2(++1)t=n)
for a cost of O(k - 2'). Therefore, the preimage search costs O(k - 2"~*). With
kE = 4 (ie., k = 2), this yields a complexity of O(n? - 2°"/6). However, this
approach is less efficient than the previous one for k£ = 3 and for k£ > 4.

To summarize, attacking the sum of & hash functions (k > 2) using interchange
structure costs O(nF~1 - 25m/ 6). Controlling chains independently in more than
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two hash function might be useful for further work, but it does not improve the
preimage attack on the sum of k hash functions.

The deep-iterates-based preimage attack on the XOR combiner. Sup-
pose the combiner outputs the sum of k£ hash digests of n bits. To extend At-
tack 2, one needs to first construct a simultaneous expandable message for k
independent hash functions, this costs O(2¢ 4+ n2(*=1 . 27/2) by setting C' ~
(n/2 +1log(n))*~! (see Fig.9a).

To extend Phase 2, one collects 29! deep-iterates for each of the k random
functional graphs. Then, tries to find a set of 2° tuples of k deep-iterates by
mapping a single-block message to states whose sum equals the target V. Again,
this can be solved using an algorithm similar to Wagner’s generalized birthday
algorithm, with k lists of size 29'. Let £ = 2", and then finding 2° tuples costs
0(25 k- 2n—f~igl) ~ 2n+s—ngl‘

To extend Phase 3, one expands the k& functional graphs independently with
parameter g in the look-ahead procedure and then tries to find a tuple of k start-
ing nodes simultaneously hitting one of the 2° tuples of k deep-iterates obtained
in Phase 2. Note that for one tuple of k deep-iterates of depth 2¢ in indepen-
dent random functional graphs, the probability for a tuple of & random nodes
reaching them simultaneously is approximately 2% Zfil ik~ o(ktl)d=kn Ty
the attack, d = n — g1. Thus, the complexity of Phase 3 becomes

292 4 2kn—(k+1)(n—g1)—s . (zn—gz + 9l+g2—n + 2l+s—gl)

—9292 4 2(k+1)gl—g2—s + 2(k+1)gl+gg+l—2n—s + 9kg1+l—n

Note that in this attack, the restrictions are £ < n/2 and g; > max(n/2,n —1).
Thus, the last term in the complexity of Phase 3, i.e., 2891 T=" cannot be less
than 2" for k > 3. In other words, when combining more than two hashes, under
any configuration for parameters of the attack, the distinguished points method
no longer allowed us to resolve with no overhead the complication of keeping
track of distances from the S-nodes. Thus, this extended attack is not more
efficient than 2",

The multi-cycles-based preimage attack on the XOR combiner. The
extension of Attack 3 is very similar to the above extension of the deep-iterates-
based preimage attack. However, because this attack does not need to use the
distinguished points method, it can be more efficient than 2™ for k£ > 3. Let
k = 2*. Following a similar analysis for the complexity of each step to the above
one, we have the following:

Step 1: 2¢ 4+ p2(k=1 . 97/2  Qgep 2: 27/2 4 2f—n/2 Step 3: 2°Tn—rn/2
Step 4: k-2 Step 5: 2n ttkn/2=s=L  GQtep 6: 2°

We make a balance by setting s+ n—k-n/2=t=n—t+kn/2—s—1{, ie.,
s=(k+2k—2)n/6—¢/3,and t = (k—kK)n/6+2n/3—/3. Then, the complexity
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becomes 2¢ 4- 2(k=r)n/6+2n/3=L/3 Tt is optimally 2(F—#+4n/8 by setting £ = (k —
Kk +4)n/8 (in this attack, we assume n/2 < £ < n).

Accordingly, it costs less than 2" computations for k£ < 7. For k = 3, the
optimal complexity is approximately 2(7—10823)n/8 ~ 90.67Tn For k = 4, the
optimal complexity is approximately 23"/4 ~ 2075 For k = 5 and k = 6, this
extension is less efficient than the above extended interchange-structure-based
attack.

The deep-iterates-based second-preimage attack on the concatenation
combiner. Suppose the combiner outputs the concatenation of k£ hash digests
of n bits. The direct way to extend Attack 4 is to simultaneously control k
hash functions. To do that, again, one needs to first construct a simultaneous
expandable message for k independent hash functions, this costs O(2° +n2k=1).
27/2) (see Fig.9a). To extend Phase 2, one collects 29* deep iterates for each of
the k£ random functional graphs and then tries to find a tuple of k& deep iterates
hitting k internal states at the same offset p which uniformly distributed in the
interval [1,2¢]. The complexity of Phase 2 is 29t - 27¢ . 2kn—ko1 — ghn=(k=1)g1—¢
To extend Phase 3, one expands the k functional graphs with parameter g
independently and tries to find a tuple of k starting nodes simultaneously hitting
the tuple of k deep iterates obtained in Phase 2. As calculated above, for a tuple
of k deep iterates of depth 2"79' in independent random functional graphs, the
probability for a tuple of & random nodes reaching them simultaneously is about
2(k+1)(n—g1)=kn Thys, the complexity of Phase 3 becomes 2(:+t1)91/2 by setting
g2 = n—g2) +kn—(k+1)(n—g1), i.e., g2 = (k+ 1)g1/2. After making a
balance between different phases by setting g1 = 2(kn — ¢)/(3k — 1), one will
find that the optimal complexity is 2(*+1)"/4 obtained for [ = (k + 1)n/4. Thus,
for k£ > 3, the attack is not more efficient than 2.

(a) Parallel (b) Zipper (built in the |(c) Zipper (built at the end)
front)

Fig. 9: Construct a building block for a 3-pass simultaneous expandable message
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The second-preimage attack on the Zipper hash. When the Zipper hash
combines k£ > 2 hash functions by alternatively forward computing and reverse
computing, one can still extend Attack 5.

To construct a simultaneous expandable message adaptable for the Zipper
hash, one first constructs partial building blocks for all the computational passes
in one direction and then constructs them for all the computational passes in
the other direction. Note that in each of the building blocks in a simultaneous
expandable message for the Zipper hash, there are two pieces of Joux’s multi-
collisions, each at one of the two ends of the building block. The left Joux’s multi-
collisions are for synchronizing the reverse computations, and the right Joux’s
multi-collisions are for synchronizing the forward computations. The complexity
to build a cascade simultaneous expandable message for k£ hash functions can
be the same as that of building a parallel one, which is approximately O(2¢ +
n2(k=1) . gn/ 2). Note that for even k, the simultaneous expandable message is
placed at the end of each pass, and the length of the second preimage encoded
in the simultaneous expandable message can be chosen to optimize the attack,
while for odd k, the simultaneous expandable message is placed in the front end
of each pass (see Fig.9b and 9c).

Next, we take k = 3 for example to briefly describe the extended attack
(see Fig.10). The attack first collects a triple of cyclic nodes (z,y, z), each
node located in each of the three random functional graphs generated using
the three compression functions. Start from z, we build a 27%-Joux’s multi-
collisions Mycs, ending with Z. By exploiting messages in Mycs, we can start
from z and build a 2"-Joux’s multi-collisions My, ending with Z. This is es-
sentially computing a 2"-simultaneous Joux’s multi-collision starting from state
pair (z,z) and ending with (Z, 2). We denoted it by Myc3. Start from gy, we
build a 2"-Joux’s multi-collisions Mgy for the reverse computation, ending with
. Then, find a message block m mapping £ to an internal state ¢, in the original
computation with M. Afterwards, the suffix of the second preimage is fixed to
be mpe || mpe |- || mi-

Starting from ¢, we compute the cascade simultaneous expandable message.
Note that, only after we completed the computation in the second pass (which
is a reverse computation in the middle of the two forward computations) and
get the terminal point ¢, can we start the computation in the first and third
passes. The first pass starts from IV and the third pass starts from the terminal
point of the second pass, i.e., Z = §j. Because there is only one reverse pass,
in each building block, only the right piece of Joux’s multi-collision is required
(see Fig.9b, if k& > 4, there should be another piece of Joux’s multi-collision at
the left end in each building block). At last, we launch a meet-in-the-middle
procedure using messages in Myc;3 and Mycsy, to find a triple of starting nodes
(z,9, £) simultaneously reach the triple of deep-iterates (z,y, z), and output the
concatenation of the obtained message fragments.

We analysis the complexity of the extended attack in general supposing that
there are k computational passes. Note that, among the & computation passes,
there are [k/2] forward computations and | k/2] reverse computations. We have
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mpi1| - |lmz
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- Step 1
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Step 2
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- Step 3
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- Step 4

é) b1 bp_1 by bpy1 bpr_1 bp =ar

- Step 5

mi mp Mpt1 mr

- Step 6

- Step 7~ 8

Fig. 10: Second-preimage attacks on 3-pass Zipper

22" pairs of starting nodes in the meet-in-the-middle procedure in the extended
attack, which is the Cartesian product between the set of 2" nodes for the for-
ward computations and the set of 2" nodes for the reverse computations. Let
the deep-iterates nodes be of depth 2¢; then, each pair succeeds with probabil-
ity 2(ktDd=kn without using multi-cycles, and the probability amplified to be
9(k+1)n/2—kn—n/2+" by yiging multi-cycles.

If the message length is limited to be no more than 2"/2, we cannot use the
multi-cycles technique. The success of the attack requires 2r = kn — (k + 1) - d,
and the attack complexity is approximately 2¢ + ot 4 on—t 4 or . gn—t, Setting
d=mn/2and V' ={=n/2, we get r = kn/4—n/4, and the optimal complexity is
2kn/8+3n/8 "which is less than 2™ for k < 5. Concretely, the complexity is 237/4
for k = 3 and 27/% for k = 4.

If the message length is not limited, we can use the multi-cycles technique.
The success of the attack requires 2r = kn—(k+1)-n/24+n/2—V', i.e.,r = kn/4—
/2. The attack complexity is approximately 2¢ + 2¢ 4 2n—¢ 4 gkn/4=t'/2+n—t
We balance the terms by setting ¢t = kn/4 — ¢//2 4+ n —t = ¢’ and achieve the
optimized complexity 2F7/10+27/5 for p — ¢ < ¢' and ¢ = kn/10 + 2n/5. Tt is
less than 2" when k < 6. Concretely, the complexity is 27%/10, 24n/5 991/10 {5
k =3, 4, 5 respectively.

The second-preimage attack on Hash-Twice. Attack 6 can be extended
using two different strategies: either we only build an interchange structure for
two of the k computational passes or we build an interchange structure to control
all the k computational passes. The second strategies cannot be more efficient
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than the first. Thus, we only describe the extended attack following the first
strategy here.

In the extended attack on hashing k times, the frameworks for constructing
the first and last passes are almost identical to that of the original attack (see
Fig.11). We collect 2% special nodes in the functional graph of the first hash
function. We collect one special node in each of the last £ — 1 hash functions. If
the message length is not limited, we select cyclic node as special nodes to be
targeted (when using multi-cycles technique, we only consider the correctable
distances between two of the k cycles); if the message length is limited, we select
deep-iterate nodes as the special nodes to be targeted. We thus get 2° tuples of k
target nodes. From those target nodes in the last k — 1 passes, we build a 2°57/2-
simultaneous Joux’s multi-collision Myc (that is, a set of messages that is Joux’s
multi-collision for the k — 1 independent hash functions simultaneously, and is a
25 (/2" _Joux’s multi-collision for the i-th hash). We herd the 2° target nodes
in the first pass to a single state & by building a diamond using messages in M.
We try to hit an internal state in the last computational pass from the endpoint
of the last Joux’s multi-collision. After that, suffix of the second preimage is
fixed. We can then compute the final states of the first k& — 1 passes, which are
also initial states of the last k — 1 passes. We then start from the initial states in
the k computational passes, compute a k-pass simultaneous expandable message
(see Fig.9a). Starting from the terminal states of the simultaneous expandable
message, we build an interchange structure in which two of the k passes have 2"
chains and the remaining k — 2 passes have a single chain (which essentially is
a simultaneous Joux’s multi-collision for the remaining k — 2 passes). We finally
try to use the endpoints of the interchange structure to find a tuple of k starting
nodes reaching one of the 2% tuples of k target nodes at the same distance.

If the message length is limited to be no more than 2™/2, we use deep-iterates
nodes (with depth 2”79 where g > max(n/2,n — ¢)) as targeted nodes in the
above extended attack. Following an analysis similar to the one in Sect. 8.3,
one finds that the complexity is as follows (ignore the constant and polynomial
factors):

Step 1: k-29 Step 2: k - 2 Step 3: ny/s - 2"/ 2ts/2 4 g gkl 9n/2

Step 4: 2" ‘ +2¢  Step 5: 2 + n2kt2 . on/2 Step 6: n*—1.n/2+2r
Step 7: 20kt Dg—t=s—r 4 o(k+l)g+t—s—rt+l=2n 4 okg+l—n-—r

In Sect. 8.3, for the case k = 2, we balance the complexity using the first term
in the formula of Step 7, because the last two terms in the formula of Step
7 is less than the first term under the best configuration. Here, for the case
k > 3, we balance the complexity using the third term in the formula of Step
7, because the third term is greater than the first two terms. Specifically, we
sett =n/2+s/2=n/2+2r=kg+{—n—r,ie,t=2kg/3+2(/3—n/2,
s =4kg/3+44/3—2n,and r = kg/3+¢/3—n/2. The complexity of the dominant
terms is 29 +422k9/3+26/3=n/2 4 9—4kg/3+9—T¢/3+3n in which the mid term is always
greater than 2" for k > 4 under the restrictions g > max(n/2,n—/¢) and £ < n/2.
Thus, the attack can be more efficient than 2™ only for k < 4. For k = 3, we set
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Fig. 11: Second-preimage attacks on 3-pass Hash-Twice

g = n — ¢ to optimize the complexity. In this case, r = k(n — £)/3 +{/3 —n/2,
which fulfils the restriction 2r < ¢ when k < 3. The complexity is then

on—t y o(4k=3)n/6-2(k=1)¢/3

It is optimally (2k — 1)n/6, obtained for ¢ = n/2. As a result, for k = 3, the
optimal complexity is 2°7/6.

If the message length is not limited and ¢ > n/2, we use the multi-cycles
technique. Following an analysis similar to the one in Sect. 8.2, one can find that
the complexity is as follows (ignoring the constant and polynomial factors):

Step 1: k- 2"/? Step 2: k- 2

Step 3: ny/s - 27/215/2 4 5. pk=1.9n/2

Step 4: 2" +2¢ Step 5: 2¢ + n2kt2. 9n/2

Step 6: n*~! LQn/2t2r Step 7: o(k+2)n/2—t—r=s—t Step 8: 2°

We make a balance by setting t = n/2+s/2 =n/242r = (k+2)n/2—t—r—s—/,
i.e, t = (2k+9)n/18 —20/9, s = 2kn/9 — 4£/9, and r = kn/18 — £/9. The
complexity is then

9¢ 4 o(2k+9)n/18-2¢/9

It is optimally 2(2¥+9)7/22 when ¢ = (9 + 2k)n/22. Thus, the attack costs less
than 2" for k < 7. Concretely, it is 2157/22 217n/22 919n/22  921n/22 o) | —
3, 4, 5, 6 respectively.
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Remark. From the above results, in the functional-graph-based attacks, when
use a set of deep iterates as targeted states for attacks with short messages, one
has to use the distinguished points method, which is not adequately efficient
to attack combiners of more than three hash functions. In contrast, when using
a set of cyclic nodes for attacks with long messages, one does not need the
distinguished points method and thus can extend the attacks to combiners with
n-bit output of up to six Merkle-Damgard hash functions.

10 Summary and Open Problems

In this paper, we study the security of various of hash combiners by devising
generic attacks. These attacks show rather surprising results — the security
upper bounds of most hash combiners are not as high as commonly believed.
Regarding basic security requirements (preimage resistance, second-preimage
resistance), they fail to provide more (or even the same) security than that
provided by a single ideal hash function, or even less than that provided by its
underlying hash functions. See Tab. 1 for a summary of their current security
status. In Fig. 12 and Fig. 13, we summarize their detailed security status by
drawing trade-off curves between the length of the message and the complexity
of the attacks. From these trade-off curves, for combiners with underlying hash
functions using Merkle-Damgard construction, the gaps between the security up-
per bounds and the security lower bounds provided by security proof are quite
narrow. However, that is true only for very long messages. For short messages,
the gap remains large. That mainly results from the limitation of the key tech-
niques used in our attacks. Our attacks highly exploit the iterated property of
the underlying hash functions. Particularly, most of our attacks exploit prop-
erties of functional graphs of random mappings generated by fixing a message
block input to the compression functions. Thus, they usually involve iterating
the compression functions with fixed message block many times. Therefore, our
crafted messages are very long, and they are typically composed of a large num-
ber of repeated message blocks (which can be easily recognized). Thus, one open
problem is how to extend the attacks to apply to short messages or with small
patches. Another open problem is how to extend the attacks to combiners with
at least one underlying hash function following the HAIFA framework.
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Fig. 12: Trade-offs between the message length and the complexity of attacks on
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A Pseudo-codes of Algorithms

Algorithm 1 Building a 2'-Joux’s Multi-Collision

1: function JOUXMULTICOLLISION(h, zo, &): function COLLISION1(h, )
2 My + {} 10: T+ {}
3: for 1 <i<tdo 11: loop
4: (zi;m,m’) <+ COLLISIONT(H2: m<+ 8, y<+ h(z,m)
Zio1) 13: if Tly] exists then return
5 M <= Mg || (m, m) (v, m, Tlyl)
6 end for 14: else Ty] + m
7 return (z;, Myc) 15: end if
8: end function 16: end loop

17: end function

Algorithm 2 Building a single switch

1: function SWITCH(h1, ha,a,b,b’)
2: T4~ T, My 0

3: (z, Myc) + JOUXMULTICOLLISION(h1, a,n/2)
4: T« {}

5: for each M € My: do

6: y < hi(b, M), Tly] « M

7 end for

8: for each M € Myc do

9: y < hi(b', M)

10: if Ty] exists then

11: return (7 [y], M)

12: end if

13: end for
14: end function
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Algorithm 3 Building and using a T-interchange structure

1
2
3
4:
5:
6.
7
8

9:
10:
11:
12:
13:
14:
15:
16:
17:
18:
19:
20:
21:
22:
23:
24:

: function INTERCHANGE(h1, ho, IV1, IV3)

ag < IV1, bo — IV,
for 1 <k <T do
A < $, by + $
end for
for 1 <j< 7T do
(M, M’) — SWITCH(}M, h2, ao, bo, bj)
M+~ M| M, M+~ M| M
for 0 <k < T do
ag < h’f(ak,M), b < h;(bk,M)
end for
end for
for 1 <j<Tdo
for 1 <i< T do
(M, M’) «— SWITCH(hQ,hl,bj,ao,ai)
M+~ M|M M+~ M| M
for 0 <k <Tdo
ak < hf(ak,M), br h;(bk,M)
end for
end for
end for
return (M, M)

end function

25: function SELECTMESSAGE(M , M’, j, k)

26:
27:
28:
29:
30:
31:
32:
33:
34:

w— M
if k£ # 0 then
wulk — 1] + M'[k —1]
end if
if j #0 then

wl(k+1) - (T=1)+j5 -1+ M'[(k+1)-(T—-1)+j—1]

end if
return p

end function
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Algorithm 4 Constructing a building block for a simultaneous expandable mes-
sage

1: function SEMBLOCK(%0, yo, 1)
20 ap = hi(0,[0])

3: (sp, m1,m}) < COLLISION2(h1, To, Tp)

4: (z1, Muc) < JOUXMULTICOLLISION (A1, sp, C' — 1)
5: Mhort <= m1 X Muc, Miong ([O}i_c || m1) x Muc
6: Vshort — @

7 for each ms’ € Mgpore do

8: ys' < h3(yo,ms"), Vsnort <insert (ys',ms’)

9: end for

10: for each ml’ € Miong do

11: yl' < h3(yo,ml")

12: if Yyl € Venort then

13: (y1,ms, ml) < (yl',ms’,ml")

14: end if

15: end for

16: return (z1,y1,ms, ml)

17: end function

18: function CoLLISION2(h,z,z")

19: T« {}

20: for1<i<2"?do

21: m<+ 8, y<+ h(z,m), Tly] + m
22: end for

23: loop

24: m' 8, y < h(z',m’)

25: if T[y'] exists then

26: return (v, T[y'],m’)

27: end if

28: end loop
29: end function

Algorithm 5 Expanding the functional graph of f (generating 2¢ nodes in FGy)

1: procedure GEN(t)
2 G0

3 while |G| < 2' do

4: C+0, z+¢{0,1,...,2" —1}\ G
5: while true do

6: if x € G or x € C then

7 G < merge C, go to line 3
8: else C < insert T, IT< f(x)
9: end if

10: end while

11: end while

12: return g

13: end procedure
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B Optimized Interchange Structure

We now describe an optimized attack using only (2! —1)(2! — 1) switches rather
than 22! — 1. The attack also requires multi-collision structures, as introduced
by Joux [Jou04].

We replace the first 2t —1 switches with a 2!~ Joux’s multi-collision in H1, and
we use those messages to initialize all the b chains in Hy. We can also optimize
the first series of switches in H, in the same way: we build a 2!-multi-collision
in Hy starting from by, and we use those messages to initialize the a; chains in
H1. This is illustrated by Fig. 14, and the detailed attack is given in Alg. 6.

: ST
7
/

TN T TN Ty B

L VAt % B

By

M M M M M M M M

Fig. 14: Optimized interchange structure
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Algorithm 6 Optimized T-interchange structure (denote T = 2¢)

1: function INTERCHANGE(h1, ho, IV1,IV2,T)
2: ao%IVhbo(—I‘/z
(a0, Mucg) + JOUXMULTICOLLISION(h1, ag, t)
for 0 < k< T do
bi <= h3(bo, Muco [k])
end for
(bo, Muc1) + JOUXMULTICOLLISION (A2, bo, t)
ap < hT(ao,MMm[O])
9: for 1 < k< T do
10: Ay < hf(ao, Mmcl[k])
11: by + h;(bk,MMm[O])
12: end for
13: for 2<j < T do

14: for 1 <i< T do

15: (M, M’) — SWITCH(hQ,hl,bj,ao,ai)
16: M+~ M|M, M+ M|M

17: for 0 <k <Tdo

18: ap < hf(ak,M)

19: br h;(bk,M)

20: end for

21: end for

22: end for
23: return (Muycg, Muci, M, M)
24: end function

25: function SELECTMESSAGE(Mo, M1, M, M’ j k)
26: if j =0 then

27: return Molk] || M1[0] || M

28: else if £ =0 then

29: return Mo[0] || M1[j] || M

30: else

31: w— M

32: plk=1) - (T—1)+j—1] M[k—-1)-(T—1)+j—1]
33: return Molk] || M1[0] ||

34: end if

35: end function
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C On Problem Raised by Dependency Between Chain
Evaluations

Suppose x and y are both of depth 2"79'. From Observation 2 in Sect. 2.7, we
conclude that the probability of encountering & and g at the same distance in
chains (of f; and f3) evaluated from zo and yq is approximately 27391, Thus, in
Sect. 4.2 and Sect. 6.2, we conclude that if the trials of chain evaluations are inde-
pendent, we need to compute about 2391 =" chains from different starting points.
However, since various trials performed by selecting different starting points for
the chains are dependent, it might require further proof for the conclusion.

More specifically, when the number of nodes evaluated along chains exceeding
27~4 3 new chain of length 2¢ is very likely to collide with a previously evaluated
node due to the birthday paradox (2¢ x 2"~¢ = 2"). Thus, the outcome of
this chain evaluation is determined. As a result, new chains are all related with
already evaluated chains, and the dependency between them affects the outcome
non-negligibly after having evaluated 27~¢ nodes.

However, we notice that in our attacks, the actual birthday bound for the non-
negligible dependency between trials is 227724 instead of 2"~¢ because in each
trail, there are two chain evaluations. One is in FGy,, and the other is in FGy,.
The chain evaluation in Gy, can be seen as independent with a chain evaluation
in FGy,. After having evaluated 2"~4 nodes in each of the two functional graphs,
there is indeed a high probability for each new chain colliding with previously
evaluated chains. However, for a new pair of chain evaluations, the probability
for both chains colliding with the chains evaluated in a previous trial is significant
only after having evaluated 22"~2¢ nodes due to the birthday paradox. That is,
trials cannot be seen as independent only after having evaluated 227~27 nodes.
Note that in our attacks, required number of trials is 22773¢  thus the total
evaluated number of nodes is 227734 . 24+1 ~ 922n=2d which exactly falls on the
birthday bound. Thus, the dependency between the trials is negligible and the
complexity analysis of the corresponding attacks is justified.
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Abstract. A chosen-prefix collision attack is a stronger variant of a
collision attack, where an arbitrary pair of challenge prefixes are turned
into a collision. Chosen-prefix collisions are usually significantly harder
to produce than (identical-prefix) collisions, but the practical impact of
such an attack is much larger. While many cryptographic constructions
rely on collision-resistance for their security proofs, collision attacks are
hard to turn into a break of concrete protocols, because the adversary has
limited control over the colliding messages. On the other hand, chosen-
prefix collisions have been shown to threaten certificates (by creating a
rogue CA) and many internet protocols (TLS, SSH, IKE).

In this article, we propose new techniques to turn collision attacks into
chosen-prefix collision attacks. Our strategy is composed of two phases:
first a birthday search that aims at taking the random chaining variable
difference (due to the chosen-prefix model) to a set of pre-defined tar-
get differences. Then, using a multi-block approach, carefully analysing
the clustering effect, we map this new chaining variable difference to a
colliding pair of states using techniques developed for collision attacks.
We apply those techniques to MD5 and SHA-1, and obtain improved at-
tacks. In particular, we have a chosen-prefix collision attack against
SHA-1 with complexity between 2969 and 2694 (depending on assump-
tions about the cost of finding near-collision blocks), while the best-
known attack has complexity 2°7'. This is within a small factor of the
complexity of the classical collision attack on SHA-1 (estimated as 2°647).
This represents yet another warning that industries and users have to
move away from using SHA-1 as soon as possible.

Keywords: hash function; cryptanalysis; chosen-prefix collision; SHA-1; MD5

1 Introduction

Cryptographic hash functions are crucial components in many information se-
curity systems, used for various purposes such as building digital signature
schemes, message authentication codes or password hashing functions. Infor-
mally, a cryptographic hash function H is a function that maps an arbitrarily
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long message M to a fixed-length hash value of size n bits. Hash functions are
classically defined as an iterative process, such as the Merkle-Damgard design
strategy [Mer90, Dam90]. The message M is first divided into blocks m; of fixed
size (after appropriate padding) that will successively update an internal state
(also named chaining variable), initialised with a public initial value (IV), using
a so-called compression function h. The security of the hash function is closely
related to the security of the compression function.

The main security property expected from such functions is collision resis-
tance: it should be hard for an adversary to compute two distinct messages M
and M’ that map to the same hash value H(M) = H(M'), where “hard” means
not faster than the generic birthday attack that can find a collision for any hash
function with about 2"/2 computations. A stronger variant of the collision attack,
the so-called chosen-prefiz collision attack [SLAWO07] is particularly important.
The attacker is first challenged with two message prefixes P and P’, and its goal
is to compute two messages M and M’ such that H(P || M) = H(P' | M’),
where || denotes concatenation. Such collisions are much more dangerous than
simple collisions in practice, as they indicate the ability of an attacker to obtain
a collision even though random differences (thus potentially some meaningful
information) were inserted as message prefix. In particular, this is an important
threat in the key application of digital signatures: chosen-prefix collisions for
MD5 were introduced in [SLAWO07], eventually leading to the creation of colliding
X.509 certificates, and later of a rogue certificate authority [SSAT09]. Chosen-
prefix collisions have also been shown to break important internet protocols,
including TLS, IKE, and SSH [BL16], because they allow forgeries of the hand-
shake messages.

SHA-1 is one the most famous cryptographic hash functions in the world, hav-
ing been the NIST and de-facto worldwide hash function standard for nearly two
decades until very recently. Largely inspired by MD4 [Riv91] and then MD5 [Riv92],
the American National Security Agency (NSA) first designed a 160-bit hash func-
tion SHA-0 [Nat93] in 1993, but very slightly tweaked one part of the design two
years later to create a corrected version SHA-1 [Nat95]. It remained a standard
until its deprecation by the NIST in 2011 (and disallowed to be used for digi-
tal signatures at the end of 2013). Meanwhile, hash functions with larger output
sizes were standardized as SHA-2 [Nat02] and due to impressive advances in hash
function cryptanalysis in 2004, in particular against hash functions of the MD-SHA
family [WLFT05, WY05, WYY05b, WYYO05a], the NIST decided to launch a
hash design competition that eventually led to the standardization in 2015 of
SHA-3 [Nat15].

There has been a lot of cryptanalysis done on SHA-1. After several first ad-
vances on SHA-0 and SHA-1 [CJ98, BCJT05], researchers managed to find for
the first time in 2004 a theoretical collision attack on the whole hash function,
with an estimated cost of 269 hash function calls [WYY05a]. This attack was ex-
tremely complex and involved many details, so the community worked on better
evaluating and further improving the actual cost of finding a collision on SHA-1
with these new techniques. Collisions on reduced-step versions of SHA-1 were
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computed [DMRO07, KPS15], or even collisions on the whole SHA-1 compression
function [SKP16], which eventually led to the announcement in 2017 of the first
SHA-1 collision [SBK17]. The best known results are listed in Table 1: the best
collision attack against SHA-1 has complexity 26' on CPU [Stel3], and 2647 when
implemented on GPU [SBK™17], while the best chosen-prefix collision attack has
complexity 2771 [SKP16].

Even though SHA-1 has been broken in 2004, it is still deployed in many
security systems, because collision attacks do not seem to directly threaten most
protocols, and migration is expensive. Web browsers have recently started to
reject certificates with SHA-1 signatures, but there are still many users with
older browsers, and many protocols and softwares that allow SHA-1 signatures.
Concretely, it is still possible to buy a SHA-1 certificate from a trusted CA, and
many email clients accept a SHA-1 certificate when opening a TLS connection.
SHA-1 is also widely supported to authenticate TLS handshake messages.

Main SHA-1 cryptanalysis techniques. Attacks against SHA-1 are based on
differential cryptanalysis, where an attacker manages to somewhat control the
output of the compression function. Several important ideas were used to turn
differential cryptanalysis into an effective tool against hash functions:

Linearization [CJ98]. In order to build differential trails with high probabil-
ity, a linearized version of the step function is used. Differential trails with
a low-weight output difference dp can be used to find near-collisions in the
compression function (i.e. two outputs that are close to a collision, the dis-
tance metric being for example the Hamming distance).

Message modification [BC04, WYYO05a] In a differential attack against a
hash function, the attacker can choose messages that directly satisfy some
of the constraints of the path, because there is no secret key. While the
conditions in the first steps are easy to satisfy, more advanced techniques
have been introduced to extend the usage of these degree of freedom to later
rounds in order to speed-up collision search: neutral bits (firstly introduced
for cryptanalysis SHA-0 [BC04, BCJT05]), message modifications [WYY05a]
and boomerangs/tunnels [Kl1i06, JP07].

Non-linear trails [WYYO05a]. In order to get more flexibility on the differ-
ential trails, the first few steps can use non-linearity instead of following the
constraints of the linearized step function. This does not affect the complex-
ity of the search for conforming messages (thanks to messages modification
techniques), but it allows to build trails from an arbitrary input difference
to a good fixed output difference dp (or its opposite).

Multi-block technique [CJ98, WY YO05a]. The multi-block technique takes
advantage of the Davies-Meyer construction used inside the compression
function. Indeed, it can be written as h(x,m) = = + E,,(z) where E is a
block cipher, and 4+ denotes some group operation. Because of this feed-
forward, an attacker can use several differential trails in £/, and several near-
collisions blocks, to iteratively affect the internal state. In particular, using

non-linearity in the first steps, he can derive two related trails 0 M do and
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00 o —dp in F from a single linear trail, by swapping the message pair.

When conforming messages are found for each block, this leads to a collision
because the internal state differences cancel out (see Figure 1).

Birthday phase for chosen-prefix collisions [SLAWO07, Stel3]. Differen-
tial techniques have also been used for chosen-prefix collision attacks. An
attacker can relax the last steps of the differential trail to allow a set D of
output differences rather than a single §p. He can also use several differen-
tial trails, and use the union of the corresponding sets. Starting from two
different prefixes P, P’, the chosen-prefix collision attack has two stages (see
Figure 2):

— In the birthday stage, the attacker uses a generic collision search with
message blocks mg, m(, to reach a difference § = H (P’ ||my) — H (P | mo)
in D with complexity roughly /7 - 27/|D]|.

— In the near-collision stage, he builds a differential trail § ~» —¢§ using
non-linearity in the first steps, and searches a conforming message to
build the chosen-prefix collision.

Multi-block for chosen-prefix collisions [SLAWO07]. If a collection of differ-
ential trails affecting separate parts of the internal state is available, chosen-
prefix collision attacks can be greatly improved. In particular, if an arbi-
trary input difference dz can be decomposed as g = —(5(01) + 5(02) +-- 4

58 )), where each 68) can be reached as the output of a differential trail,
the attacker just has to find near-collision blocks with output differences
5(01), e ,68) (see Figure 3).

Alternatively, if this only covers a subset of input differences, the multi-block
technique is combined with a birthday stage.

Our contributions. In this work, we describe new chosen-prefix collision at-
tacks against the MD-SHA family, using several improvements to reduce the com-
plexity.

1. The main improvement comes from how we use multiple near-collision blocks.
For instance, using two blocks we can start from any difference in the set S :=
{01 4+ 92 | 61,02 € D}, and cancel it iteratively with a first block following a
trail d; + 62 ~» —d7 and a second block following a trail d ~~ —dy (see
Figure 4). The set S grows with the number of blocks: this reduces the cost
of the birthday search in exchange for a more expensive near-collision stage.
While there are previous chosen-prefix collision attacks using several near-
collision blocks [LPRRO7, Pey07, SLAW07, SSAT09, MRS15], these attacks
use a collection of differential trails to impact different parts of the state
(each block uses a different trail). On the opposite, our technique can be
used with a single differential trail, 