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Résumé

Nous étudions le croquis de design industriel dont se servent les designers pour illustrer et communiquer la forme 3D d'un produit. Ces croquis sont souvent utilisés comme référence pour la modélisation en 3D, tâche chronophage et encore trop peu automatisée. Notre objectif est d'aider les designers dans ce e tâche en développant des méthodes numériques pour la reconstruction et la synthèse de croquis de design.

La reconstruction de croquis de design en 3D représente un dé car ces dessins sont souvent réalisés rapidement et approximativement et sans présenter d'annotations supplémentaires. Nous ne connaissons pas d'avance les relations géométriques entre les lignes 3D, comme les intersections et les correspondances de symétrie, relations binaires qui sont pourtant essentielles pour la reconstruction. Choisir les meilleures relations binaires de manière automatique est un problème combinatoire di cile.

La synthèse de croquis de design représente un dé car nous devons générer des lignes perme ant au designer de construire le dessin à main levée et nous devons sélectionner des lignes qui assurent la lisibilité du dessin. Améliorer la lisibilité du dessin tout en assurant sa constructibilité nous me ent encore une fois face à un problème combinatoire en variables binaires.

Nous surmontons ces problèmes en étudiant des principes de design pour guider la sélection des variables binaires. Nos observations sur le processus de construction de dessin nous perme ent de formuler mathématiquement des contraintes et des fonctions objectif pour sélectionner les éléments de dessin qui correspondent le mieux à nos principes de design. Nous développons deux méthodes pour la reconstruction de croquis de design en 3D et une méthode pour la synthèse de croquis de design à partir d'une séquence CAD.

C h a p t e r 1

Introduction 1.1 Sketching in the industrial design work ow

Freehand sketching is one of the most intuitive mediums for establishing and communicating visual ideas. Not only does sketching help us to externalize an already existing idea, the sketch itself can trigger a new creative response [START_REF] Purcell | Drawings and the design process: A review of protocol studies in design and other disciplines and related research in cognitive psychology[END_REF]]. Industrial designers use this creative feedback loop for product ideation and form nding.

In the traditional design work ow [START_REF] Bjornlund | Design Secrets: 50 Real-life Projects Uncovered[END_REF][START_REF] Eissen | Sketching: Drawing Techniques for Product Designers[END_REF][START_REF] Henry | Drawing for product designers[END_REF], designers start out by testing largely varying shapes in the form of rough, o en thumbnail-like sketches, see Fig. 1.1 (le ). ese ideation sketches are o en small and deprived of detail. Out of these ideation sketches, the designer retains one or more concepts and produces more detailed sketches, called concept sketches, see Fig. 1.2 (le ). Concept sketches are o en larger than ideation sketches and more perspectively accurate. Figure 1.2: e illustrated design process starts with thumbnail-like ideation sketches which can be seen on the right side in the background. e nal concept sketches are illustrated on the le . ey are used as a reference for 3D modeling and ultimately producing a 3D print of the concept. Design process illustration by Sakshi Jamgaonkar, https: //www.behance.net/gallery/142813713/Portfolio-2022/modules/806852161

To achieve this accuracy, designers use construction lines to embed the 3D shape. In Fig. 1.3 (le ), we can see how the designer employs construction lines to create a grid of straight lines, facilitating the drawing of both the coarse, cube-like shape and its ner-detailed roundings, Fig. 1.3 (middle).

ere are many di erent kinds of construction lines.

e sketches in Fig. 1.4 feature sca old lines from 3D primitives, llet construction lines to round the corners of an

Construction lines

Concept sketch Rendered concept sketch 3: e designer employs construction lines (le ) to draw a perspectively accuracte shape (middle). Finally, the surface is being rendered using traditional media, such as markers. By Chris Wilson, https://www.instagram.com/p/CgJo8n-j8Ob/ object and cross-section lines to be er visualize the behaviour of a curved surface. Note that construction lines can lie both on and outside of an object's surface. Ultimately, designs are presented to clients not in the form of a concept sketch, but as a shaded drawing, a rendered 3D model, Fig. 1.1, or as a physical prototype, see Fig. 1.2. In Fig. 1.3 (right), the designer produced a rendered illustration of the shape while keeping the construction lines. While this choice makes the nal illustration a bit clu ered, the Chapter 1. Introduction grid-like construction lines convey a good sense of the 3D space in which the object lies in. Another choice o en made by designers, is to produce a presentation sketch, a sketch free of most construction lines, to produce a less clu ered illustration. In Fig. 1.5, the designer overlayed their concept sketch with translucent paper and overtraced the feature lines of the shape to obtain a presentation sketch. Finally, they rendered the presentation sketch with colored markers and used hatching to produce a ground plane shadow.

Concept sketch Overlayed concept sketch

Presentation sketch Rendered presentation sketch Figure 1.5: A er nishing the concept sketch, the designer extracts a presentation sketch using translucent paper. e nal, rendered presentation sketch contains both surface shading and a ground plane shadow. By Spencer Nugent, https://www.youtube.com/ watch?v=_JK73WLM3xQ

Nowadays, with the generalization of 3D modeling so ware, concept sketches can be directly used as a reference for 3D modeling, see Fig. 1.1 (right) and Fig. 1.6. 3D models are helpful to run physical simulations and to easily produce photorealistic renders. Presented with the 3D model, the client can give feedback on the design, its visual esthetics and its agreement with technical requirements. Based on this feedback, the original sketch will be modi ed, remodelled in 3D, before it will be presented again to the client. is design work ow loop, which consists of (i) sketching, (ii) 3D modeling and (iii) feedback, should be as short as possible to not disrupt the creative feedback ow, see Fig. 1.6. Since the 3D modeling step of a concept sketch comes a er the ideation phase, few design decisions are taken during this step. It is a relatively long, tedious task, o en performed by other people who have the speci c 3D so ware skills needed to obtain a clean model. Currently, one key obstacle for a seamless creative feedback ow is the uninventive time spent on 3D modeling. Ideally, we would like to skip this step entirely and obtain a 3D Concept Sketch 3D Model model automatically, based on a concept sketch. Our goal in this thesis is to automate part of the transition between sketching and 3D modeling.

Chapter 1. Introduction

Analysis and Synthesis

To help designers with the translation from 2D sketches to 3D models, we investigate two di erent problems: analysis and synthesis. Indeed, following a well-known approach from human vision and computer vision [START_REF] Yuille | Vision as bayesian inference: analysis by synthesis?[END_REF], studying both the forward and the inverse problem is bene cial for be er understanding a speci c subject ma er.

Optimizing for the unknown parameters of a 3D scene by synthezising images with said parameters and minimizing the reconstruction error has recently found a revived interest in both the computer vision community [START_REF] Xie | Neural elds in visual computing and beyond[END_REF] and in computer graphics thanks to di erentiable rendering [START_REF] Zhao | Physics-based di erentiable rendering: from theory to implementation[END_REF]. While the synthesis method we will describe is not di erentiable, it is a rst step towards the goal of performing analysis-by-synthesis on design sketches.

Fig. 1.7 illustrates the inverse analysis problem in our context, where the goal is to reconstruct a concept sketch into 3D. We take as input a sketching sequence and assign depth to each 2D input point, see Chap.4. e forward synthesis problem aims at generating concept sketches from 3D models, see Fig. 1.8. e input to our sketch synthesis method is a CAD sequence and the output a concept sketch sequence, see Chap.5

Input sketch 3D reconstruction from alternate viewpoint 

Challenges of sketch analysis

e research domain which investigates the problem of li ing 2D drawings into 3D is called sketch-based modeling. Assigning depth to a single-view 2D drawing is an ill-posed problem, since, once reprojected, an in nity of di erent 3D shapes can produce the same 2D drawing, see Fig. 1.9.

To tackle the problem of depth ambiguity, previous works leverage geometric properties between strokes for reconstruction.

ese properties include orthogonality between intersecting strokes [START_REF] Lipson | Optimization-based reconstruction of a 3d object from a single freehand line drawing[END_REF]Schmidt et al., 2009b;[START_REF] Shao | Crossshade: shading concept sketches using cross-section curves[END_REF], re ective symmetry between strokes [ Öztireli et al., 2011] and surface developability [START_REF] Fondevilla | Pa erns from photograph: Reverse-engineering developable products[END_REF]. However, given only a 2D sketch, we do not know in advance what geometric 3D relationships hold between strokes. To overcome the problem of unknown relationships between sketch entities, previous methods have either used geometric cues [START_REF] Lipson | Optimization-based reconstruction of a 3d object from a single freehand line drawing[END_REF][START_REF] Cordier | Sapidis. Inferring mirror symmetric 3d shapes from sketches[END_REF] or additional user annotations [START_REF] Bibliography Yotam Gingold | Structured annotations for 2d-to-3d modeling[END_REF] to x geometric constraints before 3D reconstruction.

In practice, both geometric principles and user annotations only work for relatively simple sketches, see Fig. 1.10. Geometric rules break for complex, real-world scenarios and user annotations have to be limited for the system to be reasonably useable. Concept sketches are too complex to annotate or to detect geometric relationships in 2D alone, see Figure 1.9: e green stroke can have multiple 3D interpretations which all reproject onto the same 2D stroke. Our goal is to select the interpretation that yields the best 3D shape overall (marked in green). Fig. 1.10 (right). ey are made out of swi ly drawn pen strokes, they are unstructured, oversketched, they contain many hidden lines and occlusions and the depicted objects can be complex. Because of these challenges, previous geometric optimization methods in sketch-based modeling have largely ignored real-world concept sketches.

A complementary line of work tries to overcome the challenges of real-world sketches by using data-driven methods, such as machine learning [START_REF] Delanoy | 3d sketching using multi-view deep volumetric prediction[END_REF][START_REF] Wang | 3d shape reconstruction from free-hand sketches[END_REF].

eir models require large-scale datasets which are unfortunately very costly to collect, especially when working on concept sketches made by trained designers [START_REF] Gryaditskaya | Opensketch: A richly-annotated dataset of product design sketches[END_REF]. Synthetic sketch datasets are much cheaper, which is why these methods use non-photorealistic rendering (NPR) methods to generate their training data. However, to date, well-established NPR methods mainly focus on contour lines, silhoue e lines and lines based on surface curvature. Sketch synthesis methods for concept sketches have not been developed yet.

Challenges of sketch synthesis

e research domain which focuses on the problem of synthezising 2D drawings from 3D models is called non-photorealistic rendering (NPR). A lot of work in NPR has focused on generating a speci c category of drawings, drawings which are o en associated with the ne arts. ese synthetic drawings aim to be informative of the underlying surface Chapter 1. Introduction [START_REF] Hertzmann | e role of edges in line drawing perception[END_REF] and to have similar visual qualities than human drawings [START_REF] Cole | Where do people draw lines?[END_REF][START_REF] Wang | Tracing versus freehand for evaluating computer-generated drawings[END_REF].

Concept sketches have not received the same level of a ention. One reason for this is that designers employ a variety of di erent construction lines, which are not present in the 3D input model. Indeed, o en construction lines lie outside of the object's surface, di erent from the 3D surface features extracted by traditional NPR methods [START_REF] Bénard | Line drawings from 3D models: a tutorial[END_REF]. Also, concept sketches are a testament of freehand construction, and the construction process is linked to the sketching sequence. Generating sequential drawings is di cult, only few works have tackled this problem [START_REF] Fu | Animated construction of line drawings[END_REF] and even less so have focused on sketch sequences featuring construction lines [START_REF] Hennessey | How2sketch: generating easy-to-follow tutorials for sketching 3d objects[END_REF].

Methodology

Despite the challenging and ill-posed nature of the sketch-reconstruction problem, human observers easily understand the 3D shape depicted by a concept sketch. One of our key insights in this thesis is that designers have developed design principles to facilitate the sketching and the communication of 3D shape features. To constrain the problem of reconstructing 2D concept sketches into 3D, we argue that a good 3D shape prior should follow these design principles, see Chap.3. In this thesis, we will study sketching techniques and design principles and show how they can inform the interpretation and generation of concept sketches.

Our approach to distill these principles follows the methodology by [START_REF] Agrawala | Design principles for visual communication[END_REF], which is centered around the study and observation of expert artist examples. We study how design experts teach sketching and we observe techniques used in example sketches. We then mathematically formulate our observations about how designers construct and communicate 3D shapes on paper, and we integrate these formulations into optimization algorithms.

For both analysis and synthesis, we distill and formulate design principles. In the case of analysis, they help us to interpret a 2D sketch into 3D. In the case of synthesis, they guide the generation of a 2D sketch from a 3D shape. ese principles help us answering the following two questions:

• (Analysis) What is a good 3D shape for a given 2D sketch?

• (Synthesis) What is a good 2D sketch for a given 3D shape?

It should be noted that in practice, the inputs and outputs to our analysis and synthesis methods are speci c types of 2D sketches and 3D shapes. Our analysis methods require a concept sketch sequence as input, i.e., a list of pen strokes in vector format in their original drawing order. We output 3D sketches, sketches made out of 3D strokes, which we see as an important step towards the formidable challenge of reconstructing surfaces. Our synthesis method requires a CAD sequence as input, which informs us about the 3D construction sequence. e two previous questions are quite general and rather di cult to answer. We will show how to reformulate them into these more practically feasible questions:

• (Analysis) Out of many possible 3D sketches, which one is the best for a given 2D sketch?

• (Synthesis) Out of many possible 2D sketches, which one is the best for a given 3D design sequence?

In the next section, we will give an intuition about the emergence of these selection problems when working with concept sketches.

e emergence of binary optimization problems

Why do we have di erent 3D and 2D interpretations? e 3D interpretation of a sketch emerges from the 3D interpretations of its constituent strokes. While the depth assignement for a 2D stroke in isolation is ill-posed, assigning depth for multiple, interacting 2D strokes is more constrained. In this thesis we study two kinds of stroke interactions: intersections and symmetry correspondences, see Fig. 1.11. Two 2D strokes intersect if their 3D interpretations intersect and two 2D strokes form a symmetry correspondence if their 3D interpretations are symmetric w.r.t. a given symmetry plane. ese stroke interactions are discrete, they are binary. Enumerating the di erent, discrete stroke interactions will yield di erent sketch interpretations.

Chapter 1. Introduction

Stroke intersections

Symmetry correspondence For sketch synthesis, we will see that given established sketching techniques, we can procedurally generate all construction lines necessary to draw an accurate 2D sketch. However, the resulting sketch would contain a lot of lines, the sketch would be too clu ered, see Fig. 1.12 le . is is undesirable since concept sketches are a means of communication and designers keep them readable by either omi ing construction lines or entire parts of an object, e.g. the backside. e main challenge in sketch synthesis is to select a subset of strokes from the initial, overcomplete set of generated lines. e di erent 2D interpretations of the input 3D model are the di erent subsets of selected strokes. As an example, Fig. 1.12 shows two di erent stroke subset selections. e selection quality depends both on the resulting clu er and on the construction quality of the remaining sketch, that is, how accurately can the lines be drawn freehand. Both

Full Sketch

Sketch A Sketch B Figure 1.12: While the full sketch contains all lines necessary to obtain a well constructed sketch, it is very clu ered. Sketch A is more readable, but proportions might be o when drawn freehand. Sketch B contains more construction lines to draw the shape accurately in perspective and remains readable by omi ing the backside of the object.

depend on intersections between strokes, so again on stroke interactions.

For both analysis and synthesis, the selection of strokes cannot be solved by opting for a greedy solution alone since the selection quality depends on stroke interactions between mutually constrained strokes. We are faced with a binary optimization problem, where our binary variables are 3D or 2D strokes (analysis or synthesis, respectively), the objective function is informed by design principles and the solution is subject to constraints in the form of stroke interactions.

Binary optimization problems are known to be NP-hard. Fortunately, e cient solvers have been developed for a subclass of discrete optimization problems, notably for integer programs. Solvers like Gurobi Optimization, LLC [2021] are based on a branch-and-bound approach where they bound the current maximal solution using a linear relaxation of the problem. e branching decides on the value a ribution for a speci c variable. To use these solvers, we want to formulate our problem as an integer program, via a constraint system and an objective function. To solve them e ciently, constraints should be linear. In this thesis, we show how to formulate both the analysis and synthesis of concept sketches Chapter 1. Introduction as standard integer programs which can be e ciently computed by using o -the-shelf solvers.

Outline

is thesis is structured as follows:

• Chapter 2 places the work presented in this thesis into its scienti c context by comparing it with and distinguishing it from previous work from closely related elds.

• Chapter 3 presents the design principles which we distilled for the analysis and the synthesis of concept sketches.

• Chapter 4 explains the analysis of concept sketches. It encompasses the rst two publications from this thesis [START_REF] Gryaditskaya | Li ing freehand concept sketches into 3d[END_REF]Hähnlein et al., 2022a].

• Chapter 5 will explain how to use the design principles from Chapter 3 to generate concept sketches from CAD sequences. is chapter will present the work from the third publication [Hähnlein et al., 2022b].

• Finally, chapter 6 will present an overview of the major limitations still encountered in the processing of concept sketches. It will also be the opportunity to look at some exciting future directions for this eld. their concept sketches can be seen in Fig. 2.1. e dataset has been collected by asking professional designers and design students to record their drawings on graphical tablets, i.e. the sketches are available in vector format, in their original drawing order. A erwards, the strokes have been annotated, according to their semantic meaning, for example which lines constitute sca old lines, see Fig. 2.1 right.

Publications

For the methods developed during this thesis, we make substantial use of the rich information presented in OpenSketch. Both sketch analysis methods take advantage of the original drawing order to make the problem computationally tractable. Our sketch synthesis method leverages statistics from OpenSketch for line stylization. And all our methods have been informed by the drawing process of designers, which can be explored in their sketches1 .

Yan et al.

[2020] introduce the only other publicly available dataset containing concept sketches. However, their sketches come as raster images and do not contain the additional information needed by our methods. Di erent from corrective approaches [START_REF] Xu | True2form: 3d curve networks from 2d sketches via selective regularization[END_REF][START_REF] Li | Sketch2cad: Sequential cad modeling by sketching in context[END_REF] which try to overcome artist inaccuracies, our sketch analysis approach keeps the 2D coordinates in place and simply imbues the drawing with depth. Said di erently, our 3D sketches will always 

Sketch-based modeling

Oversketching and stroke grouping

Input StrokeAggregator

Raw concept sketches are o en clu ered and heavily oversketched. To alleviate the computational burden and the robustness requirements for sketch analysis methods, we would like to apply sketch clean-up methods before 3D reconstruction.

Sketch vectorization and consolidation algorithms aim to automatically extract clean vector curves from raw freehand sketches [START_REF] Favreau | Fidelity vs. simplicity: a global approach to line drawing vectorization[END_REF][START_REF] Bessmeltsev | Vectorization of line drawings via polyvector elds[END_REF][START_REF] Liu | Closure-aware sketch simpli cation[END_REF][START_REF] Liu | Strokeaggregator: consolidating raw sketches into artist-intended curve drawings[END_REF]. However, these methods focus on clustering strokes into long curves rather than on recovering the 3D curve network connectivity. When forming clean output curves they frequently fail to preserve user intended 2D connectivity making the results ill-suited for subsequent 3D estimation [START_REF] Liu | Strokeaggregator: consolidating raw sketches into artist-intended curve drawings[END_REF], see inset. Moreover, since our methods are based on perceptual principles about human strokes, algorithmically ed curves from these methods can cause problems. Ideally, our methods should be robust and e cient enough to process real-world concept sketches without the need for heavy pre-processing.

Despite these limitations, we preprocess curves using StrokeAggregator [START_REF] Liu | Strokeaggregator: consolidating raw sketches into artist-intended curve drawings[END_REF] in the method presented in Sec.4.2.

Symmetry in sketch-based modeling and in computer vision

Symmetry is an important general shape prior present in concept sketches. It is worth mentioning that [START_REF] Plumed | Detecting mirror symmetry in single-view wireframe sketches of polyhedral shapes[END_REF] tackled the problem of nding multiple symmetry planes in an input sketch. Di erent to our input, they are interested in wireframe sketches which represent the boundary edges of the depicted object. In particular, this allows them to reason about the symmetric relationships between the faces of the nal 3D model.

Re ective symmetry has also inspired computer vision algorithms based on multi-view geometry [START_REF] Köser | Dense 3d reconstruction of symmetric scenes from a single image[END_REF][START_REF] Sinha | Detecting and reconstructing 3d mirror symmetric objects[END_REF], or more recently unsupervised learning [START_REF] Wu | Unsupervised learning of probably symmetric deformable 3d objects from images in the wild[END_REF]. Our formulation is inspired by the work of Jayadevan et al. [2017] and [START_REF] Xue | Symmetric piecewise planar object reconstruction from a single image[END_REF], who reconstruct symmetric shapes from photographs by selecting symmetry correspondences between edges of the image such that the resulting shape is composed of a small number of planar faces. Concept sketches, however, contain many more lines than photographs because designers frequently draw hidden parts of the object, and draw construction lines on and around the object. Our methods are not data-driven, but informed by domain knowledge about sketching and design practices. We explicitly formulate our observations into hand-cra ed algorithms.

Discrete optimization for drawing reconstruction

One exception is the line stylization in our sketch synthesis method where we use OpenSketch as a stroke library. 

Non-photorealistic rendering for design sketches

Chap. 5 presents a method for sketch synthesis of concept sketches.

A number of algorithms have been proposed to extract and stylize lines from 3D surfaces, such as contours and creases [START_REF] Hertzmann | Illustrating smooth surfaces[END_REF] 

C h a p t e r 3

Design principles

Our methods are informed by insights about sketching and design practices. is chapter will illustrate the most import design principles. For each principle, we will reference where it has been used in our algorithms. First, we will think about how individual lines are drawn, Sec.3.1, followed by observations about interactions between multiple strokes, Sec.3.2, and lastly, we'll consider the sketch in its entirety, Sec.3.3. Also note that when talk about the links between CAD operations and sketching techniques, we use the term pro le to refer to planar CAD-sketches that are used to create geometry in CAD programs via extrusion, revolution and lo ing.

Individual strokes

Stroke types. Every sketch is made out of strokes. And generally, drawing classes and textbooks start with drawing exercises for three types of strokes: Straight lines, smooth curves and ellipses [START_REF] Drawabox | [END_REF]; [START_REF] Robertson | How to Draw: drawing and sketching objects and environments from your imagination[END_REF]. Accordingly, in our algorithms, we classify input strokes, parametrize them and score their corresponding 3D strokes di erently. Our sketch analysis methods will de ne a line coverage term taking this principle into account.

Minimal foreshortening. Designers favor informative viewpoints that show all sides of the shape with small and evenly-distributed foreshortening, as already noticed by [START_REF] Xu | True2form: 3d curve networks from 2d sketches via selective regularization[END_REF]. Our score functions will favor lesser foreshortened straight lines and curves.

Ellipses as 3D circles. Ellipses in design sketches mostly represent 3D circles. As a consequence, the minor axis of the ellipse will indicate the direction orthogonal to the 3D circle, i.e., its normal vector, see Fig. 3.4. Our score functions will favor lesser eccentric (more circular) 3D ellipses and the normal vector can be used to shrink the set of 3D ellipse candidates. Line precision and opacity. To engage into a creative ow, design educators recommend practitioners to draw fast and fearless [START_REF] Hlavács | e Exceptionally Simple eory of Sketching[END_REF]; [START_REF] Eissen | Sketching: e Basics[END_REF]. e resulting swi ly-drawn pen strokes o en exhibit subtle imprecision, deviating from their intended trajectory and overshooting beyond intersections. Designers also adjust stroke opacity depending on the uncertainty of the lines they draw.

Early in the drawing process, they use faint overshot lines to lay down the main structure of the shape, see Fig. 3.5; subsequently switch to more precise darker lines to draw details; and nish with dark lines to draw de nite contours [START_REF] Hlavács | e Exceptionally Simple eory of Sketching[END_REF]; [START_REF] Eissen | Sketching: e Basics[END_REF]; [START_REF] Henry | Drawing for product designers[END_REF].

We use this principle to inform the rendering of synthetic strokes by choosing di erent overshooting ratios depending on the stroke's positioning in the drawing sequence and choosing opacity values w.r.t. the stroke's semantic meaning. 

Multiple strokes

Anchoring. When sketching freehand, it is easier to accurately draw a line if it runs through salient points that are already present in the sketch, such as intersections and (imaginary) vanishing points. We refer to such points as anchors. is anchoring principle results in tightly-connected sketches with many high-valence intersections, and with most lines going through at least two intersections (Figure 3.11c,Fig. 3.6). Further, these intersections commonly lie at the extremities of the lines to give designers precise targets when tracing strokes. Apart from its use in high-level object construction, symmetry is also used by low-level sketching techniques to create complex symmetric curves in perspective, as can be seen in Fig. 3.9. Motivated by this observation, the method presented in Sec.4.3 reconstructs the sketch consecutively, one primitive at a time, proposing a triplet of symmetry planes for each primitive. ese primitives will be called symmetric building blocks. Within a building block, 3D candidates which exhibit a high degree of re ective symmetry will be chosen preferably.

Inaccuracy and Ambiguity. Concept sketches are o en over-sketched, with multiple intermi ent or overlapping strokes depicting the same line. Concept sketches are also drawn under approximate perspective, with pen strokes that do not intersect precisely. Finally, because designers commonly draw hidden lines, many intersections are due to occlusion (Fig. For 3D reconstruction, this inherent ambiguity implies that we can rarely take hard decisions but should opt for optimizing for the best solution. For example, in Sec.4.3, we choose compatible 3D candidates for each stroke and the intersection between two 3D strokes is not exact, but thresholded. Fillets. Many industrial products exhibit rounded edges and corners, which are created in CAD using the llet operation. We measured that llet is the third most used CAD 

Entire sketch

Coarse-to-ne sca olding. CAD users o en construct shapes by rst assembling basic geometry primitives (e.g., cuboids, cylinders) and then progressively add or subtract parts to form holes, bu ons, or rounded edges. A similar coarse-to-ne construction strategy is also common in concept sketching [START_REF] Eissen | Sketching: e Basics[END_REF], as illustrated in is observation has motivated the processing order of our sketch analysis methods. In the method from Sec.4.2, we reconstruct straight lines before using them as anchoring sca olds for curves. In the method from Sec.4.3, we reconstruct consecutively symmetric building blocks, where the current building blocks uses the previously reconstructed blocks as anchoring aid. Our sketch synthesis method is motivated by the construction sequence similarity between CAD and sketching.

Readability. Complete anchoring of all lines and curves may require drawing many construction lines. While such auxiliary construction lines limit sketching error, they o en occlude other lines, and, in the process, introduce spurious intersections in the drawing. e resultant clu er hinders shape perception as observers need to distinguish true intersections between 3D lines from occlusions. Hence, to avoid unnecessary clu er, designers use only essential construction lines and predominantly draw the visible parts of the shape, see Fig. 3.15 right. As an indication, we measured that in the 107 rst-view concept sketches from OpenSketch [START_REF] Gryaditskaya | Opensketch: A richly-annotated dataset of product design sketches[END_REF], 43% of the lines were labeled as visible features, versus 3% of the lines were labeled as hidden features. Further, designers tend to only draw construction lines that help anchor multiple subsequent lines, thus restricting error accumulation.

Our sketch synthesis method takes readability into account by measuring the amount of occlusions caused by non-intersecting, yet overlapping 3D strokes. e user of our method can generate results along the spectrum between perspective accuracy and readability, see Fig. e same object has been drawn by three di erent designers. Going from le to right, the sketches employ more construction lines and become more perspectively accurate. On the other hand they also contain more occlusions, they are visually more clu ered. Concept sketches from OpenSketch.

C h a p t e r 4

Analysis is chapter explains how we leverage the design principles from Sec.3 to perform sketch analysis. We will start by illustrating two common cornerstones for 3D sketch reconstruction, namely how we generate and how we select 3D candidates lines, see Sec.4.1 Based on these key ideas, we will present two di erent algorithms for 3D sketch reconstruction, in Sec.4.2 and 4.3.

A preamble on sketch analysis

e rst step for sketch analysis is to t a perspective camera model to the input sketch, see Sec. 4.2. Given a calibrated camera model, we can easily li a 2D stroke into 3D by assigning depth values to its constituent points. e problem is that we do not know what these depth values should be. Indeed, for a single 2D stroke in isolation the reconstruction problem is ill-posed as the stroke can lie anywhere in depth. However, by considering how multiple strokes interact with each other we can make the problem more constrained.

More speci cally, the stroke interactions we consider in this thesis are intersections and symmetry correspondences. A 2D intersection between 2 strokes can either be an occlusion or a 3D intersection, that is, the associated 3D strokes do not or do intersect. Two strokes form a symmetry correspondence if their associated 3D strokes are re ectively symmetric w.r.t. a symmetry plane. For both types of stroke interactions, we can derive constraints about the 3D geometry of the interacting strokes. e main challenge is that we do not know a priori which stroke interactions hold in 3D. e two methods presented in the rest of this chapter deal with this challenge in a similar way. Roughly speaking, they make assumptions about di erent stroke interaction con gurations, they compute the corresponding 3D reconstructions, and then they decide on which 3D reconstruction to select. A major di erence between the two methods is the way that the parsing of stroke con gurations is implemented. e rst method only considers stroke intersections and it solves the resulting binary optimization problem Chapter 4. Analysis using a tailored search algorithm that progresses over the drawing sequence to reconstruct small groups of strokes at a time. e second method goes one step further by jointly identifying intersections and symmetry correspondences. In addition to providing strong 3D geometry cues, symmetry allows us to compute multiple candidate 3D reconstructions for many strokes at once, and then to select the best overall reconstruction from these candidates using an e cient commercial binary solver.

Candidate generation Both types of stroke interactions, intersections and symmetry correspondences, are binary. Either a speci c interaction holds or it does not. If the interaction between two strokes hold, the implied 3D constraint allows us to generate 3D candidate strokes for both strokes. More detail about how the two methods do this in practice will be given in their respective sections. Importantly, given that there is a discrete and nite set of possible stroke interactions, each stroke ends up with a discrete set of 3D candidates.

Candidate selection

e result of the 3D reconstruction methods is one 3D candidate per stroke. To select one candidate among all generated candidates, we assign a score to each candidate and select the best scoring candidate. e design principles from Sec.3 form the basis of that score. In both methods, the idea is to select the 3D candidates which are most in accordance with these principles.

Interactions between multiple strokes Generally speaking, a stroke can have multiple intersections with multiple strokes and a stroke can form a symmetry correspondence with multiple strokes w.r.t. multiple symmetry planes. While each stroke interaction is binary in nature, a single stroke can satisfy multiple stroke interactions at the same time.

is observation impacts both the generation and the selection of 3D candidates. A 3D candidate will be the result of the interactions between multiple strokes and selecting this candidate implies that these interactions hold for the other strokes. We are faced with an interdependent decision problem between binary variables, which is known to be NP-hard.

Stroke ordering While both methods share a common methodology, a major di erence between them lies in the way they treat multiple stroke interactions. e rst method leverages the local anchoring principle which states that a stroke is most commonly well anchored and explained by temporally close strokes. Based on this assumption, it proposes a stroke-by-stroke iteration over the sketch input sequence while locally exploring multiple sketch reconstructions. Note that the stroke ordering is important since the exploration of di erent sketch reconstruction depends on it.

e second method leverages the symmetric building block principle which states that designers tend to draw objects in roughly self-symmetric groups of strokes, so-called building blocks. A er identifying these building blocks, the sketch is reconstructed block-by-block. Within each block, the reconstruction is agnostic to the initial stroke ordering. Our rst method for sketch analysis consists of three key steps. First, we perform preliminary 2D analysis of the raw input sketches to extract robust geometric information necessary to perform our optimization, including stroke classi cation into curves, axisaligned, and other straight lines, rough grouping of overdrawn strokes and camera calibration. en, based on the sca olding principle from Chap.3, we rst reconstruct polyhedral sca olds (straight lines), see Fig. 4.1 (middle). To reconstruct straight lines, our algorithm generates 3D candidates based on possible intersection con gurations with previous strokes and selects the candidates which agree most with our score function, see Fig. 4.2. Our score function is based on previously described design principles.

Sketch analysis using intersections

Once the polyhedral sca old is recovered, we reconstruct curved strokes, following the same logic, see Fig. 4.1 (right). We generate candidate 3D curves for each stroke based on its intersections with the sca old and already reconstructed curves, and select the candidate that yields the shape most aligned with our priors.

Contributions

e method presented in this section was published in [START_REF] Gryaditskaya | Li ing freehand concept sketches into 3d[END_REF]. As a second author, my contribution to this work is the following:

• Development and implementation of the reconstruction of curved strokes Given an input sketch (a), we rst identify all straight strokes that are parallel to one of the major axes in the drawing (corresponding to its vanishing points) (b). We next reconstruct the 3D sca old, processing one stroke at a time by identifying its 3D intersections with already reconstructed strokes. Once reconstructed, the sca old provides geometric context to reconstruct curved strokes (c). For each stroke, our algorithm considers multiple candidate reconstructions and selects the one that best satis es a set of geometric regularities. If no clear best choice exists (d), we delay decision until additional context resolves the ambiguity (e). e nal output of our method is a 3D sketch with its connectivity (f).

• Contribution to the formalization of the stroke dependency graph, a data structure to manage delayed candidate assignments e rest of this section will focus on the contributions of this thesis to Gryaditskaya et al. [2020], mainly the reconstruction of curved strokes.

e results of 2D analysis and the reconstructed straight lines will be considered and used as an input for curve reconstruction. For more details on how the 2D pre-processing is performed, including camera calibration, and how the straight lines are reconstructed, we refer to the full article. e second interpretation lies in a vertical plane and is well bounded by its intersections. We select the second interpretation since as we observed, designers rarely draw strokes much longer than their intended length. e middle intersection is thus identi ed as being an occlusion. (b) e next stroke s + 1, shown in purple, has two good candidates. One has a high score because it is aligned with a vertical axis, while the other one has a high score because it is well bounded by two intersections. Given this ambiguity, we leave both options open. (c) Stroke s + 2, shown in orange, has a single candidate aligned with an horizontal axis. is new stroke helps disambiguate the previous one by providing an additional intersection that makes the vertical interpretation well bounded.

Overview

Following the design principle about line anchoring from Sec.3, we process strokes in their drawing order and rely on past strokes to infer the 3D interpretation of new strokes, whenever possible. Based on this principle, our reconstruction processes one stroke at a time. Figure 4.3 provides a schematic illustration of our algorithm. For every new stroke, we rst generate all of its possible 3D interpretations and then select the best one using a score function motivated by the observations in Section 3. When multiple interpretations achieve similarly high scores, we retain all such interpretations and move on to the next stroke, until one of the interpretations becomes clearly be er than the others, keeping track of the multiple potential solutions as we go. We now detail each of these components.

Candidate curves

We leverage the observation that design sketches mostly feature planar curves embedded into sca old planes, which allows us to shi the problem of generating general 3D candidate curves to the easier task of generating candidate planes, onto which we project the input strokes.

As a pre-process, we compute all sca old planes formed by any pair of straight strokes incident to a sca old 3D intersection, and we associate each stroke with all the planes it lies in. We also compute the bounding box of all sca old 3D intersections, which provides a bounding structure for the reconstructed curves.

For each curved stroke, we then consider all 2D intersections with straight strokes and retrieve their associated sca old planes. We generate additional candidates by projecting each curve to the three axis-aligned planes passing through each intersection. Finally, we merge nearby planes to avoid redundant candidate curves. We consider that two planes can be merged if they contain the same 3D intersections and have orientations that di er by less than 20 • , where we consider that a plane contains an intersection if this intersection is at a distance of less than 2% of the bounding box diagonal. A er evaluating the candidate curves with respect to our score function, we select the highest scoring one and mark all intersections between the curve and previously reconstructed strokes which lie in the corresponding plane as 3D intersections.

We reject obvious bad candidates before proceeding with candidate selection. We exploit the fact that sca olds o en act as bounding volumes to reject candidates that lie outside of the bounding box of sca old intersections, dilated by 10% for safety. Yet, some sketches do contain curves outside the sca old. We detect these cases by 2D analysis, comparing the convex hull H s of the projected sca old intersections with the convex hull of the curved strokes H c . When the ratio Hc Hs∪Hc is greater than 1, we consider a bounding volume twice the size of the bounding box to allow for curves outside the sca old.

Candidate evaluation

Since curves are typically drawn a er straight lines, they o en su er from higher clu er. In addition, since curves are geometrically more complex than lines, designers o en utilise multiple sca old-curve intersections to ease accurate curve drawing and enable viewers to accurately perceive them. us, curved strokes o en have multiple 3D intersections with the sca old, each providing complementary regularity cues about the intended shape. At the same time, due to stroke clu er buildup, curved strokes have more accidental intersections. We adapt our score function to these characteristics.

Chapter 4. Analysis

Orthogonality and tangentiality. Our geometric term accounts for the high number of intersections along curved strokes. We seek to maximize the total number of tangential or orthogonal intersections, as measured by

Q curve geom = 1 N i δ i , (4.1) 
with δ i = 1 if the i th intersection is tangential or orthogonal, δ i = 0 otherwise. We consider that an intersection is tangential or orthogonal if the angle formed by the two tangents is below 30 • or above 80 • , respectively.

Foreshortening. We complement the geometric term with a term that encourages interpretations that face the camera, motivated by the minimal foreshortening principle of design sketching

Q foreshortening = |p • v|, (4.2)
where p denotes the normal of the candidate plane and v the camera direction.

Coverage. e coverage term computes the ratio between the length of the 2D stroke segment bounded by the most far apart 3D intersections, and the length of the input 2D stroke.

Q coverage = d candidate d input , (4.3)
where d candidate is the distance between the projection of the two most distant 3D intersections, and d input the distance between the two most distant intersections along the input stroke. is de nition of d input trims dangling segments past the rst and last 2D intersections because we consider those segments to not be intentional.

Based on these terms, we form a total score function for evaluating 3D candidates, where we give a higher weight to coverage because it is a more reliable cue in the presence of multiple intersections. We de ne the total score as,

Q =0.6Q coverage + 0.2Q curve geom + 0.2Q f oreshortening . (4.4)
Ellipses. We employ a slightly di erent score function for ellipses, which are frequently used to represent cylindrical parts. We favor the most circular ellipse by encouraging the radii of all the points along the ellipse to be close to the maximum radius of that ellipse:

Q circularity = 1 P i r i r max
where P is the total number of points and r i is the radius of the i-th point. We use this term in place of the coverage term, which is not well-de ned for closed curves, yielding

Q = 0.8Q circularity + 0.2Q curve geom .
(4.5)

Non-planar curves. Non-planar curves over man-made objects can o en be broken into planar segments. We have implemented a simple step to detect potential non-planar curves in our aggregated strokes, which we brake into individual strokes. To do so, we rst collect all tangential intersections along the rst and last quarter of the curve, which represent candidate intersections for the curve extremities. We then test the planarity of all pairs of such extremities. If no candidate pair of tangents form a plane, we classify the aggregated curved stroke as planar and brake it.

Candidate selection

Acceptance criteria. We de ne the best candidate line as the one that maximizes the total score. However, not all strokes can be reliably li ed into 3D using prior drawn strokes alone. We determine whether we should accept the best candidate or delay decision by accounting for two complementary criteria: we want the accepted candidate line to have a high score, i.e., to be well aligned with our geometric and topological priors; and we also want this candidate line to stand out compared to alternatives. We balance these two considerations by accepting the best candidate lines with exceptionally high scores, and accepting others if their scores are both su ciently high and are signi cantly higher than those of all other candidates. Speci cally, we accept the best candidate reconstruction if its score is above an acceptance threshold τ score = 0.75, and the ratio between the score of the second best candidate and the best score is below an ambiguity threshold τ ambiguity = 0.8. In addition, we also accept all best candidates if their score exceeds τ scoreHigh = 0.98. In summary, our acceptance criterion is

Accept(Q best , Q 2 nd best ) := Q best > τ scoreHigh ∨ Q best > τ score ∧ Q 2 nd best Q best < τ ambiguity . (4.6)
If a stroke's best candidate line does not satisfy the acceptance criteria, we delay the assignment decision. Our algorithm then explores several solutions in parallel, each depending on a di erent candidate interpretation of the ambiguous stroke.

Stroke dependency graph. Each candidate line of an ambiguous stroke results in di erent candidate interpretations for the next strokes. We keep track of these di erent solutions by constructing the dependency graph of ambiguous strokes, where two strokes are considered to depend on each other if they share a 2D intersection, as illustrated in Figure 4.4. Each solution corresponds to a di erent combination of candidates, and as such to a di erent joint score of the ambiguous set, Q, de ned as the average score of the corresponding 3D lines. Note in particular that the candidates of each new stroke impact the scores of the candidates on which they depend, since they add new intersections along them. Given the combinatorial nature of our problem, we devised several strategies to contract this dependency graph and maintain the scalability of our method.

Rejection of inconsistent combinations. While the space of combinations of candidate lines is vast, many are not consistent. In the example shown in Figure 4.4(c), while the 6 th stroke depends on the 2 nd and 4 th strokes, these two strokes both depend on the 1 st stroke. To be consistent, the candidates of the 6 th stroke need to form combinations with candidates of the 2 nd and 4 th strokes that themselves are derived from the same candidate of the 1 st stroke (depicted as dashed or solid lines). We only generate such candidates.

Early acceptance. We a empt to assign ambiguous strokes every time a new stroke is added to the sketch, by testing if a subset of strokes containing this stroke can be classi ed as no longer ambiguous. We consider that a set of strokes is unambiguous if both the score of the best candidate of the last added stroke and the joint score of its dependencies satisfy the acceptance criteria

Q best > τ scoreHigh ∨ Accept(Q best , Q 2 nd best ). (4.7)
If these criteria are satis ed, we assign to each stroke the candidate line that corresponds to the best score and prune the dependency graph accordingly. If this is not the case, we proceed with the next stroke and insert it in the dependency graph. For illustration purposes, we assume that each new stroke generates two 3D candidate lines for each version of the preceding strokes on which it depends (c). We depict the multiple candidates of each stroke with a disk, and represent the dependency of a candidate to preceding ambiguous strokes by color-coding the disk according to its ancestors (c). Each such candidate results in a di erent joint score Q of all the strokes on which it depends. When an unambiguous con guration emerges, we assign all strokes that contribute to it.

Candidate set trimming. As an additional precaution against computational explosion, we a empt to assign ambiguous strokes using a more permissive criteria if the expected number of candidate interpretations of the new stroke exceeds a threshold, xed to 400. When this situation occurs, we revisit all ambiguous strokes on which the new stroke depends and greedily assign the strokes that have high-score candidates until the number of candidates of the new stroke falls below the threshold.

Finalization. We resort to greedy assignment for strokes that remain ambiguous at the end of the straight stroke sequence.

Evaluation

Here, we show the evaluation related to the reconstruction of curves. For the entire evaluation, we refer to the full article.

Accuracy To quantify the accuracy of our method, we asked 3 participants to annotate spurious erroneous strokes across all of our results using a 3D interface and using the input drawings as reference. Figure 4.5 illustrates typical errors identi ed by the participants.

Input view Alternative views

Input view Alternative view e median percentage of such erroneous strokes was only 7.95%. We observed that 31% of erroneous sca old strokes were among those whose processing was delayed until the end due to low score and/or con dence (median percentage), against 19% for good strokes. is means that these spurious errors had limited impact on other strokes. We discuss the potential sources of such errors in Section 4.2.7.

Computation time. Our research prototype is implemented in Matlab and Python, and has room for optimization. e computation time for sca old reconstruction varies between half a minute to 1.5 hours for the sketches we considered, with a median time of ≈ 3 minutes. Timings correlate strongly with both the number of intersections and the number of strokes processed. e Spearman correlation coe cient between computation time and number of strokes is 0.87, and between computation time and number of intersections is 0.89, with p-value less than 1e -26 in both cases. e runtime for the curved strokes reconstruction varies between ≈ 2 and ≈ 85 minutes, with a median time of 12 minutes. e total number of strokes varies between a few dozens to a few hundreds a er consolidation, while the number of intersections varies between ≈ 40 and ≈ 4000 a er ltering.

Given this median reconstruction time of a dozen of minutes, a variant of our method could potentially run as a background task during sketching, where camera parameters could be estimated as soon as a su cient number of mutually orthogonal lines are present, and where o ine stroke consolidation could be replaced by an interactive stroke clustering algorithm.

Impact of stroke consolidation. While conservative, the stroke consolidation we perform prior to optimization accelerates the reconstruction of straight strokes by a factor of 3, on average, yet has li le impact on quality. Aggregation is more critical for curve reconstruction as it allows multiple strokes to share a common planar interpretation, as illustrated in Figure 4.6. 12 shapes, each drawn by several professional designers. In addition, we collected 12 sketches of complex man-made objects.

Results and limitations

We visualize the reconstructed 3D information in the form of a depth map, as well as via alternative viewpoints. We also provide turntable animations of all our results as supplemental materials. While these animations showcase the rich 3D structure recovered by our method, spurious erroneous strokes become visible when moving far away from the original viewpoint. Figure 4.5 and 4.8 illustrate typical errors.

We identi ed several sources of incorrect or distorted interpretations. One source of error is ambiguity between multiple solutions, such as on the side of the car (Figure 4.8, bo om). Another source of error is when a stroke lacks intersections with other strokes to be well-positioned in 3D, such as the bowl of the mixer (Figure 4.8, top) or the front of the car (Figure 4.8, bo om). Finally, a third source of error is stroke consolidation, which sometimes merges strokes that should not. When the sketch only contains very few sca old lines, our method misplaces curves, as for the bowl of this mixer (top). Even when the sca old is dense, some curve may lack support, as for the front part of the car (bo om, blue). Some curves may also be misplaced because they intersect several sca old planes, as for the side curve of the car that has multiple 2D intersections with the ground plane of the sca old (bo om, red).

Applications

e sparse 3D information we extract from raw sketches open the door for a number of novel 3D-aware sketch editing functionalities. Inspired by popular single-image photo pop-up applications [Hoiem et al., 2005; Niklaus et al., 2019], we provide as supplemental materials animations of all our results under small camera changes, which provide a vivid sense of the 3D shapes in the sketches while reducing visual artifacts. Figure 4.9 demonstrates a shape editing application, where we scaled the 3D sketch along one of its major axis. Note how our results preserve coherent perspective, occlusions and parallax. In contrast, Photoshop perspective-aware warp [Adobe, 2020] fails to produce a convincing edit. See supplemental materials for animations of scale editing on all our results. Figure 4.10 demonstrates the potential of our method to support the industrial design work ow. anks to our 3D reconstruction, the designer only needs to sketch a concept once to visualize it under novel viewpoints and to experiment with di erent proportions.

e new sketches generated by our method can form the basis of novel design iterations, or can be used as underlays to create shaded presentation drawings for communication with team members and clients. 

Introduction

e sketch analysis method from the previous section focused on sketch connectivity to reconstruct concept sketches. In this method, we study another key element in concept sketches that artists aim to explore and to convey: symmetry. Symmetry is ubiquitous in nature, and even more so in human-made environments; whether it is motivated by aesthetics, ergonomics, or manufacturability, designers very o en create shapes that exhibit multiple degrees of symmetry 1 . We leverage the abundance of axisaligned re ective symmetries in concept sketches to automatically li these sketches to 3D (Figure 4 At its core, our method selects the stroke correspondences that result in the most symmetric and well connected shape (d). We only show a subset of the symmetry planes and correspondences for illustration purpose.

challenges as well as unique opportunities. On the one hand, concept sketches are approximate, incomplete representations of 3D shapes, composed of unstructured, swi lydrawn pen strokes that only form partial symmetry correspondences. Notably, many strokes serve as transient construction lines that designers draw on and around the object to achieve accurate perspective [START_REF] Gryaditskaya | Opensketch: A richly-annotated dataset of product design sketches[END_REF]. ese construction lines introduce signi cant visual clu er which further challenges the automatic detection of symmetries, as individual strokes o en have multiple candidate correspondences with respect to a given symmetry plane.

On the other hand, construction lines themselves o en represent symmetric primitivesalso called sca olds [Schmidt et al., 2009b;[START_REF] Gryaditskaya | Li ing freehand concept sketches into 3d[END_REF] -that approximate the envisioned shape and serve as anchors for designers to position smooth surface curves. Construction lines thus provide a great amount of additional symmetry and connectivity cues that we leverage in our reconstruction algorithm. ey also provide a coordinate system that de nes the symmetry axes of both the shape and the sca old.

Based on the observations above, we propose an algorithm that takes as input a concept sketch -represented as a sequence of vector strokes recorded with a pen tablet -and jointly identi es symmetry correspondences between strokes and deduces the connectivity and depth of the 3D drawing2 .

is formulation combines both binary unknowns (which strokes form a symmetry pair, and which strokes intersect) and continuous unknowns (where to position the strokes and their respective symmetry planes along the depth axis to best satisfy the symmetry and intersection relationships). We address this combinatorial challenge by casting 3D reconstruction as a binary assignment problem. Given a large set of candidate symmetry correspondences, the core of our method selects the subset of compatible correspondences that yields the most symmetric and well-connected 3D drawing, as measured by a score function that we derived from the analysis of designer practices. is approach, however, does not generalize as-is to sketches of complex shapes which may contain multiple, possibly local, re ective symmetries. Moreover, directly solving for the best 3D reconstruction for all input strokes at once is computationally infeasible. We address this challenge by segmenting the inputs into locally symmetric building blocks. In constructing the blocks we leverage insights about designer work ow. Each constructed block exhibits dense symmetry correspondences with respect to a single triplet of axis-aligned symmetry planes. We integrate our binary assignment algorithm within a search procedure to nd the best position of the three planes for each triplet. We then reconstruct the blocks in order of appearance in the drawing sequence, such that the geometry recovered for a block provides context to anchor subsequent blocks.

We demonstrate the versatility and robustness of our approach by reconstructing more than 80 real-world sketches. Our new method signi cantly improves over the method presented in Sec.4.2, as validated by a comparative study where participants found our results more plausible by a ratio of 2:1.

Method overview

Our method takes as input a concept sketch captured with a pen tablet, where each pen stroke is represented as a pair consisting of a polyline and a time stamp. We assume that the sketch represents a shape drawn in perspective, and we apply a vanishing point detector to calibrate the perspective camera [START_REF] Gryaditskaya | Li ing freehand concept sketches into 3d[END_REF]. Given the camera matrix and a symmetry plane, two strokes that are symmetric with respect to that plane can be li ed to 3D via standard multi-view geometry, as detailed in Sec.4.3.4. Our core reconstruction challenge can therefore be formulated as identifying all symmetry planes present in the sketch and detecting the pairs of strokes symmetric with respect to these planes. Once all such pairs are reconstructed, we use their geometry to reconstruct the remaining non-symmetric strokes they intersect.

While we expect all symmetry planes in our sketches to be aligned with the major axes, we do not a priori know the number or location of these planes. A key observation behind our method is that artists typically draw symmetric strokes soon a er each other, and mentally break the objects they draw into blocks where each block has only one plane of symmetry for each axis; they then draw these blocks approximately sequentially, rst depicting the content of one block and then the next. Based on this observation we decompose the drawing into likely symmetric building-blocks, where each block exhibits symmetry correspondences with respect to a single triplet of axis-aligned planes. We identify these blocks by analyzing the local density of symmetry correspondences along the drawing sequence. We reconstruct each block in sequence, xing the reconstruction of previous blocks to anchor new ones.

Even for a single block, the problem of computing the planes and the symmetric stroke pairs remains highly challenging. We do not know in advance which strokes form symmetry pairs, nor do we know where to position the triplet of symmetry planes along their respective axes. We tackle this challenge by predicting and evaluating multiple plane positions and a large set of candidate symmetry correspondences. For each position, we reconstruct all candidate pairs of symmetric strokes and select the compatible subset that yields the best 3D reconstruction of the entire block. We formulate the quality of a reconstruction in the form of a score function that favors the presence of multiple symmetries, and anchoring of strokes within the block and its predecessors. Combined with suitable constraints, this formulation is amenable to e cient maximization as an integer program where symmetry correspondences and stroke intersections are optimization variables. We use this formulation to obtain the optimal plane triplet and set of stroke pairs symmetric with respect to each of the triplet's planes.

As can be seen, our method follows the main components described in Sec.4.1. We rst generate 3D candidates, based on candidate symmetry correspondences, then we select the candidates which match best our design principles. Stroke interactions are taken into account via the constraints of our integer program. Lastly, by reconstructing the sketch one building block at a time, we leverage the stroke ordering to nd symmetry planes and make the problem computationally tractable.

Algorithm 1 summarizes the main steps of this approach. In the sections below, we rst describe the process for generating candidates, which implies detecting symmetry correspondences in 2D and li ing the pair of strokes into 3D, see Sec.4.3.4. Next, we explain how we select candidates, in particular the integer program that forms the core of our method and which operates on a triplet of axis-aligned symmetry planes and a set of candidate stroke correspondences computed with respect to these planes (Sec. 4.3.5). We then describe the details of our overall work ow including how we nd the plane triplet of each block by searching over the most likely positions of axis-aligned planes, and how we segment the drawing into symmetric building blocks, each associated with a single triplet of planes (Sec. 4.3.6). e last stage of our method reconstructs non-symmetric strokes based on their intersections with symmetric ones (Sec. 4.3.7). 

Generating symmetry candidates

We describe how we identify candidate pairs of symmetric strokes in the input sketch, and how we li each pair to 3D given a symmetry plane and a calibrated camera.

Detecting 2D Symmetry Correspondences

Vanishing point Π e inset illustrates the geometry of re ective symmetry in a perspective drawing. Given a symmetry plane Π that is axis-aligned, two strokes s p and s q that are symmetric with respect to Π lie in the same triangle formed by joining the endpoints of the strokes to the vanishing point corresponding to the axis perpendicular to Π (blue polygon in inset). We leverage this property to only consider that one stroke can be symmetric to another if the triangles they form with the vanishing point signi cantly overlap. In practice, we adopt a tolerance of 70% of overlap to account for sketching inaccuracy. We complement this criteria with additional heuristics to further reduce the set of candidates for straight strokes, curved strokes, and ellipses, as described next. Furthermore, we create a correspondence between each stroke and itself, which is necessary to reconstruct strokes that lie in the symmetry plane, or that is self-symmetric with respect to the plane.

Straight Strokes. Design drawings are o en constructed using axis-aligned straight strokes [START_REF] Gryaditskaya | Li ing freehand concept sketches into 3d[END_REF]. We leverage this observation to restrict the search of symmetry correspondences to pairs of straight strokes that converge to the same vanishing point, or to none.

Curved Strokes. Due to foreshortening, a pair of symmetric 3D curves can produce very di erent 2D curves under perspective projection. Considering all possible pairs, however, would overwhelm the integer program with many erroneous correspondences. We distill a set of plausible correspondences by only considering pairs of curved strokes that match well a er transforming one of the strokes with a 2D translation, scaling, and re ection along the vanishing direction corresponding to the axis perpendicular to the symmetry plane. We keep such pairs if their Chamfer distance is below 5% of the length of the longer stroke.

Ellipses. We assume that ellipses represent 3D circles under perspective projection. When this is the case, designers align the minor axis of the ellipse with the vanishing point corresponding to the axis perpendicular to the 3D circle [START_REF] Eissen | Sketching: e Basics[END_REF]. Following this observation, we only form candidate correspondences for ellipse pairs whose minor axes are aligned (up to 15 • ), as these typically depict cross-sections of the same cylinder.

Li ing Symmetry Pairs to 3D

Straight Strokes. Given the perspective camera, a symmetry plane Π, and two strokes s p and s q positioned in the image plane, we rst build two planes Π p and Π q , each going through its respective strokes and through the camera. We then construct the plane Π q that is symmetric of Π q with respect to Π. Intersecting Π p and Π q gives us an in nite 3D line L pq , on which we project s p to obtain its 3D reconstruction S pq . Finally, we re ect L pq with respect to the symmetry plane to obtain L qp , on which we project s q to obtain S qp .

Chapter 4. Analysis Curved Strokes. Reconstructing curved strokes is more involved because such strokes o en only correspond partially to other strokes. We therefore rst reconstruct each part that is in correspondence with another stroke, and then stitch together multiple parts.

e multiple combinations of parts yield several candidate reconstructions of the entire stroke.

We represent the 3D geometry S pq of a curved stroke s p as a cubic Bézier curve and further equip S pq with an interval [a pq , b pq ] that bounds the part of the stroke that is in correspondence with the other stroke s q , where a pq and b pq are arc-length parameters. Given the perspective camera and a symmetry plane Π, we identify and reconstruct corresponding parts of a stroke pair (S pq , S qp ) by solving an optimization problem, where the variables are the depth of the Bézier control points along their camera rays and the boundaries of the intervals [a pq , b pq ] and [a qp , b qp ], such that the two curves are most symmetric in 3D and share the largest interval. Formally, we minimize an energy of the form:

E curve = λE symmetry + (1 -λ)E interval , (4.8) 
where the two terms are weighted by λ, which we set to 0.85 in our experiments. e rst term, E symmetry , measures the L 2 distance between one curve and the re ection of the other one with respect to the symmetry plane, sampled uniformly along their respective intervals. Denoting by S pq the re ection of S pq with respect to Π:

E symmetry = 1 -exp -S pq [a pq , b pq ] -S qp [a qp , b qp ] ,
(4.9)

where the exponentiation normalizes the distance to [0, 1]. e second term penalizes short intervals:

E interval = 1 -exp (-min (1 -(b pq -a pq ) , 1 -(b qp -a qp ))) . (4.10)
We solve this optimization using Sequential Least Squares Programming as implemented in SciPy.

Given multiple partial reconstructions S pq and their intervals [a pq , b pq ], we next construct consolidated interpretations S k p by considering all combinations of reconstructions that either have non-overlapping intervals, or have overlapping intervals and similar 3D geometry (a Hausdor distance below 10% of the partial curve's lengths). For each such combination, we uniformly sample the partial reconstructions and t a new Bézier curve by optimizing the depth of its control points such that the curve runs close to the resulting point cloud. We regularize this ing with a minimal foreshortening term [START_REF] Xu | True2form: 3d curve networks from 2d sketches via selective regularization[END_REF] such that the curve extrapolates smoothly over parts of the stroke that have no correspondence. Finally, we merge consolidated interpretations that are geometrically close.

Ellipses. We assume that ellipses represent 3D circles. To li a pair of ellipses s p and s q to 3D, we project s p on a plane Π pq and s q on the re ected plane Π pq , where we optimize Π pq such that the resulting 3D reconstructions S pq and S qp are most symmetric and most circular. We optimize the position and orientation of the plane to minimize the sum of two terms

E ellipse = E symmetry + E eccentricity , (4.11) 
where E symmetry measures the distance between one li ed ellipse and the re ection of the other one

E symmetry = 1 -exp -S pq -S qp . (4.12) 
To maximize circularity, we minimize the so-called eccentricity of the 3D ellipses: e main component of our method is a block reconstruction procedure that, given a triplet of symmetry planes and a set of candidate symmetry correspondences, identi es the true correspondences to deduce the 3D position of their respective strokes. Figure 4.12 illustrates the main challenges we face when a empting to solve this task. A single stroke can have multiple symmetry correspondences with respect to the three planes of the triplet, and each correspondence gives a 3D reconstruction of that stroke. But due to drawing inaccuracy, these reconstructions o en do not coincide perfectly. Furthermore, some candidate correspondences might be erroneous and yield reconstructions that are not compatible with the reconstructions given by other correspondences.

e main goal of our algorithm is to identify groups of correspondences that produce .12: A stroke can have multiple compatible symmetry correspondences, either because it is symmetric to other strokes with respect to several planes (a), or because it is symmetric to several strokes depicting the same over-sketched line (b). Due to drawing inaccuracy, the 3D reconstructions given by each correspondence do not perfectly coincide, as depicted in the rotated views. A stroke can also have multiple incompatible correspondences, each yielding a very di erent 3D reconstruction (c). In this example, the black stroke could be reconstructed as lying on the front part of the cube due to its correspondence with the pink stroke (c, le ), or lying far at the back due to its correspondence with the blue stroke (c, right).

compatible stroke reconstructions, and to select among these groups the ones that yield the best reconstruction of the block.

We measure the quality of a reconstruction as a function of two terms: one measuring the degree of symmetry provided by the reconstruction and the other measuring how well connected the reconstruction is. e rst term depends solely on which correspondences we select, while the second term also depends on whether the 3D strokes reconstructed from these correspondences intersect. ese terms thus involve two sets of binary variables, one that indicates for each candidate correspondence if it is selected, and the other that indicates for each stroke intersection if it occurs in 3D. We formulate this optimization as an integer program, which we make e cient by expressing all constraints in a linear form, and only one term of the score function in a quadratic form.

Grouping Compatible Reconstructions

We denote 2D entities with lower-case le ers (x), 3D entities with upper-case le ers (X), and binary variables associated to these entities with bold typeface (x, X). Given a candidate pair of symmetric 2D strokes s p and s q and a corresponding symmetry plane, we de ne their symmetric 3D reconstructions as S pq for s p , and S qp for s q . We denote as c pq the binary variable that indicates whether a pair pq is selected as a symmetry correspondence in the solution.

Since a stroke s p can have multiple candidate correspondences, we rst identify which correspondences form compatible groups of reconstructions. We denote these groups as

S k p , k ∈ [1, K p ].
We consider two reconstructions S pq and S pr of a stroke to be compatible if they nearly coincide, i.e. if the maximum distance between the two reconstructions is below 10% of the length of the longest candidate reconstruction of s p . For each group, we compute a representative geometry by averaging its constituent reconstructions, which we will need later on to detect intersections between groups and to evaluate the quality of the correspondences selected for each group.

Equipped with groups of compatible reconstructions for each stroke, we then must ensure that the group we select for a given stroke is compatible with the groups we select for all other strokes. We enforce compatibility of the overall reconstruction by associating each group with a binary variable S k p , which is equal to 1 if the k th group is selected. We then add the constraint that at most one group should be selected per stroke: k S k p ≤ 1. We also ensure that a group is only selected if at least one of its correspondences has been selected, which we express as the constraint S k p ≤ c∈C k p c, where C k p denotes the set of all correspondences forming group S k p . Similarly, a group has to be selected if any of its correspondences has been selected, S k p ≥ c ∀c ∈ C k p .

Optimizing for Symmetry

e rst term of our score function favors 3D reconstructions that are symmetric with respect to multiple planes in the given triplet. To express this property, we associate each stroke s p with a triplet of auxiliary binary variables x p , y p , z p , where each variable indicates whether there is at least one correspondence c pq that has been selected for the Chapter 4. Analysis corresponding axis-aligned plane. We then seek to maximize the sum over all strokes F symmetry = p x p + y p + z p .

(4.14) Due to overdrawing, curves in concept drawings are o en drawn as a series of contiguous strokes, with each stroke forming partial symmetry correspondences with some of the strokes depicting the symmetric curve. Simply counting such partial correspondences without accounting for the degree of overlap between the strokes and the re ections of their counterparts can skew the metric toward pairs with minuscule partial overlaps.

To ensure that the 3D reconstruction of a curved stroke is well supported by its partial correspondences with other strokes, we measure the overlap between each partial reconstruction S pq and S qp , where S qp denotes the re ection of the symmetric reconstruction S qp with respect to its symmetry plane. We measure the support of curved strokes as

F support = p,q overlap(S pq , S qp )c pq . (4.15)
is term is not necessary for straight strokes because their geometry is fully determined by a single correspondence, even if partial.

Finally, since only a subset of the correspondences that form a group might be selected, we measure whether this subset is representative of the entire group. We do so by penalizing the maximum distance between each selected 3D reconstructions S pq and the average geometry of the group:

F proximity = p,k cpq∈C k p dist(S k p , S pq )c pq . (4.16)

Optimizing for Connectivity

e second part of our score function prioritizes reconstructions that follow the principles of anchoring and coverage. To evaluate these properties, we rst need to identify intersections between groups of compatible reconstructions that form the solution. We denote a 2D intersection between two strokes s p and s r as i pr , and i pr is the binary variable that indicates whether the two strokes intersect in 3D. We express i pr in a linear form thanks to symmetric range constraints, which only allow an intersection to occur if the depth di erence between the groups selected for the two strokes is small (see Appendix A for detailed equations).

Stroke Anchoring. We consider a stroke to be well-anchored if it is part of at least two intersections of high valence. To identify such intersections, we rst group nearby intersections as done by [START_REF] Gryaditskaya | Li ing freehand concept sketches into 3d[END_REF]. We then consider an intersection to be of high valence if it is grouped with intersections between strokes converging to three di erent vanishing points, or to two vanishing points and to a third arbitrary direction. We count the number of high valence intersections along each stroke s p , and activate an auxiliary variable w p if the stroke is weakly anchored by being part of one intersection, and another variable f p if it is fully anchored by being a part of two intersections. We penalize the strokes inversely to their degree of anchoring:

F anchoring = - p (2 -w p -f p ) s p , (4.17) 
where we activate the binary variable s p if one of the groups of compatible reconstructions of s p has been selected, s p = k S k p .

Coverage. We favor 3D interpretations that cover the input strokes well by maximizing the distance between the rst and last intersections selected along a stroke:

F coverage = p max i∈Ip t p (i) -min i∈Ip t p (i) s p , (4.18) 
where I p denotes the set of intersections selected along stroke s p , and t p (i) denotes the arc-length parameter value of intersection i.

To identify the maximum and minimum arc-length parameters of selected 3D intersections, we associate each intersection i pr with two binary variables, a F pr and a L pr , which respectively specify if the intersection should be considered as the rst or last intersection along the stroke. Accompanying constraints ensure that we select at most one minimal and one maximal intersection per stroke, that each intersection cannot be both minimal and maximal at the same time, and that only selected 3D intersections are considered (see Appendix A for detailed equations). Equipped with these variables, we rewrite the coverage term as:

F coverage = p ipr∈Ip t p (i pr )a L pr - ipr∈Ip t p (i pr )a F pr . (4.19)
We detail in Appendix A how we treat the special case of ellipses, for which coverage cannot be measured since they do not have a start and end; instead, we favor 3D reconstructions of ellipses that are most circular.

(b) Input sketch (c) Segmented blocks (a) Sketch sequence Figure 4.13: We segment the stroke sequence into symmetric building blocks based on the density of possible local symmetry correspondences (a). We color-code the input strokes by order of appearance, from blue to yellow (a,b). In this example, the algorithm identi es one block for the bo om cuboid (green), one for its rounded edges (orange), and one for the slanted cuboid (pink).

Score Function

We combine the terms described above to form the score function to be maximized subject to the listed constraints:

F total = F symmetry + F support + F proximity + F anchoring + F coverage , (4.20) 
where the binary optimization variables i pq and c pq select intersections and symmetry correspondences respectively. We solve this optimization problem with the commercial solver Gurobi Gurobi Optimization, LLC [2021] (using the default parameters and no time limit). We use a xed set of weights λ symmetry = 2, λ support = 10, λ proximity = -100, λ anchoring = 5, and λ coverage = 4.

Algorithm Details

Computing Building Blocks

We handle complex sketches by grouping strokes that represent largely independent symmetric parts, or building blocks, each with its own triplet of symmetry planes. is decomposition breaks the reconstruction problem into a series of sub-problems, which contributes to the scalability of our method and enables us to process inputs with multiple symmetry planes per axis. We identify self-contained symmetric building blocks by leveraging the observations that their strokes are typically drawn consecutively, and that they share many internal symmetry correspondences. Treating the input sketch as an ordered sequence of pen strokes, we say that a correspondence between stroke s p and s q spans over s i if p < i < q.

We then count, for each stroke, the number of correspondence candidates that span over it. We restrict this computation to correspondences between nearby strokes, i.e. those that span at most 5 strokes. As illustrated in Figure 4.13, the resulting histogram exhibits distinct modes, one for each highly symmetric part. We segment this histogram at each of its local minima to form symmetric building blocks. We merge neighboring building blocks if they are too small (less than 10 strokes), and we split building blocks in half if they are too large (more than 30 strokes).

Sequential Block Reconstruction

We reconstruct the building blocks in their order of appearance in the drawing sequence. We use the reconstruction of each building block as a sca old for the next one, such that the selected compatible reconstructions act as a geometric context for subsequent strokes with which they share symmetric correspondences and intersections. We account for this context by computing the score function using the strokes of all building blocks processed so far, even though we only optimize for the strokes of the current building block. Note that while we search for a new triplet of axis-aligned symmetry planes for each new building block, we always consider the planes used by preceding building blocks so that several building blocks can share the same planes if appropriate.

Enforcing Globally Symmetric Reconstruction

Typical design sketches contain a mixture of local and global symmetries. We assume and enforce the presence of at least one global symmetry plane. We identify this global symmetry by performing two passes of our algorithm (Fig. 4.14). Our rst pass enforces global symmetry: for each major axis, we place an axis-orthogonal plane Π global at the origin and then run our algorithm with the additional constraint that all reconstructed strokes need to have a symmetry correspondence with respect to this plane. We keep the best-scoring solution across these three axes. is rst pass yields a globally symmetric, albeit incomplete, reconstruction of the sketch. In a second pass, we optimize all remaining strokes while keeping the globally-symmetric reconstruction xed, leaving each stroke free to form correspondences with respect to any of the planes.

Computing Plane Triplets per Block

Computing the reconstruction for each block requires a triplet of symmetry planes. When only one symmetry plane exists, we can x the scale of the scene by positioning the plane at the origin. When a triplet of symmetry planes is present, however, we need to solve for the position of each plane along its axis.

We nd the optimal position for a triplet by xing the rst plane at the origin, and then searching among candidate positions of the two other planes the one that yields the best reconstruction overall, as measured by Equation A.38. To obtain these candidate positions, we rst place the three planes at the origin and reconstruct all symmetric correspondences of each plane separately. We then leverage the fact that translating a plane along its axis is equivalent to translating and scaling the 3D reconstruction of the strokes that are symmetric with respect to that plane. We loop over each 2D intersection i pr and deduce how to position the planes such that the reconstructed strokes S k p and S l r e ectively intersect in 3D.

Computing a complete reconstruction for each candidate plane triplet would be prohibitive. Since the set of 3D strokes reconstructed for each plane is sparse, however, only a few triplets yield intersections between many strokes. Based on this observation, we rst compute, for each candidate triplet, the coverage term of all candidate reconstructions of all strokes; this gives us an upper bound of our score function. We then only run the integer program for the positions that maximize this upper bound (we keep the best 64 positions in our experiments). We further speed up this iterative search by providing each run of the integer program with the best score obtained so far, allowing the branch-and-bound solver to trim any branch of the solution tree that has a lower score.

Completing the Reconstruction

Artist drawings contain strokes with no symmetric counterparts, as well as strokes which have such counterparts but which were either not matched with these counterparts or assigned di erent sub-par symmetric counterparts by our block-level processing. We complete the reconstruction by addressing both types of strokes.

We improve symmetric correspondences by reevaluating all reconstructed strokes with low reconstruction con dence. We de ne a stroke as low con dence if it is part of only one symmetry correspondence and its coverage term is below 0.5. For any such stroke s, we go through all symmetry planes and all other strokes s ; we re ect each such stroke around the plane and measure the distance between the 2D projection of the re ected stroke and s. We reconstruct the stroke s by matching it with s if the computed projection is within our projection tolerance and the new reconstruction improves the coverage of s. We reconstruct the remaining non-symmetric strokes using anchoring and coverage cues, leveraging their 2D intersections with previously reconstructed strokes.

We perform this reconstruction using a greedy version of the algorithm by Gryaditskaya et al. [2020], which is su cient in our context since few of the non-reconstructed strokes interact.

Evaluation and results

Fig. 4.15 compares our results to the ones obtained by our rst method from Sec.4.2. Overall, our reconstructions are more faithful to the input sketch, with fewer dangling strokes and non-symmetric distortions. Fig. 4.16 presents more reconstructions produced by our method.

We provide additional results and comparisons on 82 sketches as supplemental materials, Chapter 4. in the form of turntable videos. ese sketches correspond to the subset of rst-impression concept sketches from OpenSketch [START_REF] Gryaditskaya | Opensketch: A richly-annotated dataset of product design sketches[END_REF]] on which we managed to calibrate a perspective camera using the algorithm of [START_REF] Gryaditskaya | Li ing freehand concept sketches into 3d[END_REF]; this calibration failed on 21sketches due to lack of axes-aligned lines.

Comparative study. We conducted a perceptual study to quantify our improvement over prior work. We recruited 10 participants, which we distributed in two groups that assessed 26 sketches each. For each sketch, we presented the input along with our reconstruction and the reconstruction by our rst method from Sec.4.2. e two reconstructions were colored to highlight their di erences, similar to Fig. 4.15. ey were displayed in the form of looping videos showing slight view changes, and were ordered randomly. e participants were asked to indicate whether the rst reconstruction is more plausible, the second reconstruction is more plausible, both are equally plausible, or both are equally implausible. e plot below visualizes the 5 answers over all 52 sketches. Our results were judged more plausible 51% of the time, while the results of our rst method were judged more plausible 23% of the time. Both reconstructions were judged equally plausible 14% of the time, and equally implausible 12% of the time. We conducted a paired samples t-test on these results, which showed that this improvement over prior work is highly statistically signi cant (p-value of 1.0e-07).

Ours [Gryaditskaya et al. 2020] Both plausible

Both implausible Timings We provide timings for sketches of increasing complexity in Table 4.1. Computation is dominated by three main stages, of roughly equal time. e rst stage, pre-processing, is necessary to calibrate the perspective camera and compute intersections between all strokes. e second stage consists in detecting and reconstructing all candidate symmetry correspondences. Finally, we call our main algorithm to perform the global and local symmetric reconstructions. In summary, our algorithm takes a few minutes for simple sketches (Fig. 4.13) to a dozen of minutes for complex ones (Fig. 4.11).

Limitations Our method is sensitive to the detection of the initial set of candidate symmetry correspondences. If the detection is too permissive, the integer program can get overwhelmed by too many erroneous correspondences. If the selection is too strict, it might miss correct correspondences. We described in Sec.4.3.4 the heuristics we use to select likely correspondences. Future work might improve on these heuristics, possibly using machine learning.

Conclusion

We have presented the rst algorithm that leverages the abundance of multiple axisaligned re ective symmetries in concept sketches to automatically reconstruct such sketches. By casting the joint selection of symmetry correspondences and stroke intersections as an integer program, our method successfully reconstructs real-world sketches despite signi cant clu er and imprecision in such input. Our formulation solves for the depth of the pen strokes but keeps their position in the drawing plane xed. Yet, the structural information we recover holds great potential to regularize the 3D reconstruction, for instance by snapping nearby symmetry planes and intersections while enforcing the selected symmetry relationships. [2020], Both plausible, Both implausible). Our method produces fewer dangling strokes (armchair) and can reconstruct disconnected strokes (trash bin, blue strokes). Our results were judged more plausible on the majority of cases, although a few were judged inferior, such as the house (bo om right) where our method wrongly interprets two diagonal lines as symmetric, which stands out in the otherwise correct reconstruction. e columns Ours show the reconstructions from an alternate viewpoint. We encourage the reader to experience these results as video turntables on our supplementals website https://repo-sam.inria.fr/d3/SymmetrySketch/ supplementals/index.html.

Input Sketch Ours Input Sketch Ours
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Synthesis

Introduction

Industrial designers routinely imagine 3D shapes, and use freehand concept sketching to crystallize their mental visions and communicate them to collaborators and clients. Concept sketches o en contain a large number of construction lines that designers draw to achieve accurate perspective. Early lines represent abstract shape primitives (cuboids, cylinders) that are easy to draw, and that provide anchors to trace ner shape details. Intermediate construction lines also help designers achieve proper alignments and proportions, for instance by locating the midpoint of perspective planes. Unfortunately, existing work in non-photorealistic rendering (NPR) focused on reproducing feature lines of 3D models [START_REF] Bénard | Line drawings from 3D models: a tutorial[END_REF] and largely ignored the challenge of reproducing the construction sequences that designers follow to draw such lines, and that greatly contribute to the unique visual style of concept sketches.

In addition to their aesthetic appeal, concept sketches are drawn to communicate 3D information, and as such form a valuable input for sketch-based modeling systems that hold the promise of accelerating the transition from freehand sketching to computer-aided design (CAD). But recovering 3D information from concept sketches is very challenging due to the inherent ambiguity of sparse line drawings. As with many ill-posed visual computing tasks, deep neural networks o er a promising solution to map 2D drawings to 3D information a er being trained on large datasets of paired drawings and 3D shapes [Zhong et al., 2020a]. But due to the scarcity of real-world sketches, existing methods resort to synthetic drawings generated from 3D models for training. Unfortunately, the domain gap between synthetic and real data prevents these neural networks to generalize well to real concept sketches [START_REF] Gryaditskaya | Opensketch: A richly-annotated dataset of product design sketches[END_REF].

Motivated by applications in NPR and in sketch-based modeling, we propose an algorithm to synthesize human-like concept sketches from CAD models. Figure 5.1 showcases several sketches generated with our method, which are di cult to distinguish from real sketches drawn by professional designers.

Input CAD sequence

Real-world and CAD2Sketch-generated concept sketches A key insight behind our approach is that concept sketching o en serves as a preliminary step to CAD modeling, to the point where many similarities exist between the two work ows [START_REF] Henry | Drawing for product designers[END_REF]. We distill and leverage these similarities to convert CAD models into synthetic concept sketches. Working with CAD models brings multiple advantages compared to 3D meshes: not only the boundary representation of a CAD model captures precise feature lines of the shape, the underlying sequence of CAD operations provides the entire creation history of the shape, which follows similar steps as the ones followed by designers when sketching. CAD sequences also encode additional information about design intent in the form of constraints on alignment and proportion between parts of the shape, which we exploit to generate the corresponding construction lines. is is why designers introduce construction lines with parsimony, deciding as they construct their sketch whether a line is necessary to achieve an accurate and legible depiction of the shape. We formulate this decision problem as a binary optimization. Starting with an overcomplete set of lines generated from CAD operations, our algorithm selects which lines to keep such that the resulting drawing sequence trades construction quality with sketch readability. We also observe that designers reduce visual clu er by varying the opacity of their strokes, using faint strokes for construction lines and darker strokes for the nal feature lines. We reproduce this style in the last step of our method by copying the shape and opacity of strokes taken from real-world sketches.

In a study with design teachers, our synthetic sketches were judged to be of similar quality as real sketches. As an application, we show that including stylized construction lines in synthetic training data improves the performance of a normal predictor when tested on synthetic as well as on real sketches. We will release our source code and data to ease reproduction of our method. 1

Contributions

e method presented in this chapter was published in Hähnlein et al. [2022b]. As the rst author, I have implemented the entire method. For the applications, the second author, Changjian Li, implemented the comparison with image translation networks, see Fig. 5.15, and the normal map prediction training and evaluation, see Sec.5.4.3. I have generated the datasets required for this task.

Rendering CAD sequences as concept sketches

e principles we distilled in Chap.3 inform us on what lines should be drawn for di erent CAD operations (principles 3.2, 3.2, and 3.3) and for di erent CAD constraints (principle 3.2). Other principles are unique to sketching and tell us how to judge whether a line is well constructed given preceding lines (principle 3.2), and how to select and stylize the lines to reduce visual clu er and achieve the look of hand-drawn sketches (principles 3.3 and 3.1).

We built on these principles to develop an algorithm composed of three main steps, illustrated in Figure 5.2. First, we generate candidate lines for every operation of a CAD sequence using procedures proper to each type of operation (Section 5.3.1). Next, we select a subset of these lines to achieve a good balance between the overall clu er of the drawing and the anchoring of each line (Section 5.3.2). Finally, we adjust the opacity and shape of each line to achieve the same visual look as real-world concept sketches (Section 5.3.3). 

Generating lines

is section describes how we generate lines from the corresponding CAD operations and constraints (principles ii, iii, iv, and v). Note that successive CAD operations sometimes generate multiple copies of the same line. To reduce computation load, we detect such copies and we only keep the rst instance of the line.

Alignment and proportions

We generate lines that depict alignment and proportions whenever such constraints are present in a CAD pro le. We depict horizontal and vertical alignments by tracing axis-aligned lines over the plane in which the pro le is embedded. We depict midpoints on pro le segments by generating pairs of diagonal lines whose crossing points connect to the target midpoint via an axis-aligned line. We generate these pairs of diagonals from preceding lines by considering all rectangles adjacent to the segment to be divided (Figure 5.3).

Coarse-to-ne sca olding We generate sca olds by extracting all the feature curves produced by intermediate operations along the CAD sequence. To do so, we process one operation at a time and we identify the curves that the operation introduces in the boundary representation (BREP) of the CAD model, as illustrated in Figure 5.4. We order the lines in the same order as the operations, and we follow the order of the BREP curves within each operation. Fillets We generate local planes for each circular arc produced by a llet operation, which appear at the extremities of the feature curves impacted by the llet. We rst draw the planes and then the circular arcs.

Projection In the presence of an extrusion operation applied on a CAD pro le, we generate construction lines that help anchor the pro le curves within the sketch (Figure 5.5).

We rst create a grid-like structure within the pro le plane by tracing the bounding box of the pro le, and by tracing vertical and horizontal lines that connect each vertex of the pro le to opposite sides of the bounding box. We then connect this grid to other parts of the sketch by tracing planar axis-aligned sections across the shape. We locate the section lines by intersecting the shape with vertical and horizontal planes going through the aforementioned grid lines. Finally, for each vertex of the pro le, we trace a projection line connecting the start and endpoint of the extrusion. We deduce the endpoint from the length of the extrusion when it is speci ed, or we cast a ray from the start point along the extrusion direction until we hit a face of the BREP. We order the lines such that the bounding box is drawn rst, followed by the pro le curves, the grid lines and the corresponding section lines, and nally the projection lines.

Selecting lines

e procedures introduced in the previous section complement the feature lines of the CAD sequence with a large number of auxiliary construction lines. Our goal is now to select among all generated lines a subset that yields a well-constructed yet readable depiction of the shape. We formulate this goal as a binary optimization problem, where we associate each generated line s p ∈ S with a binary selection variable s p that we set to 1 to indicate that the line should be kept in the solution, 0 otherwise (we use bold typeface to represent binary variables throughout the paper). We optimize these selection variables such that the following objective function is maximized:

F ({s p }) := F visibility -λ 1 F construction -λ 2 F clu er , (5.1) 
where F visibility favors lines that depict visible parts of the shape, F construction penalizes poorly-constructed lines, and F clu er penalizes visual clu er. e computational challenge in solving this optimization resides in the fact that many of the principles listed in Chap.3 impose inter-dependencies between the lines, such that lines cannot be selected one-by-one, but rather need to be selected in accordance with other lines. Several approaches exist to make such a challenging optimization tractable, such as search algorithms that consider simultaneously di erent solutions and employ pruning and backtracking strategies to manage the exploration/exploitation trade-o . However, such approaches would require implementing a custom algorithm with dedicated heuristics. Furthermore, inter-dependencies between distant lines would be computationally challenging for such sequential algorithms. Our solution is to formulate the optimization as an integer program where we express dependency between lines via mathematical constraints on their respective binary variables. Importantly, we formulate these terms via linear equations and constraints within an integer program, such that the resulting discrete optimization can be e ciently performed using a commercial solver [Gurobi Optimization, LLC, 2021].

Before detailing each term of Equation 5.1, we rst introduce the graph data-structure we rely on to reason about the presence of various construction techniques and the corresponding line inter-dependencies in a given selection of lines. We use intersection graphs to encode ordered construction sequences of sca old and auxiliary lines. e graph is computed in pre-process over all generated lines (a). In this example, since line s 5 intersects lines s 1 , s 2 , s 3 and s 4 at its extremities, it has 4 incoming edges in the intersection graph. During optimization, a subset of lines is selected by the integer program (b). e intersection graph restricted to selected lines allows us to test whether a line depends on a preceding line in the solution, as is the case for s 7 that is reachable from s 1 via s 2 .

Intersection graph

e quality of a construction sequence greatly depends on the intersections that any line forms with preceding lines. We keep track of this information by computing the directed acyclic graph of intersections between the ordered lines generated by the above procedures. In this (dual) graph, each node s p represents a line, and each directed edge i p→q represents an intersection between a line s p and a subsequent line s q . Figure 5.6a illustrates the intersection graph computed for all generated lines for a simple shape.

For a given assignment of binary variables {s p }, only the sub-graph composed of selected lines ma ers, as shown in Figure 5.6b. We can identify whether a line s p is used to construct a subsequent line s q by detecting whether there exists a path that connects s p to s q within this sub-graph. If this is the case, we consider that s q can be reached from s p in the solution, which we indicate by se ing an auxiliary binary variable r p→q to 1.

ese auxiliary variables will then serve to evaluate F construction (Section 5.3.2.3).

We compute r p→q by using a recursive formulation. We rst consider all lines s q that follow and intersect line s p , i.e., for which there is an edge i p→q in the intersection graph. We impose that r p→q is selected if s p and s q are selected with the constraint

s p + s q ≤ 1 + r p→q , ∀s q ∈ V 1 p , (5.2) 
where V 1 p denotes the outgoing 1-ring neighborhood of node s p . To satisfy the inequality, r p→q needs to be set to 1 if s p and s q are set to 1. Note that this constraint alone does not prevent r p→q to equal 1 when s p or s q are set to 0. But such a con guration is prevented implicitly because it would increase the F construction penalty unnecessarily, as detailed in Section 5.3.2.3. We then recursively identify lines s q that depend indirectly on s p via intermediate lines s t by formulating the constraint

s p + r t→q ≤ 1 + r p→q , ∀s t ∈ V 1 p , (5.3) 
which expresses the fact that s q can be reached from s p if s p intersects s t and s q can be reached from s t .

Visibility

We favor drawings that depict visible parts of the shape by measuring how much of each feature line is occluded from the camera. We compute the partial visibility v(s p ) ∈ [0, 1] for each feature line in preprocessing by shooting rays from the camera toward samples regularly distributed over the line and by counting the percentage of rays that reach the line without intersecting any face of the BREP. We then compute the visibility term of a solution by summing v(s p ) over all selected lines:

F visibility = p s p v(s p ).
(5.4)

Construction quality

As detailed in Chap.3, designers employ several techniques to construct perspective sketches, although they use these techniques with parsimony to avoid clu er. Instead of enforcing each technique strictly, we encapsulate all techniques into a single function that penalizes lines that are only supported by few techniques. Formally, we introduce auxiliary binary variables which we set to 1 to indicate the presence of speci c construction techniques in support of a given line s p , and we count how many of these techniques are present. ree such variables indicate the presence of anchoring techniques (w p , f p , and h p ), two variables indicate the presence of alignments and midpoints (a p and c p ), and one variable indicates the presence of projections (p p ). We test the presence of a particular technique by implementing linear constraints on the binary variables associated with the lines involved in the technique.

Furthermore, lines that appear early in the construction sequence o en serve to anchor subsequent lines. Hence, a poorly-constructed line negatively impacts all lines that are anchored on it. Based on this observation, we weigh the construction penalty of a line s p proportionally to the number of lines that can be reached from it, which we express as w dependency (s p ) = q r p→q .

Given these terms, we formulate the construction penalty as

F construction = p w dependency (s p ) (6 -w p -f p -h p -a p -c p -p p ) . (5.5) 
Anchoring We express the degree of anchoring of a line by testing three complementary criteria, which follows principle 3.2. First, we consider that a line is weakly anchored if it intersects at least one preceding line, in which case we set a binary variable w p to 1. Second, we consider that a line is fully anchored if it intersects preceding lines at its start and end points, in which case we set a binary variable f p to 1. Finally, we favor lines that go through at least one intersection of valence 3 or higher, for which we set a binary variable h p to 1.

To implement the la er criteria, we consider the set of intersections {i k p } that a line s p forms with any preceding lines, and we associate each intersection with a binary variable h k p that indicates whether at least 2 selected lines that precede s p go through that intersection. Denoting S k p the set of all lines that precede s p and go through i k p , we follow the Big M method [START_REF] Griva | Linear and Nonlinear Optimization[END_REF] and impose the constraint

q∈S k p s q ≥ 2 -M 1 -h k p , (5.6) 
with M a large constant, set to 100 in our implementation. anks to this inequality, at least 2 lines of S k p must be selected for h k p to be selected and contribute to the anchoring score. We then test if at least one intersection of high valence exists along s p by imposing the constraint k h k p ≥ h p .

x j q

x i p s q s t s p
Alignment A point on a line s p is well-aligned with a point on a preceding line s q if at least one third axis-aligned line s t passes through the two points to be aligned (see inset). Let us denote as x i p and x j q the two points that should be aligned. In preprocessing, we detect all axis-aligned lines that precede s p and that pass through the two points, denoted by the set A ij pq . We repeat that process for all points along s p that are subject to alignments, which we denote as the set X p . We then set a binary variable a p to 1 if at least one line from A ij pq is selected for each x i p , which we ensure with the constraint

t∈A ij pq s t ≥ a p , ∀x i p ∈ X p . (5.7) 
x s q x m q x e q s q s p Midpoints Tracing a line s p through the midpoint of a segment s q requires a pa ern of seven lines, where four lines form a rectangle adjacent to s q , two lines form the diagonals of that rectangle, and one line goes over s p to join the crossing point of the diagonals with the midpoints of s q and its opposite side (see inset). A characteristic feature of this pa ern is that it contains ve intersections of valence 3 (the four corners and the crossing point) and two intersections of valence 2 (the two midpoints). Our goal is to select seven lines that satisfy this condition, in which case the binary variable c p is set to 1.

Our line generation procedure synthesizes multiple lines that can form the necessary construction sequence (Figure 5.3). Out of all generated lines, we rst identify the ones that precede s p and that are eligible to form one of the seven lines of the pa ern. Denoting

x s q and x e q the start and end points of the segment to be divided, and x m q its midpoint, we look for all lines that are coincident to s q and that extend beyond x s q and x e q , all lines parallel to s q , all lines going through x s q , x e q or x m q and that are perpendicular to s q , and all diagonal (i.e., non-axis-aligned) lines going through x s q or x e q . We denote the resulting seven sets of lines as S 1..7 p .

We rst select one and only one line in each set to form a pa ern of seven lines. To achieve this goal, we associate each line s q of each set with an auxiliary binary variable ŝq , and we constrain:

q∈S l p ŝq ≤ 1, ∀l ∈ {1..7}.
(5.8)

We then make sure that the lines forming the pa ern are only selected if they also appear in the nal solution:

ŝq ≤ s q , ∀s q .

(5.9)

We constrain that seven lines are selected to form a complete pa ern:

q∈S 1..7 p ŝq ≥ 7 -M (1 -c p ).
(5.10)

We then test the valence of the intersections formed by the seven lines. Denoting I 1..7 p the set of all possible intersections between all lines in S 1..7 p , we associate each intersection i k ∈ I 1..7 p with a binary variable i k set to 1 if at least two selected lines go through this intersection, and with a binary variable h k set to 1 if at least three selected lines go through this intersection. ese variables allow us to implement the condition that seven intersections are selected, including ve of valence 3 or higher:

i k ∈I 1..7 p i k ≥ 7 -M (1 -c p ),
(5.11)

i k ∈I 1..7 p h k ≥ 5 -M (1 -c p ).
(5.12)

Fillets Our line generation procedure ensures that each llet arc comes with four lines forming a local sca old plane. Yet, other lines might coincide with these four lines, and our goal is that at least one line is selected for each side of the plane. We express this goal by de ning an alignment constraint for each pair of vertices that form the four edges of the supporting plane, and by treating these constraints as described in the previous paragraph. is strategy can yield more economical line usage by selecting a single line passing through multiple local sca old planes.

s p
Projection lines A projection line is well constructed if there exists a path of lines that form a planar, axis-aligned section connecting the start and end points of the projection line (see inset, where the blue or the purple path can serve to anchor the orange projection line s p ). For a given projection line, we rst identify all preceding lines that lie in any of the two axis-aligned planes that go through the projection line. For each plane, we then compute the directed graph of intersections between all lines it contains. In each of the two intersection graphs, we test the existence of a path of selected lines that connects the two lines intersected by the projection line at its extremities. We use the formulation from Problem IP3 in [START_REF] Magnanti | Shortest paths, single origin-destination network design, and associated polyhedra[END_REF] to implement this path search as an integer program. If such a path exists within one of the two intersection graphs, we set a binary variable p p to 1.

Visual clutter

o pq s p s q o mn s m s n
We penalize clu er by counting the number of occlusions between lines once projected in the image plane. We detect occlusions o pq between all generated lines in preprocessing, and we set a binary variable o pq to 1 when the corresponding lines s p and s q are selected. To avoid a quadratic constraint of the form o pq = s p s q , we identify occlusion by imposing the linear constraint s p + s q < 2 + M o pq . If both s p and s q get selected, o pq must also get selected to ensure the inequality. e number of occlusions is then given by p,q o pq .

In complement to this measure of occlusion, we also reduce clu er by penalizing the use of unnecessary construction lines. We achieve this goal by counting the number of construction lines in the solution, p∈S c s p , where S c denotes the set of all generated auxiliary construction lines.

Combining these two terms gives the score function:

F clu er = p,q o pq + p∈S c s p , (5.13) 
where we give a small weight = 1e-3 to the second term to act as a weak regularization.

Optimization

We maximize Equation 5.1 subject to the listed constraints (Equations 5.2, 5.3, B.1, 5.7, 5.8, 5.9, 5.10, 5.11, and 5.12) using the commercial solver Gurobi [Gurobi Optimization, LLC, 2021] (using the default parameters and no time limit). We provide the complete set of equations in Appendix B. Figure 5.7 illustrates the visual impact of varying the λ 1 and λ 2 parameters, which allow users to adjust the amount of construction lines and clu er. We describe in Appendix C a procedure to tune these parameters automatically for an input CAD sequence.

Stylizing lines

Designers depict lines by tracing pen strokes on canvas. e shape of these strokes, their approximate trajectory, as well as their opacity all contribute to the visual style of concept sketches. We adopt a data-driven approach to reproduce this style, using the 107 rst-view concept sketches of OpenSketch [START_REF] Gryaditskaya | Opensketch: A richly-annotated dataset of product design sketches[END_REF]] as a stroke library on which we compute statistics about various visual e ects. Depending on the target application, we can restrict the library to speci c participants of OpenSketch to reproduce their individual style, as shown in Figure 5.8.

Stroke aim

When sketched quickly, pen strokes o en deviate from their intended trajectory. We compute an estimate of the overall imprecision of a real sketch by considering all straight strokes that converge towards one of the vanishing points, and by measuring the angular deviation between each stroke and the line joining the starting point of the stroke to its vanishing point. We t a normal distribution on these measurements, which we sample to apply similar deviation to our synthetic strokes. We use the calibrated perspective cameras provided in OpenSketch to locate the three dominant vanishing points for each sketch.

Stroke overshooting We de ne overshooting as the ratio between the length of a line and the length of the stroke used to depict that line. We measure this ratio on strokes of OpenSketch by assuming that the line that a given stroke depicts joins the rst and last intersections along the stroke. Figure 5.9 plots the value of this ratio as a function of the relative position of the stroke in the sketching sequence, averaged over all sketches of a participant of OpenSketch and discretized over 100 bins. To reproduce an artist's overshooting style, we extend each stroke by the average ratio measured at the same relative position in the sequence.

Stroke shape Pen strokes in real drawings are never perfectly straight, or elliptic, but rather exhibit subtle imprecision in their execution. Inspired by the sketch stylization approach by [START_REF] Berger | Style and abstraction in portrait sketching[END_REF], we reproduce the shape of real pen strokes by copying and transforming strokes from OpenSketch. For each synthetic line, we select the k = 10 best-ing strokes by performing an ICP registration against all strokes in the library, and we randomly select one of these strokes for rendering. Compared to selecting the best stroke overall, taking one of the k best strokes yields more plausible sketches as it introduces a small amount of imperfection.

Stroke opacity. Designers draw strokes using di erent levels of pressure depending on the line type [START_REF] Henry | Drawing for product designers[END_REF][START_REF] Eissen | Sketching: e Basics[END_REF], and pen pressure also varies along an individual stroke as the pen is pressed and li ed. We reproduce these e ects in two steps. We rst model the distribution of opacity per line type in OpenSketch as a normal distribution, and we sample from these distributions to obtain an opacity value for each synthetic stroke depending on its type (Figure 5.10). We then generate variations of opacity along each stroke by copying opacity pro les of real strokes from OpenSketch. For a given synthetic stroke, we select the opacity pro le whose median value is closest to the value sampled in the rst step. Care must be taken when measuring opacity in real-world sketches, because lines that appear dark might actually been drawn with multiple faint, overlapping strokes. In contrast, when generating our synthetic sketches, Figure 5.9: Overshooting statistics. Ratio of overshooting as a function of the relative position of a stroke in the sketching sequence, measured for a speci c participant of the OpenSketch dataset [START_REF] Gryaditskaya | Opensketch: A richly-annotated dataset of product design sketches[END_REF]]. e plot reveals that this participant overshoots more the early strokes. we use a single stroke to trace a given line. We account for this characteristic of real sketches by measuring their opacity in raster form, where the value of a pixel corresponds to the accumulated opacity of all strokes running over that pixel. We assign the opacity value of a pixel to the last stroke drawn over that pixel, as it corresponds to the amount of darkness that the designer intended to obtain when tracing that stroke. Figure 5.12: Di erent line types. We show the di erent line types generated for the results from Fig. 5.11 2nd row (c) and Fig. 5.11 last row (c). For illustration purposes, we show the synthetic lines before stylization. Also, since a line can have been generated by multiple techniques, here we only show the rst technique which created a speci c line. e color code is: Pro le lines, Midpoint lines, Projection lines, Fillet lines, Grid lines, Feature lines.

Evaluation and Results

Figure 5.1 combines real sketches from OpenSketch [START_REF] Gryaditskaya | Opensketch: A richly-annotated dataset of product design sketches[END_REF] with synthetic sketches generated by our method. Sketches (b), (d) and (f) are the synthetic ones. Figure 5.11 presents a gallery of sketches generated from CAD sequences in the ABC dataset [START_REF] Koch | Abc: A big cad model dataset for geometric deep learning[END_REF]. For each model, we show three sketches produced by our method with di erent parameter se ings and stroke styles, along with one sketch generated by a naive method that only renders all the intermediate feature lines of the CAD sequence. We also provide animated drawing sequences of some of our results as a supplemental video, which highlights the construction steps produced by our method. Finally, Figure 5.12 illustrates the various types of lines generated by our system for several CAD models. Table 5.1 provides runtime statistics for the main steps of our method on three representative examples. e total time remains in the order of minutes for all models we tested, varying with the number of generated lines, the number of intersections, and the viewpoint. Our implementation of stylization is slow because it performs an ICP registration between each line and all strokes in the library, which could be accelerated by using shape descriptors [START_REF] Berger | Style and abstraction in portrait sketching[END_REF]. Table 5.1: Performance statistics. Runtime of the di erent steps of our method, in seconds. Note that the complexity varies with the number of lines, the chosen viewpoint, as well as with the number of intersections. Real and synthetic sketches used in our evaluation study, along with a boxplot summarizing the ratings aggregated over shapes and evaluators. e real-world sketches were drawn by designers selected from OpenSketch (D1, D2 and D3), while the synthetic sketches were generated by variants of our method (M1 with random opacity, M2 without auxiliary construction lines nor line selection, and Ours). In the plot, the top and bo om of the box correspond to the rst and third quartile, the whiskers correspond to the min and max scores, and the cross denotes the mean score. Our method (green) is on par with real designers, and even outperforms some of them in terms of construction, amount of detail and line execution.

We next compare our method to alternative stylization algorithms and demonstrate how our synthetic sketches can be used as training data for a normal prediction task.

Comparison with non-photorealistic rendering and with image stylization

Our work follows the tradition of NPR research as it a empts to reproduce principles of construction lines -an artistic practice that is ubiquitous in design sketching and yet has been largely overlooked by prior work on line drawing generation. Figure 5.14 provides a visual comparison to the two NPR systems we felt closest to our work in their a empt to synthesize construction lines. FreeStyle Grabli et al. [2004b[START_REF] Grabli | Programmable rendering of line drawing from 3d scenes[END_REF] emulates 2D construction techniques by approximating curved strokes with straight lines and geometric primitives (squares, circles)2 . e resulting lines do not resemble the 3D construction techniques we observed in real-world concept sketches. How2Sketch Hennessey et al. [2016] generates step-by-step tutorials that are easy to follow by novices, but these tutorials only include a subset of the lines we generate (sca olds, alignments and proportions). Furthermore, How2Sketch does not consider the clu er produced when drawing the construction lines generated for all steps of the tutorial. In summary, our system is the rst to target the generation of well-constructed yet readable 3D concept sketches that look like real drawings.

Our approach implements longstanding principles of concept sketching in the form of a line generation and optimization procedure. is methodology contrasts with recent work in image stylization that relies on machine learning to translate images to line drawings without an explicit formalization of the underlying principles. We compare to the state-of-the-art image-to-image translation method by [START_REF] Chan | Learning to generate line drawings that convey geometry and semantics[END_REF] in Figure 5.15. Similarly to ours, this method has been developed to generate drawings that reproduce the visual style of OpenSketch while conveying well the geometry of the depicted objects, which the authors achieved by combining an adversarial loss for style and a depth estimation loss for geometry. However, their method takes photographs as input rather than CAD sequences. We thus perform the comparison by feeding their pre-trained method with shaded renderings of the CAD model (Fig. 5.15a ). While their method captures salient feature lines of the shape and reproduces the stroke texture, it does not generate construction lines. We hypothesize that this limitation of their method is due to the fact that construction lines o en lie away from the input image edges, and as such are di cult to model by the restricted receptive eld of generative convolutional neural networks. e temporal dependency inherent to construction lines is also challenging to infer from a single image.

Comparison with real-world sketches

Our primary goal is to generate concept sketches that look like real ones. To evaluate whether we achieved this goal, we asked three design teachers to rate a set of 18 sketches, without telling them that half of the sketches were synthetically generated. All three evaluators were experienced in this task, one being a sketching instructor for more than 7 years (R2), the two others being teaching assistant for 4 and 5 years respectively (R3 and R1). ey rated each sketch according to four criteria that they commonly use when evaluating students, and that re ect the key features of our method: 1. Construction, 2. Amount of detail, 3. Line weight, 4. Line execution. Each criteria was evaluated on a 4-point scale that re ects the expected level of a design student at the end of a 5-years study curriculum, where 1 corresponds to "clearly below graduation level" and 4 corresponds to "be er than graduation level ". e evaluators spent between 30 minutes To meaningfully interpret the evaluation results, we need to be able to assess how the teachers' grades vary among (a) sketches from the same designer/algorithm and (b) sketches from di erent designers/algorithms depicting the same object. Given these constraints and the available sketches from OpenSketch, we could only choose among 6 designers who all drew the same 12 objects. We chose 3 designers with di erent drawing styles (choice of lines and line stylization), denoted as D1, D2 and D3. We then chose 3 objects that we could re-model using CAD operations that are supported by our system. In addition to the three real sketches, we generated three other sketches for each object using variants of our method. e rst variant -denoted M1 -contains our selected feature and construction lines but rendered with random opacity and overshooting. e second variant -M2 -renders the lines using our stylization procedure, but only displays intermediate feature lines (i.e., sca olds) without any auxiliary construction lines and without selecting a subset of lines according to Equation 5.1. M1 and M2 serve as naive baselines compared to our full approach -denoted Ours -that includes the generation, selection and stylization of various auxiliary construction lines to achieve a balance between construction quality and visual clu er. We used the automatic procedure described in Appendix C to select the values of λ 1 and λ 2 in our results, and we use sketches from D3 to build the stroke library used for stylization.

Note that we do not model the error that designers do when tracing lines that are not well anchored [Schmidt et al., 2009a]. As a result, the sketches produced by M2 exhibit as perfect a perspective as ours, even though it is likely that they would su er from more distortion if drawn by hand, as was reported by [START_REF] Gryaditskaya | Opensketch: A richly-annotated dataset of product design sketches[END_REF] who measured a positive correlation between sketch accuracy and presence of construction lines in OpenSketch.

Figure D.1(bo om) summarizes the ratings obtained by each real-world designer and by each variant of our method, aggregated over all 3 shapes and 3 raters. Overall, the method with random stylization (M1) is judged inferior compared to other methods and to real-world sketches. In contrast, both M2 and Ours are on par with real designers, with Ours being slightly superior even over some of the designers in terms of construction and amount of detail. Our method was also judged stronger than real designers in terms of line execution, which might be due to the lack of a realistic distortion model as mentioned above.

e three evaluators sometimes disagreed on speci c cases, such as for our vacuum cleaner that R3 judged "well constructed with the right amount of lines", while R1 criticized that vertical lines are not vertical, which might be due to our choice of viewpoint. e comments by R1 and R3 also highlight the strengths and weaknesses of our method. For instance, R1 noted that our sketch of the house is missing midpoint lines, which is actually due to the fact that the corresponding constraint was not present in the version of the CAD model we used for the study. For the box, R3 appreciated that "rounded edges are constructed pre y well" in our result, but both R1 and R3 would have liked to see an elliptic arc to clarify the movement of the lid, as can be seen in the sketches by D1, D2 and D3. When commenting on line weight for our results, R3 appreciated that "the drawing uses an appropriate distinction between construction and nalized shape" and R1 stressed the "clear division of construction lines and product outline", although R1 suggests the need for more variation as "some line weight di erence can be made at certain edges". We provide the full evaluation grids by the three evaluators as supplemental materials, along with a visualization of their ratings for each sketch.

Application to normal map prediction

Our research is partly motivated by the need to synthesize large quantities of synthetic data to train deep learning models to interpret real-world sketches. We demonstrate this application of our work on the task of predicting normal maps from concept sketches, and we use this task to evaluate the impact of the di erent ingredients of our method.

Network structure We built our neural network implementation upon Sketch2Normal [START_REF] Su | Interactive sketchbased normal map generation with deep neural networks[END_REF]]. e only changes we made was to encode the sketch as a 1-channel gray-level image rather than a 3-channel color image, and to remove the input channel they used to provide normal hints.

Dataset generation

We implemented a simple shape grammar to generate synthetic CAD sequences, which we detail in Appendix E. We used this grammar to create 2000 models for training, and 300 for testing, some of which can be seen in Figure 5. 16. For each model, we generated 3 sketches from di erent 3/4 viewpoints to obtain a total of 6000 paired sketches and normal maps. To avoid the cost of testing many parameter values, we xed λ 1 = 0.5 and λ 2 = 0.01, which we experimentally found to produce a high number of construction lines.

In complement to this synthetic data, we also generated a dataset of 108 sketches of ABC models [START_REF] Koch | Abc: A big cad model dataset for geometric deep learning[END_REF] to test the generalization of the trained neural networks over real-world shapes. We selected these models to have a similar aspect ratio as ours, and to not involve imported geometry, nor the OnShape shell feature that converts solids into surfaces of constant thickness.

Finally, we also created two test sets from OpenSketch [START_REF] Gryaditskaya | Opensketch: A richly-annotated dataset of product design sketches[END_REF], each composed of 6 sketches drawn by the same designers D1 and D3 as in Section 5.4.2. We selected these sketches to represent shapes similar to the ones produced by our shape grammar, rather than freeform surfaces we do not support. ese test sets allow us to evaluate the generalization of the trained networks to real-world sketches.

Chapter 5. Synthesis

Ablation study We generated training datasets with several variants of our method to evaluate the impact of including construction lines and their selection, as well as the impact of stroke stylization:

• B 0 . Only the feature lines of the nal shape, rendered with stylized strokes. e resulting line drawings are similar to the ones produced by standard nonphotorealistic rendering algorithms • B 1 . All intermediate feature lines (i.e., sca olds), no auxiliary lines, rendered as black lines.

• B 2 . All intermediate feature lines (i.e., sca olds), no auxiliary lines, rendered with stylized strokes.

• Ours. Intermediate feature lines and auxiliary construction lines selected by our optimization and rendered with stylized strokes. We created three versions of this dataset of increasing size to evaluate the bene t of synthesizing a large quantity of sketches.

We used the style statistics from designer D3 to render strokes for B 0 , B 2 and Ours, as well as to render the synthetic and ABC test sets using our full method. Figure 5.18 shows the visual di erence between all four training datasets. Metrics We measure the quality of normal prediction according to two metrics. First, we test whether the shape predicted by the neural network overlaps well with the ground truth, as measured by the Intersection over Union (IoU) over the binary masks obtained by thresholding background pixels. is metric penalizes holes inside the shape as well as spurious surfaces hallucinated over the background. Second, we measure the angular error between the predicted normals and the ground truth for pixels where both masks agree. Since stroke stylization can potentially introduce a slight misalignment between the sketches and the ground truth normal maps, we search for each pixel of the ground truth the best predicted normal in a 5 × 5 window.

Results Table 5.2 summarizes the performance of the di erent networks according to the two metrics, when tested on our synthetic dataset and ABC dataset. e network trained with sketches generated by our method outperforms all baselines on both metrics, even though performance degrades when tested on the ABC models, which are more diverse than the shapes in our training set.

Figure 5.17 visualizes this trend by plo ing the number of ABC models for di erent error ranges, along with representative models in each category. e neural network alitative results of the normal prediction network trained with di erent datasets, always produced from our synthetic grammar only, and tested on synthetic sketches generated from our shape grammar and from ABC shapes, and on real-world sketches. e network trained with our sketches produces normal maps closer to ground truth, while networks trained without auxiliary construction lines or stylized strokes misinterpret construction lines as feature lines of the surface. Refer to the text for details on B 0 , B 1 , and B 2 . performs best on simple models similar to our training set, capturing well the overall face orientations, rounded edges and corners, and holes. However, error increases for In each case, we trained the network using synthetic sketches proper to the designer. e network succeeds in recovering the overall surface orientations, even thought it struggles with con gurations that are rare in our synthetic sketches, such as the isolated horizontal line at the front of the shape in the 3 rd sketch of D 1 , and the cubic corner of the sca old that is accidentally aligned with the dark feature curve of the shape in the 3 rd sketch of D 3 . In both cases, the network interprets these construction lines as feature lines of the nal shape and creates spurious surfaces.

complex models, which are rare. We provide visual results on all 108 models of this test set as supplemental materials. Figure 5.19 provides a visual comparison between the predictions of the di erent networks when tested on synthetic sketches produced by our method as well as on real sketches by designer D3. e network trained with our full method predicts normals closer to the ground truth, with fewer spurious surfaces around the shape compared to other networks that tend to confuse construction lines with feature lines of the shape. e improvement is especially noticeable when comparing our results to B 0 , which only contains feature lines as produced by existing NPR systems Finally, Figure 5.20 shows results obtained by training two neural networks, one with sketches rendered in the style of designer D1 and one with sketches rendered in the style of designer D3, and tested on real sketches of these two designers. e network specialized for D3 performs be er on the respective sketches, which exhibit higher contrast between faint construction lines and dark feature lines.

Conclusion, Limitations and Future Work

Despite the prevalence of freehand concept sketches in industrial design, no generative model exists to synthesize human-like concept sketches from 3D shapes. A er studying how designers draw in perspective, we identi ed two major sources of the domain gap between synthetic drawings and real-world concept sketches. First, in addition to drawing the feature curves of the nal shape, designers sketch a variety of auxiliary lines that they carefully order to achieve proper perspective. Second, designers strategically introduce and stylize these lines to construct the sketch without obscuring the nal depiction of the shape. Building on these observations, and leveraging the design intent encoded in historybased CAD sequences, our method combines discrete optimization and data-driven stylization to generates legible concept sketches. We have shown through qualitative and quantitative evaluation that our synthetic sketches are useful both for convincing non-photorealistic rendering and for challenging downstream sketch interpretation tasks. We see this contribution as an important step towards the generation of large datasets for sketch-based design applications, just as photorealistic rendering has been key to the generation of large datasets for computer vision applications e surface of this computer mouse has been constructed using sweep and lo operations (a). Since our system does not add any construction lines for these operators, the result is solely made out of pro le lines, grid lines and feature lines (b). Professional designers typically add curvature-aligned ow-lines to depict such smooth surfaces [START_REF] Gori | Flowrep: Descriptive curve networks for free-form design shapes[END_REF].

Modeling sketching errors In our three-stage pipeline, we only mimic the limited motor skills of humans by perturbing stroke trajectory during the nal stylization stage.

In reality, an error made on a pen stroke propagates to subsequent strokes anchored on it. For example, a distorted sca old typically results in distorted feature curves. However, modeling such error propagation raises numerous challenges, including developing a motor model of how designers trace strokes [START_REF] Cao | Modeling human performance of pen stroke gestures[END_REF], and keeping track of tracing errors for di erent selections of lines during optimization.

Reproducing over-sketching Our stylization procedure does not reproduce oversketching, where a single line is drawn with intermi ent or overlapping strokes. e main challenge in reproducing this e ect resides in detecting and quantifying over-sketching in real-world sketches. One potential approach would consist in ltering the sketch to aggregate nearby strokes that are likely to represent the same line [START_REF] Liu | Strokeaggregator: consolidating raw sketches into artist-intended curve drawings[END_REF], although existing aggregation algorithms tend to merge construction and feature lines in concept sketches [START_REF] Gryaditskaya | Li ing freehand concept sketches into 3d[END_REF].

Analysis by synthesis An exciting direction for future work would be to solve for the λ 1 and λ 2 parameters that yield the best reproduction of a target sketch given a CAD sequence of the shape depicted in the sketch. Our synthesis method could then be used end-to-end with sketch analysis methods, for instance to predict a CAD sequence from a concept sketch [Li et al., 2022a].

Applications to sketch-based design Our synthetic sketches could serve many applications beyond normal estimation. By following the same construction principles as real designers, our method also synthesizes an ordering of the strokes, opening the door for training sequential models that exploit this temporal information. In addition to sketch-based modeling, potential applications include suggestive auto-completion from partial sketches [START_REF] Lee | Shadowdraw: Real-time user guidance for freehand drawing[END_REF].

C h a p t e r 6

Conclusion and future work

In this thesis, we have presented two methods for the analysis and one method for the synthesis of concept sketches. We have seen that the reconstruction of concept sketches is challenging due to the presence of oversketching, occlusions and hidden lines. e main challenge in the generation of concept sketches is to imitate the trade-o between readability and perspective accuracy found in real-world drawings. Despite these challenges, a feature concept sketches is that they are drawn by trained designers, who have developed e cient sketching techniques. Our methodology is based on observations about how designers construct shapes in perspective. We have formulated these observations into design principles which form the foundations of our algorithms, see Chapter 3.

In terms of computational tools, in Chapter 4, we have presented two methods for reconstructing concept sketches in 3D. Here, our design principles proved to be a valuable 3D shape prior for single view reconstruction. And our observations about the stroke ordering helped us to make our methods computationally tractable by reducing a global optimization problem into a series of local optimization problems. We have shown that the resulting 3D sketches can be used for synthesizing novel viewpoints and shape variations.

en, in Chapter 5, we have presented a method for generating concept sketches from CAD sequences. Our design principles provide an explicit link between commonly used 3D CAD operations and their sketching equivalent. And based on our observation about sketch readability, we devised an optimization problem to account for a similar line selection that is made by human designers. Our results are judged to be of similar quality as real sketches by design teachers. We also leveraged our synthetic sketches to make progress in normal map prediction from real-world concept sketches.

As a high-level conclusion, we saw in this thesis that even though concept sketches are challenging, they are full of principled structure. In both sketch analysis and sketch synthesis, we seek to obtain a well constructed sketch, and we have seen that this results naturally in similar optimization problems. We have formalized how to evaluate the structure of a given 3D sketch and that optimizing for the best structure inherently involves making discrete decisions. Reassuringly, these challenging discrete optimization problems can be tackled by leveraging observations about shape construction.

Despite the advancements presented in this thesis, we think that this is only a rst step towards bringing sketch-based modeling to professional industrial designers.

Synthesis for Analysis. In the preceding chapters, we saw that the forward and inverse problem share similar design principles, and that they can be tackled with a similar optimization framework. e next question is whether the forward and inverse problems can bene t more directly from each other. Notably, one major di culty for the development of our sketch analysis methods presented in Chap.4 was a lack of 3D ground truth data, especially for construction lines that do not lie on the object's surface. However, our sketch synthesis method from Chap.5 produces ground truth data. More speci cally, before 2D stylization, our method creates 3D strokes with perfect geometry, i.e., perfect straight lines, curves and circles. Taking our synthetic sketches as an input, we can run our sketch analysis method and compare the reconstruction results with that ground truth geometry, see Fig. 6.1 for a proof-of-concept, qualitative comparison. e comparison between sketch reconstructions and ground truth 3D sketches could help us improve our sketch analysis method. For example, our method has several parameters which we adjusted experimentally, such as the weighting of our integer program's objective function or the symmetry correspondence detection in 2D. Doing a parameter sweep over a dataset of ground truth sketches could help nding be er parameters. Also, our ground truth dataset could help identify systematic errors. Given that our synthetic sketches come from CAD sequences, they can be richly annotated, e.g. we could associate each stroke with a label for the sketching technique which produced it.

en, we could prioritize the improvement of our sketch analysis method w.r.t. certain sketching techniques. An example for this is the reconstruction of cylinders, which is o en problematic, as can be seen in Fig. 6.1 row 2 or the reconstruction of diagonal lines, Fig. 6.1 row 3.

Finally, synthetic ground truth sketches are only as good and as representative as the sketch synthesis method which generated them. While the method from Chap.5 presents a promising framework, it still lacks important real-world sketch features, such as oversketching, intermi ent curves and perspective distortion. As such, studying and modeling these phenomena remains important both for NPR methods and for sketch analysis.

Post-processing. Another immediate future task is to use the recovered 3D information of our sketch analysis methods for post-processing. Indeed, the method presented in Hähnlein et al. [2022a] does not only return the 3D reconstruction itself, but also 3D intersections, symmetry correspondences and vanishing line labels. is information could be used to modify the input drawing to make intersections snap, to make the shape perfectly symmetric and to correct 3D lines to be perfectly axis-aligned. Meeting these 3D requirements while staying close to the initial 2D drawing gives way to an interesting optimization problem, analogous to line drawing beauti cation for which several 2D algorithms exist [START_REF] Igarashi | Interactive beauti cation: A technique for rapid geometric design[END_REF][START_REF] Fišer | Shipshape: a drawing beauti cation assistant[END_REF].

Interactive methods. Building up on the idea of correcting sketch inaccuracies, why should we only correct the drawing once it is nished? We could envision a more interactive work ow where the sketch is being corrected and li ed while being drawn. While several interactive sketch-based modeling systems have been proposed [START_REF] Igarashi | Interactive beauti cation: A technique for rapid geometric design[END_REF][START_REF] Bae | Ilovesketch: as-natural-aspossible sketching system for creating 3d curve models[END_REF][START_REF] Yu | Cassie: Curve and surface sketching in immersive environments[END_REF], Schmidt et al. [2009b] have shown that the frequent 3D view changes that these systems require can be very time-consuming. Our single view approach would reduce the need for view changes, as a empted by Gingold et al. [2009], and the corrected sketch would facilitate the drawing of future strokes. When encountering a faulty reconstruction, our 2D system would allow the user to indicate a constraint without the need to rotate in 3D. For example, a 2D intersection could be marked as a 3D intersection or two lines could be indicated as forming a symmetry correspondence in 2D alone.

Improving sketch reconstruction. We also hope that our sketch analysis methods will inspire future and be er sketch reconstruction methods. Indeed, while we used symmetry as a shape prior to generate and then select candidate lines in Chapter 4, the methodology is not limited to re ective symmetry. Other types of symmetry can be added to the framework, such as translational symmetry for the aligned ellipses of a cylinder. Even 3D primitive priors could be added. Based on the 2D intersection graph of the input sketch, we can make hypotheses about the existence of two or three dimensional primitives, such as planes, cubes and cylinders. e prototype from Fig. 6.2 identi es a set of straight lines and at least two ellipses as forming a cylinder if the straight lines converge to the same vanishing point, if they intersect the ellipses, and if at least two of the straight lines intersect the ellipses close to their boundaries. Additionally, we could add the condition that the ellipses' minor axes should converge to the same vanishing point. We could then use these primitives to generate 3D candidate lines and to be er constrain their selection.

Detected cylinders in 2D

Reconstructed 3D cylinders We can t 3D cylinders onto the segmented strokes and place them in depth. For this example, the 3D primitives share one common plane, but other placement strategies can be envisioned, such as the one used to place symmetry planes in Sec.4.3.

ese 3D primitives of varying dimensionality can also form a hierarchical 3D structure such as the boundary representations (BRep) encountered in CAD models. [START_REF] Guo | Complexgen: Cad reconstruction by b-rep chain complex generation[END_REF] show how to formulate validity constraints for BRep selection as linear constraints to select a BRep from an overcomplete set of edges and faces. It would be exciting to see this primitive selection applied to sketch-based modeling.

Including additional shape priors into the integer program in the form of constraints should also help the solver to run larger programs. Running larger programs and thereby accounting for longer input sketch sequences is an important step towards being more robust to stroke ordering variations. Indeed, the sketch analysis methods in this thesis have made assumptions about the stroke ordering to make the problem more tractable, however, these assumptions might not always hold.

2D Stroke aggregation. Another challenge for robustly processing sketches is stroke aggregation [START_REF] Liu | Strokeaggregator: consolidating raw sketches into artist-intended curve drawings[END_REF]. While our second sketch analysis method is more robust and less dependent on stroke aggregation, we have seen that it is still sensitive to too many intermi ent curves. Meaningfully aggregating these curves in 2D would improve the 3D reconstruction. However, a good aggregation of 2D strokes is hard to nd in 2D alone, it depends on the 3D result. To untwine this problem, an exciting future idea could be to include the aggregation of a stroke cluster into the 3D reconstruction as another discrete decision variable. is decision variable will only be activated, i.e., the corresponding group of strokes will only be clustered, if the resulting 3D reconstruction leads to a be er score than a di erent clustering. Excitingly, this approach would combine 2D and 3D decision making into one uni ed method. 3D Sketch surfacing. No ma er the quality of our 3D reconstruction of the input strokes, the result remains a 3D stroke cloud. While connectivity and symmetry constraints would allow for some editing applications, its use cases are limited since we do not have a 3D surface. Algorithms exist to surface curve networks [Pan et al., 2015] and even unstructed 3D sketches [START_REF] Yu | Piecewise-smooth surface ing onto unstructured 3d sketches[END_REF]. However, these methods assume that the input strokes lie on the 3D surface of the object. While this assumption holds for some concept sketches, see Fig. 6.3, many construction lines do not lie on the surface of the imagined shape, but rather on intermediate construction primitives.

One possible way to extract the strokes which describe the nal surface is to leverage so-called presentation sketches [START_REF] Gryaditskaya | Opensketch: A richly-annotated dataset of product design sketches[END_REF] which are overtracings of the nal shape. Commonly, designers overlay their concept sketch with translucent paper to extract the lines of the nal shape in preparation for a colored illustration. e numerical equivalent of translucent paper are layers, as found in modern-day so ware, e.g. Photoshop, Illustrator or GIMP. Using the corresponding presentation sketches, we can extract the best-matching lines from the concept sketch and directly use their 3D lines, which lie on the surface of the depicted object, see Fig. 6.4. One expected di culty will be that o en presentation sketches do not feature all hidden lines of the object. Here is where we can leverage the recovered symmetry correspondence relationships from our method to extract lines which match lines found in the presentation sketch and their symmetric counterparts. ese lines lie on the 3D surface of the object and can be Based on spatial and tangential proximity between strokes, we can extract construction lines from the concept sketch which match strokes in the presentation sketch. However, the presentation sketch may only feature visible lines. anks to our symmetry correspondences, we can augment the extracted lines by their symmetric counterparts. Note that we have ignored the hatching lines from the presentation sketch.

surfaced using an existing method, see Fig. 6.5.

e surface reconstruction results shown in Fig. 6.3 and Fig. 6.5 are encouraging because they show that even though the input sketches and their reconstructions are rough and approximate, we can obtain plausible smooth 3D surfaces. However, they also show room for improvement, notably the curved surface on the top of the trash bin in Fig. 6.3 and the bulge at the back of the house in Fig. 6.5 are due to reconstructions which are geometrically noisy, e.g. perceived orthogonal planes do not lead to perfectly orthogonal 3D strokes. Two potential approaches could remedy this problem. e rst approach, as suggested earlier, would consist in post-processing the reconstruction to make it geometrically more sound by deviating from the input 2D coordinates. Another approach would be to inject surface priors into the surface reconstruction method. As mentioned before, based on the 2D intersection graph, we could detect the potential presence of surface primitives, like planes and cylinders and encourage surface reconstruction methods to

3D Concept Sketch

Extracted Sketch Extracted Sketch + Surface Surface 

Figure 1 . 1 :

 11 Figure 1.1: A traditional design work ow usually starts with an ideation phase (le ) to explore di erent design variations. More detailed sketches (middle) help to re ne the best ideas before modeling them into 3D (right). Design process illustration by Lucis Ceng, https://www.behance.net/gallery/127462331/ Portfolio-2021-Industrial-Design/modules/723023705

Figure 1 .

 1 Figure 1.3: e designer employs construction lines (le ) to draw a perspectively accuracte shape (middle). Finally, the surface is being rendered using traditional media, such as markers. By Chris Wilson, https://www.instagram.com/p/CgJo8n-j8Ob/

Figure 1 . 4 :

 14 Figure 1.4: Construction line types. Le : e tape measure has been constructed by drawing box primitive sca olds rst. Middle: Construction lines help designers to sketch round corners and to ensure that they are symmetric (red lines). Right: Construction lines can also lie on an object itself and indicate its curvature. Illustrations from Eissen and Steur [2008]
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 16 Figure 1.6: Industrial design worfklow loop. e designer creates a 3D model (right) based on their concept sketch (le ). e feedback from this 3D model helps the designer to re ne their concept in the next iteration.
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 1718 Figure 1.7: Sketch analysis. Using our observations about design principles, we can reconstruct a concept sketch (le ) into 3D (right).

[

  Figure 1.10: Di erent from inputs for previous sketch-based modeling methods, concept sketches (right) are unstructured, oversketched, and they come without annotations (green intersection annotations for Xu et al. [2014]).

Figure 1 . 11 :

 111 Figure 1.11: Stroke interactions. Le : e green stroke intersects with the four orange strokes. Right: e green and the blue stroke form a symmetry correspondence w.r.t. the red plane.

Figure 2 . 1 :

 21 Figure 2.1: A concept sketch and the corresponding sca old line annotations from the OpenSketch dataset.

Chapter 2 .

 2 Figure 2.2: Both sketch-based systems take as input sketches inspired by concept sketches. To overcome the challenges of fully automatic reconstruction, Schmidt et al. [2009b] provide an interactive system which took the user 3 hours to produce this car. Xu et al. [2014] require the user to annotate 3D intersections (see Input curves) to overcome intersection ambiguity.

  Figure 2.3: Le : A clean drawing is li ed to 3D by using a single global symmetry plane. Right: A small, con dent set of symmetry correspondences has been identi ed before li ing them into 3D.

Chapter 2 .

 2 Figure 2.4: Data-driven sketch-based modeling methods. e inputs resemble simple contour line renderings because their training data is synthetic, rendered by methods which can only produce these kinds of lines.

Figure 2 . 5 :

 25 Figure 2.5: Previous work on synthesizing construction lines has focused on geometric massing of organic shapes (le ), on 2D geometric primitives (middle) and on 3D geometric primitives (right).
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 31 Figure 3.1: Textbook exercises from Robertson and Bertling [2013] to practice drawing straight lines, smooth curves, and ellipses.

Figure 3

 3 Figure 3.2: e overshot parts of lines are relatively short, compared to their entire length. Illustration from Henry [2012].

Figure 3 . 3 :

 33 Figure 3.3: Informative viewpoint example from Eissen and Steur [2011]. e front side of the upper truck is too foreshortened. A lesser foreshortened viewpoint gives more information about the 3D shape.

  Figure 3.4: When designers draw ellipses, they usually want to represent 3D circles. e 2D minor axis facilitates sketching, since it represents the 3D normal vector of the corresponding 3D disk. Illustration from Robertson and Bertling [2013].
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 35 Figure 3.5: From le to right: e designer starts with faint, overshot lines which get re ned with more opaque and more precise lines. Illustration from Eissen and Steur [2011].

Figure 3 . 6 :

 36 Figure 3.6: In this construction sequence to duplicate a rectangle in perspective, intersections are used as anchoring points. Sketching sequence from Robertson and Bertling [2013].

Figure 3 . 7 :

 37 Figure 3.7: e green symmetry plane ensures that the resulting object will be symmetric. Illustration from Eissen and Steur [2008].

Figure 3

 3 Figure 3.8: e sketch is constructed by consecutively drawing self-symmetric parts of the shape. Sketching sequence from OpenSketch.

Figure 3

 3 Figure 3.9: e designer mirrors the red curve from the le most panel w.r.t. the dashed symmetry plane by duplicating several rectangles, see Fig.3.6. e mirrored rectangles can be smoothly connected and form a symmetric curve (right). Sketching sequence from Robertson and Bertling [2013].

Figure 3 . 10 :

 310 Figure 3.10: Le : Illustration of di erent sources of inaccuracy and ambiguity. Right: Concept sketches from OpenSketch featuring these real-world challenges.

Figure 3

 3 Figure 3.11: Freehand drawing in perspective. Tracing diagonals of a perspective plane allows to locate its midpoint (a). e rectangle can then be divided into halves by tracing a vertical or horizontal line through the midpoint. Vertical and horizontal lines also help align points in perspective (b). When multiple construction lines intersect, they result in salient intersections of high valence through which new lines can be anchored (c). Drawing sequence from Gryaditskaya et al. [2020].

Figure 3 .

 3 Figure 3.12: Fillets. Designers draw rounded edges by tracing circular arcs over planes that are perpendicular to these corner edges. Construction sequence from a sketching handbook [Eissen and Steur, 2011].

Figure 3 .

 3 Figure 3.13: Projection. Starting with the central pro le of the chair (le ), a designer traces vertical planar sections to project salient points outward (right), which act as anchors to trace the curved boundary of the shape. Sketching sequence from Gryaditskaya et al. [2020].

  Figure 3.14. We follow the terminology of Schmidt et al. [2009b] and Gryaditskaya et al. [2019] and call such intermediate primitives sca olds.e sca old planes and intersections provide support to anchor subsequent lines and curves.

Figure 3 .

 3 Figure 3.14: Sca old lines. Designers draw and model complex shapes in a coarse-tone manner, where successive operations re ne basic shapes by adding or subtracting parts, and beveling or rounding edges. e lines employed during intermediate steps form a sca old to anchor subsequent lines. Drawing sequence from OpenSketch Gryaditskaya et al. [2019] and CAD modeling sequence a er a tutorial in OnShape [PTC, 2019].

  3.15.

Figure 3 .

 3 Figure 3.15: Visual clutter vs. Perspective accuracy.e same object has been drawn by three di erent designers. Going from le to right, the sketches employ more construction lines and become more perspectively accurate. On the other hand they also contain more occlusions, they are visually more clu ered. Concept sketches from OpenSketch.
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 41 Figure 4.1: Le : Input sketch. Middle: Reconstructed straight lines (from alternate viewpoint). Right: Reconstructed curves (from alternate viewpoint).

  (a) Input sketch (b) Axis aligned strokes (c) Stroke-by-stroke reconstruction (seen from alternative viewpoint) (e) Delayed decision when ambiguity candidates (seen from an alternative viewpoint)

Figure 4 . 2 :

 42 Figure4.2: Overview of our method. Given an input sketch (a), we rst identify all straight strokes that are parallel to one of the major axes in the drawing (corresponding to its vanishing points) (b). We next reconstruct the 3D sca old, processing one stroke at a time by identifying its 3D intersections with already reconstructed strokes. Once reconstructed, the sca old provides geometric context to reconstruct curved strokes (c). For each stroke, our algorithm considers multiple candidate reconstructions and selects the one that best satis es a set of geometric regularities. If no clear best choice exists (d), we delay decision until additional context resolves the ambiguity (e). e nal output of our method is a 3D sketch with its connectivity (f).

Figure 4 . 3 :

 43 Figure 4.3: Intuition behind our approach. (a) e new stroke s, shown in blue, intersects several already-reconstructed strokes, shown in black. Each pair of intersection gives a candidate reconstruction of the stroke, shown from an alternative viewpoint. One interpretation lies in the ground plane and extends way beyond its second intersection.e second interpretation lies in a vertical plane and is well bounded by its intersections. We select the second interpretation since as we observed, designers rarely draw strokes much longer than their intended length. e middle intersection is thus identi ed as being an occlusion. (b) e next stroke s + 1, shown in purple, has two good candidates. One has a high score because it is aligned with a vertical axis, while the other one has a high score because it is well bounded by two intersections. Given this ambiguity, we leave both options open. (c) Stroke s + 2, shown in orange, has a single candidate aligned with an horizontal axis. is new stroke helps disambiguate the previous one by providing an additional intersection that makes the vertical interpretation well bounded.

Figure 4 . 4 :

 44 Figure 4.4: Schematic illustration of the stroke dependency graph. Each stroke points to the strokes on which it depends (a,b).For illustration purposes, we assume that each new stroke generates two 3D candidate lines for each version of the preceding strokes on which it depends (c). We depict the multiple candidates of each stroke with a disk, and represent the dependency of a candidate to preceding ambiguous strokes by color-coding the disk according to its ancestors (c). Each such candidate results in a di erent joint score Q of all the strokes on which it depends. When an unambiguous con guration emerges, we assign all strokes that contribute to it.

Figure 4 . 5 :

 45 Figure 4.5: We asked 3 participants to annotate spurious erroneous strokes across all our results (Section 4.2.6), shown in red. Line width has been adjusted for improved visibility.

Figure 4 .

 4 Figure4.7 presents a gallery of sketches processed by our method, which form a subset of the 47 sketches that we provide as supplemental materials. A large number of these sketches are from the OpenSketch dataset[START_REF] Gryaditskaya | Opensketch: A richly-annotated dataset of product design sketches[END_REF], which contains

  (a) Input sketch (b) Without consolidation (c) With consolidation

Figure 4 . 6 :

 46 Figure 4.6: Our algorithm bene ts from preliminary stroke consolidation, as multiple strokes form longer curves that share geometric constraints.

Figure 4 . 7 :

 47 Figure 4.7: Our 3D reconstructions on a variety of industrial design sketches. For each result, we provide the input sketch (le ), a visualization of the recovered depth and 3D intersections (middle), and an alternative viewpoint (right).

  Chapter 4. Analysis (a) Input sketch (b) Alternative viewpoint

Figure 4 . 8 :

 48 Figure 4.8: Limitations.When the sketch only contains very few sca old lines, our method misplaces curves, as for the bowl of this mixer (top). Even when the sca old is dense, some curve may lack support, as for the front part of the car (bo om, blue). Some curves may also be misplaced because they intersect several sca old planes, as for the side curve of the car that has multiple 2D intersections with the ground plane of the sca old (bo om, red).

  Scaling along one of the principal axes (Ours)Input sketch Perspective Warp Photoshop

Figure 4

 4 Figure4.9: Our method allows to scale the drawn shape along its principal 3D axes, while preserving perspective, occlusion and parallax. Compared to out method, the Perspective Warp from Adobe Photoshop unrealistically distorts the shape.

Figure 4 . 10 :

 410 Figure 4.10: Application scenarios. Designers can use our reconstruction algorithm to adjust the 3D pose and proportions of the drawn shape, and use the result as an underlay to create a polished presentation drawing.Here a view from the top is adopted to be er show the opening of the vacuum cleaner (le ), while 3D-aware scaling is employed to turn the chair into a bench (right).

  .11). While symmetry has been considered for a number of 3D modeling tasks [Mitra et al., 2013], detecting and exploiting symmetry in real-world concept sketches raises speci c 1 On a random set of 500 models from the ABC dataset [Koch et al., 2019], we found that only 4% had a part without any axis-aligned symmetry plane.

Figure 4 .

 4 Figure4.11: Concept sketches are dominated by symmetric strokes both in the shapes they depict, and in the construction lines employed to draw these shapes in perspective (a). Our algorithm rst decomposes the sketch into locally-symmetric groups of strokes (b), and proceeds to identify pairs of strokes that are symmetric with respect to triplets of axis-aligned planes (c). At its core, our method selects the stroke correspondences that result in the most symmetric and well connected shape (d). We only show a subset of the symmetry planes and correspondences for illustration purpose.

Chapter 4. Analysis Algorithm 1 :

 1 Symmetric sketch reconstruction C ←-Identify candidate symmetry correspondences B ←-Identify local symmetric building-blocks // Sec.4.3.6.1 sketchReconstruction ←-∅ for Building-block ∈ B do P ←-Identify most likely triplets of planes // Sec.4.3.6.4 bestScore ←-0; bestTriplet ←-0; blockReconstruction ←-∅ for Triplet ∈ P do // Reconstruct and group compatible correspondences S ←-Li To3D(C, Triplet) // Sec.4.3.5.2 // Select the best subset of correspondences (Score, Reconstruction) ←-IntegerProgram(S, sketchReconstruction)// Sec.4.3.5.1 if Score > bestScore then bestScore ←-Score; bestTriplet ←-Triplet blockReconstruction ←-Reconstruction end end Append(sketchReconstruction, blockReconstruction) end

E eccentricity = 1 -

 1 exp -max(e(S pq ), e(S qp )) (4.13) where e(S pq ) = √ (a 2 +b 2 ) a with a and b being the major and minor axes of the ellipse. 4.3.5 Candidate evaluation and selection 4.3.5.1 Block Reconstruction

  Figure4.12: A stroke can have multiple compatible symmetry correspondences, either because it is symmetric to other strokes with respect to several planes (a), or because it is symmetric to several strokes depicting the same over-sketched line (b). Due to drawing inaccuracy, the 3D reconstructions given by each correspondence do not perfectly coincide, as depicted in the rotated views. A stroke can also have multiple incompatible correspondences, each yielding a very di erent 3D reconstruction (c). In this example, the black stroke could be reconstructed as lying on the front part of the cube due to its correspondence with the pink stroke (c, le ), or lying far at the back due to its correspondence with the blue stroke (c, right).

Figure 4 .

 4 Figure 4.14: We rst reconstruct all strokes that are symmetric with respect to a global plane (b). We then x this partial reconstruction to serve as a sca old for reconstructing multiple local symmetries (c).

Figure 4

 4 Figure 4.15: Comparison to our method from Sec.4.2. We highlight the strongest di erences in red, and provide for each sketch the answers from our comparative study (Ours, Gryaditskaya et al.[2020], Both plausible, Both implausible). Our method produces fewer dangling strokes (armchair) and can reconstruct disconnected strokes (trash bin, blue strokes). Our results were judged more plausible on the majority of cases, although a few were judged inferior, such as the house (bo om right) where our method wrongly interprets two diagonal lines as symmetric, which stands out in the otherwise correct reconstruction.

Figure 4

 4 Figure 4.16: e columns Input sketch show the original input sketch used as an input to our method.e columns Ours show the reconstructions from an alternate viewpoint. We encourage the reader to experience these results as video turntables on our supplementals website https://repo-sam.inria.fr/d3/SymmetrySketch/ supplementals/index.html.
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 51 Figure 5.1:We introduce CAD2Sketch to synthesize concept sketches directly from CAD sequences. Our work focuses on reducing the domain gap between freehand concept sketches and synthetically generated ones. We achieve this by focusing on generating intermediate lines (i.e., sca old and auxiliary construction lines used by artists to reduce errors in 'sighting' perspective e ects) and by recreating drawing style to re ect importance of lines. Here we show three real-world sketches and three synthetic sketches generated with our approach. Can you tell them apart? (See Section 5.4 for answers.)

  Furthermore, several large datasets of CAD sequences recently became available [Willis et al., 2021; Koch et al., 2019], along with libraries to parse such data [Wu et al., 2021], making the generation of synthetic sketches from such data timely.However, while auxiliary construction lines are critical to position feature lines accurately in freehand drawings, they also introduce signi cant clu er if employed systematically.

  Figure5.2: Overview. Our method takes as input a sequence of CAD operations, as common in history-based CAD modeling (a). We rst generate a set of design-inspired construction lines for each operation (b). We then reduce clu er by selecting a subset of the lines, such that the resulting drawing balances construction quality with readability (c). Finally, we stylize the lines by copying stroke shapes and opacity from a dataset of real design drawings (d).

Figure 5 . 3 :

 53 Figure 5.3: Auxiliary lines. In the presence of a midpoint constraint in a CAD pro le (a), we generate an over-complete set of construction lines by considering all rectangles adjacent to the constrained segment (b).

Figure 5 . 4 :

 54 Figure 5.4: Sca old line generation. We generate sca old lines by detecting the feature curves introduced by successive operations of the CAD sequence (highlighted in orange).

Figure 5 . 5 :

 55 Figure 5.5: Extruding a pro le curve. To extrude a pro le curve within a shape (a, blue), we rst trace an axis-aligned grid through the curve vertices (b) and connect it to other lines by tracing horizontal and vertical cross-sections (c). e intersections of these sections provide anchoring points to project the pro le onto the opposite face (d, blue).

Figure 5 . 6 :

 56 Figure5.6: Intersection graph. We use intersection graphs to encode ordered construction sequences of sca old and auxiliary lines. e graph is computed in pre-process over all generated lines (a). In this example, since line s 5 intersects lines s 1 , s 2 , s 3 and s 4 at its extremities, it has 4 incoming edges in the intersection graph. During optimization, a subset of lines is selected by the integer program (b). e intersection graph restricted to selected lines allows us to test whether a line depends on a preceding line in the solution, as is the case for s 7 that is reachable from s 1 via s 2 .

Figure 5 . 7 :

 57 Figure 5.7: Balacing between better anchoring versus reduced clutter. Varying λ 1 and λ 2 allows to generate sketches with di erent amount of construction lines and clu er. For low values of λ 1 , few construction lines are present (a,b,c). Increasing λ 1 trades hidden feature lines for construction lines (c vs. e). Increasing λ 2 reduces clu er, either by removing lines that yield occlusions (a vs. b) or by removing hidden lines (f vs. e). For this particular model, the automatic procedure described in Appendix C considers that the best parameter se ing is (e).
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 58 Figure 5.8: Stroke statistics. Given labeled sketches of professional designers from OpenSketch [Gryaditskaya et al., 2019] (top), we measure stroke statistics (opacity, overshooting) proper to individual designers to reproduce their style using CAD2Sketch (bo om).
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 510 Figure5.10: Stroke opacity statistics. Histogram of stroke opacity for di erent line types for a participant of OpenSketch (Sca old lines, Hidden feature lines, Visible feature lines, Silhoue e lines). We t a normal distribution over each histogram and sample from these distributions to assign opacity to synthetic strokes according to their type.

Figure 5 . 11 :

 511 Figure 5.11: Results gallery. ABC models rendered as concept sketches using CAD2Sketch. Compared to a naive method that only draws feature lines of each CAD operation (b), our method generates and selects sca old and auxiliary lines to support the construction of accurate alignment, proportions, and projections (c,d,e). e balance between construction lines and clu er can be adjusted via the parameters λ 1 and λ 2 (c vs. d), and lines can be rendered according to the style of di erent artists (d vs. e).

Figure 5 . 13 :

 513 Figure5.13: Evaluation study by design teachers. Real and synthetic sketches used in our evaluation study, along with a boxplot summarizing the ratings aggregated over shapes and evaluators. e real-world sketches were drawn by designers selected from OpenSketch (D1, D2 and D3), while the synthetic sketches were generated by variants of our method (M1 with random opacity, M2 without auxiliary construction lines nor line selection, and Ours). In the plot, the top and bo om of the box correspond to the rst and third quartile, the whiskers correspond to the min and max scores, and the cross denotes the mean score. Our method (green) is on par with real designers, and even outperforms some of them in terms of construction, amount of detail and line execution.

Figure 5 . 14 :

 514 Figure 5.14: Comparison with NPR methods. Existing NPR systems focus on generating easy-to-follow step-by-step drawing tutorials rather than a readable nal sketch (a, input 3D model and generated lines from Hennessey et al. [2016]), or only generate 2D construction lines (b, [Grabli et al., 2010]). Ours is the rst to balance constructability of 3D lines with readability (c).

Figure 5 .

 5 Figure 5.15: Comparison with translation network. Comparison with image-toimage translation [Chan et al., 2022]. Given a CAD sequence (a), our method can generate construction lines in di erent styles (b). In contrast, a convolutional neural network trained to translate images into sketches only traces salient feature lines of the shape (c). Note that we feed the neural network with a shaded image of the CAD model (marked with a ).

Figure D. 1 (

 1 Figure D.1(top) shows 12 of the sketches used in the study, and the 3 other real sketches appear in Figure5.1. To meaningfully interpret the evaluation results, we need to be able to assess how the teachers' grades vary among (a) sketches from the same designer/algorithm and (b) sketches from di erent designers/algorithms depicting the same object. Given these constraints and the available sketches from OpenSketch, we could only choose among 6 designers who all drew the same 12 objects. We chose 3 designers with di erent drawing styles (choice of lines and line stylization), denoted as D1, D2 and D3. We then chose 3 objects that we could re-model using CAD operations that are supported by our system. In addition to the three real sketches, we generated three other sketches for each object using variants of our method. e rst variant -denoted M1 -contains our selected feature and construction lines but rendered with random opacity and overshooting.e second variant -M2 -renders the lines using our stylization procedure, but only displays intermediate feature lines (i.e., sca olds) without any auxiliary construction

Figure 5 . 16 :

 516 Figure 5.16: Synthetic data generation. Example synthetic shapes (normal maps shown here) generated with our shape grammar along with the resulting synthetic sketches produced by CAD2Sketch.

Figure 5 . 17 :

 517 Figure5.17: Error distribution on the ABC dataset. In the context of the normal prediction task, we tested a prediction network trained on concept sketches generated using CAD sequences from a shape grammar on sketches produced using the ABC dataset[START_REF] Koch | Abc: A big cad model dataset for geometric deep learning[END_REF]. We picked 200 random models from the ABC dataset, limited to those involving CAD commands supported in our implementation. Here we present the error histogram, x-axis shows error range in degrees, along with representative examples from each error group. Ground truth normal maps are provided for reference.
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 518 Figure 5.18: Ablation setting. Example sketches produced by di erent training se ings used in our ablation study. Refer to the text for details.
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 519 Figure 5.19: Normal prediction from sketches.alitative results of the normal prediction network trained with di erent datasets, always produced from our synthetic grammar only, and tested on synthetic sketches generated from our shape grammar and from ABC shapes, and on real-world sketches. e network trained with our sketches produces normal maps closer to ground truth, while networks trained without auxiliary construction lines or stylized strokes misinterpret construction lines as feature lines of the surface. Refer to the text for details on B 0 , B 1 , and B 2 .

1 Figure 5 . 20 :

 1520 Figure 5.20: Handling real world sketches. alitative results of the normal prediction network for two designers from OpenSketch.In each case, we trained the network using synthetic sketches proper to the designer. e network succeeds in recovering the overall surface orientations, even thought it struggles with con gurations that are rare in our synthetic sketches, such as the isolated horizontal line at the front of the shape in the 3 rd sketch of D 1 , and the cubic corner of the sca old that is accidentally aligned with the dark feature curve of the shape in the 3 rd sketch of D 3 . In both cases, the network interprets these construction lines as feature lines of the nal shape and creates spurious surfaces.

Figure 5 . 21 :

 521 Figure 5.21: Non-supported operations.e surface of this computer mouse has been constructed using sweep and lo operations (a). Since our system does not add any construction lines for these operators, the result is solely made out of pro le lines, grid lines and feature lines (b). Professional designers typically add curvature-aligned ow-lines to depict such smooth surfaces[START_REF] Gori | Flowrep: Descriptive curve networks for free-form design shapes[END_REF]].

Figure 6 . 1 :

 61 Figure 6.1: Synthesis for Analysis. Given an input CAD sequence, we can use the method from Chap.5 to generate a synthetic sketch. Using the analysis method from Sec.4.3, we can reconstruct the synthetic sketch (shown here from an alternate viewpoint).e last column shows the ground truth, the non-stylized 3D lines generated by our sketch synthesis method.

Figure 6 . 2 :

 62 Figure 6.2: Prototype for primitive-based reconstruction. In this example, three cylinder pa erns have been detected in the 2D intersection graph of the input sketch.We can t 3D cylinders onto the segmented strokes and place them in depth. For this example, the 3D primitives share one common plane, but other placement strategies can be envisioned, such as the one used to place symmetry planes in Sec.4.3.

Figure 6 . 4 :

 64 Figure 6.4: Prototype for surface stroke extraction.Based on spatial and tangential proximity between strokes, we can extract construction lines from the concept sketch which match strokes in the presentation sketch. However, the presentation sketch may only feature visible lines. anks to our symmetry correspondences, we can augment the extracted lines by their symmetric counterparts. Note that we have ignored the hatching lines from the presentation sketch.

Figure 6 .

 6 Figure 6.5: anks to the presentation sketch from Fig.6.4, we can extract 3D surface strokes from our concept sketch reconstruction and surface the resulting 3D sketch using the method from Yu et al. [2022].

  

  It recovers the 3D shape of each line or curve as soon as it is drawn by the user by inferring a set of positional and alignment constraints between the new curve and already-created sca old lines. Since this inference occurs within an interactive system, users are expected to correct erroneous solutions by re-drawing the curve, by providing additional guidelines, or by disabling con icting constraints. As a result, Schmidt et al. report that users needed extended training to learn how to construct complex drawings with their dedicated interface, and that users spent more time orbiting around the 3D sketch to verify the inferred geometry than drawing it, spending between 45 and 140 minutes to complete a single sketch. In contrast, we aim for an automatic method capable of reconstructing complete real-world sketches composed of dozens or even hundreds of raw, overdrawn strokes, a much harder problem that requires delaying decision until enough context is available. Our automatic approach allows designers to follow their usual drawing practice, with each sketch on average being drawn in around 15 minutes[START_REF] Gryaditskaya | Opensketch: A richly-annotated dataset of product design sketches[END_REF].

A vast body of work aims to recover 3D depth information from 2D sketches, see

[START_REF] Olsen | Sketch-based modeling: A survey[END_REF]

;

[START_REF] Bonnici | Sketch-based interaction and modeling: where do we stand? Arti cial intelligence for engineering design analysis and manufacturing[END_REF]

; Bha acharjee and Chaudhuri

[2020] 

for general surveys.

A number of sketch-based modeling systems propose interactive work ows where users create 3D shapes using dedicated interfaces

[START_REF] Zeleznik | Sketch: An interface for sketching 3d scenes[END_REF]

; Igarashi et al., 1999; Nealen et al., 2007; Dorsey et al., 2007; Bae et al., 2008; Olsen et al., 2011; Paczkowski et al., 2011; Orbay and Kara, 2012; Olivier et al., 2019]. Users of these systems typically alternate between 2D sketching and 3D camera rotation to incrementally create the desired shape. Notably, our approach is inspired by the work of Schmidt et al. [2009b], who proposed an interactive sca old-based sketch-based modeling interface, see Fig.2.2 (le ). eir method targets clean drawings where each stroke conveys a complete meaningful geometric curve. Alternatively, single-view systems leverage user annotations to align parametric shapes with image contours [Shtof et al., 2013; Chen et al., 2013; Shao et al., 2013] or to obtain constraints on the length, orientation or depth ordering of object parts [Gingold et al., 2009; Sýkora et al., 2014;

[START_REF] Zhang | Creatureshop: Interactive 3d character modeling and texturing from a single color drawing[END_REF]

. In contrast to this body of work, we aim to li real-world product design sketches to 3D automatically. Users of our approach do not need to learn a new interface or speci c sketching gestures and annotations.

Our work is closer in spirit to automatic single-view drawing interpretation methods. Early work focused on drawings of polyhedral shapes that are dominated by planar, mutually orthogonal faces

[START_REF] Lipson | Optimization-based reconstruction of a 3d object from a single freehand line drawing[END_REF][START_REF] Liu | Plane-based optimization for 3d object reconstruction from single line drawings[END_REF][START_REF] Yang | Complex 3d general object reconstruction from line drawings[END_REF]

. Recent methods reconstruct drawings of curved surfaces by exploiting symmetry

[START_REF] Cordier | Sapidis. Inferring mirror symmetric 3d shapes from sketches[END_REF][START_REF] Chen | Sketching reality: Realistic interpretation of architectural designs[END_REF] 

or orthogonality of designer-drawn curvature lines

[START_REF] Shao | Crossshade: shading concept sketches using cross-section curves[END_REF][START_REF] Xu | True2form: 3d curve networks from 2d sketches via selective regularization[END_REF][START_REF] Li | Bendsketch: Modeling freeform surfaces through 2d sketching[END_REF]

, or by rst approximating curved patches with polygons

[START_REF] Wang | 3d reconstruction of curved objects from single 2d line drawings[END_REF]

. ese methods target clean drawings and expect users to annotate all 2D intersections that depict accidental occlusions rather than intersections. Processing raw drawings using these systems requires users to manually retrace and annotate them

[START_REF] Xu | True2form: 3d curve networks from 2d sketches via selective regularization[END_REF]

.

[START_REF] Company | Algorithmic perception of vertices in sketched drawings of polyhedral shapes[END_REF] 

study the automatic detection of vertices in polyhedral wireframe drawings, but without li ing the sketch into 3D. Our inputs are distinctly di erent -they contain hundreds of raw strokes and have zero connectivity annotation, see Fig.

1.10. 

  We developed our approach by following a popular methodology in NPR, where domainspeci c principles are rst derived from textbooks and artworks, and are then implemented as algorithms[START_REF] Agrawala | Design principles for visual communication[END_REF]. Representative instances of this methodology include early work on pen-and-ink[START_REF] Winkenbach | Computer-generated pen-and-ink illustration[END_REF], cutaways[START_REF] Li | Interactive cutaway illustrations of complex 3d models[END_REF], and other technical illustrations[START_REF] Niloy | Illustrating how mechanical assemblies work[END_REF]. We contribute to this family of work by focusing on concept sketches, which despite being ubiquitous in industrial design, cannot be faithfully reproduced by existing NPR methods.

	other curvature-aligned curves. But these methods do not consider the intermediate
	constructions lines that characterize concept sketches in industrial design.
	As a means of communication, concept sketches are also supposed to be easily readable,
	they should not contain a lot of visual clu er. Grabli et al. [2004a] develop a method for
	reducing visual clu er by using a 2D line density estimator. Our method allows to reduce
	visual clu er by leveraging 3D information. We measure the number of occlusions, that
	is, the number of 2D intersections which do not represent a 3D intersection.
	; DeCarlo et al., 2003; Judd
	et al., 2007; Ohtake et al., 2004; Grabli et al., 2004b]. For a general survey on traditional
	non-photorealistic rendering approaches, see Bénard and Hertzmann [2019].
	Yet, many of the construction lines found in concept sketches do not lie on 3D surfaces,
	but rather on imaginary geometric primitives that surround the surface of interest. e
	programmable framework by Grabli et al. [2004b] allows to generate geometric primitives
	and abstracted lines based on 2D contours and creases, Fig.2.5 middle. Closer to our goal is Schmidt et al.[2007] Hennessey et al.[2016] Grabli et al.[2004]
	the work by Hennessey et al. [2016], who generate sketching tutorials by approximating
	a segmented 3D mesh with geometric primitives, and by adjusting these primitives such
	that they exhibit easy-to-construct proportions, Fig.2.5 right. Segmented meshes are also
	used by Liu et al. [2014] to simulate observational drawing techniques of organic shapes.
	In contrast, our sketch synthesis method takes as input a CAD sequence that already
	contains intermediate geometric primitives, and it leverages the common visual vocabu-
	lary of CAD modeling and concept sketching to convert CAD operations into sketching
	steps not covered by Hennessey et al. [2016]. Our work also relates to the algorithms
	proposed by Schmidt et al. [2007] (Fig.2.5 le ) and Gori et al. [2017], who take inspiration
	from freehand sketching techniques to depict smooth surfaces using planar sections and

  Analysis

	Strokes	Pre-	Candidate	Global	Local	Completion	Total
		processing	generation	reconstruction	reconstruction		time
	61	1.8	0.4	3.7	0.8	0.2	5.0
	116	3.5	1.9	3.3	1.2	1.4	9.7
	165	2.5	0.7	1.5	1.1	0.4	5.5
	215	3.7	2.4	3.5	2.2	0.5	10.6
	393	6.6	3.1	5.3	1.5	1.1	14.9
		Table 4.1: Runtime in minutes for representative sketches.	

Table 5 .

 5 2: Normal map prediction accuracy. Performance of the normal prediction neural network when trained with di erent datasets and tested on synthetic shapes and models from ABC[START_REF] Koch | Abc: A big cad model dataset for geometric deep learning[END_REF]. As expected, performance increases with access to larger dataset. More interesting is that a network trained using synthetic sketches, obtained using our shape grammar and CAD2Sketch, continues to produce good results on sketches obtained using CAD sequencs from the ABC dataset.

		Metric	B 0	B 1	B 2 Ours-15k Ours-30k Ours-60k
	Syn.	IoU ↑ Ang err ↓ 9.67 11.42 8.79 0.9 0.95 0.93	0.94 12.75	0.95 9.45	0.96 8.31
	ABC	IoU ↑ Ang err ↓ 14.63 18.82 14.01 0.87 0.88 0.9	0.86 18.4	0.9 15.71	0.91 13.24

  CAD and sketching operations While our system supports common CAD operations and the corresponding construction lines, it could be extended to cover more diverse shapes. In particular, free-form shapes are o en created by revolving and lo ing CAD pro les, which designers typically sketch using planar cross-sections and other owlines[START_REF] Gori | Flowrep: Descriptive curve networks for free-form design shapes[END_REF]. Our current implementation only renders feature lines for such operations, see Fig.5.21. CAD pro les also contain constraints we do not support yet, such as concentricity. Nevertheless, these constraints are typically sketched using the same construction techniques as the ones we implemented for alignments and proportions. Other construction techniques we do not support yet include elliptic arcs to depict equal length on hinge mechanisms, as present in the real sketches of the box (Figure D.1). Finally, we assume that all necessary constraints are speci ed in the input CAD model. Progress in automatic detection of constraints in CAD pro les would bene t our approach [Se et al., 2022; Para et al., 2021].CAD and sketching datasets While our approach bene ts from the availability of CAD datasets, current datasets come with limitations. Fusion360 Gallery [Willis et al., 2021] focuses solely on sequences composed of 2D pro les and extrusion operations, while ABC[START_REF] Koch | Abc: A big cad model dataset for geometric deep learning[END_REF] does not provide ready access to the sequence of CAD operations for each model. While we could access ABC sequences by scripting OnShape's API[PTC, 2019], the induced computational load limited us to a few hundred sequences out of the 1 million CAD models present in the original dataset. Similarly, the limited size of OpenSketch[START_REF] Gryaditskaya | Opensketch: A richly-annotated dataset of product design sketches[END_REF] prevented us from conducting a large-scale evaluation on real sketches of diverse shapes.

	[Wood et al., 2021; Gre
	et al., 2022].
	We envision several directions to extend and leverage our sketch synthesizer:

https://repo-sam.inria.fr/d3/OpenSketch/Data/drawing_explorer/explorer.html

Code and data available at https://ns.inria.fr/d3/SymmetrySketch/

Code and data available at https://ns.inria.fr/d3/cad2sketch/

We used the implementation of FreeStyle available in Blender, https://docs.blender.org/ manual/en/latest/render/freestyle/introduction.html

(a) Input (b) Ours (c) Chan et al.

(a) Input CAD model (b) Ours
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3D Sketch

3D Sketch + Surface Surface Reconstructing CAD models. Instead of reconstructing all lines present in a concept sketch, we could also leverage the strong similarities between the CAD design language and the sketching language as presented in Chapter 5. And indeed, Li et al. [2022a] have presented a system which takes as input a sequence of strokes and recovers a full parametric CAD model. But their data-driven model does not handle construction lines since it is trained with synthetic data, generated by traditional NPR algorithms. Meanwhile, our sketch synthesis method allows us to generate synthetic sketches containing Chapter 6. Conclusion and future work 121 construction lines. It would be interesting to extend their model to include more advanced CAD operations, like llets, and to train it with the data produced by our method.

Analysis by Synthesis. Finally, we would like to perform sketch reconstruction without the need for a model which is limited by its training dataset.

Sketch-to-CAD CAD-to-Sketch

Ideally, the analysis of an input sketch should yield a 3D model whose synthetically rendered sketch matches the input sketch as close as possible. is new sketch analysis method should be cycle-consistent [START_REF] Zhu | Unpaired image-to-image translation using cycle-consistent adversarial networks[END_REF], see inset. While we have presented sketch analysis and sketch synthesis methods in this thesis, they are not di erentiable, a requirement needed by gradient-based optimization methods. Taking the ideas of our methods and reformulating the involved binary variables into a di erentiable framework seems like a formidable challenge. A challenge which, once overcome, would allow us to truly close the cycle between sketch analysis and sketch synthesis. To recover the most symmetric sketch, we maximize stroke reconstructions which are symmetric w.r.t. multiple planes. We account for a symmetry correspondence along a certain axis with the binary variables x p , y p , z p , which if selected, mean that s p is symmetric along an x, y or z symmetry plane respectively.

A p p e n d i x A

Symmetry

Symmetry correspondence selection between s p and s q is realized by selecting the binary variable c pq . x p , y p and z p can only be selected if at least one correspondence is selected along the respective axis.

where c k pq is a symmetry correspondence along axis k. e rst term of our score function maximizes the total amount of di erently oriented symmetries. A group must have at least one selected correspondence.

Similarly, a group has to be selected if at least one if its correspondences is selected.

, where C k p denotes the set of all correspondences forming group S k p .

Finally, a group can only be selected if the stroke's selection variable s p has also been selected.

Two strokes s p and s q can have several symmetry correspondence candidates with each other, the set of which is denoted by C pq . However, only one of them should contribute to the selected group.

e rst pass of our method constraints all strokes to be at least symmetric w.r.t. one global symmetry axis k ∈ {x, y, z}. A stroke can only be selected if at least one of its correspondences is along k.

To favor the selection of closeby reconstructions S pq , we minimize the distance between stroke reconstructions and the selected stroke group dist(S k p , S pq ):

10) formulation 125

Curved lines. To ensure that the 3D reconstruction of a curved stroke is well supported by its partial correspondences with other strokes, we measure the overlap between each partial reconstruction S pq and S qp , where S qp denotes the re ection of the symmetric reconstruction S qp with respect to its symmetry plane. We then measure the overall support of curved strokes as

overlap(S pq , S qp )c pq .

(A.11)

Intersection selection

A naive solution to identify 3D intersections would be to pre-compute intersections between all pairs of groups (S k p , S l q ), and then to set the binary variable i pq to 1 during optimization if the selected groups form an intersecting pair. However, this solution is computationally prohibitive because it requires associating a binary variable i kl pq with each possible pair of group, and constraining this variable to only be selected if and only if the two groups are selected, yielding numerous quadratic constraints of the form i kl pq = S k p S l q . Our solution to avoid these additional binary variables consists in detecting intersections between consolidated groups within the integer program. Before optimization, we project each 2D intersection i pq onto all 3D groups S k p and S l q . During optimization, we evaluate the distance between these projections for the selected groups. Directly computing such distances is a non-linear operation, formulating which in an integer program would require quadratic constraints. We instead employ a symmetric range constraints formulation, where we only prohibit the selection of an intersection if the depth di erence between the projections is outside a speci ed range. If the di erence lies within these bounds, we let the solver decide whether i pq should be set to 1 to maximize the connectivity terms of the objective function.

More speci cally, the projected depth of i pq onto S k p is depth(S k p , i pq ). Since only a single stroke group can be selected, the projected depth of i pq on the nal reconstruction of s p is

Employing a symmetric range constraint formulation, i pq can only be selected as a 3D formulation intersection if the following hold:

and

where τ (i pq ) is a threshold set to 10% of the median length of all stroke groups S k p and S l q .

For i pq to be selected, equations A.0.2.1 and A.0.2.1 must hold. In our integer program, this is achieved via the following constraints

, where M is a big constant. is ensures that i pq is equal to 0 if the depth di erence is bigger than τ (i pq ).

Additionally, an intersection i pq can only be selected if both s p and s q have been reconstructed via the selection of a stroke group.

To avoid the reconstruction of dangling strokes, we enforce that a selected stroke must have at least one intersection.

.2 Line coverage

To measure sketch connectivity, we compute the line-coverage for each stroke:

where I p denotes the set of intersections selected along stroke s p , and t p (i) denotes the arc-length parameter value of intersection i.

In our integer program, we choose the minimum and maximum intersection by equipping each intersection i pq with two binary variables a F pq and a L pq , respectively. e linecoverage can then be reformulated as

For each stroke, at most one minimum and maximum intersection can be selected.

An intersection can only be selected as a minimum or maximimum intersection if i pq is a 3D intersection and not an occlusion.

At least one minimum and maximum intersection should be selected if a 3D intersection is selected along stroke s p . where a and b are the major and minor axes of the reconstructed ellipse, yielding the penalty term for elliptic strokes

We use F ellipses in place of F coverage for elliptic strokes.

A.0.2.4 Stroke anchoring

We favor well-anchored stroke reconstructions. A stroke is weakly anchored if it passes through a single high-valence intersection and fully anchored if it passes through at least 2 high-valence intersections. e anchoring quality of a stroke s p is expressed by the binary variables w p and f p , representing if s p is weakly or fully anchored, respectively. We penalize the strokes inversely to their degree of anchoring:

For each high-valence intersection v pq , we count the number of di erently axis-classi ed strokes involved in neighbouring intersections. An intersection belongs to a certain axis-class if one of its two strokes belongs to that axis-class. In pre-processing, during camera calibration, each stroke gets assigned an axis label which indicates which one of the three major vanishing points it converges towards, or if it does not converge to one at all. So each stroke s p has an axis label k ∈ x, y, z, w, with w meaning that a stroke does not converge to one of the major vanishing points.

Each high-valence intersection v pq is equipped with axis-class activation variables k pq , where k denotes the axis. Each such axis variable comes with a set of intersections that involve strokes from the corresponding axis I k pq .

k pq can only be activated if at least one of its intersections is selected:

And a high-valence intersection can only be activated if there are at least 3 di erently aligned axis labels selected:

Selected high-valence intersections should be at a certain distance from each other to provide su cient anchoring. To account for this, we impose that the arc-parameter distance of selected high-valence intersections is bigger than 0.5, i.e., it should span at least half of the stroke. Here, we use a similar mechanism to the measuring the line-coverage.

For each stroke, we select only two high-valence intersections, a rst and a last highvalence intersection. We equip each high-valence intersection v pq with two binary variables v F pq and v L pq . At most one rst and last high-valence intersection can be selected:

Select at most two high-valence intersections:

High-valence intersections can only be selected as a rst or last intersection, if the actual high-valence intersection is realized:

A fully anchored strokes must have high-valence intersections that are su ciently distant from each other:

Weakly anchored stroke variables w p should only be activated if there is at least one high-valence intersection.

w p ≤ q v pq (A.37) formulation

A.0.3 Score Function

We combine the terms described above to form the score function to be maximized subject to the listed constraints:

where the binary optimization variables i pq and c pq select intersections and symmetry correspondences respectively. We solve this optimization problem with the commercial solver Gurobi Gurobi Optimization, LLC [2021]. We use a xed set of weights λ symmetry = 2, λ support = 10, λ proximity = -100, λ anchoring = 5, λ coverage = 4 and λ ellipses = 1..

A p p e n d i x B

CAD2Sketch: Generating Concept Sketches from CAD Sequences: Integer program details

In the following, we give additional details for the integer program formulation for the sketch synthesis method from Chap.5 Anchoring e anchoring term for curves also favors the presence of tangential 3D intersections with other curves or straight lines. Denoting {i k p } the set of tangential intersections along s p and S k tangent p the set of tangential lines going through i k p , we condition the selection of f k p by the selection of tangential lines:

Projections If s p is a projection line, we extract the subgraph G Q p from the intersection graph, including all strokes lying in the major-axis plane Q that is containing s p . In this planar subgraph, the goal is to build a formulation which checks the existence of a path starting from the point s start p and ending in s end p . e existence of such a path is validated by the selection of p p We de ne a source variable v source and a sink variable v sink , representing s start p and s end p , respectively. For the rest of the nodes v i ∈ G Q p , we de ne the binary variables v i .

Intuitively, the idea of the following constraint system is the following. To nd a path, we want to select a subset of nodes v i . Every node included in the path should have exactly one selected incoming neighbour and one selected outgoing neighbour. Except for the source and the sink, which should have exactly one outgoing neighbour and one incoming neighbour, respectively. Appendix B. CAD2Sketch: Generating Concept Sketches from CAD Sequences: Integer program details

For the source, we check if exactly one outgoing node has been chosen.

Similarly, for the sink node, exactly one incoming node has to be chosen.

And for every other node, the number of incoming and outgoing neighbours should be exactly the same.

Intuitively, the condition that only one neighbouring node should be selected will be propagated from the source and sink nodes and every node in between will select either zero neighbouring nodes or one incoming and one outgoing nodes.

Additionally, all nodes should be fully anchored.

And nally, the corresponding stroke variables for all nodes precede the node selection.

A p p e n d i x C

CAD2Sketch: Generating Concept Sketches from CAD Sequences: Parameter selection e method from Chap.5 allows users to control construction quality and visual clu er by varying λ 1 and λ 2 .

To further ground our algorithm in real-world practice, we studied how the results obtained with di erent parameter se ings compare to real sketches. In the absence of ground-truth 3D lines for OpenSketch data, we cannot evaluate our score function on real examples. However, we can leverage OpenSketch annotations to compute statistics about di erent types of lines, and see if these statistics match the ones we obtain in our synthetic sketches.

For each of the rst-view concept sketches in OpenSketch, we computed the number of strokes labeled as constructions lines (C), the number of strokes labeled as visible feature lines (V ), and the number of strokes labeled as hidden feature lines (H). We then associate each sketch with a feature vector C N , V N , H N , where N is the total number of lines in that sketch. Figure C.1 (orange) plots the distribution of sketches in that feature space, which reveals that real-world sketches cluster along a line, such that the proportion of visible lines varies linearly with the proportion of construction lines, while the proportion of hidden lines is low overall. In contrast, Figure C.1 (blue, green and purple) shows that the sketches generated by our method for varying λ 1 and λ 2 can lie far away from the linear distribution of real sketches, in particular by exhibiting a greater proportion of hidden lines.

Based on this observation, we propose a simple automatic parameter tuning procedure. For a given input CAD model, we run our algorithm multiple times with λ 1 and λ 2 parameters regularly distributed over their respective interval. We then favor the results for which the feature vector is close to the 3D line ed onto the cluster of real sketches, as measured by the distance D real . However, many of these results exhibit the same ratios Appendix C. In contrast, the sketches generated by our method with varying λ 1 and λ 2 parameters can be far from this sub-space (green, blue and purple dots, which correspond to three di erent CAD models). For a given CAD model, we select the values of λ 1 and λ 2 that produce sketches close to the 3D line regressed from real sketches (orange line).

of construction and feature lines but contain a di erent quantity of lines. Among those, we favor the results that contain the greatest number of visible feature lines, as measured by

V total where V λ 1 ,λ 2 is the number of visible feature lines selected for a given choice of (λ 1 , λ 2 ) parameters, and V total is the total number of visible feature lines generated initially. Combining these two criteria, we select the result that minimizes

A p p e n d i x D

CAD2Sketch: Generating Concept Sketches from CAD Sequences: Design teacher evaluation

We provide the detailed teacher evaluation forms of the study presented in Sec.5.4.2 in the supplemental material (https://ns.inria.fr/d3/cad2sketch/). e bo om part of the gure compares the three variants of our method (M1, M2, and Ours). While M1 is consistently judged inferior, M2 is close to Ours. R3 has a preference for our results over the ones produced by M2 (see construction for the house, amount of details for the box, and line execution for the vaccum cleaner and for the box). In contrast, R1 judged M2 be er for the house but inferior for the box. R2 gave the same score to both variants in most cases. Note that similar disagreement happens for real sketches, such as about the construction of the house for D 2 and of the box for D 2 and D 3 .

Finally, note that R1 gave lower scores overall (mean score of 2.11 against 2.58 for R2 and 2.69 for R3, computed over all 18 sketches). Appendix D. CAD2Sketch: Generating Concept Sketches from CAD Sequences: Design teacher evaluation Fillet e sequence always starts by a square extrusion to create a cuboid. We then perform either a positive extrusion to create a protrusion, a negative extrusion throughout the shape to create a hole, or a chamfer to create slanted surfaces. Square or disk pro les are used for these operations. We repeat this step once, and end with a llet operation on a variable number of edges. Extrusion faces, chamfer edges and llet edges are randomly chosen from the intermediate BREP. Extrusion depth and llet radius are randomly picked from a set of discrete values. e size and position of the square or disk pro les are also randomly sampled.

Viewpoints To render our synthetic CAD sequences, we selected viewpoints that best show the involved CAD operations, where we used the dot product between the view direction and the operation direction to test if the operation is well seen.

Additional Results. We provide additional normal prediction results on ABC models (108), OpenSketch models (12 drawings from designer D3 and 12 drawings from designer Appendix E. CAD2Sketch: Generating Concept Sketches from CAD Sequences: Normal map prediction D1), and a small random subset of our synthetic models (100) in the supplemental material (https://ns.inria.fr/d3/cad2sketch/), where there is a readme le demonstrating how to read the results.