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CHAPTER 1

Introduction

This thesis is concerned with sequential decision making and more specifically with
reinforcement learning (RL). Among the main three fields of Machine Learning,
namely supervised learning, unsupervised learning and RL, the latter became an
increasingly hot topic in the last decade or so, due to rapid progress of the RL
theory and algorithms on the one hand, and due to applicative breakthroughs on

the other hand.

RL was considered to be a most promising field ever since the early days of
Artificial Intelligence. It offered ML some of its first world successes, illustrated
by the TD-Gammon reaching the expertise level of world master human players
[Tesauro 1995]. The similarities between RL algorithms and human cognition were
and still are acknowledged [Thorndike 1911, Khamassi et al. 2005|. Its applications,
which used to focus on games and robotics [Deisenroth et al. 2013], now extend to
diverse problems in the industrial and medical domains, including autonomic com-
puting [Tesauro 2007], medical prescriptions and adaptive neurological stimulations
[Pineau et al. 2009]. It is also the case that some complex problems are cast as rein-
forcement learning problems, whenever they involve many interdependent decisions
and sub-problems, and the optimum solution is not obtained by solving optimally
and independently every sub-problem. More generally, when the whole is not the
sum of its parts, the solvers related to every sub-problem are required to cooperate,
and the global problem can be tackled as an RL problem. Such application domains
range from Natural Language Processing [Chang et al. 2012] and Document
Understanding [Maes et al. 2009] to Data Mining itself, gearing the great many

pre-processing and processing decisions toward the global success of the application.

RL is built on a firm and well founded theory, rooted in Optimal Control and
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(Approximate) Dynamic Programming [Sutton & Barto 1998a, Szepesvari 2010)].
As of today, algorithmic achievements are behind theoretical advances, for
scalability reasons; a significant body of work is concerned with increasing
the applicability of standard RL algorithms through reducing the dimensions
of RL problems, including the dimensions of the state space (e.g. using ran-
dom projections [Ghavamzadeh et al. 2010, Milani Fard et al. 2013]), or the
action space (e.g. defining macro-actions aka options [Brunskill & Li 2014]).
Other approaches directly tackle RL as an optimization problem
[Deisenroth et al. 2013, Peters & Schaal 2008, Stulp & Sigaud 2013]. In the
recent years, another well-founded framework was proposed for RL, based on
tree-structured multi-armed bandits, specifically Monte-Carlo Tree Search and
the celebrated Upper Confidence Tree [Kocsis & Szepesvari 2006| inspired from
the UCB [Auer et al. 2002]. These any-time algorithms scale up to medium size
problems. They supported major ML breakthroughs in the last 10 years, illustrated
by the computer-Go players |Gelly & Silver 2007, Gelly et al. 2012] now nearly
reaching the level of world champions. The significance of these advances is best
understood by contrasting the computational complexity of computer-Go and
computer-chess players [Hsu 2002]; the size and complexity of the Go state space is
larger by several orders of magnitude (branching factor circa 20 against ca 6), and

efficient assessment functions are still to be designed.

The main issue tackled in this PhD concerns the dependency of the RL
algorithm on the expertise of the designer, the expert or the user. As mentioned,
reinforcement learning tackles an optimization problem. In its formal setting
(chapter 2), the optimization objective depends on the reward function associating
an instant evaluation to each state visited by the agent. The difficulty of the
optimization problem is significantly ameliorated if the reward function supports
the identification of relevant milestones in the RL search space. At the other
extreme, if the designer sets the reward function in such a way that it rewards the
target state and no other state, then the RL problem can be thought of in terms of
a Needle in the Haystack optimization problem: extensive exploration is required

to identify the promising regions of the search space.



The first part of the manuscript is devoted to the presentation and discussion of
the state of the art, starting with the formal background of Reinforcement Learning
and Markov Decision Processes (chapter 2). Chapter 3 presents the so-called
Inverse Reinforcement Learning (IRL) approach. First pioneered by Russell and
Ng [Ng & Russell 2000] and by Abbeel and Ng [Abbeel & Ng 2004, Abbeel 2008],
IRL alleviates (in a sense to be formalized) the RL dependency on the human
expertise. Other related work, concerned with the Human in the loop and with In-

teractive Learning for Optimization (ILO), are presented and discussed in chapter 4.

The second part of the manuscript describes our contributions and the theoretical
and empirical validations thereof.
In our targeted application domain, IRL is not applicable per se: this PhD was
funded by the European SYMBRION Integrated Project (FET IP 216342), aimed at
robotic organisms. As shown on Fig. 1.1, right, the goal is to design flexible robotic
organisms based on the physical docking and un-docking of a great many robotic
units (Fig. 1.1, left). While robotic swarms and organisms based on the cooperation
of a great number of inexpensive robotic units offer many advantages in terms of cost
vs robustness vs sophistication ratios, their control raises new and challenging issues.
In particular, IRL is not applicable to the control of a swarm, for two reasons. On the
one hand, the expert designer does not know the desired behavior of the individual
robot, yielding the desired behavior of the whole organism!; this issue is referred
to as the inverse problem of design of emergent systems [Kaneko & Tsuda 2000].
On the other hand, a single expert designer would find it hard to demonstrate the
expected behavior of all robotic units involved in a swarm or an organism; the
demonstration would rather involve a swarm of experts — which is impractical and
unrealistic in many ways?. Current approaches of swarm robotics are hence based
on either carefully hand-crafted controllers (e.g., rule-based [Grok et al. 2006]), with
the drawback of limited adaptive qualities, or on guided in-silico Direct Policy Search

using Evolutionary Algorithms [Grof et al. 2006, O’'Dowd et al. 2011], as illustrated

'The question is to design the controller of an ant, in such a way that the ant colony yields the

desired behavior [Chevallier et al. 2010].
*Imitation enhanced Q-learning has recently been proposed at UWE [Erbas et al. 2011,

Erbas et al. 2014] in which a single ’educated’ robot helps other robots to rapidly improve their

behaviors in a Q-learning context.
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(c) Swarm-bot (2001-2005) (d) Swarm Foraging, UWE

Figure 1.1: SYMBRION: Robot individual (a) and robot organism (b). Examples of
swarms: Swarm-bot [Grof et al. 2006] (c) and Swarm Foraging [O'Dowd et al. 2011]

(d).

on Fig. 1.1, bottom-right and bottom-left, that requires an ad hoc simulator.

In 2011, J. Fiirnkranz, E. Hiillermeyer and their collaborators
[Cheng et al. 2011, Hiillermeier & Fiirnkranz 2013] noted that associating a
numerical reward to each action, as done in standard RL, was hardly meaningful in
some contexts, e.g. to account for the death issue in a medical prescription applica-
tion domain. An alternative was offered by ranking state-action pairs conditionally
to a policy 7, e.g. ranking two state-action pairs depending on whether death

occurred by following 7 after the first state-action pair, and not after the second one.

Simultaneously though independently, we explored a related approach, dubbed
Preference-based Policy Learning (PPL). Let us note that since 2011, quite a few
other works (including [Wilson et al. 2012, Knox & Stone 2012, Jain et al. 2013])

were devoted to preference learning within RL (see chapter 4).

In PPL, the expert is iteratively asked her preferences among two trajectories of



the robot®. The PPL algorithm, first contribution of the present PhD work (chapter
5), iteratively learns a policy return estimate through a state-of-art learning-to-rank
algorithm [Joachims 2005] based on the expert’s preferences. An optimization
criterion, adaptively defined from the policy return estimate and an exploration

term, is tackled using a Direct Policy Search algorithm [Akrour et al. 2011].

It soon appeared that a main issue for PPL was to reduce as much as possible
the number of preference queries to the expert and thereby limit his cognitive
burden. Our second contribution (chapter 6) thus investigated the use of Active
Preference Learning [Ailon 2012] within PPL, in order to minimize the number of
queries needed to elicit the expert’s preference model. However, our goal differs
significantly from Active Preference Learning, for the following reason. The goal
of active learning is to find an accurate preference model. Quite the contrary, our
goal is to find the optimum of this model; the model accuracy is a means, not
an end. Taking inspiration from the related work of [Viappiani & Boutilier 2010],
the Active Preference-based Reinforcement Learning (APRIL) algorithm was thus
proposed [Akrour et al. 2012].

Along in-situ experimentations, a limitation of the APRIL scheme regarding its
robustness w.r.t. the expert’s mistakes was identified. As could have been expected,
it appears that no expert (including ourselves) is mistake-free; and the impact of
these mistakes on the preference model might be hard to recover. This impact is all
the more detrimental to the whole approach as the expert can deliberately change
her preferences along the interaction with the robot in a pedagogic curriculum, e.g.
focusing on the acquisition of some walking skill before tackling the running skill.

As a third contribution, we thus proposed an algorithm aimed at coping with
the expert’s mistakes while interactively asking for the user’s preferences (chapter
7). Like PPL and APRIL, the resulting framework called Programming by Feedback

proceeds by iterating a two-step process: i/ presenting the user with a new

3In principle, the PPL principle extends to swarm trajectories as well. Due to time constraints
however, only the single robot case was considered in the scope of the PhD. The extension and
empirical validation of the presented approach to swarm robotics are left for further work (chapter

8).
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trajectory and asking whether this trajectory improves on the previous best; ii/
updating the preference model depending on the user’s preference, and searching for

the next best and most informative trajectory to be displayed [Akrour et al. 2014].

All three algorithms proposed in the contribution chapters are introduced
together with an analytical study of their behavior and an experimental valida-
tion comparatively to the prominent state-of-the-art methods, illustrating their
respective merits and limitations, and analyzing their scalability as well as their

sensitivity w.r.t. their hyper-parameters.

Finally, the last chapter of this manuscript discusses globally the contributions

of the presented work and proposes several perspectives of research for further work.



CHAPTER 2

Reinforcement Learning

Foreword

Reinforcement Learning (RL) [Kaelbling et al. 1996, Sutton & Barto 1998b,
Wiering & van Otterlo 2012] considers an agent perceiving the environment at
discrete time steps ¢t = 0,1,..., H < oo through its current state s; (belonging in
the state space S). The agent has the opportunity to interact with the environment
by executing an action a; in the action space A, upon which a transition from s; to
se+1 will occur according to the probability distribution P(siy1|st, at, - - -, So, a0) (P
is most often referred to as the transition model). In a first step (sections 2.1 and
2.2), the state and action spaces are assumed to be discrete, finite and ranging in
sets of small to medium size. These assumptions will be relaxed in section 2.3 and
thereafter.

Upon executing action a; in state s;, the agent gets from the environment a
scalar reward R(st,at, st+1) € R. Most usually the reward only depends on the
current state s;, or on both s; and the current action a;. Otherwise R(s¢, ar) is
defined as the expectation of R(s¢, at, st+1), where the expectation is taken over the
transition distribution (I, ~p( |s,,a0) [R(St; Gt $141)])-

Let a deterministic policy 7 be defined as a mapping from S onto A, associating
an action to any state; analogously a stochastic policy 7 is defined as a mapping
from S x A onto [0, 1], where m(s, a) is the probability of executing a in s.

The goal of Reinforcement Learning algorithms is to find a policy maximizing the
discounted long term reward

H

D A RAsiym(se), s041)

t=0
The discount factor v € [0, 1] indicates how important are future rewards compared

to immediate ones. Term 1 — v can be interpreted as the probability for the agent
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to die in any time step and thereby stop receiving rewards: the lower v, the shorter
the agent lifetime on average, and the keener the agent will be to look for short term
rewards. To avoid the discount of future rewards, some algorithms rather optimize

the average reward
1z
T > Rist,w(s0), se11)
t=0

thereby giving equal importance to immediate and future rewards.
This chapter introduces the formal background of Markov Decision Process and

the main RL algorithms. The evolutionary RL approach is also discussed.

2.1 Markov Decision Processes

Reinforcement Learning (RL) algorithms are couched in the Markov Decision Pro-
cess (MDP) formalism, specifying how the environment reacts to the actions of the
agent. An MDP is fully specified by the tuple < S, A, R, P, Py, >. The Marko-
vian assumption implies that the knowledge of a; and s; fully specifies the transition

model P:

P(st1lstat,- .-, 50,a0) = P(si41|5¢, ar)

Distribution Py : S + [0, 1] defines the probability Py(so = s) that the agent starts
in initial state s.

Note that even though the existence of the transition model P is neces-
sary to fully define an MDP, some RL algorithms only estimate it from samples
(st,at, St+1,7¢) gathered by the agent wandering in the environment.

The goal of the RL algorithms is to find a policy #* maximizing the expected
sum of discounted rewards gathered by following this policy. In order to do so, one

defines some target functions to be optimized, called value functions.

2.1.1 Value function and Bellman equation

For a policy 7 : § — A, the value function of 7 at state s given by Equation (2.1)
is the discounted sum of rewards gathered when the agent starts at state s, selects

actions according to 7, moves to state s;;11 according to transition model P, and
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receives a reward ry according to R, for t =0,..., H.
H
VW(S) - ]Est+1'\/73(st771'(8t)) [Z ’Vt’rt S0 =S (21)
t=0

By definition V(7) = Egsy~p, [V (s0)] is the expectation of V7 (s) along the initial
state distribution Pj.
When the time horizon H is infinite, we can recursively write the V-Value at

state s as a sum of an immediate reward and the V-Values of the next states:
VT(s) =R (s,m(s)) +v > _ P (s]s,7(s)) V7(s) (2.2)
s'eS

Eq. (2.2) is the Bellman equation [Bellman 1957]; its recursive structure is at the
core of most RL algorithms aimed at optimizing the V-Value.

Let F = {f : S — R} be the space of functions mapping the state space S onto
R (which includes all value functions associated to any policy 7). Let us define the

Bellman operator as the mapping on F defined as:

Te: F—>F
Vi€ F, Trf(s)=R(s,m(s)) +7 2 ges P (s]s,m(s)) f(5)

Whatever policy m, the Bellman operator T;; is monotonic and is a contraction on

the metric space (F,||.||oc) [Bertsekas & Tsitsiklis 1996]. Formally,
(Vs € S,V(s) <V'(s)) = (Vs € S, T,V (s) < TV'(s))
by linearity of the expectation. Likewise, one shows that

||T7Tf _Tﬂ‘gHOO § ’7”]0 _g”oo

i.e. Ty is a contraction with contraction rate v. Since V™ is invariant under 75 by

construction (T,V7™ = V™) it follows that, for any f € F:
Trf = TaV oo = T f = Vloo <Af = Voo

In other words, for v < 1, applying T onto any function f € F different from
the V-Value of 7 yields a new function T, f that is closer by a factor v to V™. It
follows immediately that V™ is the unique fixed point of T; and that n successive

applications of T to some f will lead to a function that is far from V™ by at
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most 7" times the initial distance ||f — V™||s. Moreover, the Banach fixed point
theorem states that successive applications of T} starting from any initial condition
will indeed converge to this fixed point. As will be seen in sections 2.2 and 2.3, the

repeated application of the Bellman operator is at the core of many RL algorithms.

Let us define the greedy policy 7’ with respect to V™ as follows:

7' (s) = argmax R(s,a) + Z P (s
a€A s'eS

s, a) V(s

It follows that, from the knowledge of the MDP gathered through the computation
of V™, a new greedy policy 7’ can be defined with a higher V-Value (V”/ > V7 see
below).

2.1.2 The Q-Value function

A most convenient concept for RL algorithms is the Q-Value function, mapping the

state-action space S x A onto R as follows

Q(s,a) = R(s,a) +7 Y P(s']s,a)Q7 (s, 7(s"))
s'eS
For a deterministic policy 7, the Q-value function is closely related to V™ as V7 (s) =
Q7 (s,m(s)). However, many RL algorithms choose to estimate Q™ instead of the
value function, because it allows a straightforward computation of the associated
greedy policy: the definition of the greedy policy based on V™ requires to know both
the transition probabilities P of the MDP and the reward function R. Quite the

contrary, the greedy policy 7’ can be defined from the Q-Value function as

7'(s) = argmax Q™ (s, a)
acA

and does not require the knowledge of P or R. The fact that the greedy policies
defined from V7™ or Q™ improve on 7 is known as the Policy Improvement Theorem

[Sutton & Barto 1998b|, and its proof is straightforward:

Proof. From the definition of the greedy policy 7/, it follows that
Vs e S, V™(s) < Q7 (s,7 (s)).
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The result follows from successive applications of this inequality:

Vs €S, V(s) < Q" (s,7 (s))
= By p( s, (s)) [R(5,a,8) +7V(s)]
< Byop(fsa(s) [R(s,a,8") + Q7 (s, 7'(s"))]
= Egp(s(s) [R(5,0,5) + VB op( s m(s)) [R(s'sa,8") + V7 (s

= By p([s,n(s)).5"~P(Is' . (s1)) [R(S:0,8) +YR(s',a, s") + ¥V (s")]

<V™(s)

Moreover, if 3s € S, Q" (s, 7'(s)) > V™ (s) then V™ # V™ and hence 7’ strictly

improves on m.

2.1.3 Optimal policy and value function

After the theory of Dynamic programming [Bellman & Dreyfus 1962], for any MDP
there exists at least one optimal policy that is both deterministic and stationary.
Let us denote this policy by 7*. A policy is optimal if at each state, there is no
policy having a strictly higher V-Value. Letting V* denote the (optimal) V-Value
of such a policy, we have V*(s) = max, V7(s) for all s € S. Analogous to T7,
the Bellman optimality operator T : F — F associates to any function f : S — R
defined on the state space, the function Tf : S — R defined by:

Tf(s):r;lea%{ s,a —&—’VZP '|s,a) f )}

s'eS
Operator T has the same monotonic and contraction properties than T7; its succes-
sive applications on any function f defined from S onto IR converge to the optimal
value function V*.
Likewise, a Bellman optimality operator is defined for the Q-Value functions.
Letting T' be the operator defined on functions from § x A +— R in the following
way:

Tf(s,a) =R(s,a —|—'yz73 '|s,a) maxf(s a’)

s'eS

then T is a contraction mapping leading to Q* = max, Q™ after successive applica-

tions of T on any initial function f: S x A — R.

")

O
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2.2 Algorithms for MDP

2.2.1 Value and Policy Iteration

The Value Iteration algorithm [Puterman 1994] aims at computing the optimal value

function V*. The algorithm proceeds by iteratively applying the Bellman optimality

Algorithm 1 Value Iteration
t«0

Vo < arbitrary function defined on § — R
repeat

t—1t+1

Vi TVi
until ||V, — Vi_i||lo <€

return V;

operator, eventually leading to V*. Its stopping criterion is when two successive
value functions are sufficiently close to each other (||V; — Vi—1||co < €, where ¢ is a
user-defined parameter), thereby yielding an upper bound on the distance between

Vi and V* [Bertsekas & Tsitsiklis 1996]:

Ve = V7l < 17

The algorithm can also apply on the Q-Value function, thereby facilitating the
construction of the greedy policy (section 2.1.2).

Algorithm 2 Policy Iteration
t+0

o < arbitrary policy mapping S onto A.
1: repeat
2: t«—1t+1
3: m < greedy policy w.r.t. Qi1
Qt < Q™
s until Qy = Q41

return 7y

-

<t

A second well known algorithm for finding an optimal policy of an MDP is
the Policy Iteration algorithm [Puterman 1994]. It alternates two steps: the policy
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evaluation step (line 4 of Algorithm 2), and the construction of the greedy policy
(line 3) also called the policy improvement step. The policy evaluation step aims at
the Q-Value of policy m; it proceeds as in Value Iteration except that the Bellman
optimality operator T is replaced by T;,, the Bellman operator of m;. The greedy
policy m; (line 3) is derived by greedily following the previously computed Q™. If
the current Q-Value does not improve on the previous one, the algorithm terminates
and the current policy 7 is returned; 7, is optimal because, as seen in section 2.1.2,
Q¢ = Q;_1 implies that As € S, Q¢_1(s, m_1(s)) # maxaes Q¢_1(s,a). This implies
that Q¢_1 is stable to the application of T, and hence Q; = Q¢—1 = Q*.

Since Policy Iteration evaluates the policy in its inner loop, one iteration of Policy
Iteration generally takes longer than in Value Iteration. However, Policy Iteration
requires in general fewer iterations to converge |Bertsekas & Tsitsiklis 1996]. In
addition, when |S| is small enough, it becomes more advantageous to compute the

value function using a matrix inversion:

VT =R+ > 7'PiR,
t=1

= (I - 'YPW)_lT\)'W

R and P are respectively an |S| dimensional vector and an |S| x |S| dimensional
matrix where for any state s, Rr(s) = R(s,7(s)) and Pr(s,s’) = P (s|s, 7 (s)).
Besides Value Iteration and Policy Iteration, there are more general algo-
rithms that encompass both of them as special cases, such as A-Policy Iteration
[Bertsekas & Ioffe 1996] and Modified Policy Iteration [Puterman 1994]. For a com-

prehensive overview see [Thiéry 2010].

2.2.2 Model-Free RL

The previous algorithms solve the problem of optimally behaving in an MDP by
using the exact Bellman (optimality) operator. This operator in turn requires the
full knowledge of the reward function R and the dynamics of the environment given
as the transition model P (.|s, a).

Model-free algorithms relax these requirements and assume that the learning
agent only has access to a dataset D = {(s,a,r,s');,;i =1... N} of transition sam-

ples, where tuple (s,a,r,s’) indicates that upon executing action a in state s, the



14 Chapter 2. Reinforcement Learning

agent reaches state s’ and receives reward r. An important distinction between the
algorithms is the level of control they require on how the samples in D are collected.
Two categories are distinguished: On-policy algorithms assume the samples are gen-
erated by the agent following its (evolving) policy; off-policy algorithms use samples
that have been generated by any policy. A representative algorithm of the on-policy
category (respectively off-policy category) is SARSA [Rummery & Niranjan 1994]
(resp. Q-Learning [Watkins 1989]).

Q-Learning is an online off-policy, model-free RL algorithm. As opposed to
batch algorithms, it does not need to actually build D; it incrementally processes
the transition samples'. Furthermore the samples do not need to be sequential (the
ending state of a sample being the starting state of another one). Q-learning starts
with an arbitrarily initialized Q-Value Qg : S x A — R. In each i-th iteration, upon

seeing (s,a,r;, s;) the Q-Value is updated as follows:

Qi(s,a) = Qi—1(s,a) + ay(s,a) (7"1‘ + ’Ygr,lgﬁ@z‘—l(séa a) — Qi—1(s, a))

The update can be interpreted as computing the difference between the current Q-
Value at state (s,a) and an estimate of the Bellman optimality operator T" applied
to @ (where the estimate considers a single sample), and the difference is used to
refine the Q-value with learning rate a;. Note that Q-learning can be interpreted
as an empirical Value Iteration algorithm: assuming that? o;(s,a) = 1 and Qo the

null vector, then by solving the recursion it comes:

N N
1 1 ;
Qn(s,a) = N ;Tz‘ +7N;glgﬁ@—1(8ma)

SARSA is very similar to Q-Learning, with the difference that, instead of using
maxgeq Qi—1(s;, a’) for an estimate of future rewards, it uses Q;_1(s}, a}) for a} the
action executed in s, by the policy of the agent, generating the sample (s, a,r, s}, a})
(and giving its name to the algorithm). For these reasons, SARSA needs to be
on-policy to learn the Q-Value of the policy of the agent, and the agent can in turn

use this Q-Value to improve its policy as in Policy Tteration.

! Although it does not need to store the samples, it is however commonplace to store and reuse

the samples whenever their acquisition is expensive.
In practice, (s, a) is most usually kept constant across time and for all state action pairs

(s,a).
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If the agent executes every action in every state an infinite number of times, and
forall sand a, >, a;(s,a) = coand Y o0, ai(s,a)? < oo then the Q-Learning algo-
rithm converges with probability 1 to the optimal Q-Value [Watkins & Dayan 1992].

Similar guarantees can be obtained for SARSA [Singh et al. 1998]; the theoreti-
cal analysis is however more difficult as some care must be exercised to enforce the
exploration of all states and actions. Formally, the online policy cannot be the greedy
one w.r.t. the current Q-Value, it needs to incorporate some ezploration to ensure
all states and actions are visited. However, this exploration goes against the quest
for optimality. The situation is simpler in the Q-learning context as its off-policy
nature enables to consider two distinct policies, an exploration policy generating
off-line the samples, and the policy learned using these samples.

Efficiently incorporating exploration such as to satisfy the requirement of visit-
ing all the states and actions of an MDP, yet exploiting the acquired knowledge to
focus on the most promising states of the MDP is a long known dilemma named
exploration /exploitation trade-off. A simple exploration scheme known as e-greedy,
performs a random action with probability ¢ and otherwise greedily follows Q). An-
other way of favoring exploration is through the optimistic initialization of @y to
a high value, for instance upper bounding the reward function. Doing so ensures
that at least in the early steps, exploitation will inevitably decreases the ()-Value of
the visited state-action pairs thus ensuring that the greedy policy will explore any
unexplored action due to their high Q-Value.

More principled approaches at exploration achieving near-optimal re-
gret are based on upper confidence bounds in methods such as R-max
[Brafman & Tennenholtz 2003] or UCRL2 [Jaksch et al. 2010]. However these
methods use estimates of the probability transitions P (.|s,a) which may limit their

applicability when dealing with very large state spaces.

2.3 Approximate algorithms for large state spaces

All RL algorithms described in section 2.2 represent the value function (resp. Q-
Value) with a look-up table, associating to each state s (resp. state-action pair
(s,a)) the value V(s) (resp. Q(s,a)). Although the memory requirement only

grows linearly in |S| (resp. |S x A|), it can be prohibitive to store these estimates



16 Chapter 2. Reinforcement Learning

for each state or state-action pair?

. In addition to the memory requirements, the
computational resources and data resources (number of required samples (s, a,r, s))
required can be the most limiting factor for the scalability of RL. Ideally, one would
like the learned estimate for one state to generalize to neighbor states, in a metric

sense to be defined.

2.3.1 Approximate RL with Supervised Learning

A first way to scale RL algorithms to large state spaces is by leveraging super-
vised learning algorithms, with strong generalization guarantees. Classification-
based Approximate Policy Iteration algorithm (CAPI) [Lagoudakis & Parr 2003b,
Fern et al. 2006] is a Policy Iteration algorithm (section 2.2.1) where the look-up
table-bagsed representation of the Q-Value is replaced by a multiclass classifier. As-
suming that the action space A is of limited size, this classifier associates to each
state s an action a. In this way, CAPI sidesteps learning the full Q-Value: the
classification algorithm is trained from state-action pairs (s,a) where a maximizes
the (estimated through simulation) Q-Value Q™ (s, .) of the policy #; currently un-
der evaluation in the Policy Iteration scheme. The generalization property of the
classifier makes it possible to consider only a sample of the states in S.

At iteration ¢, CAPI first computes an empirical estimation of Q7(s,a) (evalua-
tion step). Q7t(s,a) is the average over K rollouts of length T starting at state-action
pair (s,a), of the cumulative reward gathered by executing a in s and following 7y
for T time steps. Considering a subset S, C S of the state space, a training set
made of pairs (s,a*) with s € S and a* the action such that Q™ (s,a*) is signifi-
cantly greater than Q™ (s, a) for all a # a is built (if no such action exists w.r.t. the
considered statistical test, no training sample built on s is considered). A classifier
hy is learned from this training set, and policy 7y41 defined over the whole state
space S is learned with 7y41(s) = h¢(s). By construction this policy approximately
selects the action maximizing Q™ (policy improvement step) thus completing the

Policy Iteration algorithm.

3For instance the 9 x 9 Go board, a smaller scale version of the Go game used in the literature
[Gelly & Silver 2007], has more than 10170 states. In robotics, states are often continuous physical
quantities (e.g. angle or acceleration of an arm). Large state spaces can also derive from complex

sensory inputs such as visual perception.
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The distinction between the prediction and the control problems is at the core
of the approximate RL literature. The prediction problem aims at approximating
value function V7™ of a policy m from a set of sample transitions, where the ap-
proximation is meant in terms of the Lo norm. The control problem aims at the
(approximate) Q-Value (or equivalently the approximate policy 7*), where the ap-
proximation is meant in terms of the L., norm. The pitfall is that a low Lo error
of V™ does not necessarily result in a low Lo, error of Q”, possibly manifested as a
degradation of the performance from one iteration to the next in the Policy [teration
scheme. Some care must thus be exercized at the theoretical and algorithmic levels.
For instance, CAPI selects S; to match the distribution of states visited by i1,
thus minimizing the approximation error in regions of the state space that matter
|[Lagoudakis & Parr 2003b].

Another approximate RL algorithm, Fitted-Q Iteration [Ernst et al. 2003,
Antos et al. 2007] uses regression to learn the Q-Value associated to each state-
action pair. The algorithm can be thought of an approximate Value Iteration: at
each iteration t, Q; is learned by regression from the samples associating to each
pair (s,a) the value r + max, Q;_1(s',a’) (and Qo is set to the null function).
Other approaches in approximate RL with Supervised Learning combined the tem-
poral difference principle with back-propagation on an Artificial Neural Network

[Tesauro 1995] or Deep Neural Nets [Mnih et al. 2013].

2.3.2 RL with function approximation

Another way to scale up RL algorithms is to replace the look-up table represen-
tation of the value functions with a functional approximation. The most studied
approaches rely on linear approximations, assuming a mapping from the state-action
space (or the state space) onto the k-dimensional real-valued space. Formally, let
¢ : S x A — RF denote the feature mapping, then the Q-Value (or the V-Value)
function is written as the scalar product of ¢(s,a) with a parameter vector 6, to be
identified.

The pitfall of linear approximations of the Q-Value in the previous model-free
RL algorithms (section 2.2.2) is that they might diverge in the off-policy setting
[Baird 1995], while this setting is appropriate to handle the exploration/exploitation

trade-off or to reuse expensive data samples. Regarding the prediction problem (es-
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timating the V-Value of a fixed policy), gradient descent algorithms (Gradient Tem-
poral Difference (GTD) and Temporal Difference with gradient Correction (TDC),
among other variants) have been proposed to ensure convergence even in the off-
policy case [Sutton et al. 2009], where the gradient is that of the convex mean square

projected Bellman error, to be minimized:
MSPBE(9) = ||V — L*T™ V|2

with Vy = ® 6, and ® the |S| x k matrix bearing ¢(s;)7 on the i-th line. Note that
applying the Bellman operator T"Vy = R, + vPrVp (with R, and P, defined as in
section 2.2.1) on value function Vj might yield a non-linear function of the feature
space. Therefore operator L® is used to achieve the orthogonal mapping of RIS

onto the feature space (defined by the column vectors of @), formally:
vf € RSILYf = argmin || f — Vi
Assuming the independence of features ¢;, one has:
L* = o(@To) o7

GTD thus aims at parameter vector 6 such that the associated V-Value is the fixed
point of the projected Bellman operator. Greedy-GQ extends GTD to the control
problem [Maei et al. 2010].

The Least Square Temporal Difference (LSTD) [Bradtke el al. 1996] and its ex-
tension to control Least Square Policy Iteration (LSPI) [Lagoudakis & Parr 2003a]

directly compute 6 as follows:

Vo — L®T™Vy =0
D0 — LT (R + P, ®0) =0
(@T®) 0T (R, + P, ®0) = 0
(270 — 12" Pr0) 0 = TR,
(370 — 13" P,®) " TR, =0
As shown by [Koller & Parr 2000 (and still assuming that features ¢; are linearly

independent), 0 is well defined except perhaps for finitely many «. Note that in both
GTD and LSTD, matrix ® is never computed explicitly (since the approach aims at
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large state spaces §) and matrix A = (@TCI) . 7<I>T777r(1)) is estimated from samples
before being inverted.

Since A is a k x k matrix, its inversion is in O(k%) (*) whereas the GTD algorithm
is in O(k). However, LSTD is more sample efficient and converges after seeing less
samples [Dann 2012|. Another algorithm, iLSTD offers a good trade-off between
computational complexity and sample efficiency (but still with quadratic memory
requirement) |Geramifard et al. 2007|, which only modifies the matrix A on a small

number of entries at a time.

2.4 RL vs. Evolutionary Algorithms

An alternative to gradient-based Direct Policy Search algorithms to solve
control problems is to use gradient-free methods, and specifically evolution-
ary algorithms (EAs) [Igel 2003, Whiteson & Stone 2006, Whiteson et al. 2010b,
Heidrich-Meisner & Igel 2009, Stulp & Sigaud 2013|. Evolutionary algorithms op-
erate directly on the parametric space of the policies, iterating the following three

steps:

1. Evaluation of a set of (parametric) policies, in-silico (using Monte Carlo sim-

ulations) or in-situ (using direct interaction with the environment);

2. Selection of the best policies according to their evaluation referred to as fit-
ness (which can be any user-defined function, including the cumulative reward
gathered along the trajectory; the fitness is possibly averaged over several tra-
jectories; additional criteria such as the behavioral diversity of the controllers
may also be taken into account to avoid a premature convergence of the EA

to local minima;)

3. Generation of new candidate policies using variation operators on the selected

policies.

Evolutionary algorithms are wide-spectrum gradient-free optimization algo-
rithms, not specifically tailored to RL problems (with the notable exception of the

hybrid algorithm Neat+Q that mixes both neuro-evolution and temporal difference

4The computational complexity can be reduced to O(kQ) if the inverse is incrementally computed

from the samples using the Sherman-Morrison formula.
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function approximation [Whiteson & Stone 2006]). For these reason, they can be
slower to solving MDP problems (especially when considering noisy transition mod-
els [Whiteson et al. 2010b]) than previously presented RL algorithms.

Still in some cases, evolutionary algorithms can be an appropriate alternative to

the approximate RIL algorithms presented in section 2.3:
When considering a finite horizon (H < oo), the recursive structure of value func-
tions does not hold any more. The guarantee of a stationary optimal policy then
vanishes. In fact, it is trivial to build an MDP where the agent has to take different
actions in the same state depending on whether it reaches it in the first or in the
last time step of the trajectory. Quite the contrary, EAs deal with any evaluation
function of a controller trajectory, irrespective of whether it is based on a reward
function or satisfies the Markovian assumption. As such, they do not depend on the
Bellman optimality; in counterpart, their sample complexity is higher especially in
the presence of an important noise in the state transitions [Whiteson et al. 2010b].
Specific heuristics, e.g. based on Bernstein races to early discard unpromising poli-
cies, however render distribution-based EAs such as Covariance Matrix Adaptation
(CMA-ES) [Hansen & Ostermeier 2001| competitive with RL algorithms on some
usual RL benchmarks [Heidrich-Meisner & Igel 2009].

Another case is that of Partially Observable MDP (POMDP) [Sondik 1971],
which generalize MDPs to contexts where the agent state is uncertain, for instance
when the agent is unable to directly observe the current state s; and only gets
some observation o; probabilistically related to s;. For instance, the perceptual
aliasing phenomenon occurs when two different states result in the same sensor
values. In such a situation, the agent can only maintain a belief vector on its
current state, expressed as a probability distribution on the state space and
depending on its current and past observations; the action selection depends on
the belief vector. While exactly solving POMDPs is intractable for large state and
action spaces [Kaelbling et al. 1998], some well founded approximate alternatives
are available [Ross et al. 2011b]. The EA robustness with respect to moderate or
high perception aliasing has been empirically demonstrated [Whiteson et al. 2010b].

A third case is when the RL problem is too complex and cannot be captured

using linear approximations of the Q-Value (section 2.3) and derived policies. In



2.5. Summary and discussion 21

practice, feature engineering is often required to enable linear models to solve the
problem at hand. However when feature engineering fails, one usually resorts to
artificial neural networks. EAs enable the parametric optimization of the neural net
weight vector for a fixed architecture; they can also evolve the architecture to adapt
the complexity of the network to the difficulty of the problem [Stanley et al. 2009].
Note that the use of neural networks to tackle RL problems is not new: it
was successfully combined with the temporal difference principle to build the
TD-gammon player [Tesauro 1995]. More recently, the features based on a deep
neural architecture have been exploited to build an Atari player [Mnih et al. 2013].

A comprehensive presentation of EA applications to control problems will be
found in [Wiering & van Otterlo 2012| (chapter 10). Let us only present the algo-
rithm that will be used in the experimental part of chapter 5, 6 and some experiments
of chapter 7.

For a parametric class of policies mp with § € © c RP (for instance, § can be
the parameters of a neural network), new policies are generated by perturbing the
best previous policy according to the (1 4+ A)-ES evolutionary strategy algorithm
[Schwefel 1981]. Formally, a Gaussian distribution NV (6¢,3;) on © of center §; and
covariance matrix X, is maintained at each generation ¢. From this distribution, A
policies are drawn and evaluated, from which the best among the generated policies
are retained and used to update 6;, defining 6,11. We adapt the covariance matrix
as in [Auger 2005], by letting ¥y = oy * I, where I is the identity matrix. Parameter

oy is augmented /reduced according to the 1/5!

rule: If the number of sampled
policies performing better than 6; is more (resp. less) than 1/5%, the radius is
increased (resp. decreased) with constant tuned on the target unit sphere function

[Auger 2005].

2.5 Summary and discussion

This chapter has presented some representative RL algorithms and briefly discussed
their strengths — the requirements for their optimality guarantees — and their limi-
tations, specifically regarding their scalability w.r.t. the size of the state and action

spaces.
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The focus of the manuscript (chapters 5 to 7) is to learn the RL objective function
by interaction with the expert; this objective function will be exploited using some
of the presented RL and EA algorithms to actually build the controllers.

Our primary assessment criterion however will be the number of interactions
with the human user needed to reach a satisfactory performance. RL algorithms
will only be considered based on their ability to deliver a solution on the basis of
the learned objective function: Typically Policy Iteration algorithms will be used
to deal with discrete and small-size state space; LSPI/TDC algorithms will be used
to deal with continuous state spaces; finally, EAs will be used when considering a
non-linear policy return estimate w.r.t. the trajectory representations, and/or when

LSPI is found to fail.



CHAPTER 3

Learning from Demonstrations

Foreword

The general RL framework was presented in the previous chapter together with
related algorithms, depending on whether the transition model P (.|s, a) is directly
available, or only known through samples (s,a,r,s’). This chapter examines the
case where the reward function is not naturally present in the environment, or does
not comply with the MDP setting. The cases where rewards do not comply with the
standard setting are first discussed. The chapter then presents a general overview

of the learning from demonstration approaches.

3.1 Reward functions

In quite a few contexts, the reward function does not satisfy the MDP assumptions.
A first case is when the reward is defined or interpreted from the user’s feedback;
this reward might be related to the whole trajectory or a sub-trajectory, rather than
to the last state-action pair. The case where the agent interacts with a human being,

whose feedback is exploited as an external reward, will be described in next chapter.

Beyond the direct communication with the user, it might be hard to define a
sufficiently informative reward function for complex RL tasks. As mentioned, if
the reward is too scarce (e.g. only the goal state is rewarded), the RL problem is
too hard and only poor solutions are found. Additional prior knowledge in form of
additional rewards, for instance highlighting subgoals, needs be provided, possibly
iteratively, along some so-called reward shaping process [Ng et al. 1999].

For many tasks where defining an informative reward function is the primary RL

difficulty, providing trajectories and demonstrating a solution behavior can overcome
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the difficulty. Let us illustrate this claim on two representative problems.

The first problem is concerned with finding an optimal route between locations A
and B. Assuming that many different routes exist (one being the fastest one, another
one being the cheapest one, a third one being the one with less traveling time vari-
ance), the agent actually faces a multi-objective RL problem [Vamplew et al. 2009]
where the best solution depends on the user’s trade-off among the different criteria:
slight modifications on the weights of these criteria will change the optimal route
returned by the agent. The user might engage in a tedious trial and error process to
adjust the weights until the agent returns a satisfactory solution; however beyond
certain limits, related to the number of criteria and complexity of the tasks, trial
and error processes are no longer applicable. An elegant alternative is to let the
user demonstrate some routes to his liking, and let the system automatically infer
a reward function accounting for these preferences. The learned reward function is
then available to solve future instances of the task at hand within the classical RL
setting.

The second problem is concerned with peeling a vegetable for a domestic robot.
This task requires a large action space (the required level of dexterity implies a
fine-grained discretization of the continuous search space); accordingly, any random
exploration will unlikely lead to the end goal'. Additionally, letting the robot
randomly explore its state-action space while it holds a peeler likely raises safety
concerns. To guide the exploration of the robot, the expert might attach rewards
to some intermediate states that she deems relevant for peeling the vegetable,
thereby defining subgoals. Such subgoals might however be ill-suited to completing
the task at hand, due for instance to the gap between the human and the robot
motor degrees of freedom (DoF). In such cases, an alternative would be for the
expert to take direct control of the robot arm and perform the desired task with
the robot own DoF. Providing a demonstration of the task will benefit the robot
in more than one way: It gives a continuum of subgoals linking the initial state
to the end state, it guides the exploration process by visiting a path of interest-

ing regions of the state-action space and it addresses to some extent the safety

!Since the action space is large and the number of action sequences increases exponentially with
their length, the number of sequences reaching the end goal will likely be a negligible fraction of

all sequences.
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problem if the robot is constrained to stay in the vicinity of the demonstration path.

These example tasks are representative of two classes of problems.

The first class includes RL problems which are multi-objective in a high-level
cognitive sense, where the known criteria refer to some abstract concepts in the
state and action spaces? but the desired trade-off between these criteria is unknown
(by definition of non-trivial multi-objective optimization problems, the relevant cri-
teria cannot be all simultaneously optimized). Examples of this first class of prob-
lems include the driving task [Abbeel & Ng 2004] and the grocery checkout task
[Jain et al. 2013].

The second class includes low-level tasks involving a complex dynamics system,
where either i) the end goal can hardly be manually specified through a reward
function (this case is illustrated by the helicopter aerobatics in [Coates et al. 2008|,
where the goal is exactly to display a target behavior); or ii) the end goal can
be thought of as a needle in the haystack in a large state-action space, which can
hardly be visited through random exploration if no intermediate milestones are
defined (this case is illustrated by the swinging up a pole task with a robot arm in

|Atkeson & Schaal 1997b]).

3.2 Learning from demonstrations

When a control problem can hardly be specified through defining a reward
function, preventing the direct application of RL algorithms, a viable alter-
native is to proceed by demonstrating (quasi) optimal behaviors.  Search-
ing a policy amenable to reproduce the provided demonstration and general-
ize the taken actions under small fluctuations of the initial conditions is called
Learning from Demonstrations (LfD), also referred to as Behavioral Cloning
|Bain & Sammut 1995, Pomerleau 1989|, apprenticeship learning or imitation learn-
ing |Calinon et al. 2007, Billard & Grollman 2013|, or Inverse Reinforcement Learn-
ing (IRL) [Ng & Russell 2000, Abbeel & Ng 2004].

Formally, [Billard & Grollman 2013] distinguishes two trends in LfD, detailed in

2These concepts can be thought of as options in MDPs [Sutton et al. 1999]. At execution, the

high level actions will indeed unfold through a lower level sensory-motor feedback loop.
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the next two sections: learning high-level action composition (section 3.4) and low-
level learning of individual motions (section 3.3). Albeit [Billard & Grollman 2013]
do not mention the under-specification issue arising from the multi-objective nature
of the target goal in the first trend, we believe that this issue is a key motivation for
the LfD approach: the definition of unambiguous milestones would be less difficult

if all ways of reaching the goal were equally appropriate.

After [Ratliff 2009, Ross 2013], the main difference between the early ap-
proaches of Behavioral Cloning (BC) |Bain & Sammut 1995, Pomerleau 1989]
and the later approaches to Inverse Optimal Control (IOC) [Abbeel & Ng 2004,
Ratliff et al. 2006, Ziebart et al. 2008] can be understood in term of generality.

The reward function, associated with an RL or planning algorithm, can be
used to solve new instances of the task at hand — possibly dealing with new states
provided that the new state space “sufficiently” overlaps the set of demonstrated
states. In this sense, IOC thus yields some generality property, whereas BC does not
apply in general if the agent faces new states. A possibility, at the core of Transfer
Reinforcement Learning [Bou-Ammar ef al. 2013| is to define representations and
features mapping the source and target state spaces onto a single space over which
the reward function is defined. Conditionally to these features, Behavioral Cloning
would also be able to generalize to novel instances; however this extension requires
the features to capture the long-term effects of the actions in order to model the
desired policy in terms of reactive behavior.

It might be argued that IOC is specifically relevant for the first, multi-objective-like,
type of RL problems, where the reward function is interpretable since we are dealing
with high-level concepts, and the generalization property is important. Quite the
contrary, reactive systems trained by BC can be sufficient for learning lower-level

specialized tasks [LeCun et al. 2006].

Algorithmically, [Schaal 1999] distinguishes three approaches to LfD. The first
one is Behavioral Cloning or Direct Policy Learning; the demonstrations are used to
define a supervised learning problem, where the goal is to map the state space onto
the action space according to the training samples provided by the demonstrated

trajectories. BC thus captures reactive behaviors, mapping a state onto an action;
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a representative application thereof is the use of camera images to train a neural
network and drive a car [Pomerleau 1989, LeCun et al. 2006]. The main limitation
of BC is due to the fact that errors are independent in supervised learning, whereas
they have a cumulative effect in RL; formally, the state distribution of the agent (test
distribution) might deviate from the demonstration ones (more in section 3.5.1).
Along the same lines, BC does not uncover the expert’s intent (through learning a
reward or utility function), limiting the self-improvement abilities of the learner.

A second approach extends the former one by incorporating task knowledge,
specifying for instance an end goal, and letting the robot improve upon an initial
policy obtained by pure imitation.

The third approach, referred to as Model-based Imitation learning, learns a
forward model (analogous to a transition model) using the demonstrations and then
applies RL together with the definition of the goal state to find policies reaching the
end goal. The last two approaches differ from 10C as they do not aim at learning

a general reward function.

We shall see in chapter 4 that some approaches have been deployed to extend
LfD using expert’s feedback, with two main motivations in mind: overcoming the
under-optimality of the expert’s demonstrations®, and preventing the brittleness of

learned policies where they deviate from the demonstrated trajectories?.

3|Coates et al. 2008] used generative models to learn the optimal trajectory, cast as a hidden
sequence producing the observed sub-optimal demonstrations. However, to which extent the ac-
tual demonstrations can be far from the optimal one remains an open question. [Kim et al. 2013]
proposes an alternative solution, by formulating a quadratic optimization problem akin regular-
ized LSPI, where the regularization is based on both the demonstrations and the reward func-
tion (see section 2.3). The expert can add new demonstrations in each iteration of the algo-
rithm, and he can also adjust a trade-off parameter between solving the initial RL problem and
imitating the demonstrations, reflecting his confidence in the optimality of the demonstrations.
[Cakmak & Thomaz 2012] studied more direct interactions between the expert and the learning
agent, where the latter can ask questions such as "is this feature relevant for the task" or "how to

continue from here".
“Even if the provided demonstrations are optimal, if the learner cannot learn a perfect mapping

from states to actions, he is bound to choose at some point a different action than what the expert
would have chosen. In this case, he may drift from the distribution of states seen during learning,
resulting in unpredictable behaviors. [Ross & Bagnell 2010] propose an interactive algorithm to

overcome this problem by querying the expert for demonstrations as the agent learns to mimic
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3.3 Low-level learning of complex skills

This section focuses on tasks where the agent should reproduce a specific trajectory
and/or when reaching the target state requires to discover a long and complex se-
quence of actions, beyond the reach of standard RL algorithms. As said, Behavioural
Cloning casts LfD as a supervised learning problem [Bain & Sammut 1995,
Pomerleau 1989]. However, when dealing with few or sub-optimal demonstrations,
a critical issue is to build local task-specific models and to exploit the available
domain knowledge to produce high quality controllers.

For instance, let us consider the pole balancing task, aimed at maintaining a
pole at an angle § = 0 with a robot arm [Schaal 1996, Atkeson & Schaal 1997a.
|Atkeson & Schaal 1997b| elaborates on this problem, tackling the additional prob-
lem of swinging up the pole when starting from position 6y = —7. Even with full
knowledge of the state (including 6, the pole angle, 0 the angular velocity, = the
horizontal position of the arm and & its velocity), standard RL fails to solve the
problem.

The expert’s demonstrations are used to i) learn a (local) transition model
St+1 = f(st,a¢) according to the environment dynamics ii) define a reward func-
tion R(st,at,t) = —||st — s7||* — ||a¢|| that penalizes deviations from the target
trajectory state and too large actions and iii) seed the planer with an initial plan.

LfD succeeds on this task of swinging up the pole (considering both parametric
and non-parametric settings). However, the approach fails when the difficulty in-
creases, and the task requires to "pumping’ the pole twice before swinging it up. The
authors blame the failure on the complex dynamics (as the arm reaches the upward
position with more energy), resulting in a more inaccurate transition model. The
solution proposed, based on domain knowledge, considers two sub-tasks (swinging
up and balancing the pole) and lets the algorithm select when to switch from a
subtask to the other.

When considering long and sub-optimal trajectories, another issue must be
addressed, the fact that the trajectories are not aligned. A generative model is

learned to aggregate and generalize the actual trajectories, assuming that each

him, so as to have policies that learn to mimic the expert on their own induced distribution of

states.
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demonstration is a perturbed observation of the (unobserved) perfect trajectory.
In |Calinon & Billard 2005], the generative model is sought as a Hidden Markov
Model. In [Coates et al. 2008], the generative model is built by alternate optimiza-
tion of i) the HMM generalizing the demonstrations, and ii) the transition model.
Prior knowledge can be incorporated in terms of constraints, by defining a func-
tion p(.) and target values p; = p(s;). In the helicopter flight experiment for in-
stance, p represents the fact that the helicopter should stay in the same position
along a manouver. The experimental validation of the approaches lead to behaviors
that often improve on the expert’s demonstrations; the price to pay regards the
complexity of the generative model, and the extensive prior knowledge required to

obtain these results.

3.4 High-level Multi-objective Problems

The previous approaches focus on inferring the ideal (aggregated, unobserved)
demonstration and possibly the transition model. Let us now consider how to infer

a reward function from the demonstrations.

3.4.1 Learning a reward from an optimal trajectory

Inverse Reinforcement Learning [Russell 1998] aims at characterizing the reward
function from the expert’s demonstration. As previously discussed, extracting the
reward function (a.k.a. the expert’s intent) yields to better generality properties
than merely mimicking the agent’s behavior. The critical issue of IRL however is
the indeterminacy of the reward identification problem; for instance, a constant
reward function makes every policy optimal.

[Ng & Russell 2000] characterizes the sought rewards through linear constraints,
and further impose i) to maximize the difference between the agent’s policy and any
other policy (the so-called margin); ii) to maximize the reward sparsity (with respect
to the Ly or L; norm).

Let us first assume that the user’s policy n* is fully known. With same notations

as in section 2, policy 7* is optimal under R if and only if for any policy :

(Pre — Pr)(I — AYPrs) 1Ry >0 (3.1)
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this immediately derives from the Bellman optimality property
(Vs € S)(Va € A) Q™ (s,7(s)) > Q™ (s,a)
Although equation (3.1) must hold for any policy m, it is sufficient to check that it
holds for every state®.
These constraints give rise to a linear optimization problem, aimed at maximizing

the following expression in the state space [Ng & Russell 2000]:

maximize Q™ (s,7*(s)) = max QT (s,a) — \||R 3.2
i S Q) -, s, @) AR (62

subject to (P — Pr)(I — yPre) "R >0

and ’R| < Rmax

The reward function thus maximizes the margin of the optimal actions and its Ly
sparsity , with A a hand-tuned parameter trading-off between the maximization of
the margin of the optimal actions and the sparsity regularization (3.2).

Finally, when the policy is unknown and the user’s behavior is only known from
a set of trajectories, [Ng & Russell 2000] propose an iterative optimization scheme
as follows. Starting with an initial pool made of a single random policy, the learning
step alternates between: i) finding a reward that maximizes the difference between
the cumulative gain of the user’s average trajectory i and the trajectories of the
pool; and ii) for this reward, finding a policy with better cumulative gains that .

The approach is very similar in spirit with the LfD algorithms. The main dif-
ference is that there is no additional goal of recovering the policy that matches the

behaviour of the agent, encoded by the vector .

3.4.2 Matching the feature expectation of the demonstrations

[Abbeel & Ng 2004, Ziebart et al. 2008] aim at finding some policy 7 that behaves
as well as the unknown policy 7* of the expert. The two proposed approaches rely
on a mapping ¢ from the state space S onto [0, 1], defining k descriptive features.

[
To each policy 7 is associated its (discounted) feature expectation, defined as

T
Hr = ]Ea,trv?'r(st) [Z ’)/tQS(St)]
t=0

®More precisely, for all (JA| — 1) sub-optimal actions yielding |S| x (JA| — 1) linear constraints
in R.
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with pu, € R¥. [Abbeel & Ng 2004, Ziebart et al. 2008] proceed by searching for a
policy matching the feature expectation p* of the demonstrations, i.e. searching
m such that ||p* — prl|l2 < e. Let us assume that the reward function is linear
w.r.t. the ¢ representation, ie. 7(s) = (w,(s)), then by linearity it comes
V(m) = (w, pur). It follows that if p* and p, are distant by at most ¢, their V-value

also differ by at most €.

The first algorithm presented by [Abbeel & Ng 2004] is a max-margin algorithm,

as follows:
1. Let mg be an initial policy and pg be its feature expectation.
2. Iterate:

(a) Find the reward vector wy (with ||w¢||2 = 1) maximizing the minimum

of (w, (u* — ;) for i ranging in 0...¢ — 1;
(b) If (wy, (" — p;)) is less than e, then stop, with n = ¢;

(c) Else build the optimal policy m; from reward w; (using standard RL
algorithm);

(d) Estimate p; from .
3. Output the set of policies ... m,.

By construction, this set of policies is such that for all reward w, there ex-
ists a policy m; such that (w, (u* — p)) < e; in other words the set of policies
mo, . .. T samples all policies with feature expectation e-close to p*. The expert,
by browsing this set can find the closest policy to 7* for the true (hidden) re-
ward w*. An alternative is to consider a mixed policy 7 with mixing parameters
{Ai,i={0,...,n},\; >0,> \; =1}, which selects policy m; with probability \; at
the initial state and follows it for a whole trajectory. By the linearity of expectation
it comes 1 = > o Aipt;. Since p* is distant of at most ¢ from the convex hull of
{pi,i =40,...,n}} then ||u* — fi||2 < e, and hence policy 7 performs as well as 7*
under any reward w (up to €).

The key steps are i) searching for the reward wy, which maximizes the margin

between p* and the feature expectation of all previous policies; and ii) finding the
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optimal policy m¢ corresponding to reward wy. This alternate optimization of a
disadvantageous reward, and the associated policy is formalized as an adversarial
game by [Syed & Schapire 2007]. Algorithmically, the search for wy is achieved using
a RankingSVM approach [Joachims 2002]:

w; = min ||wl|s

st. (w, (" — )y >1, foralli € {0,...,t —1}

The second algorithm proposed by [Abbeel & Ng 2004] (which will be used for
some of the experiments in chapter 6) is a projection algorithm, iteratively comput-
ing the residual of the expert feature expectation p* with respect to the previous
1o, - - -, ¢ and computing w; accordingly. Formally, let fip = po and w1 = p* — po;
at each iteration ¢ > 2, let fiy—1 be the projection of p* onto the line (f—2, p—1),
and w; is set to pu* — fig—1. As [ir—1, the projection of p*, is a convex combination
of the p;,i = 0...t — 2, the convex hull® of the y; gets closer to u*, until satisfying

i = finll2 < e

3.5 LfD with a human in the loop

As mentioned, the expert might want to provide additional information to a L{D
agent for at least two reasons: because the agent might be induced to explore
different state distributions as the one visited by the demonstrator, referred to as

distribution drift, and because demonstrations are sub-optimal.

3.5.1 Distribution drift

[Ross & Bagnell 2010, Ross et al. 2011a] show how imitation learning can be studied
in terms of no-regret online learning, as follows.

Let d,(s) denote the average number of visits to state s along T-long trajectories
controlled by m. As the cost or reward function is unknown in imitation learning,

one usually aims at finding a policy minimizing some surrogate loss expectation

S[Ziebart et al. 2008] note that the projection algorithm is still ambiguous as many different
mixtures of policies satisfy the matching, and propose instead to employ the principle of maximum

entropy to resolve the ambiguity.
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(m = argming Eoq, [(x(s)]), where loss ¢ can be the 0-1 loss between policy m
and the expert policy 7*. By exploiting the demonstration data using supervised
learning, one builds a policy minimizing the loss in expectation. The critical issue
is that, due to the sequential nature of the RL tasks, errors will accumulate along
time: the state distribution tends to drift away from the training (demonstration)
distribution, quadratically w.r.t. the time horizon. Formally, [Ross & Bagnell 2010]
proves the following result:

Theorem: Let 7 be such that I,y . [(x(s)] = €, where £ upper bounds the 0-1
loss. Then for a cost function bounded in [0, 1], the expected cumulative cost J(m)

over T-long trajectories is upper bounded by J(7*) + T2¢.

Proof. Let distributions dj ... dr denote the state distributions at time step 1,...7T
when following 7, and let these distributions be further decomposed into d;” and
d; , where d denotes the distribution of states at time t such that 7 executed
the same actions as 7* up to step ¢, and d; the complementary distribution (7
made at least one mistake w.r.t. 7* before step ¢). Let p; be the probability
that m makes no mistake in the t first steps; simple calculations show that d; =
pi—1dy + (1 — p;_1)d; . Distributions under policy 7* can be decomposed in the
same way: df = p;_1d; " + (1 — ps_1)d; . Note that the decomposition of d, the
state distribution when following 7* shares the same distribution d;” when 7 and 7*
agrees (and they do with the same probability p;—1). And d;~ is the complementary
distribution.

Let Crt, Cry, C;t ¢ and C, be the cost of executing 7 under the distribution d,
d;, df and d; respectively. From the decomposition of these distributions it follows

that:
Crt = pt—lc;r":t + (1= p-1)Cry

Letting &;” be the probability that 7 chooses a different action than 7* under d;, it

comes7:

+ + +
Cri<Crte

Using the decomposition of dy, it comes Cr. , = pr 10 +(1—pi—1)Cr, and since

"Since 7 incurs the same cost as 7* with probability 1 — ¢, and its cost is bounded by 1

otherwise.
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costs are non negative, it follows that:
Pt—1C;r*,t < Crey
Finally, the cost of policy 7 at time ¢ is upper bounded by:
Crt < Crvy+praef +(1—pio1)

On the other hand, the probability of making at least one mistake under 7 after
t time steps is (1 — p;) = ZZZI pk_lslj, by considering the union of the disjoint
events making the first mistake at step k (which happens with probability pg_1 of
not making a mistake in the first k¥ — 1 steps and then choosing a different action

than 7* under d,j, with probability 5k) Hence we have:

p—1g; + (1 —pi_1) = (1 — py)

Denoting ¢; the probability of 7 and 7* disagreeing under training distribution dj,

1t comes:
1 T
Eod,.[bx(s) = > 7 ; et

(where the equality holds iff £ is the 0-1 loss). On the other side, using the decom-

position of df it follows that ¢, > py_ 15t . Hence:

¢
(1—py) SZ
E—1

Finally Cr; < C7. , + T, which yields upon summation over 7"
J(m) < J(7*) 4+ T O

This upper bound is tight [Kaariainen 2006, Ross & Bagnell 2010].

New algorithms are proposed in |[Ross & Bagnell 2010] to contain the propa-
gation of errors. The first one, called forward training, iteratively trains a non
stationary policy m; on a training set generated after m;_1, where the initial policy is
set to the demonstrated one (mp = 7*). Formally, at time step t = 1...T, policy 7y
is learned on training pairs (s,7%(s)) with s sampled from state distribution df, ..
Policy m; is defined by executing m;_1 except at time t where it executes 7. The main

result is that policy mp built by forward training algorithms incurs a cost J(w) <
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J(7*) + uTe, where u = SUPa,s7te{1...T},d$r(s)>0[Q§it+1(57a) — QF_, 1 (5,7 (s))] is
the extra cost when following an action a # 7*(s) in an initial state s before branch-
ing back to 7*. In the worst case u is in O(T") (making some initial mistake yields a
penalty at all further time steps). However if mistakes can be recovered sufficiently
quickly, then the forward training algorithm incurs a linear extra cost. For instance,
if the cost function is the 0-1 loss, then u cannot be bigger than 1, and the T-step
cost difference between the learned policy and 7* is in O(T).

As a drawback, this first algorithm might not be practical for large time hori-
zons as it needs to sequentially learn T different policies. An alternative is thereby
presented in [Ross & Bagnell 2010], referred to as SMILe (Stochastic Mizing Itera-
tive Learning) algorithm. Likewise, SMILe iteratively trains policies 7 . .. mxn, with
my = 7, generating sample states from dﬁri that will be used to learn 7; 1. Contrary
to the forward training, m; 11 is stationary; it stochastically mixes m; and ;11 as
follows:

i+1
mip1 = (1 —a) 7" + a Z(l — )" 4, with a € (0,1)
k=1

In other words, ;1 executes 7; 1 with probability a(1—a)’ and 7* otherwise. This
anytime algorithm can return policy 7, by eliminating the expert policy 7* from the
mixture and re-normalizing accordingly at any point in time, with cost on T-long
trajectories upper-bounded by J(7,) < J(m,) + (1 — «)"T2. A further research
perspective is to reuse previous data to reduce the sample complexity (queries to
pi*(s) as policies slowly change at each iteration.

The DAgger algorithm (Dataset Aggregation, [Ross el al. 2011al) aims at reduc-
ing the sample complexity through reusing all samples.

The algorithm is analyzed in terms of online learning: at the i-th iteration, pol-
icy m; is produced and the environment picks up a loss Li(m) = Eswq, [(x(s)],
assessing some policy m w.r.t. the target policy n* under the state distribu-
tion induced by ;. Choosing w41 = argmin, Es p[l(s)] is similar to select-
ing 7 = argmin, ZZ:O Li(m) (or at least an empirical estimate of it) since D
is the union of all samples generated by the previous policies. By doing so,
the algorithm implements a Follow-The-Leader no-regret strategy on convex losses
|[Kakade & Tewari 2008|. It presents same guarantees as for the previous algorithms,

with linear or quasi-linear error in 7" and ¢ if the problem has recoverability prop-
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erties from previously made mistakes.

The good behavior of DAgger compared to SMILe is experimentally demon-
strated in [Ross et al. 2011a], on cases where supervised learning from samples gen-
erated from the expert policy fails to learn a satisfactory policy, even when increasing

the learning set size.

3.5.2 Under-optimal Demonstrations

|[Kim et al. 2013] investigates a hybrid setting where a reward function is available
as well as (possibly bad) expert demonstrations. The proposed Approzimate Policy
Iteration with Demonstration (APID) algorithm achieves a trade-off between stan-
dard RL and LfD. Ideally, APID gets the best of both worlds: leveraging expert
data (even though scarce or not optimal, where LfD alone would fail) to provide

API with insights about the structure of a good policy.

APID is provided an expert sample Dg = {(s;, 7 (si))}i2;, where mg(s;) the
action performed in s; by the expert policy mg, and a set of transitions Dgr; =
{(si,ai i, s;)}iy (where action a; is selected along an off-policy setting, section
2.2.2). In the k-th iteration, the Q-Value of the policy 7 is computed using the
fixed point Bellman operator, together with constraints reflecting the expert sample;
the respective importance of the Bellman error reduction and the constraints is
controlled by a user-specified trade-off parameter . For low values of « the stress
is put on the Bellman error (still with a faster convergence rate than LSPI, in the
experiments) and for high values of & APID reaches the same performance as state-

of-art LfD algorithms.

Formally, the expert sample induces large margin constraints (for non-expert
action a # aj, Q(s;,a;) should be higher than Q(s;,a)), the violation of which is
added as penalty term to the optimization objective of minimizing the Bellman
error. When the exact Bellman operator 77 is not known, replacing it with its
empirical estimate T7Q(s;, a;) 2+ vQ(s},m(s;)) induces a biased estimate of
the Bellman error [Antos et al. 2008]. One thus rather minimizes the Regularized

Projected Bellman error [Farahmand et al. 2008] by solving the following nested
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optimization problem:

Q = argmin||Q — holl7 + AJ*(Q) (3.3)
QeFlAl
s.t. hg = argmin||h — T™Q| |2 + My J%(h)
heFIAl

Algorithmically, let ¢ : S X A — RP denote the mapping from the state-action
space onto p features. Letting h and @ be linear forms on R? (h(s,a) = ¢ (s,a) u
and Q(s,a) = ¢ (s,a) w), with regularization term ||u||?, then the optimum of the

above is reached for:
u*(w) = (®7® + n\, 1) 1T (r + yP'w)

Where r = (r1,...,7r,) is the reward vector, ® and ®' the feature matrices of
the state-action pairs corresponding to distributions Dgrr and to the distribution
associated to the policy under evaluation, respectively.

Combining equation (3.3) with constraints defines the constrained quadratic

problem of APID:

w* = argmin ||‘~I)W—ll*(W)H2—|-)\WTW+gZ& (3.4)
wWERP £ER™ M
sit. ¢ (si,me(si)) - w — j"I\laX( )ng(si,a) -w >1-¢, for all (s;,7g(s;)) € Dg
ac A\TE(S;

The solution thereof yields the Q-Value Q. defining policy mr41; the process is
iterated and stops after a prescribed number of iterations.

The main difficulty is that reducing the Bellman error and satisfying the con-
straints can be antagonistic objectives; it might be difficult to adjust the trade-off. In
practice the authors advocate increasing Dpy, at each iteration k, e.g., by running
7, with some additional exploration and adapting accordingly the regularization
parameters and «.

The experimental validation of APID, comparatively to a vanilla LfD and DAg-
ger, considers two problems, the vehicle brake control simulation [Hester et al. 2012]
and a real robot navigating in a simple environment. In both LfD and DAgger, the
supervised learning algorithm is a random forest. On the first problem, APID sig-
nificantly outperforms both LfD methods when considering sub-optimal or scarce
expert demonstrations; in the ideal case (abundant and optimal expert demonstra-

tions), APID performs as well as DAgger. In all cases, APID converges faster than
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LSPI with less variance among the runs. On the second problem, when considering
a single demonstration, vanilla LfD failure is blamed on the distribution drift (sec-
tion 3.5.1); LSPI fails to reach the target position in the first iterations due to an
inefficient exploration; APID uses the available expert data to prune far-off regions

of the map and generate better e-greedy policies.

3.6 Summary and discussion

This chapter investigates how to overcome the lack of reward functions complying
with the standard RL MDP setting. The need for new approaches has been illus-
trated on two types of applications: achieving a fine-grained expert skill (where the
random exploration of the state action space is unlikely to provide any good result
soon), and finding appropriate behaviors in a high-level multi-objective optimiza-
tion setting (where the expert might find it hard to adjust the reward by trials and
errors, to make the learned policy produce the desired behavior).

In such contexts, a demonstration of the desired agent behavior can be used
to define an optimization criterion and/or guide the exploration of the state-action
space.

Expert demonstrations can be exploited in two main ways. The simplest one
is to mimic the expert behavior, by learning a state-action mapping from the ex-
pert samples through standard supervised learning. However, supervised learning
is meant to handle independent samples: in RL, quite the contrary any mistake
done by the agent will make it explore a sample distribution which might deviate
from the training one (the distribution drift); eventually, the discrepancy between
the expert and the agent distributions quadratically increases with the length of the
agent trajectory.

Another option is to exploit the demonstrations to uncover the expert’s intent,
and infer a reward function compatible with the expert demonstrations. This op-
tion offers more guarantees of generalization and robustness, conditionally to the
optimality of the demonstrations.

Hybrid LfD approaches have thus been designed, letting the expert interact
with the learning agent through additional demonstrations or explicit guidance,

thereby mitigating the shortcomings of LfD: the interaction covers for under-optimal
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demonstrations and provides complementary guidance in case of distribution drift.

[Cakmak & Thomaz 2012| further studies the interactions between a human ex-
pert and a learning agent by taking into account three possible types of interactions.
The lessons learned are two-fold. On the one hand, human experts prefer provid-
ing binary (yes/no) answers as these are less cognitively demanding. On the other
hand, it is suggested that negative answers are useless as the agent can hardly exploit
trajectories demonstrating what not to do.

Other approaches, focused on exploiting the expert’s feedback are presented and

discussed in chapter 4.






CHAPTER 4
Interactive Learning for

Optimization

Foreword

Experts shape machine learning problems in different ways. In unsupervised learn-
ing, they mostly describe and gather the examples. In supervised learning, they
additionally attach labels to each example. In reinforcement learning, they attach
rewards to state-action pairs in standard RL (chapter 2) or they demonstrate the
desired behavior in Learning from Demonstrations (chapter 3).

In some cases however, experts do not provide any objective guidance, for the
concepts to be learned can hardly be defined in a general and unambiguous way.

This might be the case when the concepts to be learned are subjective, such as "

a
pleasant music" in computational art, or "an interesting behavior" in robotics. In
such cases, an alternative is to have the expert in the loop, guiding the algorithm
in lieu of a computable objective.

Early approaches involving the expert in the loop were pioneered in Interactive
Evolutionary Computation (IEC) [Herdy 1996, Takagi 2001]: in comparison-based
optimizers, the lack of objective function is palliated by asking the user to manually
express preferences or rate the candidate solutions. Application domains include
e.g., coffee recipe optimization, image synthesis, image rendering, computational
music and autonomous robotics [Herdy 1996, Secretan et al. 2011, Lund el al. 1998,
Suga et al. 2005].

In supervised learning, the expert in the loop intervenes in the so-called ac-
tive learning setting: the cost of labelling the whole training set can be reduced

by letting the learning system iteratively determine the most informative sam-

ples and ask their labels to the oracle (expert) [Freund et al. 1997, Dasgupta 2005],
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thereby reducing the number of samples required to ensure a given model accuracy
a.k.a. the sample complexity. Likewise, in active ranking, the learning agent can
determine the most informative preference queries and ask the expert’s feedback
[Chu & Ghahramani 2005a].

This chapter is interested in Interactive Learning for Optimization (ILO). In

ILO, the expert in the loop answers the agent preference queries in order to find
(quasi) optimal solutions to an optimization problem. In short, ILO sidesteps the
definition of the target objective, thanks to the user in the loop.
The essential difference between ILO and active learning or active ranking — al-
though these can be handled as optimization problems as well — is the following.
In active learning or ranking, the primary goal is to find an accurate classification
or ranking model; the criterion to be optimized is the accuracy of the model. Quite
the contrary, the primary goal in ILO is to find the optima of the learned model,
also referred to as surrogate objective: the learned model is but a means toward the
ILO goal, whereas it is the end for active learning and ranking approaches. In brief,
in ILO the ranking errors made in the unpromising regions are harmless, whereas
all ranking errors matter in active ranking.

This chapter first reviews some related work pioneering the ILO scheme for au-
tonomous control or optimization, before discussing in more depth its application to
RL. We distinguish whether the expert’s feedback is related to a single state-action
pair [Thomaz & Breazeal 2006, Knox & Stone 2009, Knox & Stone 2012] (section
4.2), to a sub-behavior [Wilson et al. 2012] (section 4.4), or a whole trajectory
[Cheng et al. 2011, Akrour et al. 2011] (section 4.3). Hybrid approaches, combin-
ing preferences over full trajectories and manual revision of a trajectory, are finally

presented [Jain et al. 2013].

4.1 Related ILO work

Let us first briefly mention some work based on interactive optimization, though
mildly related to reinforcement learning.

In a pioneering work, [Lund et al. 1998] showed how IEC could be used to fast
prototyping of interesting robotic behaviors by children. A limited search space

was defined and, at each generation, the children iteratively selected their preferred
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behaviors from a pool of candidates. The main limitation of IEC is the number of
user’s interventions (akin sample complexity) needed to reach a satisfactory result;
the user’s cognitive burden must clearly remain tolerable. In [Lund et al. 1998], the
limitations on the search space were instrumental in enforcing a limited sample com-
plexity. The user has access to a "bad" button, resulting in random modifications of

the connections of the sensors which were active whenever the button was pressed.

[Suga et al. 2005] are interested in the visual exploration of the policy space;
they use the expert’s feedback about the policy diversity to build a clustering on
the parametric policy space, along a self-organized map approach, thus enforcing the
diversity in the displayed behaviors, mitigating the user’s boredom and increasing

the quality of the feedback.

Let us also present two ILO approaches [Chu & Ghahramani 2005b,
Viappiani & Boutilier 2010].  Although they do not fall in the scope of control
and robotics, they were influential in the design of our own approaches, presented
in chapters 6 and 7. Specifically, they inspired the handling of the exploita-
tion/exploration dilemma that any ILO algorithm is faced with (while extensive
adaptations were required due to the high dimensionality of the control problems

search spaces).

4.1.1 Preference Learning with Gaussian Processes

[Chu & Ghahramani 2005b] present a probabilistic preference learning approach
based on Gaussian Processes (GPs). Letting prior P(f) be a Gaussian Process,
and given a dataset D = {vy = ux : k = 1,...,m} of pairwise preferences over
the space X, the posterior distribution P(f|D) over the function space of functions
f: & = Ris learned, where the likelihood P(D|f) follows the Thurstone-Mosteller
paired comparison model.

The Thurstone-Mosteller model returns the random variable “preferring vy, over

“

ur knowing f(vx) and f(ug)* as: f(vg) + €, is greater than f(uy) + €, (where
€, and &, are two ii.d. random variables following A(0,0?), a zero mean normal

distribution of variance o2).
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More formally, if the noiseless feedback function Piqeas is given by:

L if fog) = f(ug)

0 otherwise,

Pideat (vr = ur| f(vg), f(ur)) =

then the probability of vy, > uy given f according to the Thurstone-Mosteller model

is equal to:

P(vr = uk|f) = Pidear (Vi = ur| f(vi) + v, f(ur) + €u)

= /_Zk N(t) dt = ®(zx), with 2z = W

where N (.) denotes the p.d.f. of the standard normal distribution.

The prior P(f) is such that for any set of points {x1 ...z, } € X™ their associated
values f = [f(x1)... f(z,)]T are the realization of a zero mean Gaussian Process.
This process is fully defined by its second order statistics which itself can be specified
by any Mercer kernel function. A common choice of kernel is the Gaussian one
K(zi,x;) = exp (—%||zi; —a;|[*). Denoting ¥ the covariance matrix s.t. %;; =
K(zi,z;4), it follows for the process property that f is distributed according to a

multivariate Gaussian distribution:

1 1
P(f) = ————exp (——F'SIf
(0= S e (5757

Imposing a Gaussian Process prior, and a Thurstone-Mosteller pairwise prefer-

ence model for the likelihood function, completes the definition of the posterior:
m
P(f|D) < P(f H (vp > ug|f) (4.1)

Finding the mazimum a posteriori estimate fy,p = argmaxg P(f|D), is equiva-
lent to minimizing S(f) = — Y j; In ®(z;,) + 2fTS 1, which is a positive constant
shy of minus logarithm of expression (4.1). To find the minimum of S(.), the au-
thors first show that the Hessian matrix of S is positive semidefinite and hence
the function is convex. It follows that the global minimum fy,p of S(.) verifies
O30 | uap = 0 yielding fy,p = & Lpmiin®) |

In order to predict f; = [f(z) f(y)]*, the random vector specifying the latent
values f(x) and f(y) of an unseen pair (z,y) € X x X, the posterior distribu-

tion P(f;|D) needs to be computed. From the Gaussian Process hypothesis, it
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Xk K(z,zl) ... K(z,zn,
follows that [f £] ~ A [ 0, ). where &y = | K& (2, n)
k? 2 K(y,z1) ... K(y,zn)
K(,2) K(z.y) N |
and X; = . For any zero mean joint multivariate normal dis-

K(y,z) K(y,y)
tribution P(f,f;), the conditional P(f;|f) is also normally distributed, with law

N(kI'S=, % — kI'¥7'k;). Knowing the conditional distribution, integration over
the function space yields P(f;|D) = [ P(f;|f)P(f|D) df. The authors then use a
Laplace approximation [MacKay 1994| to reduce P(f|D) to a Gaussian distribution
centered at the previously computed mazimum a posteriori function fy,p with co-
variance matrix (X7! + Ayap) ™! as a result P(£;|D) is also normally distributed
with mean p* = k] ¥~ 'fy,p and covariance matrix ¥* = %; — &/ (8 + AgL,) "k

which fully defines the distribution of the latent values of any test pair (z,y).

4.1.2 Active Preference Learning with Discrete Choice Data

[Brochu et al. 2007] advocate the use of preference learning in an interactive op-
timization framework, to solve problems where the objective function is not ana-
lytically known. The authors take as an example psycho-perceptual models where
artists have to manually tune continuous parameters until a computer generated
image "looks right". On the one hand, if presented with an image and asked to rate
it, the person is likely to exhibit a drift effect, where the scale will vary over time
[Siegel & Castellan 1988|. However, human beings are known to be good at compar-
ing stimuli or items (see chapter 1 of [Brown & Peterson 2009]). Accordingly, the
algorithm iteratively presents a set of alternatives and lets the user pick the best
one; preference learning is thus iteratively used to estimate a valuation function on
the parameter space. The valuation function acts as a surrogate model, driving the
exploration to find the optimum. Note that the goal is here to find the optimum of
the valuation function (as opposed to, accurately model the valuation function over
the whole parameter space).

The main challenge is the trade-off between exploring new regions of the parame-
ter space and exploiting the regions with known high evaluation. The authors chose
a probabilistic modeling of the parameter landscape using Gaussian Processes as

in [Chu & Ghahramani 2005b], giving necessary tools to handle the aforementioned
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trade-off.

The mathematical details strictly follow those of [Chu & Ghahramani 2005b].
Given a dataset of preferences D = {v, = ug : k = 1,...,m}, and by imposing the
hypothesis of a Gaussian Process and a Thurstone-Mosteller preference model', the
posterior evaluation f(x) of a candidate set of parameters z is approximated by a
normal distribution of mean p(z) and variance o(z). On the basis of the poste-
rior distribution, the Expected Improvement [Jones et al. 1998] is used, defining the

probability of improvement over a value pmax as

P(f(2") < ftmax) = ® (/m—u<x>>

o(x*)
Defining an improvement over the current best pimax as I(z*) = max{0, f(z*)—ftmax }
[Jones et al. 1998], the Expected Improvement EI(z*) is then the expectation of 1

under the normal distribution hypothesis, yielding upon integration :

(bmax — p(z*))@(d) + o (z)N(d)  if o(z") #0

0 otherwise

EI(z") =

With d = %ﬂfjgm ® and N are respectively the cumulative and density
function of the standard normal distribution. Taking the arg max of FI(.) can be
used to select the point with the highest expectation of improvement over the current
best valuation. It is not clear however from the paper how this criterion is used to
build a diverse query with more than one parameter set to be shown to the user.

The experimental validation shows that, on multi-modal functions of dimen-
sion 2 to 6, the approach improves on selecting the points with maximum vari-
ance, which is a common practice in active learning for regression [Seo et al. 2000,
Chu & Ghahramani 2005a].

The authors note that for dimensions higher than 6, the benefit of following
ET instead of choosing the query points randomly tend to be negligible. However,

uniformly sampling the space of interest may be a non-trivial task?; criteria such as

![Stern 1992] show that a family of Gamma distributions with a shape parameter r can encom-
pass both the Thurstone-Mosteller model when r — oo, and the Bradley-Terry model (also known
as the Luce model) for » = 1. Moreover, all models in this family seem to perform equivalently in
practice (in terms of goodness of fit), suggesting that the Thurstone-Mosteller model is not a key

ingredient of the approach, and that other preference models might be used as well.
2For instance, uniformly sampling the policy parameter space does not translate into a uniform

sampling of the trajectory space.
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ET are useful guides to achieve such sampling.

4.1.3 Preference elicitation for recommendation sets

[Viappiani & Boutilier 2010] tackles the interaction between a user and a recom-
mendation system of options x € X. The user has an unknown utility function
w € W and the system current uncertainty over the true utility is captured by a
belief # defining a distribution P(w; ) over W. The system interacts with the user
by proposing a set of k alternative options S = {z1, ...,z } that could either be:

i) a recommendation set maximizing the user expected utility of selection (EUS)
under the current belief. For k = 1 the best proposal is the option maximizing the
expected utility

x*(0) = arg max EU(x;0)

with
EU(x;0) = B, p(0) [W(z)]

For k > 2, the EU S criterion captures the intuitive need for selecting diverse options
reflecting the uncertainty of the user’s utility. Letting Pr(S ~~ z;w) be the user
response model (giving the probability the user selects alternative x from S had
the true utility w been known) and Pg(S ~ x;0) = B, p(.9) [Pr(S ~ z;w)] its
expectation under the current belief, FUS is defined by:
EUSR(S;0) =  Pr(S ~ z;0)EU (2,6 A S ~ x)
zeS

Where the belief # AS ~~ x is an update of 6 that takes into account the information
that the user prefers the option x in S.

ii) a query set aimed at refining the system’s understanding of the user pref-
erences (often called preference elicitation). From this set the user picks its
preferred option x. Upon receiving the user’s feedback, the system updates
its belief to 8 A'S ~» x. In the literature, a natural optimization criterion
to select the most adapted query set is ezpected wvalue of information (EVOI)
[Chajewska et al. 2000, Boutilier 2002] that represents the improvement in the ex-
pected utility. Letting EU*(0) = EU (x*(0);6) and the expected posterior utility
(EPU) be:

EPUR(S;0) = > Pr(S ~ 2;0)EU*(0 A S ~ )
zeS



48 Chapter 4. Interactive Learning for Optimization

EVOI is simply the difference EPUR(S;6) — EU*(0) between the posterior and
the current best utility. Since the EU*() is fixed for any set S, optimizing EVOI
amounts to optimizing EPU.

However, [Viappiani & Boutilier 2010] claim that at least in the noiseless case?
the optimal query set coincides with the optimal recommendation set. In other
words, the best query to make in order to improve the recommendation system is to
ask the user his preferred option in a diverse portfolio of his most preferred items.
The immediate benefit of this result is to accelerate the research of the optimal
query set since the computation of the EUS of a set does not require an additional
optimization step as with EFPU that looks one step ahead in the belief.

In the noisy case, the Luce-Sheppard model Pr(S ~ z;w) = %
is studied and even if EUS*(0) and EPU*(0) do not coincide any more, they are
not further apart from each other than a small constant that only depends on the
temperature v and the size of the set k.

Finally, a practical optimization scheme is proposed for the optimization of the
noiseless KU S, noting that it is a sub-modular function on the set of alternatives.
Hence its greedy optimization (i.e. iteratively adding the z that increases the

most the EUS) will lead to a set Sy that is lower bounded by nEUS*(#) with

n=1-— (%)k For the pairwise preference case, n = .75 and goes to .63 as k — oc.

The rest of the chapter now focuses on ILO for control, distinguishing the cases
where the user’s feedback is related to single state-action pairs (section 4.2), on

short behaviors (section 4.4) or on whole trajectories (section 4.3).

4.2 User’s feedback on state-action pairs

The TAMER (Training an Agent Manually via Evaluative Reinforcement) frame-
work exploits the expert in the loop of an RL algorithm [Knox & Stone 2009], with
two specificities. Firstly, the inherent delay in human reactions implies that the
feedback will arrive after the intended state-action pair. Hence a probabilistic credit
assignment mechanism is designed, following a Gamma distribution of the reward

on the recent state-action pairs. This distribution is parameterized after experi-

*In this case Pr(S ~ z;w) = 1 if = arg max,/cg w(z’) and 0 otherwise.
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mental studies on human response time in cognitive tasks [Hockley 1984]: after an
initial interval of negligible mass, the function quickly peaks before decreasing ex-
ponentially. Secondly, as demonstrated by [Thomaz & Breazeal 2006], the positive
human feedback often signals that the current states offer promising opportunities,
more than the fact that the recent sub-behavior was relevant. The feedback should
therefore be interpreted more in terms of a value function or a policy advice, than
as an instant reward.

Experimental  evidence confirming this remark is proposed in
|[Knox & Stone 2012|: when comparing different ways of combining the feed-
back with the RL reward, the best results are obtained when the feedback directly
biases the action selection mechanism. Letting H : S x A — R be the function
associating to each state-action pair a value reflecting the feedback of the user after

the credit assignation is done, the best ways of using H in practice are:

e Action biasing: 7(s) = argmax, Q(s,a) + SH(s,a) only during action se-

lection.

e Control sharing: 7(s) = argmax, H(s,a) with probability min(8,1), and

arg max, Q(s, a) otherwise.

with 8 a temperature-like hyper-parameter, decreasing to 0 and enforcing the
eventual use of the RL policy. In practice, on the mountain-car and the Tetris
RL benchmarks, action biasing and control sharing outperform the use of H as an
instant reward (e.g. replacing the instant reward R(s,a) with a weighted sum of

R(s,a) and H(s,a)).

In the Advise algorithm [Griffith et al. 2013], the binary user’s feedback attached
to the current state action pair is interpreted as a policy advice: it is right (resp.
wrong) to make this action in this state. All presented experiments are in simulation,
where the feedback is assumed to depend on the optimal policy (with no delay), with
a single optimal action in each state, according to hyper-parameters C (probability
for the feedback to reflect the optimal policy) and £ (probability to get a feedback).
For every state-action pair, the difference A;, between the number of yes and no

feedback related to this pair is stored, and the action selection is modified as:

mr(als) CAS’“(l — C)_AS’“
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yielding a proof of optimality under the assumption that there is a single optimal
action in each state.

In addition to wr the agent learns a second policy mr from the reward signals
using Bayesian Q-Learning. BQL maintains the parameters of a normal distribution
representing the uncertainty on the Q-Value of each state-action pair. mg(als), the
probability that a is optimal in s, is estimated by sampling the Q-Value at state s and
counting the number of times it is maximized by the action a. The agent ultimately
follows a policy m combining 7 and g by multiplying them: 7 < mg X 7p.

An empirical validation of Advise, comparatively to Action Biasing, Control
Sharing and Reward Shaping [Knox & Stone 2010, Knox & Stone 2012] is con-
ducted on a game problem with discrete 34,000 states and 5 actions, and a simulated
expert. Experimentally, when both the consistency and the frequency of the expert
feedback are high, Advise shows a faster convergence, suggesting that it uses the
expert’s feedback to reduce the exploration. Advise shows a comparatively better
robustness, even for a feedback consistency up to 50%; this better robustness might
however be explained by the best adjustment of hyper-parameter C. A sensitivity
analysis w.r.t. C suggests that i) underestimating C reduces the feedback benefits;
ii) overestimating C speeds up the learning but might lead to local optima.

In summary, Advise offers a principled way to integrate the user’s feedback as
direct policy suggestions. Further perspectives might be to tackle the automatic es-
timation of the consistency C parameter together with the credit assignment mech-

anism.

4.3 User’s feedback on full trajectories

Intuitively, it requires less expertise to provide a feedback on a whole trajectory than
on a single state-action pair. In the former case, the user’s feedback is interpreted
as whether the robot behavior is as expected; it judges a result. In the latter case,
the user’s feedback is interpreted as to whether the current state offers promising
opportunities; it judges potentialities.

A main approach exploiting the user’s feedback on full trajectories is the
Preference-Based Policy Iteration (PBPI) algorithm [Cheng et al. 2011]| (another
one, our PPL algorithm, will be presented in chapter 5). PBPI builds upon the Roll-



4.4. User’s feedback on short trajectories 51

out Classification Policy Iteration (RCPI) algorithm |Lagoudakis & Parr 2003b]
(section 2.2.1). Letting m denote the current policy, in a state s, two actions a and
a’ are compared by considering the trajectories starting by selecting a (respectively
a') in state s, and thereafter following 7. Whereas RCPI compares the cumulative
reward of these trajectories, PBPI asks the user’s feedback*. The user’s feedback is
exploited using a label ranker [Hiillermeier et al. 2008]. Thereby, conditionally to s
and 7, all actions can be ordered (whereas only the optimal action is considered in
RCPI); PBPI can thus exploit any significant preference of action a over action a’
(a >rs '), facilitating the further exploration of the search space.

Experimentally, the exploitation of the available pairwise preferences (including
the comparison of suboptimal actions) yields better policies. The advantage of
qualitative preferences is demonstrated on the cancer treatment problem expending
the realm of reachable solutions outside of the convex hull defined from the two
objectives, the tumor size and the toxicity (more in section 6.4.2.1). The main
limitation of PBPI regards its scalability, since one user’s feedback is required for
each pair of actions conditionally to a state and a current policy.

This scalability limitation will be addressed by the Preference-based Policy
Learning (PPL) (chapter 5).

4.4 User’s feedback on short trajectories

[Wilson et al. 2012| ask the user’s preference related to pairs of trajectories of short
fixed length with same initial state, referred to as trajectory preference queries
(TPQs); their motivation is to reduce the user’s fatigue. The formal setting is
that of MDP, deprived from the reward function R; the TPQs are used to build a
posterior distribution over the policy parameters space.

The user is assumed to have in mind a target policy mg« and favor trajectories
matching mp« behavior. It is further assumed that i) the transition model of the
MDP is known; ii) a distribution Py used to sample initial states for the short tra-

jectories is provided; iii) the agent can select and replay verbatim the trajectories.

* The motivating application is the cancer treatment in clinical trials [Zhao et al. 2009]; instead
of associating a numerical penalty to the death issue, one might safely assume that a treatment

resulting in the patient death is always worse than one where the patient is healed.
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Note that distribution Py conveys much more information than the standard initial
distribution used in MDP: since short trajectories are demonstrated, their initial
state must be sufficiently informative (close to the goal states) for the user to emit
relevant feedback.

Let p = {s1,a1,...,ax-1, Sk} be a trajectory of length K. The user’s preference

among trajectories p and u/ compares their distance to the target policy my«:

flp, ', 0%) = d(i/,6%) — d(p, 67)
with

K
d(p, 0) = By oy [Z st = s¢ll + llas — aifll]

t=0
The dissimilarity measure d(u,6*) encodes how much the trajectory p disagrees

in expectation with trajectories sampled from mg«, summing the e.g. Fuclidean
distance among the states and actions. Given the (real) value f(u, u/,0*), the user’s
binary feedback is set to the sign thereof up to a Gaussian noise € ~ N(0,0) (the

Thurstone-Mosteller preference model, section 4.1.1). Finally:

P(y=1|p,u,0°) = <W> =d(2)

g

The posterior distribution is defined from a learning set of TPQs D =

{(, 1 y)i} as:
P(9|D) x P(0 Hcp — ()Y

with prior P(6) a zero mean Gaussmn, favoring policy parameters with small values.

Two criteria are considered to select the next TPQ to be demonstrated, the query
by disagreement and the expected belief change. The former criterion proceeds by
sampling an initial state from Py and two policy parameters # and 6’ from the
posterior distribution P(.|D); their disagreement IE, g [d(u,6")] is computed and
the TPQ is retained if the disagreement exceeds a predefined threshold. The latter
criterion builds a pool of TPQ (by sampling states from Py and policy parameters
from the posterior) and selects the one which maximizes the change in the posterior
after seeing the additional TPQ.

Experimental validation on four standard RL benchmarks with continuous states
and discrete actions show the merits of the approach, requiring 25 to 50 TPQs to
build optimal policies and showing that the query by disagreement criterion is more

effective when Py does not incorporate enough domain knowledge.
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4.5 Hybrid approaches

A hybrid approach, the Trajectory Preference Perceptron (TPP) is pre-
sented by [Jain et al. 2013] within the online co-active learning framework
[Shivaswamy & Joachims 2012|. In TPP the user can rank the demonstrated tra-
jectories (the ranks are interpreted as pairwise preferences) or modify the top-rank
demonstration. The latter option offers a way to escape from local optima (when
trajectories are correctly ranked although none of them is satisfactory).

The motivating applications deal with a robotic arm with a high number of
degrees of freedom (DoF). An informative set of features is assumed to be available,
describing both the trajectory and the object-to-object and object-to-environment
relations along the trajectories. Expliciting the background knowledge (e.g. heavy
objects should not be moved on the top of fragile objects; sharp objects should be
kept at a distance from humans) is not easy. Quite the contrary, refining a trajectory
which violates such above constraints is straightforward.

The user’s feedback can be one of the following: i) after viewing an ordered
sequence of (simulated) trajectories, the user can swap a trajectory with the top
one; ii) the user can physically modify one of the way-points® of the top trajectory
by direct manipulation of the robot arm. In both cases, the user’s feedback is
formalized as §: > ¢, where trajectory y; is the optimal trajectory after the user
preference model at time ¢t and trajectory g is either the trajectory preferred to y;
(first type of feedback) or the result of direct modifications of y; (second type of
feedback).

Let ¢ be a feature function® mapping both a trajectory y and its context on RP.
For simplicity, the preference model is assumed to be linear, parameterized as w; in
the feature space. Upon receiving feedback ¢; > y;, the model is updated using a

perceptron like formula:

Wip1 = w + O(x¢, Ye) — O(T4, Yt)

TPP first samples a set of trajectories S; using rapidly-exploring random tree

®A trajectory y is discretized as a sequence of way-points y' ...y", seen as key moments of the

trajectory.
5The features are further split into ¢o, capturing the interactions between the objects along

the trajectory way-points, and ¢ which captures the way the object is moved.
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Figure 4.1: [Jain et al. 2013]. Left: General grocery checkout scene consisting of a
table and objects with different properties such as weight, fragility and sharpness.
The robot task is to move the flower vase from right to left. Center: Two ways of
moving the vase are shown, both are suboptimal. In a) the arm is contorted, which
is visible from the ¢ g feature description of the trajectory (robot arm configuration).
In b) the vase, which may contain water, is tilted. Keeping liquid containers straight
can be learned using ¢o. Right: A graph representation of the trajectory encodes
all the object-object interactions. {y;...y,} are way-points; and the edges to the
shaded nodes indicate that the object is in the vicinity of the way-point.

(RRT) [LaValle & Jr. 2001] (algorithm 3), selects the best trajectory based on the
current preference model w;. The user is asked for a feedback and returns an
improved trajectory 7. Finally, the parameters are updated according to y; >

and the process is iterated.

Algorithm 3 Trajectory Preference Perceptron. (TPP)

1: Initialize wi < 0
2: fort=1toT do

3: Sample trajectories S; = {ygl), v y,gn)}

4: Yt = argmaxyes, (e, y; wi)

5: Obtain user feedback ¥,

6: Wil & Wi+ O(ze, §ie) — o, yi)
7: end for

The user’s feedback g is said to be a-informative w.r.t. y; in expectation if it

satisfies:

E[s™ (2, 91)] = 8" (21, 4¢) > 8™ (20, 57) — 87 (26, 91)) = &, € (0,1]
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where s* is the true (unknown) preference function and &; a slack variable accounting
for the user’s inconsistency (a-informativeness is strict if & = 0). Let us further

define the regret after T steps as:

T
1 Z *
REGT - T S*(xtvy:) - S (xt7yt)
t=1

The authors show that if the user’s feedback is strictly a-informative, then the regret
isin (’)(ﬁ), sharing the same asymptotic behavior when the user knows the optimal
trajectory for each context.

The validation of TPP considers a grocery checkout; the baseline involves 1300
manually labelled trajectories. The experimentations involve 5 humans and the
Baxter robot (high DoF robot arm, see figure 4.1-Left). Overall, TPP outperforms
SVM-rank trained on the labelled trajectories after circa 5 feedbacks. Swapping
trajectories is the most used feedback option for simple tasks. Direct manipulation of
the arm configuration is increasingly used as the task difficulty increases. Overall it

takes 5.5 minutes on average until the user is satisfied with the top-ranked trajectory.

4.6 Summary and Discussion

The expert in the loop is not required to be as knowledgeable as the expert in the
Learning from Demonstration framework, presented in the previous chapter: the
only assumption done is that i) the current solution(s) can be displayed to the user;
ii) she can provide a feedback.

This feedback can be thought of in terms of guidance in an optimization land-
scape. The most informative feedback (when the expert is allowed to revise a solu-
tion [Jain et al. 2013]) corresponds to the case where the current solution is moved
in the search space, akin a steepest ascent gradient procedure. Unsurprisingly, such
abilities on the behalf of the expert yield some guarantees on the overall convergence
of the ILO process.

Several trade-offs must be achieved to tackle ILO, at the crossroad of algorithmic
and cognitive concerns.

On the algorithmic side, we first face the exploration vs exploitation dilemma.
On the one hand, the agent should visit the most promising regions of the search

space, according to the current model of the expert’s preferences; on the other hand,
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a sufficient exploration of the search space is needed to support the consistency of
the algorithm. The exploration should however comply with the limited availability
and attention of the expert: a few dozens, perhaps hundreds of preference queries
can be asked; not thousands. Active learning/ranking heuristics are thus needed to
keep the number of feedback queries within reasonable limits.

On the cognitive side, a tradeoff between the precision and the reliability of the
expert’s feedback is observed: the more precise the expert’s feedback, the more useful
it is in an algorithmic perspective, a priori. But the value of precise feedback might
be subject to noise and drift, according to the so-called rating drift phenomenon
[Siegel & Castellan 1988]. Furthermore, the impact of feedback noise is bound to
be more severe if the number of feedback queries is restricted.

Again on the cognitive side, a trade-off between focus and expertise is expected:
providing a feedback on a whole behavior likely requires less expertise than provid-
ing an instant feedback on a state-action pair, or a feedback on a sub-behavior. In
the former case, the expert appreciates whether the robot agent has reached the
goal(s) with full information. In the latter cases, the expert appreciates whether the
robot agent can (on the basis of this sub-behavior or instant behavior) reach some
relevant goal in the future: this requires more finesse. In counterpart, observing
long behaviors is more demanding (and thus induces more noise) than observing

short agent demonstrations.

In the next chapters, three algorithms facing these challenges will be presented:

e Preference-based Policy Learning (PPL, chapter 5) pioneered the use of pref-
erence learning in reinforcement learning, exploiting the expert’s binary feed-
back on pairs of whole trajectories to learn a policy return estimate on the

trajectory space;

e Active Preference-learning for Reinforcement Learning (APRIL, chapter 6)
focuses on reducing the expert’s burden and the number of preference queries

needed to yield satisfactory results;

e Finally, Programming by Feedback (PF, chapter 7) aims at enforcing a robust

agent behavior, resilient w.r.t. expert’s mistakes.
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Preference-based Policy Learning

Foreword

This chapter introduces the first contribution of the PhD, the Preference-based Pol-
icy Learning (PPL) algorithm first presented in [Akrour et al. 2011].

The primary motivation for designing PPL was that the use of robotic simula-
tors was not an authorized option in the first years of the FP7 SYMBRION IP that
funded this work, for several reasons. First and overall, the SYMBRION roboti-
cist partners thought poorly of robotic controllers developed in silico, due to former
disappointing experiences. Moreover, at that time, there did not exist any appropri-
ate robotic simulator for the target SYMBRION robotic hardware, the robot unit
that was still under design. Finally, simulator-based studies are ill-suited to robotic
swarm design, as the computational cost increases quadratically with the size of the
swarm and the simulator precision is adversely affected by the unavoidable manu-
facturing variability of the robotic units.

In the PPL framework, the human in the loop basically replaces the simulation-
based assessment and optimization of a robotic controller, according to a four-step

process:

i) the robot demonstrates a candidate policy;
ii) the expert ranks this policy comparatively to previously seen ones according
to her preferences;
iii) these preferences are used to learn a policy return estimate;

iv) the robot uses the policy return estimate to build new candidate policies.

This process is iterated until the desired behavior is obtained.
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The critical issue is the representation of the policy search space, meant to en-
able learning accurate policy return estimates and limiting the human ranking effort
needed to yield a good policy. The difficulty is that this representation cannot use
informed features (e.g., how far the robot is from any target position) due to the
simulator-free, ground truth-less setting (as opposed to e.g. [Abbeel & Ng 2004]).
The representation that is proposed in this chapter is based on the agnostic ex-
ploitation of the robotic log, using unsupervised learning to incrementally build
sensori-motor states.

This chapter also includes an analytical study of PPL on the artificial RiverSwim
problem [Strehl et al. 2006], with a convergence proof in that context. Finally, PPL
is experimentally validated, on a 2D version of the RiverSwim problem, as well
as on two problems relevant to swarm robotics (in simulation). The first one is
concerned with reaching of a target location in a maze. The difficulty is due to
perceptual aliasing (non-Markovian environment): different locations are perceived
to be similar due to the limited infra-red sensors of the robot. The second problem
involves two interacting robots. The task is to yield a synchronized behavior of
the two robots, controlled with the same policy. The difficulty is again due to the
fact that sensors hardly enable a robot to discriminate between its relative and an
obstacle. Interestingly, it is shown that the PPL framework enables the robot to
achieve the synchronized behavior without directly acquiring the perceptual primitives

discriminating the other robot from the wall.

5.1 Motivations

As mentioned in chapters 2 and 3, many machine learning approaches in robotics,
ranging from direct policy learning [Bain & Sammut 1995] and learning by imita-
tion [Calinon et al. 2007| to reinforcement learning |[Peters & Schaal 2008] and in-
verse optimal control [Abbeel & Ng 2004, Kolter et al. 2007|, rely on simulators,
considered as complete motion and world model of the robot. Obviously, the actual
performance of the learned policies depends on the accuracy and calibration of the
simulator, a phenomenon referred to as Reality Gap |Lipson et al. 2006] (see also
[Saxena et al. 2008]). As shown in [Lipson et al. 2006, one can alleviate the short-

comings of the simulator using an active learning approach, gradually closing the
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gap between the simulated and physical worlds; incidentally, the closure of the gap
also handles the non-stationarity of the world, e.g. due to the robot sensor fatigue
and hazards. The combined use of simulated and physical experiments however is
outside of the scope of the presented work, and it defines a perspective for further
research.

The first research question investigated in this PhD work is whether robotic
policy learning can be achieved in a simulator-free setting, while keeping the hu-
man labor and computational costs within reasonable limits. This question is mo-
tivated by Machine Learning application to Swarm Robotics [Stirling et al. 2010,
Trianni et al. 2006, Grof et al. 2006, Liu & Winfield 2010, O’Dowd et al. 2011].
Swarm Robotics aims at designing robust and reliable robotic systems through the
physical and virtual interaction of a large number of small-scale, possibly unreliable,
robot entities (see chapter 1 Fig. 1.1). Within this framework, the use of simulators
suffers from two limitations. Firstly, the simulation cost increases quadratically in
the worst case with the size of the swarm (and it does increase more than linearly in
practice). Secondly, robot entities might differ among themselves due to manufac-
turing tolerance, entailing a large variance among the results of physical experiments
and severely limiting the accuracy of simulated experiments.

In the Swarm Robotic settings, the Learning from Demonstrations approach
(chapter 3) is likewise inappropriate as the expert can hardly impersonate the swarm
robot on the one hand, and because the desired behavior is usually unknown on the
other hand. More precisely, swarm policy learning defines an inverse problem in a
Complex System context: One aims at e.g. designing the ant behavior in such a

way that the whole ant colony achieves a given task.

5.2 Overview and analysis

Constrasting with LfD, the proposed approach is based on a light interaction be-
tween the policy learning process and the expert, only assuming that the former
can demonstrate policies and that the latter can emit preferences, telling a more
appropriate behavior from a lesser one.

Formally, the presented Preference-based policy learning (PPL) approach is in-

spired from both energy-based learning [Ranzato et al. 2006] and learning-to-rank
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[Joachims 2005, Bakir et al. 2006]. PPL proceeds by iterating a 4-step process:
e In the demonstration phase, the robot demonstrates a candidate policy.

e In the teaching or feedback phase, the expert ranks this policy compared to

archived policies, based on her agenda and prior knowledge.

e In the learning phase, a policy return estimate (energy criterion) is learned
based on the expert ranking, using an embedded learning-to-rank algorithm.

A key issue concerns the choice of the policy representation space (see below).

e In the self-training phase, new policies are generated, using an adaptive trade-
off between the policy return estimate and the policy diversity w.r.t. the
archive. A candidate policy is selected to be demonstrated and the process is

iterated.

PPL initialization proceeds by demonstrating two policies, which are ordered by

the expert.

A main advantage of the PPL approach compared to LfD is that it does not
require the expert to know how to solve the task and to demonstrate a perfect
behaviour; the expert is only required to know whether some behaviour is more
likely to reach the goal than some other one. The demonstrated trajectories are
also feasible by construction since they are done by the robot (whereas trajectories
demonstrated by the human expert are not necessarily directly feasible whenever
the expert and the robot have different degrees of freedom).

Compared to Policy Gradient approaches [Peters & Schaal 2008], the continued
interaction with the expert offers some means to detect and avoid the convergence
to local optima, through the expert’s feedback.

In counterpart, PPL faces one main challenge. The human ranking effort needed
to yield a competent policy must be limited; the sample complexity must be of the
order of a few dozens to at most a couple hundred. Therefore the policy return
estimate must enable fast progress in the policy space, which requires the pol-
icy representation space to be carefully designed (a general concern, as noted by
[Abbeel & Ng 2004]). On the other hand, the simulator-free setting precludes the

use of any informed features such as the robot distance to obstacles or other robots.



5.3. Notations 61

In contrast, IRL used to consider fairly informative features, e.g. the driving speed

or the bumping into pedestrians [Abbeel & Ng 2004]

5.3 Notations

PPL is concerned with deterministic parametric policies with finite time horizon H,
where H is the number of time steps each candidate policy is demonstrated.

Policy 7y, defined from its parameter # € © C R”, stands for a deterministic
mapping from the state space S onto the action space A. To set the ideas, my will
most often be implemented as a neural net with fixed topology, where 6 stands for
the weight vector of this neural net.

A behavioural representation is defined from the demonstrations (section 5.4)
and used to learn the policy return estimate. PPL proceeds by maintaining a policy
and constraint archive, respectively denoted II; and Cy, along a four-step process.

At step ¢,

A new policy m; is demonstrated by the robot and added to the archive

Ht = Ht—l U {ﬂ't}

e 7; is ranked by the expert w.r.t. the other policies in II;, and the set C; is

accordingly updated from C;_1:

Cor1=CU{m </=m,i=1,...t—1}

e The policy return estimate J; is built from all constraints in C; (section 5.5);

e New policies are generated; candidate policy 7y is selected using an adaptive
trade-off between J; and an empirical diversity term (section 5.6), and the

process is iterated.

PPL is initialized from two policies mg and m; with specific properties (section 5.7),
which are ordered by the expert; the policy and constraint archives are initialized
accordingly. After detailing all PPL components, an analytical convergence study

of PPL is presented in section 5.8.
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5.4 The Behavioural Representation

In many parametric settings, e.g. when policy 7 is characterized as the weight vec-
tor @ € O of a neural net with fixed architecture, the Euclidean metric on © is poorly
informative of the policy behaviour. Typically the upper bound on the difference be-
tween the positions reached by two policies my and gy, starting from the same initial
position, after h time steps exponentially increases with h [Fonteneau et al. 2010].

As the sought policy return estimate is meant to assess policy behaviour, it thus
appears inappropriate to learn the policy estimate J; as a mapping defined on ©.

The proposed alternative is inspired from sensori-motor states
[O’Regan & Noé 2001]. It takes advantage of the fact that the agent is given
for free the datastream made of its sensor and actuator values, generated along
its trajectories in the environment (possibly after unsupervised dimensionality
reduction) [Lange et al. 2012].

A frugal online clustering algorithm  approach (e.g., €-means
[Duda & Hart 1973|) is used to define sensori-motor clusters. To each such
cluster, referred to as sensori-motor state (sms), is associated a feature. It thus
comes naturally to describe a trajectory by the fraction of overall time it spends in
every sensori-motor state!.

Letting D denote the number of sms, each trajectory generated from my thus is
represented as a unit vector in [0,1]” . In all generality, the behavioural represen-
tation associated to parametric policy mp, noted jir, is the distribution over [0, 1]7
of all trajectories generated from policy 7y, reflecting the actuator and sensor noise,
and possibly the presence and actions of other robots in the swarm. In this chapter
however, the indeterminacy of the policy-to-log mapping (due to the influence of
the starting position or the actuator and sensor noise) is neglected for the sake of
simplicity and deferred to chapter 7. In practice, the indeterminacy depending on
the starting point of the trajectory is discarded, either by requiring all demonstra-
tions to have same starting point, or by considering sufficiently long trajectories and
discarding the beginning thereof, the so-called burn-in period.

Formally, the proposed behavioural representation (BvR) maps each policy onto

'The use of the time fraction is chosen for simplicity; one might use instead the discounted

cumulative time spent in every sms.
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a real valued vector (u: 7w+ pur € R?), as follows. Let us consider the datastream
generated from the robot equipped with a policy 7, reporting the sensor and actuator
values observed at each time step. This datastream, a.k.a. robotic log, is most often
processed offline; in a resource-bounded context, it makes sense to process it online.
The policy demonstration is represented by a histogram, associating to each sensori-
motor state the fraction of time spent in this sms. The BvR representation complies
with a resource-constrained framework and it is agnostic w.r.t. the policy return and
the environment. The number of sensori-motor states exponentially increases with
the clustering precision € and the intrinsic dimension of the sensori-motor space; it
can however be controlled to some extent as ¢ is set by the user.

Let the sensori-motor data stream SMS(7) consist of the robot sensor and actu-
ator values recorded at each time step, with SMS(7) be given as {y1,...yg}, with
yn € R®, where b is the number of sensors and actuators of the robot and y;, denotes
the concatenation of the sensory and motor data of the robot at time step 2 h.

As mentioned, an e-clustering algorithm (e > 0) [Duda & Hart 1973 is used to
incrementally define a set S of ’exemplar’ sensori-motor states s; from all SMS(m)
data streams generated from policies 7y, ...m. For each considered policy 7, in
each time step h, yp is compared to all elements of S, and it is added to § if
min {||yn — Sil|co, si € S} > €. Let ny denote the number of states at time . BvR

is defined as follows:

Given SMS(7) = {y1,...ya} and S = {s1,... 5, }
W g €0, 1]™
pxli] = Z1 {yn st [lyn — silloo < €}

BvR differs from the feature counts wused in [Abbeel & Ng 2004,
Kolter et al. 2007] as features are learned here from policy trajectories as op-
posed to being defined from prior knowledge. Compared to the discriminant policy
representation built from the set of policy demonstrations |Levine et al. 2010], the
main two differences are that BvR is independent of the policy return estimate,
and that it is built online as new policies explore new regions of the sensori-motor
space. As the number of states ny, and thus BvR dimension, increase along time,

BvR consistency follows from the fact that p, € [0,1]™ is naturally mapped onto

2A temporal relaxation is used to filter out sensor noise: y, = (1 = ) yh—1 + 1 zn where zp

denotes the instant sensor and actuator values at time step h.
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(pr, 0) in [0,1]™F1 (the i-th coordinate of p, is 0 if s; was not discovered at the
time 7 was demonstrated).

The price to pay for the representation consistency is that the number of states
exponentially increases with precision parameter €; on the other hand, it increases

like £’ where V' is the intrinsic dimension of the sensori-motor data.

5.5 Policy Return Estimate Learning

For the sake of notational simplicity, p; will be used instead of yr, when no confusion
is to be feared. Let the policy archive IT; be given as {y1, ... s} at step ¢ 3, assuming
with no loss of generality that the p;’s are ordered after the expert preferences.

Constraint archive C; thus includes the set of Lt;l)

ordering constraints p; > u; for
1> 7.

The policy return estimate J; is sought as a linear mapping Jiy(p) = (wy, p)
with w; € R™. Using a standard constrained convex optimization formulation

[Bakir et al. 2006, Joachims 2006], w; is the solution of the following problem:

Minimize L ||w|]? +C Z§7j=17i>]’ &i.j

2 (5.1)
subject to  ((w, p1;) — (W, ;) > 1= ;) and (&5 > 0) for all 7 > j

This policy return estimate Jy features some good properties. Firstly, it is con-
sistent, despite the fact that the dimension n; of the state space might increase
with ¢. After the same arguments as above, the w; coordinate related to a state
which has not yet been discovered is set to 0. Secondly, by construction, it is in-
dependent on the policy parameterization since it only depends on the sensor and
actuator space; it can thus be transferred among different policy spaces. Likewise,
it does not involve any external information that cannot be made available to the
robot itself. Therefore it can be computed on-board and provides the robot with a
self-assessment.

Finally, although J; is defined at the global policy level, w; provides some val-
uation of the sensori-motor states. If a high positive weight wy[i] is associated to
the i-th sensori-motor state s;, this state is considered to significantly and positively

contribute to the quality of a policy, comparatively to the policies considered so far.

3In the absence of noise, the trajectories, rather than the policies themselves, will be stored in

the archive, and in the constraint archive C;.
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Learning J; thus significantly differs from learning the optimal RL value function V*.
By definition, V*(s;) estimates the maximum expected cumulative reward ahead of
state s;, which can only increase as better policies are discovered. In contrast, wy[i]
reflects the fact that visiting state s; is conducive to discovering better policies, com-
paratively to policies viewed so far by the expert. In particular, wy[i] can increase
or decrease along t; some states might be considered as highly beneficial in the early
stages of the robot training, and become useless and be discarded later on (more on

this in section 7.6.5, around Fig. 7.15).

5.6 New Policy Generation

The policy generation step can be thought of in terms of self-training. The genera-
tion of new policies relies on black-box optimization; expected-global improvement
methods [Brochu et al. 2008] and gradient methods [Peters & Schaal 2008] are
not applicable since the policy return estimate is not defined on the parametric
representation space ©. New policies are thus generated using a stochastic black-
box optimization method, more precisely a (1 + A\)-ES algorithm [Auger 2005].
Formally, a Gaussian distribution N (6.,Y) on © is maintained, the center 6. and
the covariance matrix ¥ of this distribution are updated after the parameter 6 of
the current best policy. For ng iterations, A policies m are drawn after N (6., X),
they are executed in order to compute their behavioural description pr, and the
best one after an optimisation criterion F (see below) is used to update N (0., ).
After ng iterations of the policy generation step, the best policy after F denoted
w41 18 selected and demonstrated to the expert, and the whole PPL process is

iterated.

The criterion F used to select the best policy out of the current A policies is
meant to enforce some trade-off between the exploration of the policy space and the
exploitation of the current policy return estimate J; (note that the discovery of new
sensori-motor states is worthless after J; since their weight after w, is 0). Taking
inspiration from [Auger 2005], F is defined as the sum of the policy return estimate
J; and a weighted exploration term Fy, measuring the diversity A of the policy w.r.t

the policy archive Il;:
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Maximize F(u) = Ji(p) + aeEr(p) o >0
with Ey(p) = min {A(p, pty), py € i}

Cc.oy_1 fmes-m1 c>1
o = 1
75 0—1 otherwise

Parameter oy controls the exploration vs exploitation tradeoff, accounting for
the fact that both the policy distribution and the objective function J; are non
stationary. Accordingly, a; is increased or decreased by comparing the empirical
success rate (whether m; improves on all policies in the archive) with the expected
success rate of a reference function (usually the sphere function, on which the
proved optimal success rate is close to 0.2 [Auger 2005]). When the empirical
success rate is above (respectively below) the reference one, oy is increased (resp.
decreased). This is de facto achieved here through parameter p, empirically
adjusted so that p failures cancel out one success and bring oy back to its origi-

nal value (leading for instance to p = % to reach the % value for the sphere function).

Finally, the diversity function A(u, ') is defined as follows. Let a, b, ¢ respec-
tively denote the number of states visited by u only, by i/ only, and by both p and
1. Then

a+b—c
va+cvb+c

i.e.,, A(u,p') computes and normalizes the symmetric difference minus the intersec-

Ap, 1) =
tion of the two sets of states visited by p and /.

5.7 Initialization

The PPL initialization is another challenging step, as policy behaviours correspond-
ing to uniformly drawn parameters 6 are usually quite uninteresting, and therefore
difficult to rank. The first two policies are thus generated as follows.

First, let us define the information quantity Jy of a policy u as

d

Jo(p) == pli] log pli]

i=1
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Figure 5.1: The RiverSwim problem. The parametric representation of a policy
7 specifies the action (go left or right) selected in each state. The behavioural
representation pu, is (1,...1,0,..0), with the rightmost 1 at position ¢(7), defined as

the leftmost state associated to the leff move.

Now given a set Py of randomly generated policies, 7y is selected as the policy
in Py with maximal information quantity Jy. Then policy 75 is the one in Py with

maximum diversity w.r.t. mq, i.e.

o = argmax {A(p, ™), € Py}

The rationale for this initialization is that m; should experiment as many distinct
sensorimotor states as possible; and e should experiment as many sensorimotor
states different from that of m; as possible, to facilitate the expert ranking, and
yield an informative policy return estimate Js.

Admittedly, the use of the information quantity and more generally BvR, only
make sense if the robot faces a sufficiently rich environment. In an empty environ-
ment, i.e. when there is nothing to see, the robot can only visit a single sensori-motor

state, and nothing can happen.

5.8 Convergence study

PPL convergence is analytically studied and proved in the context of the artificial
RiverSwim problem [Strehl et al. 2006]. This problem involves N states and two
actions, going left or right; starting from the leftmost state, the goal is to reach
the rightmost state (Fig. 5.1). While the policy parametric representation space
is {left, right}?, the behaviour of the policy 7 is entirely characterized from the
leftmost state ¢ where it goes left, denoted ¢(7). In the following, we only consider
the boolean BvR, with pu, = {1,1,..,1,0,..0} and ¢(7) the index of the rightmost
1. For notational simplicity, let p, and g be noted p and p' in the following. By
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definition, the expert prefers the one out of 4 and u/ which goes farther on the right
(= 3E L(p) > €(1)).

In the RiverSwim setting, problem (5.1) (section 5.5) can be solved analytically.
Let archive IT; be given as {1 . .. u¢ } and assume w.l.o.g. that the u;’s are ordered by
increasing value of £(u;). It comes immediately that constraints related to adjacent
policies ((wW, ptip1) — (W, pt;) > 1—§; 541 for 1 <i < t—1) entail all other constraints,
and can be all satisfied by setting Zi(ﬁémi)) +1 W[k] = 1; slack variables &; ; thus are
0 at the optimum.

Problem (5.1) can thus be decomposed into t—1 independent problems involving
disjoint subsets of indices |¢(u;), (pi+1)]; its solution w is given as:

wik] = 0 if k<l(u1)ork > 0(u)

1 .
W)t Ei) <k < Lpiv)

Proposition 1: In the RiverSwim setting, J;(¢t) = (wy, 1) where wy satisfies:

wilk] =0if k < l(u1) or k> £(ut)
if £(pr) <k < €(pe

Yt wilk] =t

K
&)
v
2=

Policy generation (section 5.6) considers both the current J; and the diversity
E; respective to the policy archive II;, given as Ey(u) = min{A(u, py), t, € i}

In the RiverSwim setting, it comes:

[€(p) = L) — min(€(p), £(p))
E(p) (1)

A(:uv Mu) =

For i < j, lizjl-minG.j) _ \/g - 2\/]Z It follows that the function i +

7
Y |£(u)—\z};(£)1p(€(u),i) is strictly decreasing on [1,¢(u)] and strictly increasing on
n) i

[0(p), +00). It reaches its minimum value of —1 for ¢ = ¢(u). As a consequence, for

any policy p in the archive, Ey(u) = —1.

Let pu; and p* respectively denote the best policy in the archive II; and the
policy that goes exactly one step further right. We will now prove the following

result:
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Proposition 2. The probability that pu* is generated at step ¢ is bounded from below
by eiN Furthermore, after p* has been generated, it will be selected according to
the selection criterion F; (section 5.6), and demonstrated to the expert.

Proof
Generation step: Considering the boolean parametric representation space {0, 1}V,
the generation of new policies proceeds using the standard bitflip mutation, flipping
each bit of the current p; with probability % The probability to generate p* from
11 is lower-bounded by + (1 — %)g(“t) (flip bit £(u¢)+1 and do not flip any bit before
that). Furthermore, (1 — %)E(‘“) > (1 - +)V"! > 1 and hence the probability to
generate p* from py is lower-bounded by ﬁ
Selection step. As shown above, Ey(u*) > —1 and Ey(u) = —1 for all p € TI;. As the
candidate policy selection is based on the maximization of F;(u) = (wy, )+ Ey(p),
and using (wWy, pie) = (Wy, iep1) = t, it follows that Fi(pe) < Fe(p*), and more
generally, that F;(u) < Fi(p*) for all p € II;. Consider now a policy p that is not
in the archive though ¢(u) < ¢ (the archive does not need to contain all possible
policies). From Proposition 1, it follows that (w,u) < t — +. Because Ey(y) is
bounded, there exists a sufficiently small ay such that F;(u) = (wy, u) + o E(p) <
Fe(p"). O

Furthermore, thanks to the monotonicity of Fy(u) w.r.t. £(u), we know that
Fi(pugi) < Fe(peqs) for all i < j where €(pi4:) = €(pe) + . Better RiverSwim

policies will thus be selected along the policy generation and selection step.

5.9 Experimental Validation

This section reports on the experimental validation of the PPL approach. For the
sake of reproducibility, all reported results have been obtained using the publicly

available simulator Roborobo [Bredeche 2006].

5.9.1 Experiment Goals and Experimental Setting

The experiments are meant to answer three main questions. The first one concerns
the feasibility of PPL compared to baseline approaches. The use as surrogate opti-
mization objective of the policy return estimate, learned from the expert preferences,

is compared to the direct use of the expert preferences. The performance indicator
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is the speed-up in terms of sample complexity (number of calls to the expert), needed
to reach a reasonable level of performance.

The second question regards the merits of the behavioural representation com-
paratively to the parametric one. More specifically, the point is to know whether
BvR can enforce an effective trade-off between the number of sensori-motor states
and the perceptual aliasing, enabling an accurate policy return estimate to be built
from few orderings.

A third question regards the merits of the exploration term used in the policy
generation (self-training phase, section 5.6), and the entropy-based initialization
process (section 5.7), and how they contribute to the overall performance of PPL.

Three experiments are considered to answer these questions. The first one
is an artificial problem which can be viewed as a 2D version of the RiverSwim
[Strehl et al. 2006]. The second experiment, inspired from the novelty search ex-
periment in [Lehman & Stanley 2008]|, involves a robot in a maze. The goal is to
reach a given location. The third experiment involves two robots, and the goal is to
enforce a coordinated exploration of the arena by both robots. In all experiments
the robotic architecture is a Cortex-M3 with 8 infra-red (IR) sensors and two motors
respectively controlling the rotational and translation speed. The IR range is 6 cm;
the surface of the arena is 6.4 square meters.

All policies are implemented as a multi-layer perpectron (a 1-hidden-layer feed-
forward neural net), using the 8 IR sensors (and a bias) as inputs, with 10 neurons
on the hidden layer, and giving the two motor commands as output, resulting in 121
weights (© = R'?!). A random policy is built by uniformly selecting each weight in
[—1,1].

BvR is built using the Ly norm and & = 0.45; the number of sensori-motor
states, thus the BvR dimension, is below 1,000. The policy return estimate is learned
using SV M7 library [Joachims 2006] with linear kernel and default parameter
C =1 (section 5.5).

The optimization algorithm used in the policy generation (section 5.6) and ini-
tialization (section 5.7) is a (1+A)-ES [Schwefel 1981] with A = 7. The variance of
the Gaussian distribution is initialized to .3, and increased by a factor of 1.5 upon
any improvement and decreased by a factor of 1.571/4 otherwise. The (1 4+ \)-ES

is used for n, iterations in each policy generation step, with ng, = 10 in the maze
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experiment, and ny = 5 in the two-robot experiment. It is used for 20 iterations in

the initialization step.

All presented results are averaged over 41 independent runs. Five algorithms are
compared: PPLpg,r with entropy-based initialization and exploration term, where
the policy return estimate relies on the behavioural representation; PPLqrqm, which
only differs from PPLp, R in that the policy return estimate is learned using the para-
metric representation; PPL,,/, ;, which only differs from PPLp,r in that it uses a
random uniform initialization; Fzpert-Only, where the policy return estimate is re-
placed by the true expert preferences; and Novelty-Search |Lehman & Stanley 2008]
which can be viewed as an exploration-only approach: at each time step, the can-
didate policy with highest average diversity compared to its k-nearest neighbors in
the policy archive is selected (we used k& = 1 for the 2D RiverSwim, and k = 5 for

both other experiments).

5.9.2 2D RiverSwim

In this 4 x4 grid world, the robot starts in the lower left corner of the grid; the sought
behaviour is to reach the upper right corner and to stay there. The expert preference
goes toward the policy going closer to the goal state, or reaching earlier the goal state.
The action space includes the four move directions with deterministic transitions
(the robot stays in the same position upon marching to the wall). For a time horizon
H = 16, the BvR includes only 6334 distinguishable policies (to be compared with
the actual 4'¢ distinct policies). The small size of this grid world allows one to
enumeratively optimize the policy return estimate, with and without the exploration
term. Fig. 5.2 (left) displays the true policy return vs the number of calls to the
expert. In this artificial problem, Nowelty-Search outperforms PPL and discovers
an optimal policy in the 20-th step. PPL discovers an optimal policy at circa the
30-th step. The exploration term plays an important role in PPL performance; Fig.
5.2 (right) displays the average weight «; of the exploration term. In this small-
size problem, a mere exploration strategy is sufficient and typically Nowvelty-Search
discovers two optimal policies in the first 100 steps on average; meanwhile, PPL

discovers circa 25 optimal policies in the first 100 steps on average.
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Figure 5.2: 2D RiverSwim: Performance of PPL and Nowelty-Search, averaged over
41 runs with std. dev (left); average weight of the exploration term «; in PPL
(right).
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Figure 5.3: The maze experiment: the arena (left) and best performances averaged

out of 41 runs.

5.9.3 Reaching the End of the Maze

In this experiment inspired from [Lehman & Stanley 2008|, the goal is to traverse
the maze and reach the green zone when starting in the opposite initial position (Fig.
5.3-left). The time horizon H is 2,000; an oracle robot needs circa 1,000 moves to
reach the target location. As in the RiverSwim problem, the expert preference goes
toward the policy going closer to the goal state, or reaching earlier the goal state;
the comparison leads to a tie if the difference is below 50 distance units or 50 time
steps. The “true” policy return is the remaining time when it first reaches the green
zone, if it reaches it, minus the min distance of the trajectory to the green zone,
otherwise. The main difficulty in this maze problem is the severe perceptual aliasing;
all locations situated far from the walls look alike due to the IR sensor limitations.

This experiment supports the feasibility of the PPL scheme. A speed-up factor
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Figure 5.4: The maze experiment: PPL vs Ezpert-Only (left); Accuracy of paramet-

ric and behavioural policy return estimate(right)

of circa 3 is observed compared to Expert-Only; on average PPL reaches the green
zone after demonstrating 39 policies to the expert, whereas Ezpert-Only needs 140
demonstrations (Fig. 5.4, left). This speed-up is explained as PPL filters out un-
promising policies. Nowelty-Search performs poorly on this problem comparatively
to PPL and even comparatively to Fzpert-Only, which suggests that Novelty-Search
might not scale up well with the size of the policy space.

This experiment also establishes the merits of the behavioural representation.
Fi