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Abstract
In this paper, we study several decision problems for functional weighted automata. To associate values
with runs, we consider four different measure functions: the sum, the mean, the discounted sum of weights
along edges and the ratio between rewards and costs. On the positive side, we show that the existential
and universal threshold problems, the language inclusion problem and the equivalence problem are all
decidable for the class of functional weighted automata andthe four measure functions that we consider.
On the negative side, we also study the quantitative extension of the realizability problem and show that
it is undecidable for sum, mean and ratio. Finally, we show how to decide if the quantitative language
defined by a functional weighted discounted sum automaton can be defined with a deterministic automata
(it was already known for sum and mean).

1998 ACM Subject Classification Algorithms, Theory, Verification

Keywords and phrases Weighted automata, quantitative languages, functionality, synthesis, computer-
aided verification

1 Introduction

Recently, there have been several efforts made to lift the foundations of computer aided verification
and synthesis from the basicBooleancase to the richerquantitativecase, e.g. [10, 8, 1]. This paper
belongs to this line of research and contributes to the studyof quantitative languages over finite
words.

Our paper proposes a systematic study of the algorithmic properties of several classes offunc-
tional weighted automata (defining quantitative languages). A functional weighted automaton is a
nondeterministicweighted automaton such that any two accepting runsρ1, ρ2 on a wordw associate
with this word a unique valueV(ρ1) = V(ρ2). As we show in this paper, several important veri-
fication problems are decidable for nondeterministic functional weighted automata while they are
undecidable (or unknown to be decidable) for the full class of nondeterministic weighted automata.
As functional weighted automata are a natural generalization of unambiguousweighted automata,
and as unambiguity captures most of the nondeterminism thatis useful in practice, our results are
both theoretically and practically important. Also, the notion of functionality leads to useful insight
into the relation between deterministic and nondeterministic weighted automata and into algorithmic
idea for testing equivalence for example.

In this paper, we study automata in which an integer weight, or a pair of integer weights, is
associated with each of their transitions. From those weights, an (accepting) runρ on a wordw

associates a sequence of weights with the word, and this sequence is mapped to a rational value by a
measure function. We consider four different measure functions1: (i) Sum computes the sum of the
weights along the sequence,(ii) Avg returns the mean value of the weights,(iii) Dsumλ computes

1 We do not consider the measure functionsMin and Max that map a sequence to the minimal and the maximal
value that appear in the sequence as the nondeterministic automata that use those measure functions can be made
deterministic and all the decision problems for them have known and simple solutions.
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2 Quantitative Languages Defined by Functional Automata

the discounted sum of the weights for a given discount factorλ ∈ Q∩]0, 1[, and(iv) Ratio is applied
to a sequence of pairs of weights, and it returns the ratio between the sum of weights appearing as
the first component (rewards) and the sum of the weights appearing as the second component (costs).
The value associated with a wordw accepted byA is denoted byLA(w). While Sum and, to some
extent,Avg are known because they can be seen as operations over a semiring of values [20], the
case ofDsumλ andRatio are less studied. Those two measures are motivated by applications in
computer aided verification and synthesis, see for example [12, 7].
Contributions Functionality is a semantical property. We show that it can be decided for the four
classes of measure functions that we consider (either in polynomial time or polynomial space). Then
we solve the following decision problems, along the line of [10]. First, we considerthresholdprob-
lems. Theexistential(universal, respectively)thresholdproblem asks, given a weighted automaton
A and a thresholdν ∈ Q, if there exists a word (if for all words, respectively)w accepted byA:
LA(w) ≥ ν. Those problems can be seen as generalizations of the emptiness and universality prob-
lems for finite state automata. Second, we consider thequantitative language inclusion problemthat
asks, given two weighted automataA andB, if all words accepted byA are also accepted byB, and
for all accepted wordsw of A, we haveLA(w) ≤ LB(w). We show that all those problems are de-
cidable for the four classes of measure functions that we consider in this paper when the automaton
is functional. We show that the inclusion problem is PSPACEC for Sum, Avg andDsumλ. For
Ratio, we show decidability of the problem using a recent algorithm to solve quadratic diophantine
equations [14], this is a new deep result in mathematics and the complexity of the algorithm is not
yet known. Note that those decidability results are in sharpcontrast with the corresponding results
for the full class of nondeterministic weighted automata: for that class, only the existential threshold
problem is known to be decidable, the language inclusion problem is undecidable forSum, Avg,
andRatio while the problem is open forDsumλ. We also show that the equivalence problem can be
decided in polynomial space forRatio via an easy reduction to functionality.

Then, we consider a quantitative variant of therealizabilityproblem introduced by Church, which
is part of the foundations of game theory played on graphs [23] and synthesis of reactive systems [21].
It can be formalized as a game in which two players alternatesin choosing letters in their respective
alphabet. By doing so, they form a word which is obtained by concatenating the successive choices
of the players. The realizability problem asks, given a weighted automatonA, alphabetΣ = Σ1×Σ2,
if there exists a strategy for choosing the letters inΣ1 in the word forming game such that no matter
how the adversary chooses his letters inΣ2, the wordw that is obtained belongs to the language
of A andA(w) ≥ 0. We show that this problem is undecidable forSum, Avg, andRatio even
when considering unambiguous automata (the caseDsumλ is left open). However, we show that the
realizability problem is decidable for the deterministic versions of the automata studied in this paper.
This motivates the study of thedeterminizabilityproblem.

The determinizability problem asks, given a functional weighted automatonA, if the quantitative
language defined byA is also definable by adeterministicautomaton. This problem has been solved
for Sum, Avg in [16]. It is known thatDsumλ-automata are not determinizable in general [10].
We give here a decidablenecessaryandsufficientcondition for the determinizability of functional
Dsumλ automata, and we show how to construct a deterministic automaton from the functional one
when this is possible.
Related Works Motivated by computer-aided verification issues, our work follows the same line
as [10]. However [10] is mainly concerned with weighted automata on infinite words, either non-
deterministic, for which some important problems are undecidable (e.g. inclusion ofAvg-automata),
or deterministic ones, which are strictly less expressive than functional automata. TheRatio measure
is not considered either. Their domains of quantitative languages are assumed to be total (as all states
are accepting and their transition relation is total) whilewe can define partial quantitave languages
thanks to an acceptance condition.

Weighted automata over semirings have been extensively studied (see [20] for a survey), and
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more generally rational series [4]. For instance, the functionality problem for weighted automata
over the tropical semiring, i.e.Sum-automata, is known to be inPTime [16]. Moreover, it is
known that determinizability of functionalSum-automata is decidable inPTime [16], as well as
for the strictly more expressive class of polynomially ambiguousSum-automata [15], for which the
termination of Mohri’s determinization algorithm [20] is decidable. However, theDsumλ andRatio-
automata are not automata over any semiring, and therefore results on automata over semirings
cannot be directly applied to those measures. The technics we use for deciding functionality and
determinization are inspired by technics from word transducers [22, 6, 3, 11, 24].

The functionality problem has been studied for finite state (word) transducers. It was proved to
be decidable in [22], and later in [6]. Based on a notion of delay between runs, an efficientPTime
procedure for testing functionality has been given in [3]. The functionality problem forSum,Avg
andDsumλ-automata is also based on a notion of delay. Based on thetwinning property[11] and the
notion of delay, efficient procedures for deciding determinizability can be devised [3, 24]. This also
inspired our determinization procedure for functionalDsumλ-automata. In [9], Boker et. al. show
thatDsumλ-automata on infinite words with a trivial accepting condition (all states are accepting),
but not necessarily functional, are determinizable for anydiscount factor of the form1/n for some
n ∈ N≥2. Their proof is based on a notion ofrecoverable gap, similar to that of delays. In our paper,
we provide a sufficient and necessary condition to check whether a functionalDsumλ-automaton
(over finite words) is determinizable. Finally in [13], the relation between discounted weighted
automata over a semiring and weighted logics is studied.

To the best of our knowledge, our results onDsumλ andRatio-automata, as well as on the real-
izability problem, are new. Our main and most technical results are functionality ofDsumλ and
Ratio-automata, inclusion problems, determinizability of functionalDsumλ-automata, undecidabil-
ity of the realizability of unambiguousSum-automata, and solvability of the deterministic versions
of the realizability problem. The latter reduce to games on graphs that are to the best of our know-
ledge new, namely finiteSum, Avg, Dsumλ, Ratio-games on weighted graphs with a combination of
a reachability objective and a quantitative objective.

Omitted proofs can be found in the Appendix section.

2 Quantitative Languages and Functionality

Let Σ be a finite alphabet. We denote byΣ+ the set of non-empty finite words overΣ. A quantitative
language LoverΣ is a mappingL : Σ+ → Q ∪ {⊥}2. For all w ∈ Σ+, L(w) is called thevalue
of w. L(w) =⊥ means that the value ofw is undefined. For allx ∈ Q, we letmax(x,⊥) = x,
max(⊥, x) = x andmax(⊥,⊥) =⊥.

Let n ≥ 0. Given a finite sequencev = v0 . . . vn of integers (resp. a finite sequencev′ =

(r0, c0) . . . (rn, cn) of pairs of natural numbers,ci > 0 for all i) andλ ∈ Q such that0 < λ < 1, we
define the following functions:

Sum(v) =

n
∑

i=0

vi Avg(v) =
Sum(v)

n
Dsumλ(v) =

n
∑

i=0

λivi Ratio(v′) =

∑n
i=0 ri

∑n
i=0 ci

For empty sequencesǫ, we also setSum(ǫ) = Avg(ǫ) = Dsumλ(ǫ) = Ratio(ǫ) = 0.
Weighted Automata Let V ∈ {Sum, Avg, Dsumλ, Ratio}. A weightedV -automatonoverΣ is a
tupleA = (Q, qI , F, δ, γ) whereQ is a finite set of states,F is a set of final states,δ ⊆ Q×Σ×Q is
the transition relation, andγ : δ → Z (resp.γ : δ → N× (N− 0) if V = Ratio) is aweight function.

2 As in [10], we do not consider the empty word as our weighted automata do not have initial and final weight
functions. This eases our presentation but all our results carry over to the more general setting with initial and final
weight function [20].
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Figure 1 Examples ofSum-automata

The size ofA is defined by|A| = |Q|+ |δ|+
∑

t∈δ log2(γ(t)). Note that(Q, qI , F, δ) is a classical
finite state automaton. We say thatA is deterministic(resp. unambiguous) if(Q, qI , F, δ) is.

A run ρ of A over a wordw = σ1 . . . σn ∈ Σ∗ is a sequenceρ = q0σ1q1σ2 . . . σnqn such that
q0 = qI and for alli ∈ {0, . . . , n − 1}, (qi, σi+1, qi+1) ∈ δ. It is acceptingif qn ∈ F . We write
ρ : q0

w
−→ qn to denote thatρ is a run onw starting atq0 and ending inqn. The domain ofA, denoted

by dom(A), is defined as the set of wordsw ∈ Σ+ on which there exists some accepting run ofA.
The functionV is naturally extended to runs as follows:

V (ρ) =

{

V (γ(q0, σ1, q1) . . . γ(qn−1, σn, qn)) if ρ is accepting
⊥ otherwise

Therelation induced byA is defined byRV
A = {(w, V (ρ)) |w ∈ Σ+, ρ is a accepting run ofA onw}.

It is functionalif for all words w ∈ Σ+, we have|{v | (w, v) ∈ RV
A , v 6=⊥}| ≤ 1. In that case we

say thatA is functional. Thequantitative languageLA : Σ+ → Q ∪ {⊥} defined byA is defined
by LA : w 7→ max{v | (w, v) ∈ RV

A}.

◮ Example 1. Fig. 1 illustrates twoSum-automata over the alphabet{a, b}. The first automaton
(on the left) defines the quantitative languagew ∈ Σ+ 7→ max(#a(w), #b(w)), where#α(w)

denotes the number of occurences of the letterα in w. Its induced relation is{(w, #a(w)) | w ∈
Σ+} ∪ {(w, #b(w)) | w ∈ Σ+}. The second automaton (on the right) defines the quantitative
language that maps any word of length at least 2 to the number of occurences of its last letter.

We say that a stateq is co-accessible(resp. accessible) by some wordw ∈ Σ∗ if there exists
some runρ : q

w
−→ qf for someqf ∈ F (resp. some runρ : qI

w
−→ q). If such a word exists, we

say thatq is co-accessible (resp. accessible). A pair of states(q, q′) is co-accessible if there exists
a wordw such thatq andq′ are co-accessible byw. In the sequel, we use the termV -automata to
denote eitherSum, Dsumλ, Avg or Ratio-automata.

Functional Weighted Automata TheSum-automaton on the left of Fig. 1 is not functional (e.g.
the wordabb maps to the values 1 and 2), while the one of the right is functional (and even unam-
biguous).

Concerning the expressiveness of functional automata, we can show that deterministic automata
are strictly less expressive than functional automata which are again strictly less expressive than
non-deterministic automata.

◮ Lemma 2. Let V ∈ {Sum, Avg, Dsumλ, Ratio}. The following hold:
Deterministic < Functional There exists a functionalV -automaton that cannot be defined by any
deterministicV -automaton;
Functional < Non-deterministic There exists a non-deterministicV -automaton that cannot be
defined by any functionalV -automaton.
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Proof. Let V ∈ {Sum, Avg, Dsumλ, Ratio}. The automata of Fig. 1 can be seen asV -automata
(with a constant cost1 if V = Ratio). The rightV -automaton cannot be expressed by any determ-
inistic V -automaton because the value of a word depends on its last letter. The leftV -automaton
cannot be expressed by any functionalV -automaton. ◭

As proved in Appendix, functionalV -automata are equally expressive as unambiguousV -automata
(i.e. at most one accepting run per input word). However we inherit the succinctness property of non-
deterministic finite state automata wrt unambiguous finite state automata, as a direct consequence
functionalV -automata are exponentially more succinct than unambiguousV -automata. Moreover,
considering unambiguousV -automata does not simplify the proofs of our results neither lower the
computational complexity of the decision problems. Finally, testing functionality often relies on a
notion of delay that gives strong insights that are useful for determinization procedures, and will
allow us to test equivalence of functional (and even unambiguous)Ratio-automata with a better
complexity than using our results on inclusion.

3 Functionality

In this section, we show that it is decidable whether aV -automatonA = (Q, qI , F, δ, γ) is functional
for all V ∈ {Sum, Avg, Dsumλ, Ratio}.

3.1 Functionality of Sum and Avg-Automata

It is clear that aSum-automatonA is functional iff theAvg-automatonA is functional. Indeed, let
w ∈ dom(A) andv1, v2 ∈ Z. We have(w, v1), (w, v2) ∈ RSum

A iff (w, v1

|w|), (w, v2

|w|) ∈ RAvg
A . The

result follows asv1 6= v2 iff v1

|w| 6=
v2

|w| . So we can rephrase the following result of [16]:

◮ Theorem 3 ([16]). Functionality is decidable inPTime for Sum andAvg-automata.

The algorithm of [16] for checking functionality ofSum-automata is based on the notion of
delaybetween two runs. This notion has been first introduced for deciding functionality of finite
state (word) transducers [3]. Letw ∈ Σ+ andρ, ρ′ be two runs of aSum-automatonA on w. The
delay betweenρ andρ′ is defined asdelay(ρ, ρ′) = Sum(ρ)−Sum(ρ′). For all pairs(p, q), we define
delay(p, q) as the set of delaysdelay(p, q) = {delay(ρ, ρ′) | ∃w ∈ Σ∗ · ρ : qI

w
−→ p, ρ′ : qI

w
−→ q}.

It is proved in [16] that aSum-automatonA is functional iff for all co-accessible pairs of states
(p, q), |delay(p, q)| ≤ 1. Intuitively, if A is functional, then any delaydelay(p, q) associated with a
pair (p, q) co-accessible with the (same) wordw has to be recovered when readingw. If there are
at least two different delays associated with(p, q), one of them cannot be recovered when reading
the same wordw, thereforeA is not functional. The algorithm then consists first in computing all
co-accessible pairs of states, and then all the triples(p, q, k) in a forward manner, wherek represents
some delay of(p, q). If two triples (p, q, k) and(p, q, k′) with k 6= k′ are reached, thenA is not
functional. Termination is obtained by a small witness property for non-functionality, which ensures
that the triples need to be visited at most twice. A similar algorithm with another notion of delay is
used for deciding functionality ofDsumλ-automata.

3.2 Functionality of Dsumλ-automata

◮ Definition 4 (Dsumλ Delay). Let p, q ∈ Q andd ∈ Q. The rationald is adelayfor (p, q) if A

admits two runsρ : qI
w
−→ p, ρ′ : qI

w
−→ q onw ∈ Σ∗such that

delay(ρ, ρ′) =def

Dsumλ(ρ)− Dsumλ(ρ′)

λ|w|
= d
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As for Sum-automata, at most one delay can be associated with co-accessible pairs of states of
functionalDsumλ automata.

◮ Lemma 5 (One Delay). Let A = (Q, qI , F, δ, γ) be a functionalDsumλ-automaton. For all
pairs of states(p, q): If (p, q) is co-accessible, then(p, q) admits at most one delay.

We now define an algorithm that checks whether aDsumλ-automaton is functional. In a first
step, it computes all co-accessible pairs of states. Then itexplores the set of accessible pairs of states
in a forward manner and computes the delays associated with those pairs. If two different delays are
associated with the same pair, or if a pair of final states witha non-zero delay is reached, it stops
and returns that the automaton is not functional, otherwiseit goes on until all co-accessible (and
accessible) pairs have been visited and concludes that the automaton is functional.

Algorithm 1: Functionality test forDsumλ-automata. (DSumFunTest)

Data: Dsumλ-automatonA = (Q, qI , F, δ, γ).
Result: Boolean certifying whetherA is functional.
begin

1 CoAcc← all co-accessible pairs of states;
2 visited← ∅ ; delay(qI , qI)← 0; PUSH(S, ((qI , qI), 0)) ;
3 while S 6= ∅ do
4 ((p, q), d)← POP(S);
5 if (p, q) ∈ F 2 ∧ d 6= 0 then returns No;
6 if (p, q) ∈ visited then

if delay(p, q) 6= d then returns No

else
7 visited← visited ∪ {(p, q)};
8 delay(p, q)← d;
9 foreach(p′, q′) ∈ CoAcc s.t.∃a ∈ Σ · (p, a, p′) ∈ δ ∧ (q, a, q′) ∈ δ do

PUSH(S, ((p′, q′), γ(p, a, p′)− γ(q, a, q′) + d)) ;
10 returns Yes

◮ Lemma 6. Let A = (Q, qI , F, δ, γ) be aDsumλ-automaton. IfA is not functional, there exists
a word w = σ0 . . . σn and two accepting runsρ = q0σ0 . . . qn, ρ′ = q′

0σ0 . . . q′
n on it such that

Dsumλ(ρ) 6= Dsumλ(ρ′) and for all positionsi < j in w, either (i) (pi, qi) 6= (pj , qj) or (ii)

delay(ρi, ρ′
i) 6= delay(ρj , ρ′

j), whereρi andρ′
i (resp. ρj andρ′

j) denote the prefixes of the runsρ

andρ′ until positioni (resp. positionj).

We can now prove the correctness of AlgorithmDSumFunTest.

◮ Theorem 7. Given aDsumλ-automatonA, Algorithm DSumFunTest applied toA returns
YES iff A is functional and terminates withinO(|A|2) steps.

Sketch, full proof in Appendix. If DSumFunTest(A) returns NO, it is either because a pair of
accepting states with non-null delay has been reached, which gives a counter-example to functional-
ity, or it finds a pair of states with two different delays, soA is not functional by Lemma 5.

Conversely, ifA is non-functional, by Lemma 6, there exists a wordw with two accepting runs
having different values such that either no pair of states isrepeated twice, in which case the algorithm
can find a pair of final states with a non-null delay, or there isa pair of states that repeat twice (take
the first that repeat) and has necessarily two different delays, in which case the algorithm will return
NO at line 6, if not before. ◭
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3.3 Functionality of Ratio-automata

Unlike Sum,Avg or Dsumλ-automata, it is still open whether there exists a good notion of delay for
Ratio-automata that would allow us to design an efficient algorithm to test functionality. However
deciding functionality can be done by using a short witness property of non-functionality.

◮ Lemma 8 (Pumping). Let A be aRatio-automaton withn states.A is not functional iff there
exist a wordw such that|w| < 4n2 and two accepting runsρ, ρ′ on w such thatRatio(ρ) 6=
Ratio(ρ′).

Proof. We prove the existence of a short witness for non-functionality. The other direction is ob-
vious. Letw be a word such that|w| ≥ 4n2 and there exists two accepting runsρ1, ρ2 on w such
that Ratio(ρ) 6= Ratio(ρ′). Since|w| ≥ 4n2, there exist statesp, q ∈ Q, pf , qf ∈ F and words
w0, w1, w2, w3, w4 such thatw = w0w1w2w3w4 andρ, ρ′ can be decomposed as follows:

ρ : qI
w0|(r0,c0)
−−−−−−→ p

w1|(r1,c1)
−−−−−−→ p

w2|(r2,c2)
−−−−−−→ p

w3|(r3,c3)
−−−−−−→ p

w4|(r4,c4)
−−−−−−→ pf

ρ′ : qI

w0|(r′

0
,c′

0
)

−−−−−−→ q
w1|(r′

1
,c′

1
)

−−−−−−→ q
w2|(r′

2
,c′

2
)

−−−−−−→ q
w3|(r′

3
,c′

3
)

−−−−−−→ q
w4|(r′

4
,c′

4
)

−−−−−−→ qf

whereri, ci denotes the sum of the rewards and the costs respectively on the subruns ofρ onwi, and
similarly for r′

i, c′
i.

By hypothesis we know that(
∑4

i=0 ri) · (
∑4

i=0 c′
i) 6= (

∑4
i=0 ci) · (

∑4
i=0 r′

i). For all subsets
X ⊆ {1, 2, 3}, we denote bywX the wordw0wi1

. . . wik
w4 if X = {i1 < · · · < ik}. For instance,

w{1,2,3} = w, w{1} = w0w1w4 andw{} = w0w4. Similarly, we denote byρX , ρ′
X the correspond-

ing runs onwX . We will show that there existsX ( {1, 2, 3} such thatRatio(ρX) 6= Ratio(ρ′
X).

Suppose that for allX ( {1, 2, 3}, we haveRatio(ρX) = Ratio(ρ′
X). We now show that it implies

thatRatio(ρ) = Ratio(ρ′), which contradicts the hypothesis. For allX ⊆ {1, 2, 3}, we let:

LX = (
∑

i∈X∪{0,4}

ri) · (
∑

i∈X∪{0,4}

c′
i) RX = (

∑

i∈X∪{0,4}

ci) · (
∑

i∈X∪{0,4}

r′
i)

By hypothesis,L{1,2,3} 6= R{1,2,3} and for allX ( {1, 2, 3}, LX = RX . We now prove the
following equalities:

L{} + L{1,2} + L{1,3} + L{2,3} − L{1} − L{2} − L{3} = L{1,2,3}

R{} + R{1,2} + R{1,3} + R{2,3} − R{1} − R{2} − R{3} = R{1,2,3}

We only prove the equality with theL values as it is symmetric for theR values. For alli, j ∈
{0, 4}, the subtermric

′
j occurs once in all expressionsLX , and1 + 1 + 1 + 1− 1− 1− 1 = 1. For

all i, j ∈ {1, 2, 3} such thati 6= j, the subtermric
′
j appears once inL{i,j} and once inL{1,2,3}. For

all i ∈ {1, 2, 3}, the subtermric
′
i appears once in allLX such thati ∈ X , and there are exactly two

suchLX that are added to the left of the equation, one that is substracted to the left, and one added
to the right. For instance, the subtermr1c′

1 appears inL{1,2,3}, L{1,2}, L{1,3} andL{1}. It can be
checked similarly that on the left of the equation, the coefficients for all other subterms are1.

Therefore, since by hypothesis we haveLX = RX for all X ( {1, 2, 3}, we getL{1,2,3} =

R{1,2,3}, which is a contradiction. Thus there existsX ( {1, 2, 3} such thatLX 6= RX . In other
words, there existsX ( {1, 2, 3} such thatRatio(ρX) 6= Ratio(ρ′

X). This shows that when a witness
of non-functionality has length at least4n2, we can find a strictly smaller witness of functionality.
This achieves to prove the lemma. ◭

As a consequence, we can design a non-deterministicPSpace procedure that will check non-
functionality by guessing runs of length at most4n2, wheren is the number of states:

◮ Theorem 9. Functionality is decidable inPSpace for Ratio-automata, and inNLogSpace if
the weights are encoded in unary.
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◮Remark. The pumping lemma states that if someRatio-automaton withn states is not functional,
there exists a witness of non-functionality whose length isbounded by4n2, wheren is the number
of states. Such a property also holds forDsumλ-automata (and is well-known forSum andAvg-
automata), but with the smaller bound3n2. Those bounds are used to state the existence of two runs
on the same word such that the same pair of states is repeated 3or 4 times along the two runs. Then
it is proved that one can remove some part in between two repetitions and get a smaller word with
two different output values. However forRatio-automata, three repetitions are not enough to be able
to shorten non-functionality witnesses. For instance, consider the following two runs on the alphabet
{a, b, c, d} and states{qI , p, q, pf , qf} wherepf , qf are final (those two runs can easily be realized
by someRatio-automaton):

ρ : qI
a|(2,2)
−−−−→ p

b|(2,1)
−−−−→ p

c|(2,2)
−−−−→ p

d|(1,1)
−−−−→ pf

ρ′ : qI
a|(1,2)
−−−−→ q

b|(2,1)
−−−−→ q

c|(1,1)
−−−−→ q

d|(2,1)
−−−−→ qf

It is easy to verify that the wordabcd has two outputs given byρ andρ′ while the wordsad, abd and

acd has one output. For instance, the two runsqI
a|(2,2)
−−−−→ p

d|(1,1)
−−−−→ pf andqI

a|(1,2)
−−−−→ q

d|(2,1)
−−−−→ qf

onad have both value1.

4 Decision Problems

In this section we investigate several decision problems for functionalV -automata as defined in [10],
V ∈ {Sum, Avg, Dsumλ, Ratio}. Given twoV -automataA, B overΣ (and with the same discount
factor whenV = Dsumλ) and a thresholdν ∈ Q, we define the following decision problems:

Inclusion LA ≤ LB holds if for allw ∈ Σ+, LA(w) ≤ LB(w)

Equivalence LA = LB holds if for allw ∈ Σ+, LA(w) = LB(w)

∼ ν-Emptiness L∼ν

A 6= ∅ holds if there existsw ∈ Σ+ such thatLA(w) ∼ ν, ∼∈ {>, ≥}

∼ ν-Universality ν ∼ LA holds if for allw ∈ dom(A), LA(w) ∼ ν, where∼∈ {>, ≥}.
It is known that inclusion is undecidable for non-deterministicSum-automata [18], and therefore

is also undecidable forAvg andRatio-automata. To the best of our knowledge, it is open whether it
is decidable forDsumλ-automata.

◮ Theorem 10. Let V ∈ {Sum, Avg, Dsumλ, Ratio} and letA, B be twoV -automata such that
B is functional. The inclusion problemLA ≤ LB is decidable. IfV ∈ {Sum, Avg, Dsumλ} then it
is PSpace-c and if additionnalyB is deterministic, it is inPTime.

Proof. LetV ∈ {Sum, Avg, Dsumλ}. In a first step, we test the inclusion of the domains dom(A) ⊆
dom(B) (it is PSpace-c and inPTime if B is deterministic). Then we construct the productA×B

as follows: (p, q)
a|nA−nB

−−−−−−→ (p′, q′) ∈ δA×B iff p
a|nA

−−−→ p′ ∈ δA andq
a|nB

−−−→ q′ ∈ δB. Then
LA 6≤ LB iff there exists a path inA×B from a pair of initial states to a pair of accepting states with
strictly positive sum ifV ∈ {Sum, Avg}, and with strictly positive discounted sum ifV = Dsumλ.
This can be checked inPTime for all those three measures, with shortest path algorithmsfor Sum
andAvg, and as a consequence of a result of [2] about single player discounted games, forDsumλ.

Let V = Ratio. As for the other measures we first check inclusion of the domains. Then let
δA = {x1, . . . , xn} andδB = {y1, . . . , ym}. Let rA = (r1, . . . , rn) be the rewards associated with
the transitionsx1, . . . , xn respectively. Similarly, letcA = (c1, . . . , cn) be the costs associated with
x1, . . . , xn. The vectorsrB andcB are defined similarly.

We define the productA×B of A andB similarly as before, except that the values of transitions
are quadruples(r1, c1, r2, c2) of rewards and costs ofA andB respectively. LetδA×B denotes the
transitions ofA × B. It is clear by construction ofA × B that any transitiont ∈ δA×B can be
associated with a unique pair of transitions inδA × δB, denoted by(αA(t), αB(t)).
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Given a vectora = (a1, . . . , an) ∈ Nn and a vectorb = (b1, . . . , bm) ∈ Nm, we say that the
pair (a, b) fits A×B if there existsw ∈ Σ+ and an accepting runρ of A×B onw such that for all
transitionsxi ∈ δA (resp.yj ∈ δB), ρ visits the transitionst ∈ δA×B such thatαA(t) = xi (resp.
αB(t) = yj) exactlyai times (resp.bj times). In other words, ifnt denotes the number of times
a transitiont ∈ δA×B is visited byρ, we require that for all transitionsxi ∈ δA and all transitions
yj ∈ δB, ai =

∑

{nt | t ∈ δA×B, αA(t) = xi} andbj =
∑

{nt | t ∈ δA×B, αB(t) = yj}. We
denote byF (A × B) the set of pairs(a, b) fitting A × B. By using Parikh’s theorem, it is easy to
show thatF (A × B) is a semi-linear set which can be effectively represented asthe solutions of a
system of linear equations over natural numbers. We finally define the setΓ as follows:

Γ = {(a, b) | (a, b) ∈ F (A×B), a.rA · (b.cB)T > a.cA · (b.rB)T }

where. denotes the pairwise multiplication,· the matrix multiplication, and.T the transposite. It
is easy to check thatΓ 6= ∅ iff LA 6≤ LB. The setΓ can be defined as the solutions over natural
numbers of a system of equations in linear and quadratic forms (i.e. in which products of two
variables are permitted). It is decidable whether such a system has a solution [25, 14]. ◭

There is no known complexity bound for solving quadratic equations, so the proof above does
not give us a complexity bound for the inclusion problem of functionalRatio-automata. However,
thanks to the functionality test, which is inPSpace for Ratio-automata, we can test equivalence
of two functionalRatio-automataA1 andA2 in PSpace: first check inPSpace that dom(A1) =

dom(A2) and check that the union ofA1 andA2 is functional. This algorithm can also be used for
the other measures:

◮ Theorem 11. Let V ∈ {Sum, Avg, Dsumλ, Ratio}. Equivalence of functionalV -automata is
PSpace-c.

◮ Theorem 12. Let ν ∈ Q. The> ν-emptiness (resp.≥ ν-emptiness) problem is inPTime for
Sum-, Avg-, Ratio-, andDsumλ-automata (resp.Sum-, Avg-, andRatio-automata).

It is open how to decide≥ ν for Dsumλ-automata. Dually:

◮ Theorem 13. Let ν ∈ Q. The≥ ν-universality (resp.> ν-universality) problem isPSpace-c
for Sum-, Avg-, Ratio-, andDsumλ-automata (resp.Sum-, Avg-, andRatio-automata).

5 Realizability

In this section, we consider the problem ofquantitative language realizability. The realizability
problem is better understood as a game between two players: the ’Player input’ (the environment,
also called PlayerI) and the ’Player output’ (the controller, also called Player O). PlayerI (resp.
PlayerO) controls the letters of a finite alphabetΣI (resp.ΣO). We assume thatΣO ∩ ΣI = ∅ and
thatΣO contains a special symbol# whose role is to stop the game. We letΣ = ΣO ∪ ΣI .

Formally, the realizability game is a turn-based game played on an arena defined by a weighted
automatonA = (Q = QO⊎QI , q0, F, δ = δI∪δO, γ), whose set of states is partitioned into two sets,
δO ⊆ QO×ΣO×QI , δI ⊆ QI×ΣI×QO, and such that dom(A) ⊆ (Σ\{#})∗#. PlayerO starts by
giving an initial lettero0 ∈ ΣO, PlayerI responds providing a letteri0 ∈ ΣI , then PlayerO giveso1

and PlayerI respondsi1, and so on. PlayerO has also the power to stop the game at any turn with the
distinguishing symbol#. In this case, the game results in a finite word(o0i0)(o1i1) . . . (ojij)# ∈
Σ∗, otherwise the outcome of the game is an infinite word(o0i0)(o1i1) · · · ∈ Σω.

The players play according to strategies. A strategy for Player O (resp. PlayerI) is a mapping
λO : (ΣOΣI)∗ → ΣO (resp. λI : ΣO(ΣIΣO)∗ → ΣI ). The outcome of the strategiesλO, λI

is the wordw = o0i0o1i1 . . . denoted byoutcome(λO, λI) such that for all0 ≤ j ≤ |w| (where
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|w| = +∞ if w is infinite),oj = λO(o0i0 . . . ij−1) andij = λ(o0i0 . . . oj), and such that if# = oj

for somej, thenw = o0i0 . . . oj . We denote byΛO (resp. ΛI ) the set of strategies for PlayerO

(resp. PlayerI).
A strategyλO ∈ ΛO is winning for PlayerO if for all strategiesλI ∈ ΛI , outcome(λO, λI)

is finite andLA(outcome(λO, λI)) > 0. Thequantitative language realizability problemfor the
weighted automatonA asks whether PlayerO has a winning strategy and in that case, we say thatA

is realizable.
Our first result on realizability is negative: we show that itis undecidable for weighted functional

Sum-, Avg-automata, andRatio-automata. In particular, we show that the halting problem for de-
terministic2-counter Minsky machines [19] can be reduced to the quantitative language realizability
problem for (functional)Sum-automata (resp.Avg-automata).

◮ Theorem 14. Let V ∈ {Sum, Avg, Ratio}. The realizability problem for functional weighted
V -automata is undecidable.

The proof of Theorem 14 (in Appendix) relies on the use of a nondeterministic weighted auto-
maton. Indeed, as stated in the next theorem, the quantitative language realizability problem is
decidable for the four measures when the automaton is deterministic, in NP∩ coNP (see Appendix),
though memoryfull strategies are necessary for winning those games.

◮ Theorem 15. The quantitative language realizability problem for deterministic weightedV -
automata,V ∈ {Sum, Avg, Dsumλ, Ratio}, is in NP ∩ coNP.

6 Determinization

A V -automatonA = (Q, qI , F, δ, γ) is determinizableif it is effectively equivalent to a deterministic
V -automaton3. V -automata are not determinizable in general. For example, consider the right
automaton on Fig. 1. Seen as aSum, Avg or Dsumλ-automaton for anyλ, it cannot be determinized,
because there are infinitely many delays associated with thepair of states(p, q). Those delays can
for instance be obtained by the family of words of the forman.

We show that it can be decided whether a functionalV -automaton is determinizable forV ∈
{Sum, Avg, Dsumλ}. However, it is still open forRatio-automata, for which we do not have an
adequate notion of delay.

To ease notations, for allV -automatonA over an alphabetΣ, we assume that there exists a
special ending symbol# ∈ Σ such that any wordw ∈ dom(A) is of the formw′# with w′ ∈
(Σ−#)∗.

Determinizability is already known to be decidable inPTime for functionalSum-automata [16]4.
Determinizable functionalSum-automata are characterized by the so calledtwinning property, that
has been introduced for finite word transducers [11]. Two statesp, q aretwinnedif both p andq are

co-accessible and for all wordsw1, w2 ∈ Σ∗, for all n1, n2, m1, m2 ∈ Z, if qI

w1|n1

−−−−→ p
w2|n2

−−−−→ p

andqI
w1|m1

−−−−→ q
w2|m2

−−−−→ q, thenn2 = m2. In other words, the delays between the two runs cannot
increase on the loop. If all pairs of states are twinned, thenit is proved that the number of different
accumulated delays on parallel runs is finite. The determinization forSum-automata extends the
classical determinization procedure of finite automata with delays. States are (partial) functions
from states to delays. Clearly, aSum-automatonA is determinizable iff theAvg-automatonA is
determinizable. We can even use exactly the same determinization procedure as forSum-automata.

3 With the existence of an ending symbol, the notion of determinizability corresponds to the notion of subsequential-
izability [11].

4 See [17, 15] for determinizability results on more general classes ofSum-automata.
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◮ Theorem 16 ([16]). It is decidable inPTime whether a functionalSum or Avg-automaton is
determinizable.

We now explain the determinization procedure forDsumλ-automata.

◮ Definition 17. We say that two statesp, q aretwinnedif both p andq are co-accessible and for
all wordsw1, w2 ∈ Σ∗, for all runsρ1 : qI

w1−−→ p, ρ2 : p
w2−−→ p, ρ′

1 : qI
w1−−→ q, ρ′

2 : q
w2−−→ q, we

havedelay(ρ1, ρ′
1) = delay(ρ1ρ2, ρ′

1ρ′
2).

A Dsumλ-automatonA satisfies thetwinning propertyif all pairs of states are twinned. We
show that the twinning property is a decidable characterization of determinizable functionalDsumλ-
automata. First, we prove that it is decidable inPSpace:

◮ Lemma 18. Is it decidable inPSpace whether aDsumλ-automaton satisfies the twinning
property.

We denote byD the set of possible delays between two runs ofA, i.e. D is the set of delays
delay(ρ, ρ′) for all runsρ, ρ′ on the same input word, such that the last states ofρ andρ′ are both
co-accessible.

◮ Lemma 19. If the twinning property holds, thenD is finite of size at most|Σ||Q|2

.

Proof. As delays must be identical on parallel loops, any delay can be obtained with some pair of
runs of length|Q|2 at most (on longer pairs of runs, there must exist a parallel loop with identical
delays that can be removed without affecting the value of theglobal delay of both runs, see Lemma
24 of the Appendix). ◭

Determinization Assume that the twinning property holds. We define a determinization procedure
that constructs from a functionalDsumλ-automatonA = (Q, qI , F, δ, γ) a deterministicDsumλ-
automatonAd = (Qd, fd, Fd, δd, γd). Wlog we assume that all states are co-accessible (otherwise
we can remove non co-accessible states in linear time). We define Q′ = DQ (which is finite by
Lemma 19), the set of partial functions from statesQ to delays.We letf ′

I : qI 7→ 0 andF ′ is defined
as{f ∈ Q′ | dom(f) ∩ F 6= ∅}. Then, given partial functionsf, f ′ ∈ Q′ and a symbola ∈ Σ, we
let:

γ′(f, a, f ′) = min{
f(q)

λ
+ γ(q, a, q′) | q ∈ dom(f) ∧ (q, a, q′) ∈ δ}

(f, a, f ′) ∈ δ′ iff for all q′ ∈ dom(f ′) there existsq ∈ dom(f) such that(q, a, q′) ∈ δ and

f ′(q′) =
f(q)

λ
+ γ(q, a, q′)− γ′(f, a, f ′)

Let Qd ⊆ Q′ be the accessible states ofA′ := (Q′, f ′
I , F ′, δ′, γ′). We defineAd = (Qd, fd, δd, γd)

as the restriction ofA′ to the accessible states.

◮ Lemma 20. If the twinning property holds,Ad andA are equivalent,Ad is deterministic and
hasO(|Σ||Q|3

) states.

The proof is based on the following lemma:

◮ Lemma 21. Let f ∈ Qd be state ofAd accessible by a runρd on some wordw ∈ Σ∗. Then
dom(f) is the set of statesq such that there exists a run onw reachingq. Moreover, if q ∈
dom(f) andρ is a run onw reachingq, thenf(q) = max{delay(ρ, ρ′) | ρ′ is a run ofA onw} =
Dsumλ(ρ)− Dsumλ(ρd)

λ|w|
andDsumλ(ρd) = min{Dsumλ(ξ) | ξ is a run ofA onw}.

If the twinning property does not hold, we show thatD is infinite and thatA cannot be determin-
ized. Therefore we get the following theorem:

◮ Theorem 22. A functionalDsumλ-automaton is determinizable iff it satisfies the twinning prop-
erty. Therefore determinizability is decidable inPSpace for functionalDsumλ-automata.
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A Quantitative Languages and Functionality

A.1 Functionality and Unambiguity

◮ Lemma 23. Let V ∈ {Sum, Avg, Dsumλ, Ratio}. For all functionalV -automaton withn states
we can construct an equivalent unambiguousV -automaton withO(n.2n) states.

Proof. Our proof is independent on the measure. LetA = (Q, qI , F, δ, γ) be a functionalV -
automaton. We order the transitions ofδ by a total order denoted by<δ. We construct an equivalent
unambiguous automatonA′ = (Q′, q′

I , F ′, δ′, γ′), where:
Q′ = Q× 2Q ;
q′

i = (qI ,∅) ;
F ′ = F × {P ⊆ Q | F ∩ P = ∅} ;
γ′ : ((p, P ), a, (p′, P ′)) 7→ γ(p, a, p′) ;

Before definingδ′ formally, let us explain intuitively the semantics of the states inQ′. The
automatonA′ will guess a run ofA on first state component (called thecurrent run). A pair (p, P )

represents the statep of current run in the original automatonA while P represents the states reached
by all the runs that are greater than the current run (for the order<δ lexigraphically extended to runs).
At the end of the word, the run is accepting iffp is accepting and there is no accepting state inP . In
other words, a run ofA′ on a wordw is accepting iff the run it defines on the first component is the
smallest accepting run ofA onw.

When a new lettera ∈ Σ is read,A′ guesses a transition fromp to some statep′, and goes to the
state(p′, SP ∪ Sp,a,p′), whereSP are the successor states of ofP by δ on the inputa, andSp,a,p′

are all the states reached fromp by a transition ona bigger than(p, q, p′).
Formally,((p, P ), a, (p′, P ′)) ∈ δ′ iff

(p, a, p′) ∈ δ ;
P ′ = {q′ | ∃q ∈ P, (q, a, q′) ∈ δ} ∪ {p′′ | (p, a, p′′) ∈ δ ∧ (p, a, p′) <δ (p, a, p′′)}.

It is clear by construction thatA andA′ defines the same domain. AsA is functional, they also
define the same function, because the value of a word is equal to the value of any run on it, and in
particular to the value of the smallest run. ◭

B Functionality

B.1 Proof of Lemma 5

Proof. Consider a co-accessible pair of states(p, q). Assume that(p, q) admits two delaysd1, d2.
We show that ifA is functional, thend1 = d2. Let ρ1 : q0

w1

 p, ρ′
1 : q0

w1

 q (resp.ρ2 : q0
w2

 p,
ρ′

2 : q0
w2

 q) be two runs witnessing the delayd1 (resp.d2), i.e.:

Dsumλ(ρ1)− Dsumλ(ρ′
1)

λ|w1|
= d1,

Dsumλ(ρ2)− Dsumλ(ρ′
2)

λ|w2|
= d2

Since(p, q) is co-accessible, there exists a wordu and two runsρ3 : p
u
 f ∈ F , ρ′

3 : q
u
 f ′ ∈ F .

Moreover, the hypothesis of functionality onA implies:

Dsumλ(ρ1ρ3)− Dsumλ(ρ′
1ρ′

3) = 0 (1)

Dsumλ(ρ2ρ3)− Dsumλ(ρ′
2ρ′

3) = 0 (2)
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Let v1,0 . . . v1,m (resp.v′
1,0 . . . v′

1,m, v3,0 . . . v3,l, v′
3,0 . . . v′

3,l) the sequence of weights occuring
alongρ1 (resp.ρ′

1, ρ3, ρ′
3), wherem = |w1| − 1 andl = |u| − 1.

Then, Equation 1 implies:

m
∑

i=0

v1,iλ
i + λm+1

l
∑

i=0

v3,iλ
i =

m
∑

i=0

v′
1,iλ

i + λm+1
l

∑

i=0

v′
3,iλ

i (3)

Let v2,0 . . . v2,n (resp.v′
2,0 . . . v′

2,n) be the sequence of weights occuring alongρ2 (resp.ρ′
2), where

n = |w2| − 1.
Then, Equation 2 implies:

n
∑

i=0

v2,iλ
i + λn+1

l
∑

i=0

v3,iλ
i =

n
∑

i=0

v′
2,iλ

i + λn+1
l

∑

i=0

v′
3,iλ

i (4)

Equations 3 and 4 yield:

(

m
∑

i=0

v1,iλ
i −

m
∑

i=0

v′
1,iλ

i) = λm+1(

l
∑

i=0

v′
3,iλ

i −
l

∑

i=0

v3,iλ
i) (5)

(

n
∑

i=0

v2,iλ
i −

n
∑

i=0

v′
2,iλ

i) = λn+1(

l
∑

i=0

v′
3,iλ

i −
l

∑

i=0

v3,iλ
i) (6)

Dividing both the members of Equation 5 byλm+1 and both the members of Equation 6 byλn+1,
and finally subtracting the obtained results, we get our thesis i.e.

Dsumλ(ρ1)− Dsumλ(ρ′
1)

λ|w1|
=

Dsumλ(ρ2)− Dsumλ(ρ′
2)

λ|w2|

◭

B.2 Proof of Lemma 6

We first prove the following key result:

◮ Lemma 24. Let A = (Q, qI , F, δ, γ) be aDsumλ-automaton. Letw1, w2, w3 ∈ Σ∗ such that
there existp, p′, q, q′ ∈ Q and the following runs:

ρ1 : qI
w1−−→ p ρ2 : p

w2−−→ p ρ3 : p
w3−−→ q

ρ′
1 : qI

w1−−→ p′ ρ2 : p′ w2−−→ p′ ρ3 : p′ w3−−→ q′

and such thatdelay(ρ1, ρ′
1) = delay(ρ1ρ2, ρ′

1ρ′
2). Thendelay(ρ1ρ2ρ3, ρ′

1ρ′
2ρ′

3) = delay(ρ1ρ3, ρ′
1ρ′

3).

Proof. By hypothesis, we have the following equality:

Dsumλ(ρ1) + λ|w1|Dsumλ(ρ2)− Dsumλ(ρ′
1)− λ|w1|Dsumλ(ρ′

2)

λ|w1|+|w2|
=

Dsumλ(ρ1)− Dsumλ(ρ′
2)

λ|w1|

(7)

which implies:

Dsumλ(ρ1)+λ|w1|Dsumλ(ρ2)−Dsumλ(ρ′
1)−λ|w1|Dsumλ(ρ′

2) = λ|w2|(Dsumλ(ρ1)−Dsumλ(ρ′
2))
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(8)

By definition of the delays, we have:
delay(ρ1ρ2ρ3, ρ′

1ρ′
2ρ′

3) =

Dsumλ(ρ1) + λ|w1 Dsumλ(ρ2) + λ|w1w2|Dsumλ(ρ3)− Dsumλ(ρ′
1)− λ|w1 Dsumλ(ρ′

2)− λ|w1w2|Dsumλ(ρ′
3)

λ|w1w2w3|

(9)

Thanks to Equation 8, it can be simplified into:

delay(ρ1ρ2ρ3, ρ′
1ρ′

2ρ′
3) =

λ|w2|(Dsumλ(ρ1)− Dsumλ(ρ′
1)) + λ|w1w2|Dsumλ(ρ3)− λ|w1w2|Dsumλ(ρ′

3)

λ|w1w2w3|

(10)

We can now simplify this expression byλ|w2| and we get:

delay(ρ1ρ2ρ3, ρ′
1ρ′

2ρ′
3) =

Dsumλ(ρ1)− Dsumλ(ρ′
1) + λ|w1|Dsumλ(ρ3)− λ|w1|Dsumλ(ρ′

3)

λ|w1w3|
(11)

which exactly means:delay(ρ1ρ2ρ3, ρ′
1ρ′

2ρ′
3) = delay(ρ1ρ3, ρ′

1ρ′
3).

◭

Lemma 6. Let w ∈ dom(A) such that|RA(w)| > 1. Clearly, there exist two runsρ, ρ′ on w such
that Dsumλ(ρ) 6= Dsumλ(ρ′). Moreover if ρ andρ′ can be decomposed so that the premises of
Lemma 24 are satisfied, then we can find a strictly shorter wordwith two runs on it which have
different delays. We can repeat this operation until the goals of Lemma 6 are satisfied. ◭

B.3 Proof of Theorem 7

Proof. We start to prove thatA is not functional iffDSumFunTest(A) returns NO.
(⇐) The following invariant holds overall the execution of thealgorithm: If the stackS contains

the pair((p, q), d), then(p, q) is co-accessible andA admits two runsρ : qI
w
−→ p, ρ′ : qI

w
−→ q such

that
Dsumλ(ρ)− Dsumλ(ρ)

λ|w|
= d. This can be proved by a simple inductive argument on the number

of iterations of thewhile loop at Line 3. Suppose thatDSumFunTest(A) returns NO. There are two
cases to consider. If the pair((p, q) ∈ F 2, d 6= 0) is popped from the stack, then it witnesses the
existence of two accepting runsρ : qI

w
−→ p, ρ′ : qI

w
−→ q in A for whichDsumλ(ρ)−Dsumλ(ρ′) 6=

0. Thus,A is not functional. In the second case, the pair((p, q), d) popped from the stack witnesses
thatA admits two delays for the co-accessible pair of states(p, q). By Lemma 5, this implies thatA
is not functional.

(⇒) Let A be a non functionalDsumλ-automaton. By Lemma 6, there exists a wordw such that
A admits two runsρ : qI

w
−→ qf ∈ F, ρ′ : qI

w
−→ q′

f ∈ F on w such thatDsumλ(ρ) 6= Dsumλ(ρ′).
Suppose that for all positionsi < j, (pi, qi) 6= (pj , qj). In that caseDSumFunTest(A) will output
No at Line 5 (if not before). Otherwise leti2 be the least position on the two runsρ, ρ′ such that there
existsi1 < i2 such thatρ (resp.ρ′) reach the statep (resp.q) at positionsi1 andi2. By condition(ii)

of Lemma 6, the delays are different ati1 andi2 and thereforeDSumFunTest(A) will determine
thatA is not functional at Line 6, after processingρ, ρ′ upon positioni2 (if not before).

This algorithm terminates as any pair of states is visited atmost twice. It is well-known that co-
accessible states of a finite automaton can be computed in linear time. We can apply this procedure
on the product ofA with itself to compute the co-accessible pairs of states in quadratic time. ◭
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B.4 Proof of Theorem 9

Proof. We give an non-deterministicCoPSpace (and hencePSpace) algorithm to test non-functionality.
By the pumping lemma, if a ratio-automaton withn states is not functional, there exists a word of
length at most4n2 with two different values. We use the following non-deterministic iterative al-
gorithm: non-deterministically choose two transitions inparallel on the same input letter and count
the current length (up to4n2), and compute the current respective rewards and costs of the two
current runs. Non-deterministically choose to stop beforethe length exceeds4n2 and check that
the reached states are accepting and that the respective ratio of the two chosen runs are different.
We therefore need to store the two current states, reward sumand cost sum, which are bounded by
4n2Mr and4n2Mc, whereMr andMc are the maximal reward and cost (in absolute value). Those
sums are represented in pspace, and in nlogspace if the weights are unary encoded. ◭

C Decision Problems

C.1 Proof of Theorem 12

Proof. For Dsumλ automata, we show thatL>ν
A 6= ∅ iff Player 0 has a strategy to ensure a

play from v0 with discounted sum greater thanν in the one player (infinite)Dsumλ gameΓ =

(V, E, w, 〈V0, V1〉), where:
V = {p | p ∈ Q ∧ ∃w ∈ Σ∗(p

w
 f ∈ F )}

V0 = V, V1 = ∅

E = (V × (Σ ∪ ζ)× V ) ∩ ({(p, a, p′) | (p, a, p′) ∈ δ} ∪ {(p, ζ, p) | p ∈ F}), whereζ /∈ Σ is a
fresh symbol
For eache = (p, a, p′) ∈ E: If (p, a, p′) ∈ δ, thenw(e) = γ(p, a, p′), elsew(e) = 0.

Once proved the above equivalence, our complexity bound follows easily, since checking wether
L>ν

A 6= ∅ reduces to solving a1 playerDsumλ game (that is inPTime [2]).

(⇒) If L>ν
A 6= ∅, thenA admits an accepting runr : q1

0 = r0
w
 rn ∈ F such thatDsumλ(γ(r) >

ν. By construction,Γ admits an (infinite) pathp with a positive discounted sum, i.e. Player0 has a
(memoryless) strategy to win the one-player discounted sumgameΓ.

(⇐) S uppose that Player0 has a strategy to win the one-player discounted sum gameΓ. Let p

be an infinite path onΓ consistent with a winning strategy for player0. ThenDsumλ(r) > 0. Let
W be the maximum absolute weight inΓ. For each prefixri of lengthi of r we have:

Dsumλ(ri) +
W

1− λ
≥ Dsumλ(r)⇒

Dsumλ(ri) ≥ Dsumλ(r)−
Wλi

1− λ
(12)

SinceDsumλ(r) > ν, there existsi∗ such thatDsumλ(r)−
Wλi∗

1− λ
> ν that impliesDsumλ(ri∗ ) > ν.

By construction, each path inΓ can be extended to reach a node inF . Let r′
i = r′

0 . . . r′
m ∈ F be

such a continuation ofri∗

. By Equation 12, our choice ofi∗ guarantees thatDsumλ(r′
i) > ν. Since

A is functional,r′ witnesses the existence of a wordw such thatLA(w) > ν.
For Sum automata, letA be aSum-automaton.L∼ν

A 6= ∅ iff A admits a path to a final state
whose sum of the weights is∼ ν. This can be easily checked inPTime, using e.g. a shortest path
algorithm (once the edges have been reversed).

For Avg-automata, letA be anAvg-automaton. We can assumeν = 0 since the∼ ν-emptiness
problem forAvg-automata reduces to the∼ 0-emptiness problem forAvg-automata, by simply
reweighting the input automaton [5].L∼0

A 6= ∅ iff A admits a path to a final state whose sum of the
weights is∼ 0, that can be easily checked inPTime.
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Finally, let A be aRatio-automaton, letν =
m

n
. We consider theSum automatonA′, where

each edge ofA having rewardr and costc is replaced by an edge of weightrn−cm. It can be easily
proved thatL∼ν

A 6= ∅ iff L∼ν
A′ 6= ∅.

◭

C.2 Proof of Theorem 13

Proof. Let A be aV -automaton,V ∈ {Sum, Avg, Dsumλ} and consider the≥ ν-universality
(resp. > ν-universality) problem forV -automata. We check wetherA admits an accepting run
with V (γ(r)) < ν. This can be done inPTime for V ∈ {Sum−, Avg−, Ratio, Dsumλ−} (resp.
V ∈ {Sum−, Avg−, Ratio}), with a procedure similar to the one applied in the proof of Theorem
12. ◭

D Realizability

D.1 Proof of Theorem 14

Proof. A 2-counter machineM consists of a finite set of control statesS, an initial statesI ∈ S,
a final statesF ∈ Q, a setC of counters (|C| = 2) and a finite setδM of instructions manipulating
two integer-valued counters. Instructions are of the form

s : c := c + 1 goto s′

s : if c = 0 then goto s′ elsec := c− 1 gotos′′.
Formally, instructions are tuples(s, α, c, s′) wheres, s′ ∈ S are source and target states respectively,
the actionα ∈ {inc, dec, 0?} applies to the counterc ∈ C. We assume thatM is deterministic: for
every states ∈ S, either there is exactly one instruction(s, α, ·, ·) ∈ δM andα = inc, or there are
two instructions(s, dec, c, ·), (s, 0?, c, ·) ∈ δM .

A configurationof M is a pair(s, v) wheres ∈ S andv : C → N is a valuation of the counters.
An accepting run of M is a finite sequence π = (s0, v0)δ0(s1, v1)δ1 . . .

δn−1(sn, vn) whereδi = (si, αi, ci, si+1) ∈ δM are instructions and(si, vi) are configurations
of M such thats0 = sI , v0(c) = 0 for all c ∈ C, sn = sF , and for all0 ≤ i < n, we have
vi+1(c) = vi(c) for c 6= ci, and(a) if α = inc, thenvi+1(ci) = vi(ci) + 1 (b) if α = dec,
thenvi(ci) 6= 0 andvi+1(ci) = vi(ci) − 1, and(c) if α = 0?, thenvi+1(ci) = vi(ci) = 0. The
correspondingrun traceof π is the sequence of instructionsπ̄ = δ0δ1 . . . δn−1. Thehalting prob-
lem is to decide, given a 2-counter machineM , whetherM has an accepting run. This problem is
undecidable [19].

Given a2-counters (deterministic) machineM , we construct a functional weighted functional
Sum-automatonA = (Q, q0, δ, γ) (resp. Avg-automata), whereQ = QO ∪ QI , Σ = ΣO ∪ ΣI

andδ ⊆ Q × Σ × Q such thatM halts if and only ifL(A) is realizable. In particular,ΣO = δM

and a strategyπ ∈ ΛO for PlayerO is winning if and only if for eachλI ∈ ΛI , the projection of
outcome(π, γ2) ontoΣO is an accepting run ofM . The alphabetΣI for PlayerI is the set of letters
ΣI = {go} ∪ (

⋃

i=1,2{cheatCi+, cheatCi-}) ∪ (
⋃

0≤j<|S|{cheatR:sj}). The role of PlayerI is that
of observing the play of PlayerO and detecting whether he faithfully simulatesM , or he cheats. In
details, if PlayerO cheats by declaring thei-th counter equal to0 when it is not (positive cheat),
then PlayerI can use the actioncheatCi+, i ∈ {1, 2}, to force all the runs but one (with weight
≤ 0) to die. Similarly, if PlayerO cheats by decrementing a counter with value zero (negative cheat)
or on the structural properties of a run ofM , then PlayerI can win by playing the corresponding
observing action :cheatCi-, for negative cheats on counteri ∈ {1, 2}, or cheatR:sjfor a cheat on
the run throughM detected at statesj.

The automatonA consists of a nondeterministic initial choice between different gadgets, de-
scribed below. Each gadget checks one of the properties of the sequence of actions provided by
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start

(·, inc, c, ·), -1
(·, dec, c, ·), 1

go, 0

go, 0

(·, 0?, ·, ·), 0

cheat+, 0 σ, 0

go, 0
♯, 1

Figure 2 Gadget to check positive cheats

start

(·, 0?, ·, ·), 0

(·, inc, c, ·), 1

go, 0

go, 0

(·, dec, c, ·), -1

cheat−, 0 σ, 0

go, 0
♯, 1

Figure 3 Gadget to check negative cheats

PlayerO, and verify whether PlayerO simulates faithfullyM or he eventually cheats. Due to the
initial nondeterministic choice, each final state (in one ofthe gadget) is accessible throughout the
evolution of the play and PlayerO has to ensure that all the properties checked in the gadgets are
fulfilled. Otherwise, PlayerI will have the ability to kill all the runs but one, and to ensure that the
only surviving run (in the appropriate gadget) reaches the final state with weight≤ 0.

In particular, Figure 2 represents the gadget to check a positive cheat on counteri, i ∈ {1, 2}.
PlayerI observes the inverted value of the counteri throughout the path onM simulated by PlayerO.
Whenever PlayerO declares that counteri is equal to0, PlayerI can use the actioncheatCi+to kill
all the runs inA but the one within the observing gadget. The evolution of such a run up tocheatCi+
will have a negative value (corresponding to the inverted value of the observed counter) if PlayerO

was cheating. Hence, as soon as PlayerO playes♯ it will end in a final state with weight≤ 0.
Symmetrically, the gadget for checking negative cheats (represented in Figure 3) uses the weights
on the edges to store the value of the observed counter. If Player O cheats decrementing counteri

when its value is0, PlayerI can use the actioncheatCi-to kill all the runs but the one (with negative
value) in the gadget observing negative cheats.

Finally, PlayerI can use the gadgets in Figures 5–6 to detect any structural cheat committed by
PlayerO. If PlayerO initially provides an action different from(s0, _, _, _), PlayerI can punish
him by playing actioncheatR:s0. Similarly, if PlayerO provides two actions that do not induce a
(sub)-path inM , PlayerI can punish him within the gadget in Figure 6.

The automatonA will contain a gadget to observe positive/negative cheats for each counter
i ∈ {1, 2}, a gadget to observe a structural cheat for each states ∈ S that can be traversed by a
path inM , and a neutral gadget (represented in Figure 4), where Player I simply observes the run
provided by PlayerO and let such a run to reach a final state as soon as PlayerO provides an action

start
σ, 0

go, 0

(·, ·, ·, sH), 0

go, 0

♯, 1

Figure 4 Neutral gadget.
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start

(s0, ·, ·, ·), 0

go, 0

σ, 0

Σ \ {(s0, ·, ·, ·)}, 0

cheatR : s0,−1

σ, 0

go, 0
♯, 0

Figure 5 Gadget to check that Player1 plays(s0, ·, ·, ·) at the beginning.

simulating a step toward the halting state ofM . The proof is concluded by showing thatM halts iff
PlayerO has a strategy to win the realizability game onA. Namely, we show that PlayerO wins the
realizability game iff he provides a wordπ which corresponds to an accepting run ofM (and then
stop the game).
(⇒) Suppose thatM halts. Letπ be the run ofM leading to the halting state, and considerλO(π) ∈
ΛO, whereλO(π) denotes the strategy for PlayerO induced byπ, in which PlayerO provides the
wordπ and then stop the game. LetλI ∈ ΛI . There are two cases to consider.
1. In the first case,λI does not provide any action in:

(
⋃

i=1,2

{cheatCi+, cheatCi-}) ∪ (
⋃

0≤j<|S|

{cheatR:sj})

Then, the only run to a final state inA is the one within the neutral gadget, having weight1.
2. In the second case,γI contains an action in(

⋃

i=1,2{cheatCi+, cheatCi-}). Let α be the first
action in(

⋃

i=1,2{cheatCi+, cheatCi-}) onλI . There is only one gadget allowing a run contain-
ing α. Sinceπ is faithfully simulatingM , such a run leads to a final state in the corresponding
gadget with value> 0.

Note thatλI can not contain an actionα ∈ (
⋃

0≤j<|S|{cheatR:sj}). In fact, PlayerI can never play
cheatR:sj, since PlayerO does not commit any structural cheat on the runπ. Hence, we conclude
that∀λI ∈ ΛI(LA(outcome(λO(π), λI) > 0).

start
(·, ·, ·, si), 0

(·, ·, ·, sj 6=i)), 0

go, 0

go, 0

(si, ·, ·, ·), 0

(sj 6=i, ·, ·, ·), 0

go, 0

cheatR : si,−1

σ, 0

go, 0

♯, 0

Figure 6 Gadget to check cheats along the run.
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(⇐) Suppose that the strategyλO ∈ ΛO is such that∀λI ∈ ΛI(LA(outcome(λO, λI) ≥ 0). By
construction ofA, λO allows Player1 to survive in the gadgets for detecting positive, negative or
structural cheats if and only if the projection of the outcome ontoΣO is a faithful simulation of a run
in M . If PlayerI can not use an action in(

⋃

i=1,2{cheatCi+, cheatCi-}) ∪ (
⋃

0≤j<|S|{cheatR:sj})
to win (using the gadget targeted to check the correspondingcheat), the only remaining strategy for
PlayerI is playing indefinitely¬cheat. In that case, PlayerO wins only if he eventually provides
an action simulating a step leading to an halting state inM (and then stop the game). Thus, our
hypothesis entail thatλO consists in providing a run forM that leads to a final state, witnessing that
M halts.

◭

D.2 Proof of Theorem 15

Proof. We first consider the case of deterministicSum-automata. LetA = (Q = QO⊎QI , qI , F, δ =

δI∪δO, γ) be a deterministicSum-automaton. Without lost of generality, we assume thatA contains
only one accepting state denoted byf which is absorbing. Then we considerA as a finite state game
arena and compute the set of statesS ⊆ Q from which player1 can force a visit to the accepting
statef . Note that from any states in S, player1 has a strategy to force a visit tof within n steps,
wheren = |Q|. Note also that by determinacy, the complement of this set isthe set of states ofA
from which player2 has a strategy to prevent a visit tof . Clearly, player1 has to avoid the states
in Q \ S at all cost and so they can be removed fromA. Let A′ beA where we have kept only the
states inS.

Now, we construct fromA′ a finite tree as follows. We unfoldA′ and stop a branch at a node
when:

it is labeled withf and the sum of the weights on the branch up to the node is equal to c > 0,
it is labeled by a stateq that already appears on the branch from the root to the node. We call the
node whereq already appears theancestorof the leaf.

Let us noteL the set of leafs of this finite tree. We then partition the leafs of this tree intoL1, the set
of leafs that are good for player1 andL2, the set of leafs that are good for player2. L1 contains:

(C1) the leafs that are annotated withf and for which the sum of weights is strictly positive and
(C2) the leafs labeled with a repeating state and for which the sumof weights from the root to
the leaf is strictly larger than the sum of weights from the root to the ancestor.

L2 = Q \ L1 are the leafs that are good for player2. Now, consider the game played on this finite
tree where player1 wants to reachL1 and player2 wants to reachL2. The winner in this game can
be determined by backward induction. We claim (and prove) below that player1 win in this finite
game tree iff he wins the original game.

Assume that player1 wins the finite game tree. We show how to construct a winning strategy in
the original game. The strategy is built as follows. In the original game, player1 plays as in the final
tree up to the point where he reaches a leaf (inL1). If the leaf is of sort defined inC1 above then
we know that player1 has won the original game. Otherwise, we know that the sum nowis strictly
greater than the sum up to the ancestor of the leaf that we havereached. Then player1 continues to
play as prescribed by its winning strategy in the tree from the ancestor. Continuing like that, each
time that the game arrives at a leaf, the sum of weights has strictly increased from the last visit to that
leaf. As a consequence, after a finite amount of time, the sum will be strictly larger thann · | −W |
where−W is the smallest negative weight inA′. From that point, player1 can use his strategy that
forces the statef and reach it with a sum that is strictly positive (this is because he can forcef within
n steps).

Now assume that player2 wins the finite game tree. We show how to construct a winning
strategy in the original game. The strategy simply follows the strategy of player2 in the finite tree
by applying the strategy from the ancestor when reaching a leaf. As only leaf inL2 are reached when
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playing that way, we know that the sum on successive visits torepeating states is non-increasing. As
a consequence, as player1 cannot force a visit to a node labeled withf and a strictly positive sum
in the finite game tree, we know that this will not append in theoriginal game neither when player2

plays its strategy.
This proof clearly establishes that the problem belongs toNP ∩ coNP as we can guess for the

winning player one edge per states and verifies in polynomialtime that this leads to a winning
strategy in the original game. Nevertheless, note that player 1 needs memory to win in the original
game as he has to verify that he has reached a sufficiently highsum before applying the strategy that
forces the visit tof .

As for the previous resultsAvg games can be reduced easily toSum games, and as for the
questions about thresholds,Ratio games can be reduced toAvg games.

We now turn to the case ofDsumλ. The solution forDsumλ is obtained by first removing from
A all states from which player1 cannot force a visit tof . As above, we note the game where those
states have been removed byA′. Then, we considerA′ as an (infinite) discounted sum game where
player1 tries to maximize the value of the discounted sum while player 2 tries to minimize this
value. Letv denotes the value of the initial stateqI in that game. We claim that player1 wins the
initial game iff the valuev in qI is strictly positive. Indeed, if player1 has a winning strategy in the
original game, i.e. a strategy to force the game intof with strictly positive discounted sum, then by
playing this strategy in the discounted sum game, the infinite discounted sum will be equal to the
discounted sum up tof as from there only the self loop onf is crossed and its weight is equal to
0. Now assume that player1 has a strategy that force a valuev > 0 in the discounted sum game.
Then by playing that strategy fori steps in the original game withi large enough to make sure that
λiW + · · ·+ λi+nW is small enough, he will be able to switch to its strategy thatforcesf after at
mostn steps and ensure to reachf with a strictly positive discounted sum. As infinite discounted
sum games are inNP ∩ coNP [2] and since our reduction is polynomial, we also get that finite
reachability discounted sum games are inNP ∩ coNP. ◭

E Determinization

E.1 Proof of Lemma 18

We prove the following short witness property for the twinning property:

◮ Lemma 25. Let A be aDsumλ-automaton. IfA does not satisfy the twinning property, there
exist two wordsw1, w2 ∈ Σ∗ such that|w1| ≤ 2|Q|2 and|w2| ≤ 2|Q|2, two statesp, q ∈ Q such that
p andq are both co-accessible, and runsρ1 : qI

w1−−→ p, ρ2 : p
w2−−→ p, ρ′

1 : qI
w1−−→ q, ρ′

2 : q
w2−−→ q,

such thatdelay(ρ1, ρ′
1) 6= delay(ρ1ρ2, ρ′

1ρ′
2).

Proof. Suppose that|w2| > 2|Q|2 (the case|w1| > 2|Q|2 is proved exactly the same way)
and thatw1w2 witnesses that the twinning property does not hold by the decomposition into runs
ρ1, ρ2, ρ′

1, ρ′
2 as in the premisses of the lemma. We will show that we can shorten the runsρ1, ρ′

1 and
still get a witness that the twinning property does not hold.

Since|w2| > 2|Q|2, there is a pair of states(p′, q′) that repeat three times along the two parallel
runsρ2 andρ′

2, i.e. w2 can be decomposed asw′
1w′

2w′
3w′

4 andρ2 andρ′
2 can be decomposed as

r1r2r3r4 andr′
1r′

2r′
3r′

4 respectively, where:

r1 : p
w′

1−−→ p′ r2 : p′ w′

2−−→ p′ r3 : p′ w′

3−−→ p′ r4 : p′ w′

4−−→ p

r′
1 : q

w′

1−−→ q′ r′
2 : q′ w′

2−−→ q′ r′
3 : q′ w′

3−−→ q′ r′
4 : p′ w′

4−−→ q

Note thatr1, r′
1 andr4, r′

4 may be empty (in this casep = p′ andq = q′), but r2, r3, r′
2, r′

3 are
assumed to be non-empty.
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Now, there are two cases:delay(ρ1r1, ρ′
1r′

1) 6= delay(ρ1r1r2, ρ′
1r′

1r′
2) and in that case the word

w1w′
1w′

2 is a witness that the twinning property does not hold, and|w1w′
1w′

2| < |w1w2|. In the
second case, we havedelay(ρ1r1, ρ′

1r′
1) = delay(ρ1r1r2, ρ′

1r′
1r′

2), but in that case, we can apply
Lemma 24 and we getdelay(ρ1r1r3r4, ρ′

1r′
1r′

3r′
4) = delay(ρ1ρ2, ρ′

1ρ′
2). Thereforedelay(ρ1, ρ′

1) 6=
delay(ρ1r1r3r4, ρ′

1r′
1r′

3r′
3) andw1w′

1w′
3w′

4 is a shorter witness that the twinning property does not
hold.

We can iterate this reasoning until we find a witness whose size satisfy the premisses of the
lemma. ◭

We are now ready to prove Lemma 18:

Proof of Lemma 18. We define a non-deterministicPSpace algorithm to check whether aDsumλ-
automaton does not satisfy the twinning property. The idea is to guess two runs on the same input
word of size at most4|Q|2 and two positions in those runs, and check the pair of states at the two
positions are equal and that the respective delays are different. This algorithm uses a polynomial
space (denomitors of the formλ|w| are stored in polynomial space) and thanks to Lemma 25, is
correct. ◭

E.2 Proofs of Lemma 21 and Lemma 20

We prove a stronger version of Lemma 21:

◮ Lemma 26. Letf be an accessible state ofAd by a runρd on some wordw ∈ Σ∗.

Then the following hold:

1. dom(f) is the set of statesq such that there exists a run onw reachingq;

2. Dsumλ(ρdT ) = min{Dsumλ(ξ) | ξ is a run ofA onw}.

3. If q ∈ dom(f) andρ is a run onw reachingq, then

f(q) = max{delay(ρ, ρ′) | ρ′ is a run ofA onw} =
Dsumλ(ρ)− Dsumλ(ρdT )

λ|w|

4. For all f ′ : Q → Q and alla ∈ Σ such that dom(f ′) = {q′ | ∃q ∈ dom(f), (q, a, q′) ∈ δ} and
for all q′ ∈ dom(f ′):

f ′(q′) =
f(q)

λ
+ γ(q, a, q′)− γd(f, a, f ′) for someq ∈ dom(f) such that(q, a, q′) ∈ δ

we havef ′ ∈ Qd and(f, a, f ′) ∈ δd.

Proof. The five statements are proved by induction on|w|. It is clear when|w| = 0.

Suppose that|w| > 0 andw = w′a for somea ∈ Σ. Let ρd : fI
w′

−→ f be a run ofAd onw′ and
let f ′ such that(f, a, f ′) ∈ δd, andtd = (f, a, f ′).

- The first statement is obvious by induction hypothesis and by definition ofδd.

- The second statement is proved as follows:
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Dsumλ(ρdT )

= Dsumλ(ρd) + λ|w|γd(T )

= Dsumλ(ρd) + λ|w| min{
f(q)

λ
+ γ(q, a, q′) | q ∈ dom(f) ∧ (q, a, q′) ∈ δ}

= Dsumλ(ρd) + λ|w| min{
Dsumλ(ρ)− Dsumλ(ρd)

λ|w|
+ γ(q, a, q′) | q ∈ dom(f) ∧ (q, a, q′) ∈ δ}

by induction hypothesis and for some runρ : qI
w′

−→ q. This is independ on the choice
of ρ as any runρ′ reachingq onw′ satisfiesDsumλ(ρ′) = Dsumλ(ρ), asA is functional
andq is co-accessible.

= Dsumλ(ρd) + min{Dsumλ(ρ)− Dsumλ(ρd) + λ|w|γ(q, a, q′) | q ∈ dom(f) ∧ (q, a, q′) ∈ δ}
= min{Dsumλ(ρ) + λ|w|γ(q, a, q′) | q ∈ dom(f) ∧ (q, a, q′) ∈ δ}
= min{Dsumλ(ρ(q, a, q′)) | q ∈ dom(f) ∧ (q, a, q′) ∈ δ}
= min{Dsumλ(ξ) | ξ is a run onw}

(as it is independ on the choice ofρ)

- The third statement is proved as follows: Letq′ ∈ dom(f ′).

f ′(q′) =
f(q)

λ
+ γ(q, a, q′)− γd(f, a, f ′)

(for someq ∈ dom(f) such that(q, a, q′) ∈ δ)

=
Dsumλ(ρ)− Dsumλ(ρd)

λ|w|
+ γ(q, a, q′)− γd(f, a, f ′)

(by induction hypothesis and for someρ : qI
w′

−→ q)

=
Dsumλ(ρ) + λ|w|γ(q, a, q′)− Dsumλ(ρd)− λ|w|γd(f, a, f ′)

λ|w|

=
Dsumλ(ρ(q, a, q′))− Dsumλ(ρdT )

λ|w|

This value does not depend on the choiceq. Indeed, any runρ′ that reachesq′ on w satisfies
Dsumλ(ρ′) = Dsumλ(ρ(q, a, q′)), asq′ is co-accessible andA is functional.

Then, we prove the second part of the third statement:

f ′(q′) =
Dsumλ(ρ(q, a, q′))− Dsumλ(ρdT )

λ|w|

=
Dsumλ(ρ(q, a, q′))−min{Dsumλ(ξ) | ξ is a run onw}

λ|w|

= max
Dsumλ(ρ(q, a, q′))− Dsumλ(ξ)

λ|w|
| ξ is a run onw}λ|w|

= max{delay(ρ(q, a, q′), ξ) | ξ is a run onw}

which achieves to prove the lemma, as again, this value does not depend on the choice of the run
ρ(q, a, q′).

- We prove the fifth statement. Letf ′′ be a function as defined in the fifth statement. We have
seen that the valuef ′(q′) does not depend on the choice ofq. We can therefore use exactly the same
proof asf ′ to prove that for allq′′ ∈ dom(f ′′) :

f ′′(q′′) = max{delay(ρ, ρ′) | ρ, ρ′ are runs ofA onwa s.t.ρ reachesq′′}

By definition ofQd, we getf ′′ ∈ Qd and by definition ofδd, (f ′, a, f ′′) ∈ δd. ◭

Proof of Lemma 20. First note thatAd is complete. Indeed, for allf ∈ Qd and alla ∈ Σ, there
existsf ′ ∈ Qd such that(f, a, f ′) ∈ δd. It suffices to definef ′ as follows: for allq′ ∈ Q:

f ′(q′) =
f(q)

λ
+ γ(q, a, q′)− γd(f, a, f ′) for someq ∈ dom(f) such that(q, a, q′) ∈ δ
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By Lemma 26 (statement 5), we get(f, a, f ′) ∈ δd.
We show thatAd is deterministic. Suppose that there existsf, f ′, f ′′ ∈ Qd anda ∈ Σ such that

(f, a, f ′) ∈ δd and(f, a, f ′′) ∈ δd. Clearly, by definition ofδd, dom(f ′) = dom(f ′′). Sincef ′ and
f ′′ are accessible by definition ofAd, we can apply Lemma 20 and we clearly get thatf ′(q) = f ′′(q)

for all q ∈ dom(f ′) = dom(f ′′). ThereforeAd is deterministic.
Let us prove thatLAd

= LA. Let w ∈ Σ+. We show thatw ∈ dom(Ad) iff w ∈ dom(A). If
w ∈ dom(Ad), then there exists an accepting runρd : fI

w
−→ f of Ad such thatf ∈ Fd. Therefore

there existsq ∈ dom(f) such thatq ∈ F . By Lemma 26, there exists a run ofA on w reaching
q ∈ F , so thatw ∈ dom(A).

Conversely, ifw ∈ dom(A), then there exists an accepting runρ : qI
w
−→ q with q ∈ F . Since

Ad is complete, there exists an accepting run ofAd onw reaching somef ∈ Qd. Again by Lemma
26, we getq ∈ dom(f) and therefore, sinceq ∈ F , we havef ∈ Fd. Hencew ∈ dom(Ad).

Let w ∈ dom(A), we show thatLAd
(w) = LA(w). Since dom(A) = dom(Ad), w ∈ dom(Ad)

and therefore there exists an accepting run ofAd on w that we denote byρd : fI
w
−→ f ∈ Fd.

By Lemma 26,Dsumλ(ρd) = min{Dsumλ(ξ) | ξ is a run ofA onw}. Sincew ∈ dom(A) and
dom(A) ⊆ (Σ−#)∗#, w has necessarily the formw′# and since all states ofA are assumed to be
co-accessible, all the runs ofA onw are necessarily accepting. ThereforeDsumλ(ρd) = Dsumλ(ξ)

for some accepting runξ of A on w (the choice ofξ is not important asA is functional). In other
words,LAd

(w) = LA(w). ◭

E.3 Proof of Theorem 22

Proof. The forth direction has been already proved (Lemma 20) . We prove the back direction
(i.e. the twinning property is a necessary condition). Suppose that the twinning property does not
hold. There exist statesp, q such thatp andq are co-accessible and there exists wordsw1, w2 ∈ Σ∗,
and runsρ1 : qI

w1−−→ p, ρ2 : p
w2−−→ p, ρ′

1 : qI
w1−−→ q, ρ′

2 : q
w2−−→ q, such thatdelay(ρ1, ρ′

1) 6=
delay(ρ1ρ2, ρ′

1ρ′
2).

We first show that there are infinitely many different delays.For alli ≥ 0, let∆(i) = delay(ρ1(ρ2)i, ρ′
1(ρ′

2)i).
We show that for allj ≥ i ≥ 0, we have:

λi|w2|(∆(j) −∆(i)) = ∆(j − i)−∆(0) (13)

Let us first develop the expression∆(j)−∆(i):

∆(j)−∆(i)

=
Dsumλ(ρ1(ρ2)j)− Dsumλ(ρ′

1(ρ′
2)j)

λ|w1|+j|w2|
−

Dsumλ(ρ1(ρ2)i)− Dsumλ(ρ′
1(ρ′

2)i)

λ|w1|+i|w2|

=
Dsumλ(ρ1(ρ2)j)− Dsumλ(ρ′

1(ρ′
2)j)− λ(j−i)|w2|Dsumλ(ρ1(ρ2)i) + λ(j−i)|w2|Dsumλ(ρ′

1(ρ′
2)i)

λ|w1|+j|w2|

We can rewriteDsumλ(ρ1(ρ2)j)−λ(j−i)|w2|Dsumλ(ρ1(ρ2)i) intoDsumλ(ρ1)−λ(j−i)|w2|Dsumλ(ρ1)+

λ|w1|Dsumλ((ρ2)j−i), i.e. Dsumλ(ρ1(ρ2)j−i) − λ(j−i)|w2|Dsumλ(ρ1). A similar rewriting can be
obtained forDsumλ(ρ′

1(ρ′
2)j)− λ(j−i)|w2|Dsumλ(ρ′

1(ρ′
2)i). Therefore we get:

∆(j)−∆(i)

=
Dsumλ(ρ1(ρ2)j−i)− Dsumλ(ρ′

1(ρ′
2)j−i)

λ|w1|+j|w2|
−

λ(j−i)|w2|(Dsumλ(ρ1)− Dsumλ(ρ′
1))

λ|w1|+j|w2|

=
1

λi|w2|
(
Dsumλ(ρ1(ρ2)j−i)− Dsumλ(ρ′

1(ρ′
2)j−i)

λ|w1|+(j−i)|w2|
−

λ(j−i)|w2|(Dsumλ(ρ1)− Dsumλ(ρ′
1))

λ|w1|+(j−i)|w2|
)

=
1

λi|w2|
(
Dsumλ(ρ1(ρ2)j−i)− Dsumλ(ρ′

1(ρ′
2)j−i)

λ|w1|+(j−i)|w2|
−

Dsumλ(ρ1)− Dsumλ(ρ′
1)

λ|w1|
)

=
1

λi|w2|
(∆(j − i)−∆(0))
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By Equation 13, for alli ≥ 0, we haveλi|w2|(∆(i + 1) − ∆(i)) = ∆(1) − ∆(0). Since by
hypothesis,∆(1) 6= ∆(0), the sequence(∆(i))i≥0 is either strictly increasing or strictly decreasing.
Hence we get:

∀i, j ≥ 0, (i 6= j) =⇒ ∆(i) 6= ∆(j) (14)

We use Equation 14 to show thatA cannot be determinized. We suppose that there exists a
deterministic automatonAd = (Qd, fI , Fd, δd, γd) equivalent toA and get a contradiction. We
consider a word of the formw1(w2)i, for i taken large enough to satisfy the existence of a run ofAd

of the following form:

fI
w1(w2)k1

−−−−−−→ f
(w2)k2

−−−−→ f
(w2)i−k2−k1

−−−−−−−−→ f ′

for somek1, k2 such thatk2 > 0, and somef, f ′ ∈ Qd.
Moreover, sincep andq are both co-accessible, there exist two wordsw3, w′

3 and two runs ofAd

of the form:

ρd : fI

w1(w2)k1

−−−−−−→ f
(w2)k2

−−−−→ f
(w2)i−k2−k1 w3

−−−−−−−−−−→ g

ρ′
d : fI

w1(w2)k1

−−−−−−→ f
(w2)k2

−−−−→ f
(w2)i−k2−k1 w′

3−−−−−−−−−−→ g′

for some accepting statesg, g′ ∈ Fd. Let ρd = ρd,1ρd2
ρd,3 andρ′

d = ρd,1ρd2
ρ′

d,3 for some subruns
ρd,1, ρd2

that correspond tow1(w2)k1 and (w2)k2 respectively, and some subrunsρd,3 and ρ′
d,3

that correspond to(w2)i−k1−k2 w3 and(w2)i−k1−k2 w′
3 respectively. By equation 14, we know that

∆(k1) 6= ∆(k1 + k2). We show that this leads to a contradiction. Let alsoρ3 : p
w3−−→ pf and

ρ′
3 : q

w′

3−−→ qf be two runs inA, for somepf , qf ∈ F . Then we have:

Dsumλ(ρd,1ρd,2ρd,3) = Dsumλ(ρ1(ρ2)iρ3) (15)

Dsumλ(ρd,1ρd,2ρ′
d,3) = Dsumλ(ρ′

1(ρ′
2)iρ′

3) (16)

Dsumλ(ρd,1ρd,3) = Dsumλ(ρ1(ρ2)i−k2 ρ3) (17)

Dsumλ(ρd,1ρ′
d,3) = Dsumλ(ρ′

1(ρ′
2)i−k2 ρ′

3) (18)

From which we get:

Dsumλ(ρd,1ρd,2ρd,3))−Dsumλ(ρd,1ρd,2ρ′
d,3)) = Dsumλ(ρ1(ρ2)iρ3)−Dsumλ(ρ′

1(ρ′
2)iρ′

3) (19)

which is equivalent to:

λ|w1|+(k1+k2)|w2|(Dsumλ(ρd,3)−Dsumλ(ρ′
d,3)) = Dsumλ(ρ1(ρ2)iρ3)−Dsumλ(ρ′

1(ρ′
2)iρ′

3) (20)

Similarly:

λ|w1|+k1|w2|(Dsumλ(ρd,3)−Dsumλ(ρ′
d,3)) = Dsumλ(ρ1(ρ2)i−k2 ρ3)−Dsumλ(ρ′

1(ρ′
2)i−k2 ρ′

3) (21)

Dividing Equation 20 byλk2|w2| and combining it with Equation 21 we get:

Dsumλ(ρ1(ρ2)iρ3)− Dsumλ(ρ′
1(ρ′

2)iρ′
3)

λk2|w2|
= Dsumλ(ρ1(ρ2)i−k2 ρ3)−Dsumλ(ρ′

1(ρ′
2)i−k2 ρ′

3) (22)
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Let us rewrite the left hand side of Equation 22:

Dsumλ(ρ1(ρ2)iρ3)− Dsumλ(ρ′
1(ρ′

2)iρ′
3)

λk2|w2|

=
Dsumλ(ρ1(ρ2)k1+k2 )− Dsumλ(ρ′

1(ρ′
2)k1+k2 )

λk2|w2|
+

+
λ|w1|+(k1+k2)|w2|(Dsumλ((ρ2)i−k2−k1 ρ3)− Dsumλ((ρ′

2)i−k2−k1 ρ′
3))

λk2|w2|

= λ|w1|+k1|w2|(∆(k1 + k2) + Dsumλ((ρ2)i−k2−k1 ρ3)− Dsumλ((ρ′
2)i−k2−k1 ρ′

3))

Similarly, we rewrite the right hand side of Equation 22:

Dsumλ(ρ1(ρ2)i−k2 ρ3)− Dsumλ(ρ′
1(ρ′

2)i−k2 ρ′
3)

= Dsumλ(ρ1(ρ2)k1 )− Dsumλ(ρ′
1(ρ′

2)k1 )+

+ λ|w1|+k1|w2|(Dsumλ((ρ2)i−k2−k1ρ3)− Dsumλ((ρ′
2)i−k2−k1 ρ′

3))

= λ|w1|+k1|w2|(∆(k1) + Dsumλ((ρ2)i−k2−k1 ρ3)− Dsumλ((ρ′
2)i−k2−k1 ρ′

3))

Therefore Equation 22 rewrites into:

λ|w1|+k1|w2|(∆(k1 + k2) + Dsumλ((ρ2)i−k2−k1ρ3)− Dsumλ((ρ′
2)i−k2−k1 ρ′

3))

=

λ|w1|+k1|w2|(∆(k1) + Dsumλ((ρ2)i−k2−k1ρ3)− Dsumλ((ρ′
2)i−k2−k1ρ′

3))

And therefore∆(k1) = ∆(k1 + k2), which is a contradiction. ◭
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