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Abstract: When analyzing the behavior of finite-state concurrent systems by model check-
ing, one way of fighting state explosion is to reduce the model as much as possible whilst
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tems, whose behaviors can be represented by labeled transition systems (L.TSs), and whose
temporal properties of interest can be formulated in modal p-calculus (L,). First, we deter-
mine, for any L, formula, the maximal set of actions that can be hidden in the LTs without
changing the interpretation of the formula. Then, we define Lfber, a fragment of L, which
is compatible with divergence-sensitive branching bisimulation. This enables us to apply
the maximal hiding and to reduce the LTs on-the-fly using divergence-sensitive T-confluence
during the verification of any Lﬁs’” formula. The experiments that we performed on vari-
ous examples of communication protocols and distributed systems show that this reduction
approach can significantly improve the performance of on-the-fly verification.
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Réductions dépendantes de la propriété
pour le mu-calcul modal

Résumé : Lorsqu’on analyse le comportement des systémes concurrents & espace d’états
fini par model checking, une maniére de lutter contre I'explosion d’états est de réduire le
modéle le plus possible tout en préservant les propriétés a veérifier. Nous considérons le
cadre des systémes basés sur actions, dont les comportements peuvent étre représentés par
des systémes de transitions étiquetées (STEs), et dont les propriétés temporelles d’intérét
peuvent étre formulées en p-calcul modal (L,). D’abord, nous déterminons, pour toute
formule de L, 'ensemble maximal des actions qui peuvent étre masquées dans le STE sans
changer l'interprétation de la formule. Ensuite, nous définissons Lﬁsz”", un fragment de L,
qui est compatible avec la bisimulation de branchement sensible a la divergence. Ceci permet
d’appliquer le masquage maximal et de réduire le STE & la volée en utilisant la 7-confluence
sensible & la divergence pendant la vérification de la formule Lszr. Les expériences que
nous avons effectuées sur différents exemples de protocoles de communication et de systémes
distribués montrent que cette approche de réduction peut améliorer de maniére significative
les performances de la vérification a la volée.

Mots-clés : bisimulation de branchement sensible a la divergence, systéme de transitions
étiquetées, p-calcul modal, vérification basée sur les modéles, vérification a la volée
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1 Introduction

Model checking [B] is a technique to systematically verify whether a system specification
meets a given temporal property. Although successfully applied in many cases, its usefulness
in practice is still hampered by the state explosion phenomenon, which may entail high
memory and CPU requirements in order to carry out the verification.

One way to improve the performance of model checking is to check the property at a higher
level of abstraction; by abstracting parts of the system behavior away from the specification,
its corresponding state space will be smaller, thereby easier to check. This can either be done
globally, i.e., before verifying the property, or on-the-fly, i.e., during verification. However,
one needs to be careful not to abstract away any details crucial for the outcome of the check,
i.e., relevant for the property. This is known as action abstraction in action-based formalisms,
where state spaces are represented by Labeled Transition Systems (LTSs), specifications are
written using some flavor of process algebra [2], and temporal properties are described using
a temporal logic such as the p-calculus (L,,) [I8, 28]. Abstracted behavior is then represented
by some predefined action, denoted 7 in process algebras. In the past, the main focus in
this area has been on devising p-calculus variants adequate with specific relations, such as
pAcTL\X [, which is adequate w.r.t. divergence-sensitive branching bisimulation [I5 [T4],
or weak p-calculus [28], which is adequate w.r.t. weak bisimulation [25]. For such fragments,
the minimization of an LTS modulo the specific relation preserves the truth value of all
formulas written in the adequate p-calculus. Other works focused on devising reductions
targeted to specific formulas, such as those written in the selective p-calculus [B]. For each
selective p-calculus formula, it is possible to hide all actions not occurring in the formula, and
subsequently minimize the LTS modulo 7*a bisimulation [I] before verifying the formula.

In this report, we propose two enhancements with respect to existing work. Firstly, starting
from an arbitrary L, formula, we determine automatically the maximal set of actions which
can be hidden in an LTS without affecting the outcome of the verification of that formula. This
yields the maximum potential for reduction, and therefore for improving the performance of
model checking. After hiding, the LTs can be minimized modulo strong bisimulation without
disturbing the truth value of the formula. This method is not intrusive, in the sense that it
does not force the user to write formulas in a certain way. Secondly, we identify a fragment of
L, called Lszr, which is compatible with divergence-sensitive branching bisimulation. We
show that this fragment subsumes pAcTL\X, the modalities of selective p-calculus, and the
weak p-calculus. Compared to these p-calculi, which require that action formulas contain
only names of visible actions, our LﬁSbT fragment also allows the presence of the invisible
action 7, therefore providing additional flexibility in the specification of properties.

The reduction approach for Lsz’" is now supported within the CADPE verification toolbox [I3].
The model checking of a LﬁSbT formula can be optimized generally in two ways: globally, by
generating the LTs, then hiding the maximal set of actions according to the formula, and min-
imizing the LTS modulo strong or divergence-sensitive branching bisimulation before checking
the formula; and on-the-fly, by applying maximal hiding and reduction modulo divergence-

"http://www.inrialpes.fr/vasy/cadp
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4 Mateescu & Wigs

sensitive 7-confluence simultaneously with the verification. The experiments we carried out
on several examples of protocols and distributed systems show that these optimizations can
lead to significant performance improvements.

Section B defines the formalisms and relations considered in this report. Section B studies
the maximal hiding of actions in an LTs w.r.t. a given L, formula. Section Bl introduces the
Lsz’“ fragment, shows its compatibility with divergence-sensitive branching bisimulation, and
compares its expressiveness with other logics. Section B describes and illustrates experimen-
tally the model checking optimizations obtained by applying maximal hiding and reductions
for Lfﬁsz’r formulas. Section [l gives concluding remarks and directions of future work.

2 Background

Labeled transition system. We consider as interpretation model the classical L.Ts, which
underlies process algebras and related action-based description languages. An LTS is a tuple
(S, A, T, s0), where S is the set of states, A is the set of actions (including the invisible action
7), T C S x A x S is the transition relation, and sg € S is the initial state. The visible
actions in A \ {7} are noted a and the actions in A are noted b. A transition (s1,b,s9) € T

(also noted s; LN s9) means that the system can move from state s; to state sg by performing

action b. The reflexive transitive closure of — is denoted by =>. A finite path is denoted by
bo-+-br_
S0 0 sk, which is a finite sequence sg, $1, . . ., S, such that there exist actions by, ..., bg_1

with V0O < i < k.s; b, si+1. We assume below the existence of an Lrs M = (S, A, T, sg) on
which temporal formulas will be interpreted.

Modal p-calculus. The variant of L, that we consider here consists of action formulas
(noted «r) and state formulas (noted ¢), which characterize subsets of LTS actions and states,
respectively. The syntax and semantics of these formulas are defined in Figure [ Action
formulas are built over the set of actions by using Boolean connectors in a way similar to ACTL
(Action-based CtL) [26], which is a slight extension w.r.t. the original definition of L, [I§].
Derived action operators can be defined as usual: true = —false, oy A g = —=(—aq V —aw),
etc. State formulas are built from Boolean connectors, the possibility modality (( )), and the
minimal fixed point operator (u) defined over propositional variables X belonging to a set
X. Derived state operators can be defined as usual: true = —false, 1 A w2 = = (-1 V —p2),
[a] ¢ = = (@) —¢p is the necessity modality, and v X.¢ = -uX.—p[-X/X] is the maximal fixed
point operator (p[—X/X] stands for ¢ in which all free occurrences of X have been negated).

The interpretation [a], of an action formula on the set of actions of an LTS denotes the
subset of actions satisfying o. An action b satisfies a formula a (also noted b |4 «) if

and only if b € [a] 4. A transition s L, sy such that b 4 « is called an a-transition. A
propositional context p : X — 29 is a partial function mapping propositional variables to
subsets of states. The notation p @ [U/X] stands for a propositional context identical to p
except for variable X, which is mapped to the state subset U. The interpretation [¢],, p of
a state formula on an LTS M and a propositional context p (which assigns a set of states

INRIA
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Action formulas:

a:z=b [6] , = {b}
| false [false] , =0
| —on [Faa]a = AN [aa]
| eavVay  JarVas], =[], Ulaz],

State formulas:

© 1= false [false],, p =0
| 1 [[“Pl]]M/) = S\ [[‘Pl]]M/)
| o1 Vs e Verlyp=IleilypUle2ly e
| < )1 Koy pilyp={s€S[Is > s eThe[al, As' € ey p}
| X [XT p = p(X)
| nXepn (X o1lprp=HU CS|e1ly (p@[U/X]) CU}

Figure 1: Syntax and semantics of L,

to each propositional variable occurring free in ¢) denotes the subset of states satisfying ¢
in that context. The Boolean connectors are interpreted as usual in terms of set operations.
The possibility modality (a) ¢1 (resp. the necessity modality [a] ¢1) denotes the states for
which some (resp. all) of their outgoing transitions labeled by actions satisfying a lead to
states satisfying ¢1. The minimal fixed point operator uX.p; (resp. the maximal fixed
point operator vX.p1) denotes the least (resp. greatest) solution of the equation X = ¢
interpreted over the complete lattice <2S, 0,5,N,U, §>. A state s satisfies a closed formula
¢ (also noted s f=ps ) if and only if s € [¢],, (the propositional context p can be omitted
since ¢ does not contain free variables).

Propositional Dynamic Logic with Looping. In addition to plain L, operators, we
will use the modalities of PDL-A (Propositional Dynamic Logic with Looping) [29], which
characterize finite (resp. infinite) sequences of transitions whose concatenated actions form
words belonging to regular (resp. w-regular) languages. The syntax and semantics of PDL-A
(defined by translation to L,) are given in Figure Bl Regular formulas (noted ) are built
from action formulas and the testing (7), concatenation (.), choice (|), and transitive reflexive
closure (*) operators. Apart from Boolean connectors, state formulas are built from the
possibility modality ({ )) and the infinite looping operator ({ ) @), both containing regular
formulas. Derived state operators are defined as follows: [3]p = = () —p is the necessity
modality, and [§] 4 = = () @Q is the saturation operator.

A transition sequence satisfies a formula 3 if the word obtained by concatenating all actions
of the sequence belongs to the regular language defined by 5. The testing operator makes it
possible to specify state formulas that must hold in the intermediate states of a transition
sequence. The possibility modality (3) p1 (resp. the necessity modality [3] ¢1) denotes the
states for which some (resp. all) of their outgoing transition sequences satisfying 5 lead
to states satisfying ¢p. The infinite looping operator () @ (resp. the saturation operator

RR n° 7690
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Bru=ale?| .l Bilb2 | 5F
=false | =1 | p1 Vo2 | (B) ¢1 | (B) @

o\

(e =¢" Ne
(Br-B2) p = (B1) (B2) ¥
<ﬁ1|ﬁ2>@0=< 1) eV (B2) ¢

(B) o = pX.(pV(B)X)

Bra=vX.(6)X

Figure 2: Syntax and semantics of PDI-A

[3] 4) denotes the states having some (resp. no) outgoing transition sequence consisting of
an infinite concatenation of sub-sequences satisfying (3.

The operators of PDL-A can be freely mixed with those of L,, and in practice they allow a
much more concise and intuitive description of properties. The variant of L, extended with
PDL-A operators, noted L,;7, has been considered and efficiently implemented in [21] (in
fact, the syntax used for PDL-A operators in Fig. Blis that of LY and not the original one).
In the remainder of the report, we will use LY whenever possnble for specifying properties.

Divergence-sensitive branching bistmulation. As equivalence relation between LTSs,
we consider divergence-sensitive branching bisimulation [I5] 4], which preserves branching-
time properties such as inevitable reachability and also the existence of divergences (7-cycles),
while still making possible substantial reductions of Lrss. This relation is finer than plain
branching bisimulation and weak bisimulation [25] (none of which preserves divergences),
therefore being a good candidate for comparing the behaviour of concurrent systems.

Definition 1 (Divergence-Sensitive Branching Bisimulation [I5]) A binary relation
R on the set of states S is a divergence-sensitive branching bisimulation if R is symmetric
and s R t implies that

o ifs b o then
— either b= 1 with s’ R t;
— ort=1%%t withs R%and s’ R .
o if for all k > 0 and s = sg, Sj — Sk+1 then for all £ > 0 and t = tg, ty N tey1 and
s Rty for all k0.

dst

Two states s and t are divergence-sensitive branching bisimilar, noted s =~ if there is a

divergence-sensitive branching bisimulation R with s R t.

INRIA



Property-Dependent Reductions for the Modal Mu-Calculus 7

When expressing certain properties (e.g., inevitable reachability), it is necessary to character-
ize deadlock states in the LTs, i.e., states from which the execution cannot progress anymore.
From the %fi point of view, deadlock states are precisely those states leading eventually to
sink states (i.e., states without successors) after a finite number of 7-transitions. These states
can be characterized by the PDL-A formula below:

deadlock = [true*.—7]false A [1] -

where the box modality forbids the reachability of visible actions and the saturation operator
forbids the presence of divergences.

3 Maximal Hiding

When checking a state formula ¢ over an LTS, some actions of the LTs can be hidden (i.e.,
renamed into 7) without disturbing the interpretation of ¢.

Definition 2 (Hiding Set) Let o be an action formula interpreted over a set of actions A.
The hiding set of a w.r.t. A is defined as follows:

o] if 7=«
hA(a):{ A\?[oz]]A if 7«

The hiding set of a state formula ¢ w.r.t. A, noted ha(yp), is defined as the intersection of
ha(a) for all action subformulas o of .

Definition 3 (Hiding) Let A be a set of actions and B C A. The hiding of an action b € A
w.r.t. B is defined as follows:

. b ifb¢ B
’”deB(b):{T iszB

The hiding of an Lts M = (S, A, T, so) w.r.t. B is defined as follows:

hidep((S, A, T, s0)) = <5, (A\B)U{r}, {s1 "B 5y 161 L sy € T},50> .

The following lemma states that hiding an action b w.r.t. the hiding set of an action formula
a does not disturb the satisfaction of « by b.

Lemma 1 Let « be an action formula interpreted over a set of actions A. Then, the hiding
set ha(«) is the maximal set B C A such that:

blaa< hideg(b) Fa «

for any action b € A.

RR n° 7690
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Proof. We show first that ha(a) satisfies the statement in the lemma. Let b € ha(w).
By Definition B, this means hidej ,()(b) = 7. Two cases are possible. If 7 = «, then
ha(co) = [o] 4 by Definition B, and therefore b =4 . If 7 & o, then hy(a) = A\ [a] 4 by
Definition B} and therefore b [~ 4 .

To show the maximality of h4(«), suppose there exists b € A\ ha(«) such that b =4 a &
T =4 a. Two cases are possible, both leading to a contradiction. If 7 |= «, then hy(a) = [a] 4
by Definition B} and since b € ha(«), this means b = a. If 7 = «, then ha(a) = A\ [ 4 by
Definition B and since b & h4(«), this means b = a. O

To enable LTS reductions prior to (or simultaneously with) the verification of a state formula
©, it is desirable to hide as many actions as possible in the LTS, i.e., all actions in h4(¢p).
The following proposition ensures that this hiding preserves the interpretation of ¢.

Proposition 1 (Maximal Hiding) Let M = (S, A, T, so) be an LTS, ¢ be a state formula,
and B C ha(p). Then:

[elarp= [[‘P]]hideB(M) P

for any propositional context p.

Proof. We proceed by structural induction on ¢. We give here the most interesting case
¢ == (a) 1, the other cases being handled in Appendix [Al Since B C ha({a) 1) by
hypothesis and h4({a) 1) = ha(a) Nha(e1) by Definition B it follows that B C ha(«) and
B C ha(p1). Therefore, we can apply the induction hypothesis for ¢;, B and Lemma [ for
a, B, which yields:

[{a) ‘Pl]]hideB(M) p = by definition of [ | and hide (M)
(s€ 5|35 "D ¢ hidep(d) = a

s € [e1]hige (1) P} = by induction hyp. and Lemma[Il
{seS|3s L s'b Eaans €[], pt = by definition of [ |
[{c) e1]as p-

a

In general, for a given property, there are several p-calculus formulas ¢ specifying it, with
different hiding sets ha(y). To take advantage of Proposition [, one must choose a formula ¢
with a hiding set as large as possible. Intuitively, in such well-specified formula ¢, all action
subformulas are relevant for the interpretation of ¢ on an LTs. For example, the following
formula is not well-specified:

o = pX.({a1) true V (([az] false VV (ag) true) A (az) X))

because its subformula [ag] falseV (az) true is a tautology and could be deleted from ¢ without
changing its meaning. The presence of this subformula yields the hiding set ha(p) = A\
{a1,a2,a3}, whereas deleting it yields a larger hiding set ha(p) = A\ {a1,a3}. We do not
attempt here to check well-specifiedness automatically, and will assume below that state
formulas are well-specified.

INRIA



Property-Dependent Reductions for the Modal Mu-Calculus 9

For instance, consider the L, formula below, expressing the inevitable reachability of a recv
action after every send action:

© = [true*.send] uX.(=deadlock N [—recv] X)

When checking ¢ on an LTS, one can hide all actions in ha(p) = ha(send) N ha(—recv) =
(A\ [send] 4) N [~recv] 4 = (A\ {send}) N (A\ {recv}) = A\ {send, recv}, i.e., all actions
other than send and recv, without changing the interpretation of the formula.

4 Mu-Calculus Fragment Compatible with ~¢

When minimizing an LTS modulo a weak bisimulation relation, such as %gj [15], the degree of
reduction achieved is often directly proportional to the percentage of T-transitions contained
in the original LS. Therefore, Proposition [ provides, for a given L, formula, the highest
potential for reduction, by enabling as many actions as possible to be hidden in the LTs.
However, this proposition does not indicate which L, formulas are compatible with :wglj,
i.e., are preserved by reduction modulo this relation. We propose below a fragment of L,
satisfying this property.

4.1 Mu-calculus fragment Lzs’"'

The L, fragment we consider here, called LﬁSbT, is defined in Figure Bl Compared to standard
L,,, this fragment differs in two respects:

1. Tt introduces two new weak operators ((¢17.cr1)*) ¥ and (¢17.c;1) @ expressed in PDL-A,
where the action formulas a; must capture the invisible action. The weak possibility
modality ((¢17.c1)*) ¢ characterizes the states having an outgoing sequence of (0 or
more) aj-transitions whose intermediate states satisfy ¢ and whose terminal state
satisfies 1. The weak infinite looping operator (p1?.aq) @ characterizes the states
having an infinite outgoing sequence of ay-transitions whose intermediate states satisfy
©1. When the ¢; subformula occurring in a weak operator is true, it can be omitted,
because in this case the operator becomes (aj) ¢ or (aq) Q.

2. The occurrence of strong modalities (ag) ¢ and [ae] ¢ is restricted syntactically such
that these modalities must contain action formulas as denoting visible actions only,
and that they can appear only after a weak possibility modality ((p17.c1)*) or weak
necessity modality [(¢17.c1)*]. The intuition is that visible transitions matched by a
strong modality will remain in the LTS after maximal hiding and %gj minimization,
and the transition sequences preceding them can become invisible or even disappear in
the minimized LTS without affecting the interpretation of the formula, because these
sequences are still captured by the weak modality immediately preceding the current
strong modality.

RR n° 7690
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@ = ((p17.01)") ¥ | (p17.00) @ | false | ~p1 [ 1 Voo | X | pX o1
Y= [ (o) @ | Y [ Vi

where 7 € o] 4 and 7 & [ao] 4

[((p1?.a1)) Yy p={s€S|IMm>0.5s =50 N (VO <i<m.s; bi—+>1 Sir1 €T
A bit1 € [aa] g A si € [eilprp) A sm € [y p}
[{e17.00) Q] p={s€S|s=s0AVi>0.(s; s Sit1 € T ANbiyr € [a] 4
A si € [er]p )}

Figure 3: Syntax and semantics of the Lﬁ*’br fragment

The deadlock formula defined in Section B belongs to LﬁSbT, since it can be rewritten as
follows by eliminating the concatenation operator:

deadlock = [true*.—7]false A [T] 4 = [true®] [-7] false A [7] A
The response formula given in Section B can also be reformulated in Lfber:

[true*.send] uX.(—deadlock A [—recv] X) =
[true*| [send] ([(—recv)*| ~deadlock N [=recv] )

The subformula stating the inevitable reachability of a recv action, initially expressed using
a minimal fixed point operator, was replaced by the conjunction of a weak necessity modality
forbidding the occurrence of deadlocks before a recv action has been reached, and a weak
saturation operator forbidding the presence of cycles not passing through a recv action.

In [T4, Corollary 4.4], it was shown that %gﬁ is an equivalence with the so-called stuttering
property:

Definition 4 (Stuttering) Let M = (S, A,T,so) be an LTS and let s1,s2 € S such that

T T T T . ;
S1 %gﬁ s9. If s = st 5 - L™ Lol (m >0) and s} %gﬁ g, then V1 <i < m.s} %gﬁ S9.

Using the stuttering property, we can prove the following lemma.

Lemma 2 Let M = (S, A, T, sg) be an LTs and let A’ C A with 7 € A" and s1,s2 € S such
that sq %l‘f‘; s3. Then for all m > 0 with s; = s and Y0 < i < m.s} LA s’i—H eT (b e A,

A .
there exists k > 0 such that sy = 59 and V0 < j < k.(s}, > &t e T (0 e A)n30<i<

i ~ds oJ m ~ds .k
m.s] Xy 5y), and 7" X7 s

Proof. We proceed by induction on m.

1. Base case: m = 0, hence s; = s{ = sJ*. Clearly, we can choose k = 0 and sy = sJ = s5.

INRIA
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. b m bm . . .
2. Inductive case: s = st s Lbm gm st ag s’ln'H. By the induction hypothesis, there
b’
exists £ > 0 such that sy = 52 and VO < j < k. (82 A séﬂ T ;e A)n3d0<i<
m.st ~ I‘ff; s%) and s7" %Zlﬁ sk, We show that it also holds for m 4 1. We distinguish
bin
two cases for s7* 5" st
(a) b1 = 7. Since s ~§* s§ by Definition [, also s7"™ ~f* k.
. o . bm . A
(b) byi1 # 7. Since s~ sk by Definition [, s5 =35 = sh, with s]* ~{ &, and
st gﬁ sh. Say that s§ =5, consists of ¢ T-steps s§ 5 sht1.. '2“*0*1 To ghte
with 312c = $9. By Definition Hl for all k£ <i < k + ¢, we have s’fb %l‘fﬁ s4. Hence,
there exists a matching sequence from so of length k + ¢ 4+ 1 with sk+c+1 = sb.
Note that 7q,...,7. € A'.
|

A propositional context p: X — 25 is said to be %Zlﬁ—closed if for all states s1,s9 € S such
that s; ~% sy and for any propositional variable X € X, s1 € p(X) & s3 € p(X). Now We
can state the main result about LﬁSbT namely that this fragment is compatible with the ~ br
relation.

Proposition 2 (Compatibility with ~@) Let M = (S,A,T,so) be an LTS and let
81,82 € S such that s1 ~ le s9. Then:
s1€ [elyp e s2€lelyp
for any state formula ¢ of LﬁSbT and any ~ —closed propositional context p.
Proof. We proceed by structural induction on ¢. We give here the most interesting cases,

the other cases being handled in Appendix [Al

Case ¢ == ((¢17.01)*)¢. Let s1,s0 € S such that s Ng;‘i so and assume that s; €

[((p17.a1)*) Y]y py 1€, 51 € {s € S| 3Im >0s =s0AN N0 < i < ms; s Sit1 €
T Abiyr € [au] 4 A si € o]y p) AN Sm € [¥]5 p}- This means that:

Im > 0.51 =s; A (VO<i<m.s, s Sip1 €T (1)
Abivr € [eal g A s € [only p) A sy € WDy 0}

We have to prove that sy € [((¢17.a1)*) ¢],, p, which means that:

b’
>0y =55 A (VO<j<ks! 5 SH_1€T (2)
AVjr € lonly A s € Ty p) A si €[] 0}

First, since sq %fﬁ s2, T € [au] 4, and (@), by Lemma B with A" = [o] 4, there exists & > 0

b
with sy = s such that V0 < j < k(s cangpll U €T € [aal ) AF0 <i < m.sj = s))
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12 Mateescu & Wigs

and s}, ~ s/ Furthermore, for all 0 < j < k, since there exists 0 < i < m.s, ~¢ s}

and 5’ € [1]ps p, by the induction hypothesis, it follows that s € [¢1], p. Fmally, since

s gj sy and s), € [¢],; p, we will show that s} € [¢],, p by 1nduct10n on the structure of

. First, we can assume that there is no §” € S such that s} — §” € T. If this is not true,

since 7 € [a1] 4, we can choose skJr1 = §” and increase k by one. This can be repeated until

there is no §” € S such that s} - 8" € T. For v, we distinguish four cases:
e 1) ::= . By the induction hypothesis, s} € [¢],, p.

o ¢ = (). Since s, € [{aa) ], p, we have s, € {s € S| Is % s’ € Ta €

[az] 4 A 8" €[], o}, hence there exists s, — s’ € T with a € [as] 4. Since s/, ~ s/,

T

7 ¢ [as],, and sy 5 & ¢ T, by Definition [l there must exist s{ % §” € T with

s’ ~fs 8" Since ' € [¢],;p, by the induction hypothesis, 8" € [[cp]]Mp, hence s} €

{s€S|3sBs eTaca A s €[plypl, ie., sy ]y p

e ¢ == —py. Since s}, 6 [=¢1],s p, we have s, € S\ [¢1],,p. By the induction
hypothesis for ¢, also s}, € S\ [¢1],, p, hence s} € [-1],, p.

e i) u= 1y Vio. Since s), € [1 V2], p, 1., s, € [Uilyp Ul p, te., s, €
[W1l s PV st € [W2] s ps by the induction hypothesis for ¥, we have s} € [¢1],, pV s} €

[[¢2]]M P, i'e'a 5;4/; € [[¢ﬂ]MpU [[¢2]]M Py i'e'a S/k, S [[¢1 \ ¢2]]M p-

Hence, () holds. The converse implication (by considering sy € [{(¢17.c11)*) ¢],, p) holds
by a symmetric argument.

Case ¢ == (p17.00)@. Let s1,89 € S such that s; Ngﬁ so and assume that s; €

b;
[(p17.00) Q] p, ie., 51 €{s€S|s=50AVi>0.(5; = sit1 Abj € [au] 4 A si € [e1]ap)}-
This means that:

. b;
s1= 850 A Vi > 0.(s] = siq Abi € [aa] 4 A s} € [l p) (3)
We have to prove that sy € [(¢17.01) @], p, which means that:
bl
s9 =50 AV > 0.(s] = 87 AV € ar] 4 A s € [er]pp) (4)

Since s1 %glj sg, T € [ai1],, and (@), by Lemma B with A" = [ay] 4, for any finite prefix of
length m > 0 of the infinite path 7 from 1 there exists a finite path of length &k > 0 from

S9 such that s2 = s AV0 < j < k.(s] —j>s]+1/\b’ € [[al]]A/\HO<z'<ms’ ~ods s7) and
/

S, b sy, hence, by the induction hypothesis, for all 0 < j < k, we have s € [e1]p p- We
dlstlngulsh two cases:

1. 7 contains an infinite number of transitions with a label in Joy] 4 \ {7}. Repeatedly
applying the above reasoning for intermediate states in 7 yields that (#l) holds for ss.
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2. m contains a finite number of transitions with a label in Joy], \ {7}. Then, there
exists an § reachable from 51 such that from §, an infinite 7-path exists. By the earlier

reasoning, there exists an § reachable from ss such that § Ngﬁ §" and for all states

s7 in the path from sy to &', we have s] € [p1],, p. Finally, since s Ndﬁ §', by the
second clause of Definition [[ there also exists an infinite 7-path 7/ from §’. Finally, by
Definition []] and repeated application of Definition [, it follows that for all states s7 in

7', 8 =4 s hence by the induction hypothesis, s € [¢1]yr p- Therefore, (@) holds for

S9.

The converse implication (by considering s2 € [(¢17.a1) @], p) holds by a symmetric argu-
ment. O

Proposition Bl makes it possible to reduce an LTs (after applying maximal hiding) modulo

I‘ff; before the verification of a closed Lﬁ*’br formula. It follows that LﬁSbT is also compatible
with all equivalence relations weaker than ~%, such as 7*a [I] and weak [Z5] bisimulations.
For practical purposes, it is desirable to use a temporal logic sufficiently expressive to capture
the essential classes of properties (safety, liveness, fairness). Thus, the question is whether
Lgsm subsumes the existing temporal logics compatible with 7%.a and weak bisimulations; in
Subsections and 3], we show that this is indeed the case.

4.2 Subsuming pAcTL\X

Actr [26] is a branching-time logic similar to CTrL [H], but interpreted on LTss. It consists of
action formulas (noted «) and state formulas (noted ¢) expressing properties about actions
and states of an LS, respectively. The temporal operators of AcTL\X (the fragment of the
logic without the next-time operators) are defined in Table [[] by means of their encodings
in L, proposed in [9]. The operator E[p;,Ups] (resp. Alpi,Uyps]) denotes the states from
which some (resp. all) outgoing sequences lead, after 0 or more a-transitions (or 7-transitions)
whose source states satisfy 1, to a state satisfying 2. The operator E[p,, Ua,p2] (resp.
Alp14,Ua,p2]) denotes the states from which some (resp. all) outgoing sequences lead, after
0 or more «1-transitions (or 7-transitions) whose source states satisfy ¢1, to an ag-transition
whose source state satisfies ¢ and whose target state satisfies 5. The action subformulas
a, a1, and as denote visible actions only.

Table 1: Syntax and semantics of the ACTL\X temporal operators
‘ Operator | Translation ‘

E[1,Ues] X(p2 V(1 A{aVT) X))

Elp10,Uarp] | puX.(1 A ({a2) pa V (a1 V 7) X))

Alp1,Up2] X.(p2 V (p1 A ~deadlock N [-(a V 7)) false A [a V 7] X))

Alp14,Uasp2] | nX.(p1 A ~deadlock A [=(cq V ag V 7)]false A [ag A —aq] o2 A
[a1 A o] (w2 V X) A [nas] X)
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14 Mateescu & Wigs

Actr\X was shown to be adequate with %l‘fﬁ [26]. Moreover, this logic was extended in [9]
with fixed point operators, yielding a fragment of L, called pAcTL\X, which is still adequate
with %l‘fﬁ. The temporal operators of ACTL\X can be translated in Lffsz”", as stated by the
following proposition.

Proposition 3 (Translation from AcTL\X to Lszr) The following identities relating
formulas of L, and formulas of LﬁSbT hold:

uX.(p2V (et AM{aVvry X)) = ((e1?7.aV1)*) ¢
pX (o1 A ({az) p2 V(a1 VT) X)) = ((p17.aV 1)%) (1 A (az) ¢2)

uX.(p2 V (1 A —deadlock N [=(aV 7)]false A Ja V 7] X)) =
[(m2?.a V T)*] (p2 V (p1 A ~deadlock A [=(a V 7)) false)) A [-p2?.a0 V 7]

uX.(p1 A ~deadlock N [=(aq V ag V T)] false A [ag A =i w2 A
[ar A az] (p2 V X) A [man] X) =
vX. [(ma2)*] (¢1 A —deadlock N [=(aq V ag V T)] false A [ag A —aq] 2 A
[Oél /\OéQ] (QDQ \/X) /\X) AN
VX ([mao] A A [(maz)] [ar A as] (g2 V X)) A pX. [(maz)™] [on A ag] (92 V X).

Proposition Bl (proven in Appendix [A]) also ensures that pAcTL\X is subsumed by Lgsm, since
the fixed point operators are present in both logics. The Lfbe’" formulas corresponding to the
Alp1,Upa] and Alp1,, Ua, 2] operators are complex, and they serve solely for the purpose
of establishing the translation to LfbeT. In practice, we will use the simpler L, encodings of
the AcTL\X operators given in Table [I1

The response formula given in Section Bl can also be expressed in AcTrL\X:
AGtrue,sendA[truetrueUrecvtrue]

where AGq, 0,9 = EFq, 0, = —E[truey, U, —¢] is the ACTL counterpart of the AG oper-
ator of CTL.

Finally, we claim that Lfﬁsz’r is more powerful than pACTL\X. Indeed, the formula
((—a)*) ((b) true A {c) true) does not seem to be expressible in pACTL\X because the occur-
rences of strong modalities expressing the existence of neighbor b- and c-transitions cannot be
coupled individually with the preceding weak modality in order to use only the four temporal
operators given in Table [1

4.3 Subsuming selective and weak p-calculus

The selective u-calculus [3] introduces modalities indexed by sets of actions (represented here
as action formulas) specifying the reachability of certain actions after sequences of (0 or more)
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actions not belonging to the indexing set. The selective possibility modality can be encoded
in Lsz’" as follows:

(@1)q ¢ = ((m(ar Va))") (a1) ¢

where «, a; denote visible actions only. Selective p-calculus is adequate w.r.t. the 7*a
bisimulation: for each selective formula ¢, one can hide all LTS actions other than those
occurring in the modalities of ¢ and their index sets, and then minimize the LTS modulo 7%.a
without changing the interpretation of ¢.

Selective p-calculus was shown to be equivalent to L, because the strong possibility modality
of L, can be expressed in terms of the selective one: (o) ¢ = (a),,0 - However, this way
of translating would yield no possibility of hiding actions, because the index sets would
contain all actions of the Lrs. For instance, the response formula given in Section B can be
reformulated in selective p-calculus as follows:

[send]e, e X ((true),, . true A [mrecv],, o X)

true true

The minimal fixed point subformula expressing the inevitable reachability of a recv action
cannot be mapped to selective p-calculus modalities, which forces the use of strong modalities
(represented by selective modalities indexed by true). Therefore, the set of actions that
can be hidden according to [3] without disturbing the interpretation of this formula is A\
({send, recv} U A) = (), i.e., no hiding of actions prior to verification would be possible in
that setting.

The weak (or observational) p-calculus [28] is a fragment of L, adequate w.r.t. weak bisimu-
lation. It introduces weak modalities specifying the reachability of certain actions preceded
and followed by 0 or more 7-transitions. These weak modalities can be encoded in Lsz’“ as
follows:

{ah o=  Oe=({")e

where « denotes visible actions only. The weak p-calculus is able to express only weak safety
and liveness properties; in particular, it does not capture the inevitable reachability of recv
actions present in the example above.

5 Implementation and Experiments

We have implemented the maximal hiding and associated on-the-fly reduction machinery
within the CADP verification toolbox [I3]. We experimented on the effect of these optimiza-
tions on the EVALUATOR [2I), 22] model checker, which evaluates formulas of the alternation-
free fragment of L, on LTss on-the-fly. The tool works by first translating the L, formulas
into plain L, by eliminating the PDL regular operators, and then reformulating the verifi-
cation problem as the resolution of a Boolean equation system (BES) [I], which is solved
locally using the algorithms of the CESAR_SOLVE library [20] of CADP. EVALUATOR makes
possible the definition of reusable libraries of derived operators (e.g., those of AcCTL) and
property patterns (e.g., the pattern system of [§]).
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16 Mateescu & Wigs

For the sake of efficiency, we focus on LﬁSbT formulas having a linear-time model checking
complexity, namely the alternation-free fragment [6] extended with the infinite looping and
saturation operators of PDL-A [29], which can be evaluated in linear time using the algorithms
proposed in [22]. In the formulas below, we use the operators of PDL and AcTL\X, and
the LﬁSbT formula inev(a) = [(—a)*] ~deadlock A [-a] 4 as a shorthand for expressing the
inevitable execution of an action a. For each verification experiment, we applied maximal
hiding as stated in Proposition I, and then carried out LTS reductions either prior to, or
simultaneously with, the verification of the formula.

Strong bisimulation reduction. We considered first global verification, which consists
in generating the LTs, applying maximal hiding, minimizing the LTS modulo strong bisim-
ulation, and then verifying the properties on the minimized LS. LTSs are represented as
files in the compact BcG (Binary Coded Graphs) format of CADP. Hiding and minimization
were carried out using the Bca  LABELS and BcG _ MIN tools [, the whole process being
automated using SVL [I2] scripts.

We considered the alternating bit protocol, implemented in LoTOs (demo 02 of CADP),
and checked the following property, stating that the protocol behaves as a one-place buffer
(initially empty) regarding the emission and reception of messages:

[true*] (
[get] (Altrue—p,: U(T) Q] A [(—put)*.get] false)
A
[put] (Altrue—ge:U(T) @Q] A [(—get)*.put] false))

1000

1.8e+06

T - T
—+— gen + verif —— gen + verif
~=-¥--= gen + min + verif ~=%--- gen + min + verif

900 | 1.6e+06 |

800 1.4e406 |

700 |
1.2e+06 |
600 |
1e406 |
500 |

time (sec)

800000 |-

memory (KBytes)

400 |-

600000 |
300 |-

200 b 400000 |-

100 200000 |-

0 - — 1 1 1 1 1 [ = 1 1 1 1 1 1 1
100 200 300 400 500 600 700 800 900 1000 100 200 300 400 500 600 700 800 900 1000
number of messages number of messages

Figure 4: Effect of strong bisimulation minimization (Alternating Bit Protocol)

This formula allows hiding of every action other than put and get. The subformulas (7) @
capture the divergences due to unreliable communication channels.
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The overall time and peak memory needed for verification are shown in Figure Hl for increas-
ingly larger configurations of the protocol. When strong bisimulation minimization is carried
out before verification, we observe gains both in speedup and memory (factors 4 and 2 for the
Ls corresponding to 1000 messages, having 12,196, 201 states and 46,639,612 transitions),
which become larger with the size of the LTs.

We also considered a token ring leader election protocol, implemented in LOTOS (experi-
ment 6 in demo 17 of CADP), and checked the following property, stating that each station
i on the ring accesses a shared resource (actions open; and close;) in mutual exclusion with
the other stations and each access is reachable (modulo the divergences due to unreliable
communication channels):

[true*] ([open;.(—close;)*.open;|false A Altruerue U(((true™.open;) true)?.7) Q@J)

This formula belongs to LﬁSbT (after eliminating the concatenation operators and expanding
the A[U] operator) and allows hiding of every action other than open and close. The “(...) @”
subformula of A[U] expresses the existence of infinite 7-sequences whose intermediate states
enable the potential reachability of an open,; action.

100000

1e+08

T —T T —T
—+— gen + verif —+— gen + verif
~=%--- gen + min + verif ~=%--- gen + min + verif

10000 |
1e+07

1000 -

1e+06

time (sec)
3
S
memory (KBytes)

100000

0.1 L L L L L L L 10000
3

number of stations number of stations

Figure 5: Effect of strong bisimulation minimization (Token Ring Protocol)

The overall time and peak memory needed for verification are shown in Figure [ for increas-
ingly larger configurations of the protocol. When strong bisimulation minimization is carried
out before verification, we observe gains both in speedup and memory (factors 2.8 and 2.5 for
the LTs corresponding to 7 stations, having 53, 848,492 states and 214,528,176 transitions),
which become larger with the size of the LTs.

Divergence-sensitive branching bisimulation reduction. To study the effect of %gﬁ
minimization, we considered Philips’ Bounded Retransmission Protocol, implemented in
LoTos (demo 16 of CADP), and checked the following response property, expressing that
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18 Mateescu & Wigs

every emission of a data chunk from a packet is eventually followed by the reception of a
confirmation:

[true®.in_data] Altrue—i, dataUin_construe]

This formula belongs to Lsz’" (after eliminating the concatenation operator and expanding
the A[U] operator) and allows hiding of every action other than in_ data and in_ conf.

1600

1.8e+06

—_— éen + verif —_— 'gen + verif
-~ gen + min + verif -~ gen + min + verif
1400 F 1.6e+06 |

1.4e+06 |
1200 |

1.2e+06 |-
1000 -

1e+06 -
800 |

time (sec)

800000 |~

memory (KBytes)

600 |-
600000 |-

400 |
400000 |-

200 200000 |-

0 n " " " " " " 0 " " " " " " " "
100 150 200 250 300 350 400 450 500 550 100 150 200 250 300 350 400 450 500 550
packet size packet size

Figure 6: Effect of ~ minimization (Bounded Retransmission Protocol)

The overall time and peak memory needed for verification are shown in Figure [l for increas-
ingly larger configurations of the protocol. For this example, the presence of zgj bisimulation
minimization yields mainly memory reductions (factor 1.6 for the L.Ts corresponding to data
packets of length 550 and two retransmissions, having 12,450,383 states and 14,880, 828
transitions).

On-the-fly T-confluence reduction. Lastly, we examined the effect of 7-confluence re-
duction [I6] carried out on-the-fly during the verification of formulas. This reduction, which
preserves branching bisimulation, consists in identifying confluent 7-transitions (i.e., whose
execution does not alter the observable behavior of the system), and giving them priority over
their neighbors during the LTS traversal. The detection of confluent 7-transitions is done on-
the-fly by reformulating the problem as a BES resolution [27), 23], which is performed locally
using the algorithms of CESAR_SOLVE. In order to make the reduction compatible with :wglj,
we enhanced the 7-confluence detection with the bookkeeping of divergence, by exploiting
the 7-cycle compression algorithm proposed in [T9].

We considered the distributed version of Erathosthene’s sieve, implemented using LOTOS
processes and EXP networks of automata (demo 36 of CADP). We checked the following
formula, expressing that each prime number p fed as input to the sieve will be eventually
delivered as output and each non-prime number ¢ will be filtered:

[true®] ([gen,|inev(output,) A [gen,.true™.—~output |false)
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This formula belongs to Lﬁ*’br (after eliminating the concatenation operators) and allows
hiding of every action other than gen and output.

500

30000

—+— without tau-confluence —+— without tau-confluence
~----- with tau-confluence ~=---- with tau-confluence
450 |-

25000 |-
00 |
350 |
20000 |
300 |

250 |- 15000 |-

time (sec)
memory (Kbytes)

200 -

10000 -
150 |-

100 |-

5000 |-
50 |

— " " " " " " " " " " " "
1 2 3 4 5 6 7 8 9 10 1 2 3 4 5 6 7 8 9 10
number of units in the sieve number of units in the sieve

Figure 7: Effect of on-the-fly 7-confluence reduction (Erathostene’s sieve)

The overall time and peak memory needed for verification are shown in Figure [ for increas-
ingly larger configurations of the sieve. We observe a substantial increase in speed in the
presence of T-confluence reduction (about one order of magnitude for a sieve with 10 units).
The reduction in memory usage becomes apparent once the size of the system becomes suf-
ficiently large, such that the memory overhead induced by the presence of the on-the-fly
reduction machinery is compensated by the memory required for verifying the formula.

6 Conclusion and Future Work

We have presented two automatic techniques to improve the effectiveness of LTS reductions,
both before and during system verification. The first technique involves maximal hiding
of LTss based on given L, formulas, such that the LTSs can be minimized modulo strong
bisimulation. This technique is not intrusive, meaning that the user is not forced to write
formulas in a specific way. In the second technique, formulas written in a specific fragment of
L, called LﬁSbT, are used to maximally hide LTss such that they can be minimized modulo

%l‘fﬁ. Experimental results show the effectiveness of these techniques.

In future work, we plan to study which property patterns of the system [§] can be translated
in LﬁSbT, so as to provide useful information about the possible reductions modulo zgﬁ. We
also plan to continue experimenting with maximal hiding and on-the-fly reduction by using
weak forms of divergence-sensitive 7-confluence implemented in a distributed setting [24],
i.e., by employing clusters of machines for both LTS reduction and verification.
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A Proofs

We provide in this annex the proofs of all lemmas and propositions stated in the main text.
Proof (Proposition[ll). We proceed by structural induction on ¢.

Case  ::= false.

[falsel ;e (ary p = by definition of [ ]
= by definition of [ ]
[false] ,, p-

Case ¢ ::= —y. Since B C hy(—p1) by hypothesis and h4(—¢1) = ha(p1) by Definition B,
it follows that B C ha(p1). Therefore, we can apply the induction hypothesis for ¢; and B,
which yields:

[[_'SplﬂhideB(M) p = by definition of [[ ]]

S\ le1lpide s(M) P = by induction hypothesis
S\ [[(Pl]]M p = by definition of [ |
[=e1] s p-

Case ¢ = @1V pa. Since B C ha(gp1Vp2) by hypothesis and ha(p1Vp2) = ha(p1) Nha(pz2)
by Definition B it follows that B C ha(y1) and B C h4(p2). Therefore, we can apply the
induction hypothesis for ¢1, 2, and B, which yields:
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[¢1 Vv <P2]]hideB(M) P = by definition of [ ]
[o1] hide s(M) P Y [e2] pige »(m) P = by induction hypothesis
[eilar p U2l p = by definition of [ |
[[901 \ Q‘OQ]]M p-
Case p 1= X.

[[X]]hideB(M) p = by definition of [ ]
p(X) = by definition of [ ]
[XTas -

Case ¢ = uX.p;. Since B C ha(uX.1) by hypothesis and ha(uX.01) = ha(e1) by
Definition B it follows that B C ha(¢1). Therefore, we can apply the induction hypothesis
for ¢1 and B, which yields:

[[NX-SDI]]hideB(M) p = by definition of [ |
(U € S| le1]piges(ary (p @ [U/X]) € U} = by induction hypothesis
WU S S|laly(peolU/X]) CU} = by definition of [ ]
[X.o1]ps -

Proof (Proposition[d). We proceed by structural induction on ¢.

Case ¢ ::= false. Since [false],, p = 0 by definition of [ ], none of s, sp belong to the
interpretation of false.

Case ¢ 1= —¢y. Let s1,89 € S such that s; %fﬁ sp and assume that s; € [—¢1],,p,
ie., s1 & [e1]y p by definition of [ ]. By the induction hypothesis, this is equivalent to

s2 & [e1]ar o, ive., s2 € [—1] 5, P

Case p := @1 V @9. Let s1,589 € S such that s; %fﬁ s9 and assume that s; € [¢1 V cpg]]Mp.
By definition of [ ], this means s; € [p1],; 0 U [@2]5 05 1€, s1 € [@ilap V s1 € [w2]a p-
By the induction hypothesis, this is equivalent to so € 1], 0V s2 € [@2]yp, 1€, 52 €
leilas p Y [wp2] s p- By definition of [ |, this means so € [¢1 V p2], p-

Case ¢ = X. Let s1,89 € S such that sy %gﬁ s9 and assume that s; € [[X]]Mp, i.e.,
s1 € p(X) by definition of [ ]. Since s; ~{ sy and p is ~¢-closed by hypothesis, this
is equivalent to sy € p(X), i.e., s2 € [X],;p. The converse implication (by considering
s9 € [X],, p) holds by a symmetric argument.

Case ¢ := uX.p1. Since we consider finite LTss, we can use the alternative characterization
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of minimal fixed point formulas [I7]:

[[MXQOI]]MP = U (I)I]c\Lp(@)? (I)%J,p(@) =0
k>0
where @7, : 2% — 25, @) ,(U) = [1],, (0 @ [U/X]).

We show first the following statement by induction on k:
Vsl,SQ € SVk > 0.51 %gi So = (81 S (I)]X/Lp(@) < S9 € ‘1317\/[70(9)) (5)

1. Base case: k = 0. We have s1 € @%/[p(@), i.e., s1 € 0, which is equivalent to false. This
is equivalent in turn to s € 0, i.e., so € @%/[p(@).

2. Inductive case: Let s; € @ﬁ:})(@), ie, s € ®M70(¢ﬂ7p(®)), which is equivalent to

s1 € [eily (po [<I>’f\/[7p(®)/X]) by definition of ®,7,. We show that the context p @
[@ﬂp(@)/X] is ~%-closed. Since p is as¢5-closed by hypothesis, it is sufficient to show
the closedness of p © [@’f\/[’p((i))/X] for variable X. Let s},s), € S such that s ~¢ s
and s} € (po [@’f\/[’p((i))/X])(X), le., s} € <I>’f\/[7p(®). By the induction hypothesis of (@),
this is equivalent to s}, € @’fmp(@), ie,she(po [@%A(Z))/X])(X).

Since p© [@ﬁ/[ p((D) /X] is %l‘fﬁ—closed, we can apply the induction hypothesis of the propo-
sition to $1, ¢, and p© [@ﬁm)(@)/X], and conclude that sy € [p1],, (p @ [fb%,p(ﬁ))/X]),
ie, sy € @IXZ})((Z)). The converse implication (by considering sy € @’XZ;(@)) holds by a
symmetric argument.

Let s1,50 € S such that s; %fi sy and assume s1 € [uX.01],,p, i€, s1 € Upso @’fmp((b).

This means there exists & > 0 such that s; € <I>’f\/[7p(®) and by applying (H), this is equivalent
to sg € <I>’f\/[7p(®). This implies s € Uy <1>]f\/[7p((7)), Le., s2 € [uX.o1], p- The converse
implication (by considering sy € [uX.¢1],; p) holds by a symmetric argument.

a

In order to prove Proposition Bl, we show first two lemmas.

Lemma 3 Let X € X be a propositional variable and let ¢ be a state formula of L,, which
may contain free occurrences of X. Then:

vX.(p A Bl X) =vX. [B] (p A X)

for any reqular formula G of PDL.

Proof. The right-hand side of the identity can be rewritten by applying the PDL identity
[6°]¢ = A B8] [:

vX. 18] (p A X) = vX.(0 A X A[B][87] (0 A X))
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The first occurrence of X can be replaced with true by applying absorption, which yields the
identity below:

vX. (67 (p A X) = v X (o A A [67] (0 A X)) (6)

Consider an Lts M = (S, A,T,so) and a propositional context p. The functionals ®ps, :
25 — 25 and Uiarp 25 — 25 are defined as follows:

o p(U) = [ A 8] Xy (p@ [U/X])
Urro(U) = [ A BB (0 A XDy (p@ [U/X])

Let 0,0" C S be the minimal fixed points of ®ps ,, Uas ), respectively. We must show that
0 = 6'. We show first that # C 6’ by using Tarski’s theorem, which requires to check that
6 C War,(0). By definition, 6 satisfies the fixed point equation 8 = [p A [8] X],, (p@ [0/X]),
which implies that § C [¢],, (p @ [0/X]) and 6 C [[5] X],, (p @ [6/X])).

Warp(0) = by definition of Wy, and (&)
115 (0 A X0y (0 [6/X)) by introducing ¥

[[61Y T (p @ [0/ X[ A X]pr (p@[0/X])/Y]) = Dby definition of [ ]

[15] YTay (0@ 10/ [2]yr (@ [8/X]) 1 [XT,y (0 @ [6/X])/¥]) = by def. of []
6] Y ]ar (0@ 10/ X, [0l (p@ [0/ X])NO/Y]) =Dy 0 C [@]y (p@[0/X])
[[5*1 Y]y (p2[0/X,0/Y]) = by replacing Y with X

[[6] X1ar (02 [0/ X]).

It remains to show that 8 C [[3*] X],, (p @ [0/X]). Let T'arp : 25 — 25 be the functional as-
sociated to the formula [3*] X, defined as follows: I'ys,(U) = [X A [B8] Y], (p@[U/Y]). The
semantics of this formula when X is replaced by 6 is characterized iteratively as follows [I7]:

[15°] XTa (p @ [8/X]) = Y-(X ABIY )]y (p @ 18/X1) = () Dhip pojoyx1 ()
k>0

To show the desired inclusion, we prove that § C F?M,p@[@ / X}(S) by induction on k.

1. Base case: § C S = F%ﬂ,p@WX](S)'

2. Inductive case:

F]XZ;@[Q/X}(S) = by definition of Iy,
FM,p@[G/X} (Fljﬁ\/[yl@[g/x}(s)) = by definition of FM,p

[X A8 Y]y (p2[0/X, FI]CM,p@[@/X}(S)/Y] D by induction hypothesis
[XABIY]y (po[0/X,0/Y]) — by definition of [ ]

zﬁ (B Y]y (p@[0/Y]) =by 6 C[[B] Y]\ (0@ [0/Y])

To show that 6’ C 6, we check that 0’ satisfies the fixed point equation of @z ,:
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0’ = by fixed point def.
Ur,p(8) = by def. of Wy,
[ ABIB*] (o A X))y (p @ [0/ XT) = by introducing Y’
[ ANBIY ] (po [0/ X [[8°] (0 A X)] (p@ 160"/ X])/Y]) = by @)

[eABI Y]y (p@[0/X,0'/Y]) = by removing Y
[o A 18] XD (p@ [07/X1) = by def. of By,
P p( /)

a

Lemma 4 Let 31,32 be reqular formulas of PDL such that they denote one-step sequences
(i.e., By and B2 are satisfied by transition sequences containing only one transition) and they
are disjoint (i.e., no transition can satisfy both 1 and [33). Then:

(B1]B2) @ = ((B]-52)") (Br) @V (B].B2) @

Proof. Tmplication “<=”. Both disjuncts in the right-hand side of the equality are included in
the left-hand side term because the w-regular languages (5;.02)*.06¢ and (8].52)% are both
included in (1]52)%, which consists of all infinite sequences made from transitions satisfying

B or Ba.

Implication “=”. By expanding the infinite looping operators in terms of maximal fixed
points, this implication becomes:

vX. (Bi]B2) X = ((B1-B2) ) vY.(B1) Y VVZ. (B .02) Z

Let M = (S, A,T,s) be an Lts. The functionals ® 7, ¥ps, Ty : 25 — 29 associated to the
three maximal fixed point operators are defined as follows:

O (U) = [(B1]B2) X1y [U/X]
Uy (U) = [(B) Y]y [U/Y]
T (U) [(BY.B2) Z] ), U/ Z]

Using the interpretation of fixed point formulas, the implication to show is equivalent to the
inclusion below:

v@y C [((B1-02)") Yoy v¥n /Y] U

Since we consider finite LTSs, we can rewrite this inclusion as follows using the alternative
characterization of maximal fixed point formulas [I7]:

() ®53:(S) € ((B7-42)") YTar [[) Whe(S)/YTU [ The(S)

E>0 E>0 k>0

We show this inclusion by reasoning in two complementary cases, depending on the fact that
the relation below holds or not:

Yk > 0.3n > k.®%,(S) C T5,(S) (7)
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1. Case when (@) holds. The limit of the series ®% (.5) is calculated as follows:

Nizo 3 (5)
k=0 Nnzk P (S)
Nizo T3 (9)

and therefore the desired inclusion holds.

N1l

by (@)

2. Case when [@) fails. By using the definition of I'j;, the negation of ([ll) can be written
as follows:

Ik > 0.¥n > k.37, (S) € [[<(ﬂi‘ﬂ2)’“> Y]mlS/Y]

where the notation * stands for the concatenation 3. .. k times. From the definition
of @y, it follows that ®%,(S) = [((B1]52)™) X1, [S/X], i.e., },(S) denotes the states
having an outgoing transition sequence of length n whose transitions satisfy 31 or 5.
Let k£ > 0 satisfying the negation of () above. This means that for all n > k, the
outgoing transition sequence cannot contain more than k transitions satisfying (s, and
therefore there exists 0 < 7 < k such that the prefix of the sequence contains at most
k — j transitions satisfying fo:

O1(S) = [((B1-82)F .87 ) Y [/ Y]

By expanding the last concatenation operator in the modality above and introducing
the auxiliary variable X, this implies the following inclusion:

®5,(S) € [(8T-B2)" ) XL (1087 ) Yl S/ Y1/ X]

which can in turn be rewritten using the definition of W, and the fact that the series
Uk (S) is decreasing:

7 (S) C [{(B1-02) ) X ar[V577°(8)/ X] (8)

Now we can calculate the limit of the series ®7,(.S) as follows:

Nuso ®57(5) = since ®},(5) is decreasing

sk ®3r(S) Cby ®

Mz [((87-52)*) XTas [W5 () /X] = by replacing n — k by |
ﬂlZO[K(ﬁi*.@)*)X]]M[\IIZM(S)/X] = since W4, (9) is decreasing to vW
[{(B7-B2)") X1 as [v ¥ s / X]

and therefore the desired inclusion holds.

a

Proof (Proposition[d). Starting from the Lgsm formulations of the AcTL\X temporal oper-
ators stated in the proposition, we expand the weak modalities to obtain plain L, formulas,
and then we show that these formulas are equivalent to the L, formulas given in Table [l

Operator E[p;,Ups].
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Efp14 U]
((e17.a V1)) @o

uX.(p2 V{p1?T.aVv )X
pX.(p2 V{17 {aVvr) X
uX.(p2V(p1 AN{aVvryX

Operator E[p;,, Uq,p2].

E[14, Uaz 2]

= by hypothesis

= by expansion of the % operator
= by expansion of the . operator
= by expansion of the 7 operator

= by hypothesis

((p17.a1 V1)) (01 A (a2) ¢2) = by expansion of the % operator
uX.((p1 A {a2) p2) V (p1?7.a1 V1) X) = by expansion of the . operator
uX.((p1 A {a2) p2) V (p1?) (a1 V 7) X) = by expansion of the ? operator
uX.((p1 A {a2) p2) V (p1 A (a1 V 7) X)) = by propositional calculus

pX. (o1 A ((az) p2 V (o V 7) X)).

Operator Afp;,Ugsl.

Alp1,Upa] = by hypothesis
[(m2?.a V T)*] (p2 V (1 A —deadlock A [=(a V 7)] false)) A

[~pa?.aV T] = by expansion of the * operator
vX.((p2 V (p1 A ~deadlock N [—(a V T)] false)) A

[~p2?.aV 1] X) A [—p2?.a V7] = by expansion of the . operator
vX.((p2 V (p1 A ~deadlock N [—(a V T)] false)) A

[~2?) [aVT] X) A [~p2?.aV T4 = by expansion of the ? operator
vX.((p2 V (p1 A ~deadlock N [—(a V T)] false)) A

(p2 V[V 1] X)) A[-p2?.aV T4 = by propositional calculus
vX. (o2 V (p1 A adeadlock N [—(a Vv T)]false A [a vV 7] X)) A

[~2?.a V7] = by expansion of the [ | 4 operator
vX. (o2 V (p1 A deadlock N [—(a Vv T)]false A [aV 7] X)) A
uX. [p2?.a VTl X = by expansion of the . operator
vX. (o2 V (p1 A —=deadlock N [—(a Vv T)]false A [a vV 7] X)) A

pX. [—p2?] eV T] X = by expansion of the ? operator

vX. (o2 V (p1 A =deadlock N [—(a Vv T)]false A [a vV 7] X)) A
uX.(p2 Via V] X).

To show the equivalence between the last formula above and the translation of Ayp;,Ups] in

L, given in Table[l] it remains to show the following equality:

uX.(p2 V (p1 A —deadlock N [=(aV 7)) false A Ja V 7] X)) =
vX. (o2 V (p1 A —deadlock N [—(aV T)]false AaV 7] X)) A puX.(p2 VeV 1] X)

The “=" implication follows immediately by monotonicity. For the converse implication,
we consider an Lts M = (S, A,T,sp) and we show the following inequality between the
interpretations on M of the formulas in the left- and right-hand sides (note that ¢1, @2 are

closed and therefore there is no need for a propositional context p):
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[vX.(p2 V (p1 A ~deadlock N [=(a V 7)]false A V 7] X)), N

[1X(p2 V [V 7] X, C

[1X (g2 V (01 A ~deadlock N [-(a Vv T)] false A [a vV 7] X))] 5,
Let @57, Wy - 29 — 29 the functionals defined below:

O (U) =2 V (1 A ~deadlock N [~(a V 7)] false A [a vV 7] X)],, [U/X]
Up(U) = lpa V] V7] X]y, [U/X]

Using the iterative characterization of fixed point operators [I7], the inequality above can be
reformulated in terms of these functionals as follows:

Nnz0 P4 (S) NUs0 Ui () € U,s0 54(0)
or, equivalently:
Urso ((Nuzo ®11(9) 125, 0)) S Uysg @5, (0)

To prove the last inequality, we first show the relation below by induction on k:

Vk > 0. (ﬂ @”M(S)) Nk, () C o5, (0) (9)

n>0

L. Base case: ([,50 ®3,(5)) N v,(0) = (N0 @3,(8) N0 =0 C 0 ().

2. Inductive case:

@57 (0) =
@ (5, (0)) O by induction hypothesis
D rr((Npso P3,(9)) N W4 (D)) = by definition of @,
[o2 V (1 A ~deadlock A [—(aV 7)) false A [ V 7] X)] 5,
(N0 @4,(5)) N vk (0)/X] = by introducing Y
o2 V (1 A ~deadlock A [—(aV 7)]false A [ V 7] (X AY )],
(Mo P73 (S)/X, Wh, (0)/Y] = by modal calculus
[(2 V (p1 A ~deadlock N [—(aV T)|false AoV 7] X)) A (02 VeV T]Y)],y,
[Myso P71 (S)/X, Wh (0)/Y] — by definition of [ |

[2 V (1 A ~deadlock A [—(aV 7)) false A [ V 7] X)),
(N0 ®3(5)/X]N

[p2 V[V 7] Y] [95,(0)/Y]

@ar(Mozo () N Cas (T, (0))

(Niso ®3() N30

by definition of @7, Wy
by definition of v®,;
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By applying union for all £ > 0 on the left- and right-hand sides of (), we obtain the desired
inequality.

Operator Ay, Ua,p2].

Alp1a, Uas 2] = by hypothesis
vX. [(ma2)*] (o1 A ~deadlock N [=(aq V ag V T)] false A [ag A —aq] 2 A

[Oél /\OéQ] (QDQ \/X) /\X) A
vX.([mag] A A [(mag)*] [ar A asz] (92 V X)) A
pX. [(ma2)*] [a1 A az] (w2 V X) = by Lemma
vX.(¢1 A ~deadlock N [~(aq V ag V 7)] false A [ag A —ar] o A

[Oél /\OéQ] (QDQ \/X) AN [—|O£2] X) A
vX.([mag] A A [(mag)*] [an A asz] (92 V X)) A
pX. [(ma2)*] [ar A ag] (p2 V X) = by PDL semantics
vX.(p1 A —~deadlock N [—(aq V ag V 7)] false A [ae A =i o2 A

[Oél /\OéQ] (QDQ \/X) VAN [—|O£2] X) VAN
[((ma2)™ (o1 A ag.mp2?))*] [z A
[(mag)*.(a1 A ag.mpe?)] = by negation of Lemma H
vX.(p1 A —deadlock N [—(a1 V ag V T)] false A [ag A —a1] w2 A

[041 /\042] ((pz \/X) A [—|042] X) A
[naz|(a1 A az.mp2?)] = by PDL semantics
vX.(p1 A —~deadlock N [—(aq V ag V 7)] false A [ae A =i o2 A

[Oél /\OéQ] (QDQ \/X) VAN [—|O£2] X) A
uX. [Cagl(ar A ag.mpe?)] X = by PDL semantics
vX.(p1 A —deadlock N [—(a1 V ag V T)] false A [ag A —a1] w2 A

[041 /\042] ((pz \/X) N [—|042] X) A
pX.([mae] X Afar A ag.—pa?] X) = by PDL semantics
vX.(¢1 A ~deadlock N [=(aq V ag V T)] false A [ag A —ar] oo A

[041 /\042] ((pz \/X) N [—|042] X) A
uX.(Jor A ag) (p2 VX) A [nas] X).

To show the equivalence between the last formula above and the translation of A[p1,, Ua, 2]
in L, given in Table [ it remains to show the following equality:

uX.(p1 A —deadlock N [=(aq V ag V T)] false A [ag A —aq] w2 A
[a1 A ag] (92 V X) A [nag] X) =
vX.(¢1 A —deadlock N [—(aq V ag V 7)] false A [ag A =] 2 A
[a1 A o] (p2 V X) A [nag] X) A pX.(Jar A as] (92 VX) A [nas] X)

The proof of this last equality is very similar to the proof of the corresponding equality for
the Alp1,Ugp2] operator above, and is omitted here. O
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