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Understanding the relative computability power of tasks, in the presence of asynchrony and failures, is a central concern of distributed computing theory. In the wait-free case, where the system consists of n processes and any of them can fail by crashing, substantial attention has been devoted to understanding the relative power of the subconsensus family of tasks, which are too weak to solve consensus for two processes. The first major results showed that set agreement and renaming (except for some particular values of n) cannot be solved wait-free in read/write memory. Then it was proved that renaming is strictly weaker than set agreement (when n is odd).

This paper considers a natural family of subconsensus tasks that includes set agreement, renaming and other generalized symmetry breaking (GSB) tasks. It extends previous results, and proves various new results about when there is a reduction and when not, among these tasks. Among other results, the paper shows that there are incomparable subconsensus tasks.

Introduction

A task is the distributed computing equivalent of the notion of a function encountered is sequential computing. In a task, each input is a vector, whose entries are distributed to the processes, and after communicating with each other, processes decide on local outputs, that together form a legal output vector respecting the task specification. In an asynchronous system, a protocol solves a task wait-free if any process that continues to run will halt with an output value in a fixed number of steps, regardless of delays or crashes of other processes.

Understanding the relative computability power of tasks, in presence of asynchrony and failures, is a central concern of distributed computing theory. Given two tasks, can one be used to implement the other, or are they incomparable? To this end, an important line of research consists in defining relevant families of tasks, designing reductions from tasks to other tasks, proving when such reductions are impossible, and looking for tasks that are universal for the family.

The consensus hierarchy Measuring the relative power of tasks using consensus numbers [START_REF] Herlihy | Wait-Free Synchronization[END_REF] has been very fruitful. A task has consensus number x if it is powerful enough to wait-free implement consensus [START_REF] Fischer | Impossibility of Distributed Consensus with One Faulty Process[END_REF] in a system of x processes but too weak to implement it in a system of x + 1 processes. If it can implement consensus for any number of processes, its consensus number is +∞. If a task can solve consensus for n processes, it is universal in a n-process system [START_REF] Herlihy | Wait-Free Synchronization[END_REF], in the sense that it can be used to solve any other task in such a system. The consensus hierarchy implied by this result describes the relative power of a large family of tasks. As shown in [START_REF] Herlihy | Wait-Free Synchronization[END_REF], read/write registers have consensus number 1, test&set, queues, stacks have consensus number 2, etc., until tasks such as compare&swap or LL/SC whose consensus number is +∞. The consensus hierarchy provides us with a simple way to know if a given task is computationally stronger than another in the presence of asynchrony and any number of process crashes.

Sub-consensus tasks Substantial attention has been devoted to understanding the relative power of the subconsensus family of tasks, which are too weak to solve consensus for two processes, and yet, very little is known. Subconsensus tasks have a fine structure, inaccessible by consensus-based analysis. In summary, the only hierarchy results known are the following set agreement and renaming results. First, while both tasks have consensus number 1 (as read/write registers), they cannot be implemented from read/write registers, except for some particular values of n, for which renaming can be implemented from read/write registers. Second, it was proved that renaming is strictly weaker than set agreement, when n is odd. We now describe in more detail these results.

In the (n, k)-set agreement task [START_REF] Chaudhuri | More Choices Allow More Faults: Set Consensus Problems in Totally Asynchronous Systems[END_REF], n processes have to agree on at most k different values. It is a weakening of consensus, and when k = 1, it is equal to consensus. The first major result about subconsensus tasks was that (n, k)-set agreement cannot be implemented from read/write registers, even when k = n-1 [START_REF] Borowsky | Generalized FLP Impossibility Result for t-Resilient Asynchronous Computations[END_REF][START_REF] Herlihy | The Topological Structure of Asynchronous Computability[END_REF][START_REF] Saks | Wait-Free k-Set Agreement Is Impossible: The Topology of Public Knowledge[END_REF], and lead to the discovery of a deep connection between distributed computing and topology. Later on, the structure of the set agreement family of tasks was identified to be a partial order, and it was shown that (n, k)-set agreement cannot be used to solve consensus among two processes, even when k = 2, e.g. [START_REF] Chaudhuri | Understanding the Set Consensus Partial Order Using the Borowsky-Gafni Simulation (Extended Abstract)[END_REF][START_REF] Herlihy | Set Consensus Using Arbitrary Objects (Preliminary Version)[END_REF].

When solving M -renaming [START_REF] Attiya | Renaming in Asynchronous Environment[END_REF] the processes have to decide distinct names from a name space whose size M is as small as possible. Initially it was proved that (n + 1)-renaming, cannot be wait-free solved in a read/write system [START_REF] Attiya | Renaming in Asynchronous Environment[END_REF]. It took a substantial use of topology to show that (except for some specific values of n [START_REF] Castañeda | New Combinatorial Topology Upper and Lower Bounds for Renaming[END_REF]), M -renaming can be implemented out of read/write registers if and only if M ≥ 2n -1 [START_REF] Herlihy | The Topological Structure of Asynchronous Computability[END_REF].

Set agreement and renaming appear to be quite dissimilar tasks, one being about agreement while the other is about symmetry breaking. Thus it was surprising to know [START_REF] Gafni | Distributed Programming with Tasks[END_REF][START_REF] Gafni | Subconsensus Tasks: Renaming is Weaker Than Set Agreement[END_REF] that (n, n -1)-set agreement can be used to implement (2n -2)-renaming, while the opposite is impossible, when n is odd. The result was first proved in [START_REF] Gafni | Subconsensus Tasks: Renaming is Weaker Than Set Agreement[END_REF] in a natural round-by-round iterated computational model (IM) (e.g. see [START_REF] Rajsbaum | Iterated Shared Memory Models[END_REF]), and then extended to the usual read/write model in [START_REF] Gafni | Distributed Programming with Tasks[END_REF] using a simulation.

The family of generalized symmetry breaking tasks Until recently, the main hierarchy results for subconsensus tasks where about (n, k)-set agreement and M -renaming, and only for the particular case of k = n -1, M = 2n -2, and n odd. In an effort to expand these results, a conceptual framework has recently been introduced in [START_REF] Imbs | The Universe of Symmetry Breaking Tasks[END_REF], to investigate the family of generalized symmetry breaking (GSB) tasks. The notation n, m, ℓ, u -GSB is used to denote the tasks on n processes for m possible decision values, [1..m], where each value has to be decided by at least ℓ and at most u processes 1 Some examples of GSB tasks are the following. M -renaming is nothing else than the n, M, 0, 1 -GSB task. Weak symmetry breaking [START_REF] Gafni | Subconsensus Tasks: Renaming is Weaker Than Set Agreement[END_REF] is the n, 2, 1, n -1 -GSB task. A new task is k-slot [START_REF] Imbs | The Universe of Symmetry Breaking Tasks[END_REF], the n, k, 1, n -GSB task.

Among other results, it is shown in [START_REF] Imbs | The Universe of Symmetry Breaking Tasks[END_REF] that perfect renaming, i.e., n, n, 1, 1 -GSB, is universal for the whole family of GSB tasks, in the sense that any of these tasks can be solved from an algorithm solving the n, n, 1, 1 -GSB task.

Contents of the paper

The aim of this paper is to expand our knowledge about the fine structure of subconsensus tasks, enriching the map of reductions among set agreement, renaming and other GSB tasks. The map of Figure 1 summarizes our new results, as well as previous results. An arrow with a black dot represents a new reduction; if it has a cross it is an impossibility result. As any GSB task on n processes is solvable from n, n, 1, 1 -GSB, the corresponding arrows are not depicted.
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Figure 1: A map relating (n, k)-set agreement tasks and GSB tasks.

Perhaps our main result is showing that two apparently very different kinds of subconsensus tasks, perfect renaming and (n, n -2)set agreement, an agreement and a symmetric breaking, are incomparable. We single out from the map of Figure 1 the following results, arrows labeled A,B,C, D and E.

• Arrow A : Perfect renaming cannot implement (n, n -2)-set agreement in the IM (Theorem 7).

• Arrow B: (n + 1)-renaming (i.e., the most powerful non-perfect renaming problem) cannot implement (n, n -1)-set agreement in the IM (Theorem 6).

• Arrow C: A characterization of values of k for which (n, k)-set agreement cannot implement perfect renaming (Theorem 9).

• Arrow D: A partial answer to the question left open in [START_REF] Gafni | Subconsensus Tasks: Renaming is Weaker Than Set Agreement[END_REF] where it was shown that (2n -2)-renaming cannot implement (n, n -1)-set agreement when n is odd. This result is extended to all n = 2 x , x > 1 (Theorem 4), i.e., it is extended for infinitely many values of n. However, let us observe that for n ≥ 3, arrow B closes the open question in [START_REF] Gafni | Subconsensus Tasks: Renaming is Weaker Than Set Agreement[END_REF], in the IM, since obviously (n + 1)-renaming can implement (2n -2)-renaming, for n ≥ 3. In fact, note that arrow B strengthens significantly this result showing that, in the IM, even (n + 1)-renaming cannot implement (n, n -1)-set agreement.

• Arrow E: (2n -2)-renaming cannot implement (n, n -2)-set agreement, for any n (Theorem 5). Of course all cases n = 2 x , x > 1, are implied by arrow D, however, the proof of this result is simple and does not use any topological argument.

When considering the map of Figure 1 let us notice that the right part of the bottom line is due to [START_REF] Gafni | Adaptive Renaming and Set Agreement: a Guided Visit to Asynchronous Computability[END_REF] where it is shown that (a) (n, n -1)-set agreement and (n, n -1)-test&set are equivalent and (b) (n, n -1)-test&set and (n ′ , n -1)-test&set are also equivalent for any n ′ ≥ n.

Related work A hierarchy of subconsensus tasks has been defined in [START_REF] Gafni | N-Consensus is the Second Strongest Object for N+1 Processes[END_REF] where a problem P belongs to class k if k is the smallest integer such that P can be wait-free solved in an n-process asynchronous read/write system enriched with (n, k)-set agreement objects. Also, [START_REF] Herlihy | A Classification of Wait-free Loop Agreement Tasks[END_REF] studies the hierarchy of loop agreement subconsensus tasks, under a restricted implementation notion, and identify an infinite hierarchy, where some loop agreement tasks are incomparable.

The M -renaming problem considered in this paper is different from the adaptive renaming version, where the size of the output name space depends on the actual number of processes that participate in a given execution, and not on the total number of processes of the system, n. While the consensus number of perfect adaptive renaming is known to be 2 [START_REF] Castañeda | The Renaming Problem in Shared Memory Systems: an Introduction[END_REF], in this paper we consider the relative power of non-adaptive renaming. Let us recall that in a system with n processes, adaptive (2p -⌈ p n-1 ⌉)-renaming is equivalent to (n, n -1)-set agreement [START_REF] Gafni | Adaptive Renaming and Set Agreement: a Guided Visit to Asynchronous Computability[END_REF] where p, 1 ≤ p ≤ n, denotes the number of participating processes. It is shown in [START_REF] Gafni | From Adaptive Renaming to Set Agreement[END_REF] that (n, k)-set agreement can be solved from adaptive (p + k -1)-renaming. Combined with this paper, this emphasizes an important difference between adaptive and non-adaptive renaming. Let us also notice that test&set and its variants are adaptive while GSB tasks are not.

Roadmap

The paper is composed of 5 sections. Section 2 presents formally the model, the notion of a task and the notations used in the paper. Then, Section 3 focuses on the new arrows from GSB tasks to (n, k)-set Agreement, while Section 4 focuses on the new arrows in the other direction. Finally, Section 5 concludes the paper.

2 Model, tasks and notation 2.1 Base read/write wait-free computation model Due to space limitations and the fact that this model is widely used in the literature, we do not explain it in detail here. A detailed description of this model is given in [START_REF] Imbs | The Universe of Symmetry Breaking Tasks[END_REF]. Nevertheless, we restate carefully some aspects of this model because we are interested in a comparison-based and an index-independent solvability notion that are not as common.

Read/write wait-free system model This paper considers the usual asynchronous, wait-free shared memory system where at most n -1 out of n processes p 1 , ..., p n can fail by crashing. The participating processes in a run are processes that take at least one step in that run. Those that take a finite number of steps are faulty (sometimes called crashed), the others are correct (or non-faulty). That is, the correct processes of a run are those that take an infinite number of steps. Moreover, a non-participating process is a faulty process. A participating process can be correct or faulty.

The memory is made up of single-writer/multi-reader registers. The subscript i (used in p i ) is called the index of p i . Indexes are used only for addressing purposes (this is formalized below).

The algorithms designed for this computation model have to work despite up to n -1 process crashes. In some sections, in addition to registers, processes are allowed to cooperate through certain objects that implement some task T .

Identities Each process p i has an identity denoted id i that is kept in input i . An identity is an integer value in [1..N ], where N > n.

(two identities can be compared with <, = and >). We assume that in every initial configuration of the system, the identities are distinct: i = j ⇒ input i = input j .

A process does not know the identity of the other processes. More precisely, every input configuration where identities are distinct and in [1..N ] is possible. Thus, processes "know" n, N and the fact that no two processes have the same identity.

Index-independent algorithm

We say that an algorithm A is index-independent if the following holds for every run r and every permutation π() of the process indexes. Let r π be the run obtained from r by permuting the input values according to π() and, for each step, the index i of the process that executes the step is replaced by π(i). Then r π is a run of A.

Let a permutation π() such that π(i) = j. The index-independence ensures that p j behaves in r π exactly as p i behaves in r: it decides the same thing in the same step. Let us observe that in an index-independent algorithm, output i = v in run r, then output π(i) = v in run r π . This formalizes the fact that indexes are only an addressing mechanism: the output of a process does not depend on indexes, it depends only on the inputs (ids) and on the interleaving.

Comparison-based algorithm Intuitively, an algorithm A is comparison-based if processes use only comparisons (<, =, >) on their inputs. More formally, let us consider the ordered inputs i 1 < i 2 < • • • < i n of a run r of A and any other ordered inputs j 1 < j 2 < • • • < j n . The algorithm A is comparison-based if the run r ′ obtained by replacing in r each i ℓ by j ℓ , 1 ≤ ℓ ≤ n (in the corresponding process), is a run of A. Notice that each process decides the same output in both runs, and at the same step.

Tasks

Task A one-shot decision problem is specified by a task (I, O, ∆), that consists of a finite set of input vectors I, a set of output vectors O, and a relation ∆ that associates with each I ∈ I at least one O ∈ O (e.g. see Section 2.1 of [START_REF] Herlihy | The Topological Structure of Asynchronous Computability[END_REF]). All vectors are n-dimensional.

Solving a task An algorithm A solves a task T if the following holds: each process p i starts with an input value (stored in a local variable input i ) and each non-faulty process eventually decides on an output value by writing it to a local write-once register output i . The input vector I ∈ I is such that I[i] = input i and we say "p i proposes I[i]" in the considered run. Moreover, the decided vector J is such that (1) J ∈ ∆(I), and (2) for each process p i that decides we have J

[i] = output i .
The (n, k)-set agreement (SA) task Each process p i is assumed to propose a value and each correct process has to decide a value such that the following properties are satisfied.

• Termination. Each process decides a value.

• Validity. A decided value is a proposed value.

• Agreement. At most k different values are decided.

The (n, k)-test and set (T&S) task Each process p i is required to decide a value such that the following properties are satisfied. (The instance k = 1 does correspond to the usual Test&set object.)

• Termination. Each process decides a value.

• Validity. Each process decides 0 (winer) or 1 (looser).

• Agreement. At least one and at most k processes decide the value 0.

The n, m, ℓ, u -GSB tasks Each process starts with a distinct identity from a set [1..N ]. Each correct process has to decide a value such that the following properties are satisfied.

• Termination. Each correct process decides a value.

• Validity. A decided value belongs to [1..m]. • Symmetric agreement. Each value v ∈ [1.
.m] is decided by at least ℓ and at most u processes, in executions where all decide.

We consider only feasible tasks, i.e., tasks for with ∆(I) = ∅. It is easy to see that m × ℓ ≤ n ≤ m × u is a necessary and sufficient condition for the n, m, ℓ, u -GSB task to be feasible. The structure, complexity and computability issues of the universe of n, m, ℓ, u -GSB tasks is investigated in [START_REF] Imbs | The Universe of Symmetry Breaking Tasks[END_REF].

As already indicated, the n, m, 0, 1 -GSB task is the (non-adaptive) m-renaming problem while the new n, k, 1, nk + 1 -GSB task (which we call k-slot task) is a generalization of the WSB (weak symmetry breaking) task (which is the n, 2, 1, n -1 -GSB task). Other new GSB tasks are described in [START_REF] Imbs | The Universe of Symmetry Breaking Tasks[END_REF].

Notation 1 Let T and T ′ be two tasks. T → T ′ means that there is an algorithm that solves task T ′ in the read/write wait-free model enriched with objects that solve task T . T ↔ T ′ is a shortcut for T → T ′ ∧ T ′ → T (T and T ′ are equivalent). T T ′ means that there is no algorithm that solves task T ′ in the read/write wait-free model enriched (only) with objects that solve task T .

An iterated model

Attempts at unifying different read/write distributed computing models have restricted their attention to a subset of round-based executions. The approach introduced in [START_REF] Borowsky | A Simple Algorithmically Reasoned Characterization of Wait-Free Computations (Extended Abstract)[END_REF] generalizes these attempts by proposing an iterated model in which processes execute an infinite sequence of rounds, and in each round communicate through a specific object that provides processes with a single operation denoted write snapshot().

One-shot write-snapshot object When invoked by a process p i , the semantics of the write snapshot() operation consists of executing a write, and immediately a snapshot operation. More precisely, it is defined by the following properties, where v i is the value written by p i and sm i , the value (or view) it gets back from the operation. A view sm i is a set of pairs (id k , v k ), where v k is the value written by p k in the object. (Let sm i = ∅ if the process p i never invokes write snapshot().) These properties are:

• Self-inclusion. ∀i : (id i , v i ) ∈ sm i . • Containment. ∀i, j : sm i ⊆ sm j ∨ sm j ⊆ sm i . • Immediacy. ∀i, j : [(id i , v i ) ∈ sm j ∧ (id j , v j ) ∈ sm i ] ⇒ (sm i = sm j ).
• Termination. Any invocation of WS .write snapshot() by a correct process terminates. The iterated model In the iterated model (IM) the shared memory is made up of an infinite number of one-shot write-snapshot objects WS [START_REF] Attiya | Renaming in Asynchronous Environment[END_REF], WS [START_REF] Attiya | The Combinatorial Structure of Wait-Free Solvable Tasks[END_REF], . . . These objects are accessed sequentially and asynchronously by each process, according to the classical round-based pattern described in Figure 2, where r i denotes the current round number of process p i . Although the IM restricts the order in which processes can access the shared objects, there is no limitation in terms of task solvability [START_REF] Borowsky | A Simple Algorithmically Reasoned Characterization of Wait-Free Computations (Extended Abstract)[END_REF], even when the IM is enriched with certain objects more powerful than read/write registers [START_REF] Gafni | Distributed Programming with Tasks[END_REF].

r i ← 0; loop forever r i ← r i + 1; local computations; compute v i ; sm i ← WS [r i ].write snapshot(v i ); local computations end loop.
When the IM is enriched with objects of type X, the system additionally has an infinite number of objects of type X, X [1], X [2], . . ., which are accessed sequentially but asynchronously. Therefore, in round r, each process access WR[r] and X [r]. Section 3.4 considers the IM enriched with GSB objects, more specifically perfect renaming and (n + 1)-renaming objects.

3 From GSB tasks to (n, k)-set agreement

Two preliminary results

This section presents two results that will be used in Sections 3.2 and 3.4 for proving impossibility results from perfect renaming to set agreement.

Lemma 1 uses an idea that is recurrent in the rest of the paper: given an algorithm A for n processes that solves a task from a certain class of objects, one can slightly modify A to achieve an algorithm B, possibly for less than n processes, that solves the same task from a distinct class of objects.

Lemma 1 For 1 ≤ k ≤ n : n + 1, n + 1, 1, 1 -GSB → (n + 1, k)-SA ⇒ n, n + 1, 0, 1 -GSB → (n, k)-SA .
Proof Let A be an algorithm that solves (n + 1, k)-SA from n + 1, n + 1, 1, 1 -GSB. Consider the set of executions S of A in which only p 1 , . . . , p n participate. Observe that for any execution E of S, the collection of outputs that p 1 , . . . , p n receive in any invocation to an n + 1, n + 1, 1, 1 -GSB object, are valid outputs for n, n + 1, 0, 1 -GSB. We get a new algorithm B by modifying p i 's code, 1 ≤ i ≤ n, as follows (p n+1 does not change). Each n + 1, n + 1, 1, 1 -GSB object of A is replaced by an n, n + 1, 0, 1 -GSB object. Observe that for any execution E of B with participating set p 1 , . . . , p n , there is an execution in S that is the same as E. Moreover, notice that p 1 , . . . , p n decide at most k distinct values in E. Therefore, suppressing p n+1 from B, we obtain an algorithm B ′ for n processes that solves (n, k)-SA from n, n + 1, 0, 1 -GSB.

✷ Lemma 1

The following lemma is in some sense the opposite of Lemma 1. Roughly speaking, it says that given an impossibility result for (n -1)-slot, i.e., n, n -1, 1, n -GSB, one can obtain an impossibility result for perfect renaming on n ′ ≥ n processes.

Lemma 2 For 1 ≤ k ≤ n -1 : n, n -1, 1, n -GSB (n, k)-SA ⇒ ∀n ′ ≥ n + 1 : n ′ , n ′ , 1, 1 -GSB (n ′ , k)-SA .
Proof First, it is proved in [START_REF] Imbs | The Universe of Symmetry Breaking Tasks[END_REF] that (n -1)-slot on n processes can implement (n + 1)-renaming on n-processes, that is

n, n -1, 1, n -GSB → n, n + 1, 0, 1 -GSB. (1) 
By [START_REF] Attiya | Renaming in Asynchronous Environment[END_REF] and since by hypothesis n, n -1, 1, n -GSB (n, k)-SA, we get

n, n + 1, 0, 1 -GSB (n, k)-SA. (2) 
Also Lemma 1 and (2) imply

n + 1, n + 1, 1, 1 -GSB (n + 1, k)-SA. (3) 
Now, in [START_REF] Imbs | The Universe of Symmetry Breaking Tasks[END_REF] it is proved that perfect renaming on n + 1 processes can implement any GSB task on n + 1 processes, thus n + 1, n + 1, 1, 1 -GSB → n + 1, n + 2, 0, 1 -GSB, and hence by ( 3)

n + 1, n + 2, 0, 1 -GSB (n + 1, k)-SA. ( 4 
)
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n + 2, n + 2, 1, 1 -GSB (n + 2, k)-SA. (5) 
Let us repeat the same reasoning for n + 2. Let us observe that n + 2, n + 2, 1, 1 -GSB → n + 2, n + 3, 0, 1 -GSB (proved in [START_REF] Imbs | The Universe of Symmetry Breaking Tasks[END_REF]). Hence, from this observation and (5) we have

n + 2, n + 3, 0, 1 -GSB (n + 2, k)-SA. (6) 
Thus, by [START_REF] Castañeda | An Equivariance Theorem with Applications to Renaming[END_REF] and Lemma 1 on n + 3 processes

n + 2, n + 2, 1, 1 -GSB (n + 2, k)-SA. (7) 
Repeating the same for n + 3, n + 4, etc., the lemma follows.

✷ Lemma 2

From perfect renaming to set agreement

This section shows a possibility and two impossibility results from perfect renaming to set agreement. The possibility result, Theorem 1, relies on the following lemma.

Lemma 3 For n = 2 : n, n, 1, 1 -GSB → (n, 1)-T&S.

Proof Consider an object O that solves 2, 2, 1, 1 -GSB. By Theorem 2 of [START_REF] Imbs | The Universe of Symmetry Breaking Tasks[END_REF], we can assume that O is comparison-based. Consider an i ∈ {1, 2} and let E be an execution of O in which only p i participates (solo execution). It follows from the fact that O is comparisonbased that p i cannot use its input name in E. Consequently, the output name of p i in this execution is not a function of its input name. Therefore in every solo execution, no matter its input name, p i always decides the same output name, say v. Now, as p i decides v in a solo execution and O is index-independent, we can conclude that in any solo execution in which p j participates (j ∈ {1, 2} and j = i), whatever its input name, p j decides also v. Hence, the output name decided in a solo execution of O is predetermined. Let v be this output name.

We claim that we can solve (2, 1)-T&S from O: each process calls O with its input name as input and decides 0 (winner) if it receives v (the value that O always outputs in a solo execution), otherwise it decides 1 (loser). The correctness proof of this implementation is the following. In a solo execution the participating processes obtains v from O, and hence decides 0 (winner). In an execution in which the two processes of the system participate, exactly one of them obtain v from O, by the specification of 2, 2, 1, 1 -GSB, and thus exactly one process decides 0 (winner) and exactly one process decides 1 (looser). The lemma follows.

✷ Lemma 3

Theorem 1 For n = 2 : n, n, 1, 1 -GSB → (n, 1)-SA.

Proof By Lemma 3, 2, 2, 1, 1 -GSB → (2, 1)-T&S. Also it is known that (2, 1)-T&S → (2, 1)-SA [START_REF] Herlihy | Wait-Free Synchronization[END_REF], and hence 2, 2, 1, 1 -GSB → (2, 1)-SA. ✷ Theorem 1

Roughly speaking, the proofs of following two theorems consist on showing that n, n -1, 1, n -GSB (n, k)-SA for a small value of n, and then apply Lemma 2.

Theorem 2 ∀n ≥ 3 : n, n, 1, 1 -GSB (n, 1)-SA.
Proof Consider the task 2, 1, 1, 2 -GSB. Obviously 2, 1, 1, 2 -GSB is read/write wait-free solvable and hence 2, 1, 1, 2 -GSB (2, 1)-SA, as (2, 1)-SA is not read/write solvable [START_REF] Fischer | Impossibility of Distributed Consensus with One Faulty Process[END_REF]. Therefore, by Lemma 2, ∀n ≥ 3, n, n, 1, 1 -GSB (n, 1)-SA. ✷ Theorem 2

Theorem 3 ∀n ≥ 4 : n, n, 1, 1 -GSB (n, 2)-SA.

Proof Observe that 3, 2, 1, 3 -GSB is WSB on 3 processes, hence equal to (2n -2)-renaming on 3 processes, by Corollary 2 of [START_REF] Gafni | Subconsensus Tasks: Renaming is Weaker Than Set Agreement[END_REF]. Also in [START_REF] Gafni | Subconsensus Tasks: Renaming is Weaker Than Set Agreement[END_REF] it is proved that (n, n -1)-SA is strictly stronger than (2n -2)-renaming for odd n, hence 3, 2, 1, 3 -GSB (3, 2)-SA. Therefore, by Lemma 2, ∀n ≥ 4, n, n, 1, 1 -GSB (n, 2)-SA. ✷ Theorem 3

From (2n -2)-renaming to set agreement

As mentioned in the Introduction, it is proved in [START_REF] Gafni | Subconsensus Tasks: Renaming is Weaker Than Set Agreement[END_REF] that n, 2n -2, 0, 1 -GSB (n, n-1)-SA, for odd n (recall that n, 2n -2, 0, 1 -GSB is (2n -2)-renaming on n processes). Note that for k = n -1, n, 2n -2, 0, 1 -GSB is n, 2n -⌈ n k ⌉, 0, 1 -GSB. Now, it is proved in [START_REF] Castañeda | New Combinatorial Topology Upper and Lower Bounds for Renaming[END_REF] that if gcd( n 1 , . . . , n n-1 ) = 1 (and only in this case), then n, 2n -2, 0, 1 -GSB is read/write wait-free solvable. Thus, for these values of n, n, 2n -2, 0, 1 -GSB (n, n -1)-SA, since it has been proved [START_REF] Borowsky | Generalized FLP Impossibility Result for t-Resilient Asynchronous Computations[END_REF][START_REF] Herlihy | The Topological Structure of Asynchronous Computability[END_REF][START_REF] Saks | Wait-Free k-Set Agreement Is Impossible: The Topology of Public Knowledge[END_REF] that (n, n -1)-SA is not read/write wait-free solvable. There are odd and even values of n holding this property. What does it happen when n is even and gcd( n 1 , . . . , n n-1 ) = 1? It is observed in [START_REF] Castañeda | An Equivariance Theorem with Applications to Renaming[END_REF] that if gcd( n 1 , . . . , n n-1 ) = 1 then n is a prime power. The only case in which n is prime power and even is n = 2 x , x ≥ 1. However, for the case n = 2, n, 2n -2, 0, 1 -GSB is equivalent to perfect renaming, and hence cannot implement (n, n -1)-SA, by Theorem 2. All these results partially answer the question left open in [START_REF] Gafni | Subconsensus Tasks: Renaming is Weaker Than Set Agreement[END_REF]. Observe that the result in [START_REF] Gafni | Subconsensus Tasks: Renaming is Weaker Than Set Agreement[END_REF] is extended for infinitely many values of n.

Theorem 4 For n = 2, n, 2n -2, 0, 1 -GSB ↔ (n, n -1)-SA, ∀n, (n, n -1)-SA → n, 2n -2, 0, 1 -GSB, and ∀n = 2 x , x > 1, n, 2n -2, 0, 1 -GSB (n, n -1)-SA.

Theorem 5 below shows that for any n, n, 2n -2, 0, 1 -GSB is not strong enough for solving (n, n -2)-SA. Of course all cases n = 2 x , x > 1, are implied by Theorem 4, however, the proof of Theorem 5 is simple (uses the same idea as the one used in the proof of Lemma 1) and self-contained.

Lemma 4 ∀n: n, 2n -2, 0, 1 -GSB → (n, n -2)-SA ⇒ n -1, 2n -2, 0, 1 -GSB → (n -1, n -2)-SA .
Proof Let A be an algorithm that solves (n, n -2)-SA from n, 2n -2, 0, 1 -GSB. Consider the set of executions S of A in which only p 1 , . . . , p n-1 participate. Observe that for any execution E of S, the collection of outputs that p 1 , . . . , p n-1 receive in any invocation to an n, 2n -2, 0, 1 -GSB object, are valid outputs for n -1, 2n -2, 0, 1 -GSB. We get a new algorithm B by modifying p i 's code, 1 ≤ i ≤ n -1, as follows. Each n, 2n -2, 0, 1 -GSB object of A is replaced by an n -1, 2n -2, 0, 1 -GSB object. Observe that for any execution E of B with participating set p 1 , . . . , p n-1 , there is an execution in S that is the same as E. Moreover, at most n -2 distinct values are decided in E. Therefore, suppressing p n from B, we obtain an algorithm B ′ for n -1 processes that solves

(n -1, n -2)-SA from n -1, 2n -2, 0, 1 -GSB. ✷ Lemma 4
Theorem 5 ∀n, n, 2n -2, 0, 1 -GSB (n, n -2)-SA.

Proof Suppose, for the sake of contradiction, that n, 2n -2, 0, 1 -GSB → (n, n -2)-SA. Hence, n -1, 2n -2, 0, 1 -GSB → (n -1, n -2)-SA, by Lemma 4. In [START_REF] Attiya | Renaming in Asynchronous Environment[END_REF] it is proved that M -renaming on n -1 processes, i.e., n -1, M, 0, 1 -GSB, is read/write wait-free solvable if M ≥ 2(n -1) -1 = 2n -3. Therefore, n -1, 2n -2, 0, 1 -GSB is read/write wait-free solvable, from which follows that (n -1, n -2)-SA is read/write wait-free solvable, since n -1, 2n -2, 0, 1 -GSB → (n -1, n -2)-SA. However, it has been proved that (n -1, n -2)-SA is not read/write wait-free solvable [START_REF] Borowsky | Generalized FLP Impossibility Result for t-Resilient Asynchronous Computations[END_REF][START_REF] Herlihy | The Topological Structure of Asynchronous Computability[END_REF][START_REF] Saks | Wait-Free k-Set Agreement Is Impossible: The Topology of Public Knowledge[END_REF]. A contradiction. ✷ Theorem 5

From perfect renaming to set agreement in the iterated model

This section proves Theorem 7 below, which states that in IM, n, n, 1, 1 -GSB (n, n -2)-SA. For the rest of the section we only consider IM. The strategy of the proof is the following.

1. Given the task n, n + 1, 0, 1 -GSB, we define a new n-process task T such that if n, n + 1, 0, 1 -GSB → (n, n -1)-SA, then T → (n, n -1)-SA.

2. Using a result in [START_REF] Gafni | Subconsensus Tasks: Renaming is Weaker Than Set Agreement[END_REF], we will prove that T (n, n -1)-SA, hence n, n + 1, 0, 1 -GSB (n, n -1)-SA, by the previous item.

3. Finally, the fact that n, n + 1, 0, 1 -GSB (n, n -1)-SA and a simple observation that Lemma 1 holds in IM, implies that n + 1, n + 1, 1, 1 -GSB (n + 1, n -1)-SA, from which follows the desired result.

For proving Theorem 7, we model tasks using notions from combinatorial topology as in many papers (see for example [START_REF] Attiya | The Combinatorial Structure of Wait-Free Solvable Tasks[END_REF][START_REF] Borowsky | Generalized FLP Impossibility Result for t-Resilient Asynchronous Computations[END_REF][START_REF] Gafni | Subconsensus Tasks: Renaming is Weaker Than Set Agreement[END_REF][START_REF] Herlihy | The Topological Structure of Asynchronous Computability[END_REF][START_REF] Saks | Wait-Free k-Set Agreement Is Impossible: The Topology of Public Knowledge[END_REF]). We review some basic concepts.

A simplex σ is a finite set. The elements of a simplex are its vertexes. The dimension of a simplex σ is the number of its vertexes minus 1. If σ has n + 1 vertexes then it is called an n-simplex. A simplex τ is a face of σ if τ is a subset of σ. If τ is not equal to σ then τ is a proper face of σ. A complex K is a set of simplexes, closed under containment. The dimension of a complex K is the maximum dimension of its simplexes. A complex K of dimension n is an n-complex. For a simplex σ, we often denote as σ the complex containing all faces of σ (including σ itself). A complex L is a subcomplex of the complex K if L ⊆ K.

An n-complex is connected if any two n-simplexes can be joined by a sequence of n-simplexes in which each pair of neighboring simplexes share an (n -1)-face. An n-complex K is an n-manifold (sometimes called pseudo-manifold) if it is connected and each of its (n -1)-simplexes is contained in one or two n-simplexes. We say that an (n -1)-simplex of K is internal if it is contained in two n-simplexes, otherwise it is external. The boundary of an n-manifold K, denoted ∂K, is the subcomplex induced by its external (n -1)-simplexes. For example, the complex induced by an n-simplex σ and all its faces is a n-manifold with boundary; its boundary ∂σ contains all (n -1)-faces of σ.

For a domain of inputs I, the input complex I is an (n -1)-complex that contains (n -1)-simplexes (subsets with n elements) of {1, . . . , n} × I, and all their faces, such that no pair of vertexes have the same index, the first entry of each pair. An output complex, O, over a domain of outputs O, is defined similarly. The meaning of a vertex (i, v) of I (resp. O) is that process with index i has input (resp. output) v.

A task is defined as a triple I, O, △ , where I is an input complex, O is an output complex and △ is a recursive map carrying each m-simplex σ of I, 0 ≤ m ≤ n -1, to a non-empty m-subcomplex of O. This definition has the following operational interpretation: △(σ) is the set of legal final states in executions where only the m + 1 processes in σ participate (the rest fail without taking any steps).

The concept of manifold task is introduced in [START_REF] Gafni | Subconsensus Tasks: Renaming is Weaker Than Set Agreement[END_REF]. It is proved there that manifold tasks are too weak to solve (n, n -1)-SA. Manifold tasks are used in [START_REF] Gafni | Subconsensus Tasks: Renaming is Weaker Than Set Agreement[END_REF] for proving that in IM, for odd n, n, 2n -2, 0, 1 is strictly weaker than (n, n -1)-SA (the result is extended for the general model in [START_REF] Gafni | Distributed Programming with Tasks[END_REF]).

Definition 1 ([17])

A task I, O, △ is a manifold task if for every m-simplex σ ∈ I, 0 ≤ m ≤ n -1, △(σ) is a m-manifold and ∂△(σ) = △(∂σ).
Lemma 5 ([17]) No manifold task can solve (n, n -1)-SA.

We are interested in the task n, n + 1, 0, 1 -GSB. This task is modeled as I R , O R , △ R , where:

• The domain of inputs is {1, . . . , N } and no pair of vertexes of a simplex in I R have the same input value.

• The outputs are {1, . . . , n + 1} and no pair of vertices of a simplex in O R have the same output value.

• For each m-simplex σ ∈ I R , △ R (σ) is the m-subcomplex of O R containing every m-simplex that has the same indexes at its vertexes as σ. Therefore, for each

(n -1)-simplex σ ∈ I R , △ R (σ) = O R .
Using I R , O R , △ R we define a task T , whose main properties are that (1) it solves (n, k)-SA, provided that I R , O R , △ R solves (n, k)-SA, and (2) it is a manifold task. The task T is defined as I T , O T , △ T , with I T = I R , O T = O R , and △ T is defined as follows:

• For 0 ≤ m ≤ n -2, for each m-simplex σ of I, △ T (σ) is the complex induced by the m-face of τ that has the same indexes at its vertexes as σ.

• For m = n -1, for or each (n -1)-simplex σ of I, △ T (σ) = O T \ τ , where τ is the (n -1)-simplex {(1, 1), . . . , (n, n)} of O I . Figure 3 depicts an example of complex O T \ τ of dimension 2. The proof of Lemma 6 uses a similar idea than the one used in the proof of Lemma 1.
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Lemma 6 For 1 ≤ k ≤ n -1 : I R , O R , △ R → (n, k)-SA ⇒ I T , O T , △ T → (n, k)-SA . Proof First, recall that I R = I T and O R = O T . It is not hard to see that by the definition of I R , O R , △ R and I T , O T , △ T , for every m-simplex σ ∈ I R , △ T (σ) ⊂ △ R (σ), (8) 
for each 0 ≤ m ≤ n -1. Therefore, any valid collection of outputs for

I T , O T , △ T is a valid collection of outputs for I R , O R , △ R .
Collection des Publications Internes de l'Irisa c IRISA Now, let A be an algorithm that solves (n, k)-SA from I R , O R , △ R . We get a new algorithm B by modifying p i 's code, 1 ≤ i ≤ n, as follows. Each I R , O R , △ R object in A is replaced by an I T , O T , △ T object. As explained above, [START_REF] Castañeda | The Renaming Problem in Shared Memory Systems: an Introduction[END_REF] says that any valid collection of outputs for I T , O T , △ T is a valid collection of outputs for I R , O R , △ R . Therefore, for each execution E of B, there is an execution of A that is the same as E, thus the participating processes of E decide at most k distinct values, i.e., I T , O T , △ T → (n, k)-SA.

✷ Lemma 6

Lemma 7 The task I T , O T , △ T is a manifold task.

Proof Let τ denote the (n -1)-simplex {(1, 1), . . . , (n, n)} of O T . First, for each 0 ≤ m ≤ n -2, for every m-simplex σ ∈ I T , △ T (σ) = τ ′ , where τ ′ is the m-face of τ that has the same indexes at its vertexes as σ. Clearly △ T (σ) is an m-manifold with ∂△ T (σ) = ∂τ ′ = △(∂σ). Now consider an (n -1)-simplex σ ∈ I T . We have that △ T (σ) = O T \ τ . We will first prove that O T is an (n -1)-manifold without boundary, and then show that this implies that O T \ τ is a (n -1)-manifold (with boundary) and ∂△ T (σ) = △(∂σ).

For proving that O T is an (n -1)-manifold without boundary, we prove the two following claims: (C1) Each (n -2)-simplex of O T is contained in exactly two (n -1)-simplexes, and (C2) O T is connected. Let us first prove claim C1. Consider an (n -2)-simplex λ of O T . By definition of O T , λ has the form {(i 1 , nm 1 ), . . . , (i n-1 , nm n-1 )}, where for all 1 ≤ j 1 = j 2 , k 1 = k 2 ≤ n -1, we have i j1 = i j2 and nm k1 = nm k2 . Note that there is exactly one index process in {1, . . . , n} that does not appear in λ, and similarly there are exactly two output names in {1, . . . , n + 1} that do not appear in λ. Let j be such index and k 1 and k 2 be such output names. By definition of O T , (n -1)-simplexes γ 1 = λ ∪ {(j, k 1 )} and γ 2 = λ ∪ {(j, k 2 )} belong to O T . Moreover, clearly λ is contained in γ 1 and γ 1 , and also there is no other (n -1)-simplex of O T containing λ because O T is defined over the output space {1, . . . , n + 1}.

Let us now prove claim C2, namely, O T is connected. Given two (n -1)-simplexes λ, λ ′ ∈ O T , the sequential algorithm findSequence() in Figure 4 outputs a sequence S of (n -1)-simplexes of O T such that each pair of neighboring simplexes share an (n -2)-face, and the first and last simplexes are λ and λ ′ . Without loss of generality, the algorithm assumes that λ and λ ′ have the form {(i 1 , nm i ), . . . , (i n , nm n )} and {(i 1 , nm ′ i ), . . . , (i n , nm ′ n )}, respectively. Algorithm findSequence() uses the following notation. Let γ be an (n -1) simplex of O T . Consider an index i ∈ {1, . . . , n} and let (j, x) be the vertex of γ such that i = j. The (n -2)face γ -{(j, x)} of γ is denoted as γ|i. This notation is used in lines 05 and 10 of findSequence(). Consider and an output name y ∈ {1, . . . , n + 1} such that there is no (j, x) ∈ γ such that y = x. The (n -2)-face γ -{(j, x)} of γ is denoted as γ|x. This notation is used in line 09 of findSequence(). The dot (•) operator in lines 06, 11 and 14 means concatenation. Figure 3 contains an example of a path produced by findSequence().

For the j-th iteration of the loop in line 02, 1 ≤ j ≤ n, let γ j be the last simplex of the sequence S at the beginning of the iteration. An invariant (I) of findSequence() is that at the beginning of the j-th iteration, S is a sequence of (n -1)-simplexes of O T such that each pair of neighboring simplexes share an (n -2)-face, and also for every vertex

(i, x) ∈ γ j , if i = i k for some 1 ≤ k ≤ j -1, then x = nm ′ k (recall that λ = {(i 1 , nm i ), . . . , (i n , nm n )} and λ ′ = {(i 1 , nm ′ i ), . . . , (i n , nm ′ n )}).
Observe that invariant (I) implies that, at line 14, the last simplex γ of S shares an (n -2)-face with λ ′ . In particular, γ and λ ′ share γ|i n ; in fact it can be that γ = λ ′ . Therefore, S • λ ′ in line 14 is the desired sequence of simplexes. Figure 3 contains an example of a path produced by findSequence().

By induction we prove invariant (I). For j = 1, it clearly holds, since S = λ. Suppose that (I) holds for 1 ≤ j ≤ n -1; we will prove it holds for j + 1. Consider the simplex γ in line 03 in the j-th iteration of findSequence(). By assumption, for every vertex

(i, x) ∈ γ, if i = i k for some 1 ≤ k ≤ j -1, then x = nm ′ k .
We have two cases. If nm ′ j does not appear in γ, i.e., line 04 is false, then γ ′ in line 05 and γ share the (n -2)-face γ|i j , since γ ′ = γ|i j ∪ (i j , nm ′ j ) . Moreover, observe that for every vertex

(i, x) ∈ γ ′ , if i = i k for some 1 ≤ k ≤ j, then x = nm ′ k .
In addition, γ ′ ∈ O T because, by induction hypothesis, γ|i j ∈ O T and nm ′ ∈ {1, . . . , n + 1}. Therefore, invariant (I) holds for j + 1.

In the second case we have that nm ′ j indeed appears in γ, that is line 04 is true. Thus γ ′ in line 09 and γ share the (n -2)-face γ|nm ′ j , because γ ′ = γ|nm ′ j ∪{(i, x)}. Also, γ ′ ∈ O T , by the definition of i and x, and because γ|nm ′ j ∈ O T , by induction hypothesis. Moreover, since for all

1 ≤ k 1 = k 2 ≤ n, nm ′ k1 = nm ′ k2 , it cannot be that i = i k , for some 1 ≤ k ≤ j -1, which implies that for every vertex (ℓ, x) ∈ γ ′ , if ℓ = i k for some 1 ≤ k ≤ j -1, then x = nm ′ k .
Observe that we now have the same situation as in the previous case, considering the sequence S • γ ′ , thus the same argument used for proving that case shows that γ ′ and γ ′′ in line 10 share an (n -2)-face, and for every vertex (ℓ, x) ∈ γ ′′ , if ℓ = i k for some 1 ≤ k ≤ j, then x = nm ′ k . Invariant (I) holds for j + 1. Until here we have proved that O T is a manifold without boundary. We now prove that O T \τ is a manifold with boundary, where τ is the (n -1)-simplex {(1, 1), . . . , (n, n)} of O T . Moreover, we prove that ∂(O T \ τ ) = ∂τ . The fact that O T \ τ is connected comes from the observation that the correctness of algorithm findSequence() does not depend at all on the order i 1 , . . . , i n of the index processes (recall that, for findSequence(), λ = {(i 1 , nm i ), . . . , (i n , nm n )} and λ ′ = {(i 1 , nm ′ i ), . . . , (i n , nm ′ n )}). Thus, if during the execution of findSequence(), appears τ in the sequence S in some iteration, say in the j-th iteration, it is enough to restart the execution with λ = {(i 1 , nm i ), . . . , (i j+1 , nm j+1 ), (i j , nm j ), . . . , (i n , nm n )} and λ = (i 1 , nm ′ i ), . . . , (i j+1 , nm ′ j+1 ), (i j , nm ′ j ), . . . , (i n , nm ′ n ) , i.e., swapping i j with i j+1 . This "evades" the simplex τ . Now, because O T is a manifold without boundary, each (n -2)-simplex of O T \ τ is contained in one or two (n -1)-simplexes. Moreover, it is not hard to see that an (n -2)-simplex of O T \ τ is contained in exactly one (n -1)-simplex if and only if it is face of τ , namely, it belongs to ∂τ . Thus, O T \ τ is a manifold with ∂(O T \ τ ) = ∂τ . We now are ready to prove the main results of this section.

Theorem 6 In IM, ∀n : n, n + 1, 0, 1 -GSB (n, n -1)-SA.

Proof By Lemmas 5 and 7, we get I T , O T , △ T (n, n -1)-SA, and by Lemma 6,

I R , O R , △ R (n, n -1)-SA. Thus n, n + 1, 0, 1 -GSB (n, n -1)-SA, since n, n + 1, 0, 1 -GSB is I R , O R , △ R . ✷ Theorem 6
Theorem 7 In IM, ∀n : n, n, 1, 1 -GSB (n, n -2)-SA.

Proof It is straightforward to see that Lemma 1 holds in IM; the proof is essentially the same. Now, by Theorem 6 we have that ∀n : n, n + 1, 0, 1 -GSB (n, n -1)-SA, and from Lemma 1 with k = n -2, it follows that ∀n : n + 1, n + 1, 0, 1 -GSB (n + 1, n -1)-SA. Therefore, in the end we get ∀n : n, n, 1, 1 -GSB (n, n -2)-SA. ✷ Theorem 7

4 From (n, k)-set agreement to GSB 4.1 From set agreement to perfect renaming Lemma 8 uses the same idea as the one used in Lemma 1 in Section 3.1. Theorems 8 and 9 below are proved using Lemma 8.

Lemma 8 For 1 ≤ k ≤ n -1 : (n, k)-SA → n, n, 1, 1 -GSB ⇒ k, n, 0, 1 -GSB is read/write wait-free solvable .
Proof Let A be an algorithm that implements n, n, 1, 1 -GSB from (n, k)-SA. Consider the set of executions S of A in which only p 1 , . . . , p k participate. Observe that for any execution E of S, the outputs of p 1 , . . . , p k in E are valid outputs for k, n, 0, 1 -GSB. Note that S contains a set S ′ of executions in which each invocation by p i , 1 ≤ i ≤ k, to any (n, k)-SA object outputs the value p i uses as input.

Let B be the algorithm obtained by modifying p i 's code in A, 1 ≤ i ≤ k, as follows (the codes of p k+1 until p n are not modified). Each invocation to an (n, k)-SA object is replaced by a function that just outputs the input it receives. For any execution E of B with participating set p 1 , . . . , p k , there is an execution in S ′ that is the same as E. Then, suppressing the processes p k+1 , . . . , p n from B, we obtain an algorithm B ′ for k processes that read/write solves k, n, 0, 1 -GSB.

✷ Lemma 8

Theorem 8 ∀n > 2: (n, n -1)-SA n, n, 1, 1 -GSB.

Proof Suppose, for the sake of contradiction, that (n, n -1)-SA → n, n, 1, 1 -GSB. It then follows from Lemma 8 with k = n -1 that n -1, n, 0, 1 -GSB is read/write wait-free solvable. However, it is proved in [START_REF] Attiya | Renaming in Asynchronous Environment[END_REF] that n -1, n, 0, 1 -GSB (n-renaming on n -1 processes) is not read/write wait-free solvable for any value of n. A contradiction.

✷ Theorem 8 Theorem 9 For n, k : k ≥ ⌈ n 2 ⌉ + 1 ∧ gcd( k 1 , . . . , k k-1 ) = 1 ⇒ (n, k)-SA n, n, 1, 1 -GSB .
Proof Suppose, for the sake of contradiction, that (n, k)-SA → n, n, 1, 1 -GSB. It follows from Lemma 8 that k, n, 0, 1 -GSB is read/write wait-free solvable. Let us now observe that, as 2k-2 ≥ n+(n mod 2), it follows that k, n, 0, 1 -GSB → k, 2k -2, 0, 1 -GSB. Moreover, it is proved in [START_REF] Castañeda | New Combinatorial Topology Upper and Lower Bounds for Renaming[END_REF] that k, 2k -2, 0, 1 -GSB is not read/write solvable if gcd( k 1 , . . . , k k-1 ) = 1, from which the lemma follows.

✷ Theorem 9

This section ends with the following simple result.

Theorem 10 ∀n : (n, 1)-SA → n, n, 1, 1 -GSB.

Proof The algorithm is very simple. The processes have an n-array A of (n, 1)-SA objects. It is proved in [START_REF] Gafni | Renaming with k-set Consensus: an Optimal Algorithm in n + k -1 Slots[END_REF] that (n + k -1)-renaming can be solved from (n, k)-set agreement, thus:

Theorem 11 ∀n, k : (n, k)-SA → n, n + k -1, 0, 1 -GSB.
An algorithm is presented in [START_REF] Mostéfaoui | Exploring Gafni's Reduction Land: from Ω k to Wait-free adaptive (2p -⌈ p k ⌉)-renaming via k-set Agreement[END_REF] that solves n-process adaptive (2p -⌈ p k ⌉)-renaming from (n, k)-SA. This algorithm implies the following.

Theorem 12 ∀n, k : (n, k)-SA → n, 2n -⌈ n k ⌉, 0, 1 -GSB.
In what follows we prove that (n, k)-SA → n, ⌈ n k ⌉, 1, n -GSB. Since (n, k)-SA solves (n, k)-participating set [START_REF] Mostéfaoui | Exploring Gafni's Reduction Land: from Ω k to Wait-free adaptive (2p -⌈ p k ⌉)-renaming via k-set Agreement[END_REF], it is enough to prove that (n, k)-participating set solves n, ⌈ n k ⌉, 1, n -GSB. The (n, k)-participating set (PS) task is the one-shot write snapshot task (defined by self-inclusion, containment, immediacy and termination properties stated in Section 2.3) plus the following property (at most k processes output the same set):

• Bounded simultaneity. ∀ℓ, 1 ≤ ℓ ≤ n : |{j : |sm j | = ℓ}| ≤ k.
Using an (n, k)-PS object we can solve n, ⌈ n k ⌉, 1, n -GSB, as Lemma 9 shows.

Lemma 9 ∀n, k : (n, k)-PS → n, ⌈ n k ⌉, 1, n -GSB.
Proof It is easy to solve n, ⌈ n k ⌉, 1, n -GSB from (n, k)-PS: every process p i invokes the same (n, k)-PS object and decides ⌈ |smi| k ⌉, where sm i is the set it receives from the (n, k)-PS object.

To prove the correctness of the algorithm we have to show that in every execution each one of the ⌈ n k ⌉ slots is decided by at least one process. Suppose, for the sake of contradiction, that there is an execution E in which no process decides some slot x, 1 ≤ x ≤ ⌈ n k ⌉. The (n, k)-PS object outputs sets ordered by containment: S 1 ⊂ . . . ⊂ S m . Moreover, the processes p i that get sm i = S j are the processes p i such that (id i , -) ∈ S j \ S j-1 [START_REF] Borowsky | Immediate Atomic Snapshots and Fast Renaming[END_REF] (for j = 0, S -1 = ∅). Since no process decides x in E, it must be that for some j, 1 ≤ j ≤ m -1, |S j | ≤ (x -1)k and |S j+1 | ≥ xk + 1 (otherwise the processes that get S j or S j+1 would decide x). Observe that |S j+1 \ S j | ≥ k + 1, hence at least k + 1 processes received S j+1 from the (n, k)-PS object. A contradiction with the bounded simultaneity property.

✷ Lemma 9

As mentioned above, it is proved in [START_REF] Mostéfaoui | Exploring Gafni's Reduction Land: from Ω k to Wait-free adaptive (2p -⌈ p k ⌉)-renaming via k-set Agreement[END_REF] that (n, k)-SA → (n, k)-PS, thus the previous lemma implies the following result.

Theorem 13 ∀n, k : (n, k)-SA → n, ⌈ n k ⌉, 1, n -GSB.
Theorems 14 and 15 shows the relation between ⌈ n k ⌉-slot, (n + k -1)-renaming and (2n -⌈ n k ⌉)-renaming.

Theorem 14 ∀n, k : n, n + k -1, 0, 1 -GSB → n, 2n -⌈ n k ⌉, 0, 1 -GSB. Proof Let us observe that n + k -1 ≤ 2n -⌈ n k ⌉, for 1 ≤ k ≤ n -1.
Therefore, an algorithm that solves n, ⌈ n k ⌉, 1, n -GSB, also solves n, 2n -⌈ n k ⌉, 0, 1 -GSB. Consequently, n, n + k -1, 0, 1 -GSB → n, 2n -⌈ n k ⌉, 0, 1 -GSB. ✷ Theorem 14

Theorem 15 ∀n, k : n, n + k -1, 0, 1 -GSB → n, ⌈ n k ⌉, 1, n -GSB.

Collection des Publications Internes de l'Irisa c IRISA Proof Consider the following algorithm A. Each process first calls an n, n + k -1, 0, 1 -GSB object X and then decides (y mod ⌈ n k ⌉) + 1, where y is the value it receives from X. In what follows we prove that A solves n, ⌈ n k ⌉, 1, n -GSB, i.e., in every execution, each element of 1, . . . , ⌈ n k ⌉ is decided by at least one process. For the rest of the proof let α be ⌈ n k ⌉. First observe that mod operator splits the integers 1, . . . , n + k -1 into α equivalence classes, [0], . . . , [α -1]. Let #[j] denotes the number of elements of the equivalence class [j]. Each one of these equivalence classes contains roughly the same amount of elements, i.e., ∀i, j : |#[i] -#[j]| ≤ 1. We will prove the following inequality, which, as explained in detail below, implies the correctness of A. For every i ∈ {0, . . . , α -1}, We now prove that β ≥ k. We identify two cases: (a) n is multiple of k, i.e., n = xk, for some x ≥ 1, and (b) n is not multiple of k, i.e., n = xk + y, for some x ≥ 0 and 1 ≤ y ≤ k -1. For case (a) we have that α = x, and thus β = ⌊ n+k-1 α ⌋ = ⌊k + k-1

x ⌋ ≥ k. For case (b) we have that α = x + 1, and hence

β = ⌊ n+k-1 α ⌋ = ⌊ xk+y+k-1 x+1 ⌋ = ⌊ k(x+1)+y-1 x+1 ⌋ = ⌊k + y-1
x+1 ⌋ ≥ k. Inequality (9) follows. Using inequality [START_REF] Chaudhuri | More Choices Allow More Faults: Set Consensus Problems in Totally Asynchronous Systems[END_REF], the correctness proof of A is simple. Suppose, by contradiction, that there is an execution in which an element x of 1, . . . , ⌈ n k ⌉ is not decided by at least one process. Therefore, it must be that the n processes of the system got values from the n, n + k -1, 0, 1 -GSB object, that do not belong to the equivalence class [x -1]. Thus, α-1 j=0,j =i #[j] ≥ n, which contradicts inequality [START_REF] Chaudhuri | More Choices Allow More Faults: Set Consensus Problems in Totally Asynchronous Systems[END_REF]. The theorem follows.

✷ Theorem 14

Conclusion

Significant efforts have been devoted in the past to the elusive question of understanding the relative computability power of subconsensus tasks in a wait-free setting. These efforts have lead to the discovery of new algorithmic ideas and sophisticated algebraic topology techniques for impossibility results. Yet, essentially only one relation was known for specific values of n: (2n -2)-renaming is strictly weaker than (n, n -1)-SA for odd n. In this paper we have significantly developed the map of computability relations among renaming, set agreement and other GSB tasks. The map with our results and previous results, is in Figure 1. Among other results, we have showed that even the most powerful non-perfect symmetry breaking problem, namely non-adaptive (n + 1)-renaming is not powerful enough to solve the easiest agreement problem, namely (n, n -1)-SA. Hence the question: can non-adaptive perfect renaming, i.e. n-renaming, be used to solve (n, n -1)-SA? If so, which is the value of k < n -1 such that (n, k)-SA can be solved from perfect renaming? Some of the previous impossibility results have been proved in the iterated model IM, hence the question: can we extend the simulation of [START_REF] Gafni | Distributed Programming with Tasks[END_REF] to generalize the results to the non-iterated model? More precisely, [START_REF] Gafni | Distributed Programming with Tasks[END_REF] proves that IM with 01-tasks [START_REF] Gafni | The 01-Exclusion Families of Tasks[END_REF] is equivalent to the snapshot model with 01-tasks, which is sufficient to extend the result in [START_REF] Gafni | Subconsensus Tasks: Renaming is Weaker Than Set Agreement[END_REF] to a non-iterated model. An open issue is then to extend the result in [START_REF] Gafni | Distributed Programming with Tasks[END_REF] to include GSB tasks, and hence generalize our results to a non-iterated model.
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 2 Figure 2: Generic algorithm for the iterated write-snapshot model (code for p i )
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 3 Figure 3: Complex O T \ τ of dimension 2 and a sequence produced by findSequence()
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 4 Figure 4: Finding a sequence of simplexes that joins two (n -1)-simplexes λ, λ ′ ∈ O T
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 1 We prove inequality[START_REF] Chaudhuri | More Choices Allow More Faults: Set Consensus Problems in Totally Asynchronous Systems[END_REF]. Let β be ⌊ n+k-As explained above, equivalence classes [0], . . . , [α -1] have roughly the same amount of elements of 1, . . . , n + k -1. To be precise, for every i ∈ {0, . . . , α -1} ,#[i] ∈ {β, β + 1}. (In particular, if n + k -1 is multiple of α, then for all i ∈ {0, . . . , α -1} , #[i] = β; otherwise there is at least one i ∈ {0, . . . , α -1} such that #[i] = β + 1.) Clearly we have α-1 j=0 #[j] = n + k -1, thus, for any i ∈ {0, . . . , α -1}, ] -#[i] ≤ n + k -1β, because #[i] ∈ {β, β + 1}.Therefore, if we prove that β ≥ k, then inequality (9) holds.

  Starting from i = 1, each process invokes A[i] with its input name as input; if it receives its input name from A[i], it decides output name i, otherwise increases i by one and repeats.
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