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Abstract

We derive a control-flow analysis that approximates thejmtee-
dural control-flow of both function calls and returns in thegence

of first-class functions and tail-call optimization. In ditth to an
abstract environment, our analysis computes for each ssiore
an abstract control stack, effectively approximating veh&mc-
tion calls return across optimized tail calls. The analysisys-
tematically calculated by abstract interpretation of ttaels-based
C4EK abstract machine of Flanagan et al. using a series of Galois
connections. Abstract interpretation provides a unifysegting in
which we1l) prove the analysis equivalent to the composition of a
continuation-passing style (CPS) transformation folldg an ab-
stract interpretation of a stack-less CPS machine 2mcttract an
equivalent constraint-based formulation, thereby priogich ratio-

nal reconstruction of a constraint-based control-flow gsialfrom
abstract interpretation principles.

Categories and Subject Descriptors F.3.2 [Logics and Mean-
ings of Programp Semantics of Programming Languages—~Pro-
gram Analysis

General Terms Languages, Theory, Verification

Keywords Control flow analysis, abstract interpretation, tail-call
optimization, continuation-passing style, direct stydenstraint-
based analysis

1. Introduction

The control flow of a functional program is expressed in teais
function calls and returns. As a result, iteration in fuontl pro-
grams is expressed using recursive functions. In ordethiferap-
proach to be feasible, language implementations perfaihcall
optimizationof function calls [Clinger, 1998], by not pushing a
stack frame on the control stack at call sitegdit position Con-
sequently functions do not necessarily return control éirttaller.
Control-flow analysis (CFA) has long been a staple of progoam
timization and verification. Surprisingly, research on tcokflow
analysis has focused on calls: A textbook CH&ill determine
where the flow of control may be transferred to in the casg [...
of a function application.”[Nielson et al., 1999]. Our systematic
approximation of a known operational semantics leads to A CF

Permission to make digital or hard copies of all or part of thiork for personal or
classroom use is granted without fee provided that copesarmade or distributed
for profit or commercial advantage and that copies bear titiseand the full citation
on the first page. To copy otherwise, to republish, to posteswess or to redistribute
to lists, requires prior specific permission and/or a fee.

ICFP’09, August 31-September 2, 2009, Edinburgh, Scotland, UK.
Copyright(© 2009 ACM 978-1-60558-332-7/09/08. .. $10.00

Thomas P. Jensen

CNRS
thomas.jensenQirisa.fr

let g z =z in
let £ k = if b then k 1 else k 2 in
let y = f (fn x => x) in
gy
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Figure 1: The corresponding call graphs

that “will determine where the flow of control may be transferred
to in the case of a function returnThe resulting analysis thereby
approximates both call and return information for a higbeter,
direct-style language. Interestingly it does so by appnating the
control stack.

Consider the example program in Fig. 1(a). The program con-
tains three functions: two named functigrand £ and an anony-
mous functionfn x => x. A standard direct-style CFA can deter-
mine that the applications a&f in each branch of the conditional
will call the anonymous functiodn x => x at run time. Build-
ing a call-graph based on this output gives rise to Fig. Mbgre
we have named the main expression of the progtiaim. In addi-
tion to the above resolved call, our analysis will deternthme the
anonymous function returns to the let-bindingyoin main upon
completion, rather than to its caller. The analysis heneeggiise
to the call graph in Fig. 1(c).

On a methodological level, we derive the analysis systemati
cally by Cousot-Cousot-stylabstract interpretationThe analysis
approximates the reachable states of an existing abstiadhine
from the literature: th&€3EK machine of Flanagan et al. [1993].
We obtain the analysis as the result of composing the collgct
semantics induced by the abstract machine with a serieslofsGa
connections that each specifies one aspect of the abstractioe
analysis.

We show how the abstract interpretation formulation lertés i
self to a lock-step equivalence proof between our analysisaa
previously derived CPS-based CFA. More precisely, we dedine
relation between the abstract domains of the analysessthatim-
ulation between the two, reducing the proof to a fixpoint ictchn
over the abstract interpretations.



To sum up, the main contributions of this article are:

e An abstract interpretation-derivation of a CFA for a higher
order functional language from a well-known operational se
mantics,

¢ aresulting CFA witlreachabilitywhich computes both cadind
return control-flow,

¢ a proof of equivalence of the analysis of programs in dirgdes
and the CPS analysis of their CPS counterparts,

e an equivalent constraint-based analysis extracted froen th
above.

1.1 Related work

We separate the discussion of related analyses in two:tditge
analyses and analyses based on CPS.

Direct-style CFA has a long research history. Jones [1981] ini-
tially developed methods for approximating the control flofv
lambda terms. Since then Sestoft [1989] conceived theacbtdt-
sure analysisPalsberg [1995] simplified the analysis and formu-
lated an equivalent constraint-based analysis. At the same
Heintze [1994] developed a related set-based analysisutated
in terms of set constraints. For a detailed account of relaterk,
we refer to a recent survey of the area [Midtgaard, 20073.\arth
emphasizing that all of the above analyses focus on callthan
they approximate the source lambdas being called at ealciteal
As such they do not directly determine return flow for progsam
direct style.

CPS-based CFAwas pioneered by Shivers [1988] who formu-
lated control-flow analysis for Scheme. Since then sevelyaes
have been formulated for CPS [Ayers, 1992, Ashley and Dybvig
1998, Might and Shivers, 2006]. In CPS all calls are tails;ahd
even returns are encoded as calls to the current contimu&jode-
termining “call flow” and hence the receiver functions oflswon-
tinuation calls, a CPS-based CFA thereby determines rétomn
without additional effort.

The impact of CPS transformation on static analyserig-
inates in binding-time analysis, for which the transforimatis
known to have a positive effect [Consel and Danvy, 1991, Rami
and Danvy, 2003]. As to the impact of CPS transformation oA CF
we separate the previous work on the subject in two:

1. results relating an analysspecializedto the source language
to an analysispecializedo the target language (CPS), and

2. results relating the analysis of a program to shene analysis
of the CPS transformed program.

Sabry and Felleisen [1994] designed and compared spexaliz
analyses and hence falls into the first category as does #semr
paper. Damian and Danvy [2003] related the analysis of arprg
and its CPS counterpart for a standard flow-logic CFA (as well
as for two binding-time analyses), and Palsberg and Wan@i3J20
related the analysis of a program and its CPS counterpara for
standard conditional constraint CFA. Hence the latter tlbirito

the second category.

Damian and Danvy [2003], Palsberg and Wand [2003]:
exists analysi€ : for all p, C(p) ~ C(cpgp))

Present paper, Theorem 5.1:
exists analyse§;, C, : for all p, C1(p) ~ Co(cpp))

Our work relates to all of the above contributions. The dis-
ciplined derivation of specialized CPS and direct-stylalgses
results in comparable analyses, contrary to Sabry andisetle
[1994]. Furthermore our equivalence proof extends theltest
Damian and Danvy [2003] and Palsberg and Wand [2003] in that
we relate both call flometurn flow andreachability, contrary to
their relating only the call flow of standard CFAs. In additicthe
systematic abstract interpretation-based approach stgygestrat-
egy for obtaining similar equivalence results for other Glg&rived
in this fashion.

Formulating CFA in the traditional abstract interpretatio n
framework was stated as an open problem by Nielson and Nielson
[1997]. It has been a recurring theme in the work of the presen
thors. In an earlier paper Spoto and Jensen [2003] invéstigdass
analysis of object-oriented programs as a Galois connmetié@sed
abstraction of a trace semantics. In a recent article [Miatd and
Jensen, 2008a], the authors systematically derived a @B&db
CFA from the collecting semantics of a stack-less machinkiléV
investigating how to derive a corresponding direct-stylalgsis we
discovered a mismatch between the computed return infavmat

As tail calls are identified syntactically, the additionafldrma-
tion could also have been obtained by a subsequent analysis a
ter a traditional direct-style CFA. However we view the néed
such a subsequent analysis as a strong indication of a nukrnet
tween the direct-style and CPS analysis formulations. &ebnd
Proebsting [1997] have investigated suchedurn analysis” for a
first-order language with tail-call optimization. This gaybuilds a
semantics-based CFA that determines such informationfaarel
higher-order language.

The systematic design of constraint-based analysésa goal
shared with theflow logic framework of Nielson and Nielson
[2002]. In flow logic an analysis specification can be systema
ically transformed into a constraint-based analysis. Thesgnt
paper instead extracts a constraint-based analysis freanalgsis
developed in the original abstract interpretation framdwo

The idea of CFA by control stack approximation, applies
equally well to imperative or object-oriented programst ius
beyond the scope of this paper to argue this point. Due toespac
limitations most calculations and proofs are also omitwd.refer
the reader to the accompanying technical report [Midtgaand
Jensen, 2008b].

2. Language and semantics

Our source language is a simple call-by-value core langkagen
asadministrative normal forngANF). The grammar of ANF terms
is given in Fig. 2(a). Following Reynolds, the grammar disti

We paraphrase the relevant theorems of Sabry and FelleisendUishesseriousexpressions, i.e., terms whose evaluation may di-
[1994], of Damian and Danvy [2003], of Palsberg and Wand Verge. fromtrivial expressions, i.e., terms without risk of diver-

[2003], and of the present paper in order to underline thierif
ence between the contributior® fefers to non-trivial, 0-CFA-like
analyses defined in the cited papgrsanges over direct-style pro-
grams,cps denotes CPS transformation, anddenotes analysis
equivalence). Our formulations should not be read as a fosysa
tem, but only as a means for elucidating the difference betvtiee
contributions.

Sabry and Felleisen [1994]:
exists analyse€, C; : existsp, C1(p) ~ Ca(cpgp))

gence. Trivial expressions include constants, varialaed, func-
tions, and serious expressions include returns, let-bggji tail
calls, and non-tail calls. Programs are serious expression

The analysis is calculated from a simple operational seicgant
in the form of an abstract machine. We use the environmese¢a
C4EK abstract machine of Flanagan et al. [1993] given in Fig. 2 in
which functional values are represented usit@sures i.e., pairs
of a lambda-expression and an environment. The environment
component captures the (values of the) free variables dathbda.
Machine states are triples consisting of a serious exmessin



P>p:i=s
Toti=c| x| fnx=>s

Valsw:=c | [fonx=>s, € (t,e[x,s, €]:K)
(let x=t in s, e k)

(tots, e Kk)

Envoe:=e | €x+— W]
K>k:=stop | [x,s,€:k
(b) Values, environments, and stacks
(let x=tot1 ins, € k)
u:TxEnv— Val
p(c.e)=c
H(x.€) =ex)
U(fnx =>s,e)=[fnx =>s, €
(c) Helper function

Cosi=t | letx=tins | toty | letx=tots ins
(a) ANF grammar

(d) Machine transitions

evalp) =W iff (p, e, [xz, %z, o] i Stop) —" (xr, o[xz — W], stop)
(e) Machine evaluation

Figure 2: TheC3EK abstract machine

(programs)
(trivial expressions)
(serious expressions)

<S/7 e{[X = [,,l(t,E)L k/>

— (s, €ex— u(t,e)], k)
— (&, €[x —w], k)

if [fnx =>s, €] = U(to,e) andw = L(t1,€)
— (¢, €ly—w], [x,s,€ k)

if [fny=>g, €] = U(to,e) andw = U(t1,€)

environment and a control stack. The control stack is coengbos
of elements (“stack frames”) of the forfs, s, € wherex is the
variable receiving the return valwe of the current function call,

ands is a serious expression whose evaluation in the environment
e[x — w]| represents the rest of the computation in that stack frame.

The empty stack is representeddmop. The machine has a helper
function u for evaluation of trivial expressions. The machine is
initialized with the input program, with an empty environmteand
with an initial stack, that will bind the result of the progmao a
special variable:, before halting. Evaluation follows by repeated
application of the machine transitions.

3. Abstract interpretation basics

We assume some familiarity with the basic mathematicakfest
called in Appendix A. Canonical abstract interpretatiomprag-
imates thecollecting semantic®f a transition system [Cousot,
1981]. A standard example of a collecting semantics ig¢heh-
able statefrom a given set of initial statek Given a transition
functionT defined asT (Z) =1 U{o |30’ € Z: 0’ — g}, we can
compute the reachable statesTofis the least fixed-point Ifp of
T. The collecting semantics is ideal, in that it is the mostize
analysis. Unfortunately it is in general uncomputable. tAdag in-
terpretation therefore approximates the collecting séitgrby in-
stead computing a fixed-point over an alternative and psrkep-
pler domain. For this reason, abstract interpretationsis egferred
to as a theory of fixed-point approximation.

Abstractions are formally represented as Galois connmextio
which connect complete lattices through a pair of adjointfions
a andy (see Appendix A). Galois connection-based abstract inter-
pretation suggests that one may derive an analysis systathat
by composing the transition function with these adjoints:T o y.
In this setting Galois connections allow us to graduallynefihe
collecting semantics into a computable analysis functipmiere
calculation. An alternative “recipe” consists in rewrgithe com-
position of the abstraction function and transition fuontir o T
into something of the forrT* o a, from which the analysis func-
tion T? can be read off [Cousot and Cousot, 1992a]. Cousot [1999]
has shown how to systematically construct a static anafgsea
first-order imperative language using calculational azstmter-
pretation.

4. Approximating the C;EK collecting semantics

As our collecting semantics we consider the reachable sstafte
the CaEK machine, expressed as the least fixed poirf Iff the
following transition function.

F:O(CxEnvxK) —O(Cx EnvxK)
F(S=IpU{s|35€S:s — s}
where |, = {(p, e, [xr, %, ®] ;i stop)}

First we formulate in Fig. 3(a) an equivalent helper functie
extended to work on sets of environments.

Lemma4.l. Vt,e: {u(t.e)} = uc(t,{e})

The equivalence of the two helper functions follow strafight
wardly. This lemma enables us to express an equivalentotioige
semantics based gr, which appears in Fig. 3. The equivalence of
F andF¢ follows from the lemma and by unfolding the definitions.

The abstraction of the collecting semantics is staged inrs¢v
steps. Figure 4 provides an overview. Intuitively, the gsial ex-
tracts three pieces of information from the set of reachataltes.

1. An approximation of the set of reachable expressions.

2. A relation between expressions and control stacks thmere
sents where the values of expressions are returned to.

3. An abstract environment mapping variables to the exjmess
that may be bound to that variable. This is standard in CFA and
allows to determine which functions are called at a givenh cal
site.

Keeping an explicit set of reachable expressions is moreigge
than leaving it out, once we further approximate the expoess
stack pairs. Alternatively the reachable expressions avbel ap-
proximated by the expressions present in the expressamh-stla-
tion. However expressions may be in the expression-stdakiae
without ever being reached. An example hereof would be aglive
ing non-tail call.

To formalize this intuition, we first perform a Cartesian tahs-
tion of the machine states, however keeping the relatiowdsst
expressions and their corresponding control stacks. Tdenslestep
in the approximation consists in closing the triples by asuate op-
erator, to ensure that (a) any saved environment on the stack
nested within another environment is itself part of the emvinent



He: T xO(Env) — O(Val)
He(c. E) = {c}
He(x,E) ={w|JecE:w=¢e(x)}
He(fnx =>s,E) = {[fnx =>s,€]|Jec E}
(a) Helper function

FC:0(CxEnvx K) — J(C x Envx K)
F(9=1p
u U {(g', &[x —w], K)}
(t,e [x,s',€]:kK)eS
WeL(t.{e})

U U s el k)
(letx=t ins,ek)eS
WE(t.{e})
U U {(s/, &[x —w], k) }
(tot1,e,k)eS
[fnx => &' €]epc(to.{€})
wepc(ty,{e})
UU el W s, 8 k)
(let x=tot; ins,ek)eS
[fny => s’ €]epc(to,{€})
WeHe(t1,{e})

(b) Transition function

Figure 3: Collecting semantics

0(C x Envx K) coll. sem. Fe
a | | v

O(C)xO(CxK)xO(Env) - Fx
pl |1

p(0(C) xO(CxK)xO(Env) - FP
A | | ¥

[0(C) x (C/= — O(K¥) xEn¥  0-CFA Ft

Figure 4: Overview of abstraction

set, and (b) that all expression-control stack pairs thpeapfur-
ther down in a control stack are also contained in the exjmess
stack relation. We explain this in more detail below (SetHda2).
Finally as a third step we approximate stacks by their tomel#,
we merge expressions with the same return point into ecrical
classes, and we approximate closure values by their lamimlas
sion.

In the following sections we provide a detailed explanatdn
each abstraction in turn.

4.1 Projecting machine states
The mapping that extracts the three kinds of informatiorcdlesd
above is defined formally as follows.

0(C x Envx K) c2= [(C) x [0(C x K) x [ (Env)

0 (S) = (1S (s, k) | 3e: (s, e k) € S}, 769
Ve ((C,F,E)) = {(s,e,K) |s €C A (s,K) €F A ec E}

Lemma 4.2. ay, yx is a Galois connection.

The above Galois connection and the proof hereof closely re-
sembles the independent attributes abstraction, whichkisoan
Galois connection. We use the notatiop andC for the compo-
nentwise join and componentwise inclusion of triples.

As traditional [Cousot and Cousot, 1979, 1992a, 1994], wke wi
assume that the abstract product domains throughout thiétear
have beemeducedi.e., all triples(A, B, C) with a bottom compo-
nent A= 15 vV B=_1p v C= L) have been eliminated and
replaced by a single bottom elemeét,, Ly, L¢).

Based on this abstraction we can now calculate a new transfer
functionF*. The resulting transition function appears in Fig. 5. By
construction, the transition function satisfies the follogitheorem.

Theorem 4.1.
VC,F,E: ax (F(y«((C, F.E)))) = F*((C,F, E))

4.2 A closure operator on machine states

For the final analysis, we are only interested in an abstraaif
the information present in an expression-stack pair. Moeeipely,
we aim at only keeping track of the link between an expression
and the top stack frame in effect during its evaluation, whing
away everything below. However, we need to make this inféiona
explicit for all expressions appearing on the control staak,
for a pair (s, [x, s', €] ::k) we also want to retain that’ will
be evaluated with control stadk Similarly, environments can be
stored on the stack or inside other environments and wikhabe
extracted. We achieve this by defining a suitatitzsure operator
on these nested structures.

For environments, we adapt the definition of a constituent re
lation due to Milner and Tofte [1991] We say that each compo-
nentx; of a tuple(xo,...,Xn) is aconstituentof the tuple, written
(X0 -+, %n) > X. For a partial functioh f = [xg — Wp, ..., X, —
Wn], we say that eachy; is a constituent of the function, written
f = wi. We write=* for the reflexive, transitive closure of the con-
stituent relation.

To deal with the control stack, we define an order on exprassio
stack pairs. Two pairs are ordered if (a) the stack compooEnt
the second is the tail of the first's stack component, andhg) t
expression component of the second, resides on the topfsiack
of the first pair: (s, [x, s, € i1 k) > (', k). We write >* for the
reflexive, transitive closure of the expression-stack paiering.

Next, we consider an operatpr, defined in terms of the con-
stituent relation and the expression-stack pair ordefiihg. opera-
tor p ensures that all constituent environments will themsebees
long to the set of environments, and that any structurallgliem
expression-stack pairs are also contained in the expressick
relation.

Definition 4.1.

P(C,F,E)) = (C,{(s, K) | s, K) € F: (&, K) > (s, K},
{e|3s,k) eF:(s,k) ="eVv I€ cE:€ ~*"¢})

We need to relate the expression-stack ordering to the con-
stituent relation. By case analysis one can provetthatk), (s’, k') :
(s,k) > (s',K) = k= K. By structural induction (on the
stack component) it now follows that(s, k), (s, K') : (s, k) >*
(s',K) = k=*K.Based on these results we can verify this
a closure operator and formulate an abstraction on thesipl

[0(C)x[0(C x K) x [ (Eny %p(D(C)xD(Cx K)x 0 (En)

1Milner and Tofte define the constituent relation for finitedtions.



Ux

U.
e (t.{e})

Ux

Ux

wepc(t,{e})

U,

Ux

[fnx => &', €]epc(to,{€})
WEL(t1,{e})

Ux

Ux

[fny => ', €]epc(to,{€})
Wepc(ts,{e})

F*:0(C)xO(CxK)xO(Env) — 0(C) x [J(C x K) x O(Env)
FX(<C7 F, E>) = <{P}7 {<P7 [Xr7 Xr, .] " St0p>}7 {.}>
({s'},

{e}{(t. [x,8",€]:K)}, {€}) S (C,F,E)

{s}: {{s; K}, {e[x —w]})

({l1et x=t ins},{(let x=t ins,k)},{e})C.(C,F,E)

({s'},

({tots}, {(tots,k)} {e}) S (C,F,E)

({s'}.

(
({let x=tot; ins}, {(let x=tot; ins, k)},{e})C.(C,F,E)

Figure 5: Abstract transition function

{(" K)} A [x — wi})

{(s", )}, {€lx —wi})

{(s', [x, s, e K} {€ly = wi})

We use the notatiot, for the join operatiom X. p(Ux X) on
the closure operator-induced complete lattice. First nasthat in
our case:

Up =AX.p(U, %) =AX.\J, p(X) =AX.|J, % = Ux

Based on the closure operator-based Galois connection,awe ¢
calculate a new intermediate transfer functief. The resulting
transfer function appears in Fig. 6. This transfer functitiffers
only minimally from the one in Fig. 5, in that (a) the signatur
has changed, (b) the set of initial states has been “closed” a
now contains the structurally smaller pdi;, stop), and (c) the
four indexed joins now each join “closed” triples in the ineagf
the closure operator. By construction, the new transitiorcfion
satisfies the following theorem.

Theorem 4.2. VC,F,E: poF* o 1((C,F,E)) =FP((C,F,E))

4.3 Abstracting the expression-stack relation
Since stacks can grow unbounded (for non-tail recursive pro

grams), we need to approximate the stack component andyhereb

the expression-stack relation. We first formulate a granwhab-
stract stacks and an elementwise operator @<«K — C x K
operating on expression-stack pairs.

Kf 5K :=stop | [x, s]

@((s, stop)) = (s, stop)

@((s, [x,s', € k) = (s, [x, §'])

Based on the elementwise operator we can now use an eleraentwi
abstraction.

Elementwise abstraction [Cousot and Cousot, 1997]: A given
elementwise operator @C.— A induces a Galois connection:

= ([O(A);C)
va(Q)={p| @(p) € Q}

{0(C)C) =
Jde

ag(P)={@(p) | pc P}

Notice how some expressions share the same return poidt (rea
same stack): the expressians: x=t in s ands share the same re-
turn point, andLet x=to t; in s ands share the same return point.
In order to eliminate such redundancy we define an equivalemc
lation on serious expressions grouping together expnessicaring

the same return point. We define the smallest equivalenatael
= satisfying:

let x=t ins=s
let x=tpt1 ins=s
Based hereon we define a second elementwise operatar @

C x K¥ — C/= x K¥ mapping the first component of an expression-
stack pair to a representative of its corresponding eqeriva class:

@ ({s, K)) = ([s]=, k)

We can choose the outermost expression as a representative f
each equivalence class by a linear top-down traversal ot
program.

Pointwise coding of a relation [Cousot and Cousot, 1994]: A
relation can be isomorphically encoded as a set-valueditmby
a Galois connection:

—_—

(0(AxB);C) =—= (A~ (B); C)
au(r)=Aa{b|(ab)er} Yo(f) ={(a b) [be f(a)}

By composing the three above Galois connections we obtain ou
abstraction of the expression-stack relation:

Yo

«—

0(CxK) =2 C/= — 0(KY)
st

whereds = dw ° 0@ ° G@ = AF.Us iger 0o ({@ ° @((s, k))})
and st = Y@ ° Vg ° Y- We can now prove a lemma relating the
concrete and abstract expression-stack relations.

Lemma 4.3. Control stack and saved environments
Let(C,F,E) € p(J(C) xO(Cx K) xO(Env)) be given.

(s,[x,8/, k) eF = ecE A {{s',kK)} CF
A A{x, s} € asi(F)([s]=)
Proof. The first half follows from the assumptions. The second half
follows from monotonicity ofas, and the definitions ofrst, U, @,
@, aqw, and<.
4.4 Abstracting environments

We also abstract values using an elementwise abstractigainA
we formulate a grammar of abstract values and an elementwise



Ux

U.
WE L (t.{€})

U,

Ux

wepke(t.{e})

U U,
{tot1}, {(tots,K)},{€}) C(C,F,E)
[fnx => ', €]e(to,{€})

WEH(t1,{€})

U

Ux

[fny =>s',€]€te(to.{e})
WE e (t1,{€})

FP:p(0(C)xO(CxK)xO(EnV) — p(0(C) x O(Cx K) x O(Env))
FP((C,F,E)) = ({p}, {(p, [%r, xx, o] :: stop), (xr, stop)}, {s})
p(({s"} {{s", K)} {€lx —w]}))

(e}, {(t,[x, 8", €]:K) ), {e}) S (C,F, E)

p(({s}: {(s; K}, {elx —w]}))

({let x=t ins},{(let x=t ins,k)},{e})C.(C,F,E)

p(({s'}. {(s" K}, {lx = wi}))

p(({s'} {(s', [x, s, € )}, {€ly = w}))

({let x=tot; ins},{(let x=tot; ins,k)},{e})C(C,F,E)

Figure 6: The second abstract transition function

operator @ Val — Valt mapping concrete to abstract values.
Val swfi=c | [fnx =>s]
@()=c
@([fnx =>s,€) =[fnx => s8]

The abstraction of environments, which are partial fumgijo
can be composed by a series of well-known Galois connections
Pointwise abstraction of a set of functions [Cousot and Coux,
1994]: A given Galois connection on the co-domgifi (C); C)
# (C!;C) induces a Galois connection on a set of functions:

(D(DHC);QW[XL_H,(DHC’%E}
an(F)=Ad.a({f(d) | f €F})

n(A) = {f[vd: f(d) € y(A(d))}

Subset abstraction [Cousot and Cousot, 1997]: Given a seC
and a strict subsé& C C hereof, the restriction to the subset induces
a Galois connection:
Yo
{B(C):Q) == [TA)C)
ac(X)=XnA yc(Y)=YU(C\A)

A standard trick is to think of partial functions: D — C as
total functionsr; : D — (CU_L)whereL C L Cc, forallceC.
Consider environments < Var — Val to be total functiond/ar —
(Valu L) using this idea. In this context the bottom eleménwill
denote variable lookup failure. Now compose a subset attigira

O(Valu_l) Zi» (Val) with the above value abstraction, and

feed the result to the pointwise abstraction above. Theltrésu
a pointwise abstraction of a set of envi;?nments, not eitpylic
modelling variable lookup failuréZ (Env) i Var — [ (Val).

By considering only closed programs, we Hstatically ensgaerst
failure of variable-lookup, hence disregardihgoses no informa-
tion.

4.5 Abstracting the helper function

We can calculate an abstract helper function, by “pustursy
under the function definition, and reading off a resultingteduct
definition.

Lemma 4.4. Vt,E: ag(lc(t,E)) = ¥ (t,an(E))
The resulting helper functiop? : T x Envf — [1(Val) reads:
K (c,EF) = {c}
p (x,Ef) = E*(x)
u(fnx =>s,E") = {[fnx =>s]}

where we writeEnv as shorthand foWar — [7(VaF). We shall
need a lemma relating the two helper function definitionslosex
environments.

Lemma 4.5. Helper function on closed environments (1)
Let(C,F,E) € p(J(C) xO(Cx K) x O(Env)) be given.

{fnx=>s,€} C Uc(t,E) = ecE
A {[fnx => 5]} C 1 (v, an (E))

The above lemmais easily extended to capture nested emamts
in all values returned by the helper function:

Lemma 4.6. Helper function on closed environments (2)
Let(C,F, E) € p(0(C) xO(C x K) x J(Env)) be given.

W Cue(t,E) Aws*¢ = & cE

4.6 Abstracting the machine states
We abstract the triplet of sets into abstract triples by apament-
wise abstraction.
Componentwise abstraction [Cousot and Cousyot, 1994]: As-
suming a series of Galois connectioris(C;) %-T% A forie
{1,...,n}, their componentwise composition induces a Galois con-
nection on tuples:
|
(0(Cy) ... x O(Cn); Cx) <a:, (Apx ... % A Cg)

Ui ((X1, .-, Xn)) = (@1(X1), -, An(Xn))
Yo (X1, - X)) = (Va(Xa), - Yn(Xn))
We write Ug, and Cg for componentwise join and inclusion, re-
spectively.
For the set of expressiori$(C) we use the identity abstrac-
tion consisting of two identity functions. For the expressistack



Ug U@

{t}cC
{Ix,s']}CF([t)2)

Ug U®

{let x=t ins}CC

U,

{tot1}CC
{{fnx => '] ept (4o EY)

Ug U@

{let x=tot; ins}CC
{[fny => s'l}epf (v FF)

Ug

F':P—0(C)x (C/= — O(KH) x EnV — [J(C) x (C/= — O(K%)) x Env
F5((C,F%, EN) = ({p}. [[p)= = {[xr, %]}, [xe)=
({s'}, FLEFUfx > i (2, E9)))

({s}, F . EFULx — W (v, EF)))

({s'}, FPU[[s']= = FA([vo ta]=)], E* Ulx > pf (64, EF)))

({s"}, FPU[ls']= = {[x. s}, EFU Ly = pf (61, E9)))

Figure 7: The resulting analysis function

— {stop}],A_.0)

relationJ(C x K) we use the expression-stack abstractignde-
veloped in Section 4.3. For the set of environmént&nv) we use
the environment abstractiary developed in Section 4.4.

Using the alternative “recipe” we can calculate the analy-
sis by “pushinga’s” under the intermediate transition function:
ae(FP((C,F,E))) Cs FH((C, ast(F), an(E))) from which the
final definition of Ff can be read off. The resulting analysis ap-
pears in Fig. 7. The alert reader may have noticed that thig fin
abstraction is notompletein that the above equation contains an
inequality. Completeness is a desirable goal in an absiméet-
pretation but unfortunately it is not possible in generathout
refining the abstract domain [Giacobazzi et al., 2000]. @tmns
for example the addition operator over the standagsh-domain
0=a(1+(-1) Ca(l) +a(-1) = T. As traditional [Cousot,
1999], we instead limit upward judgements to a minimum.

As a corollary of the construction, the analysis safely agpr
mates the reachable states of the abstract machine.

Corollary 4.1. ag o poax(IfpF) Cy IfpF!

4.7 Characteristics of the analysis

First of all the analysis incorporatesachability it computes an
approximate set of reachable expressions and will onlyyaral
those reachable program fragments. Reachability analyaes
previously been discovered independently [Ayers, 199%Heeg
and Schwartzbach, 1995, Gasser et al., 1997]. In our cage the
arise naturally from a projecting abstraction of a reachahtes
collecting semantics.

Second the formulation materializ@sonomorphisninto two
mappings: (a) one mapping merging all bindings to the samie va
able, and (b) one mapping merging all calling contexts ofstae
function. Both characteristics are well known, but our preation
is novel in that it literally captures this phenomenon in &pprox-
imation functions.

Third the analysis handles returns inside-duoallee-restore”),
in that the called function restores control from the apprate
control stack and propagates the obtained return valuésdiffers
from the traditional presentations [Palsberg, 1995, Mielet al.,
1999] that handle returns outside-itcdller-restore”) where the
caller propagates the obtained return values from the bédyeo
function to the call site (typically formulated @®nditional con-
straints.

CProgsp:=fnk=>e (CPS programs)

SExpa e i=tpt1c | ct (serious CPS expressior

n

)
TExp>t:=x | v | fnx,k=>e (trivial CPS expressions)

5)

CExp>c:i=fnv=>e | k (continuation expression

Figure 8: BNF of CPS language

5. Analysis equivalence

In previous work [Midtgaard and Jensen, 2008a] we derived an
initial CFA with reachability for a CPS language from thectdess
CE-machine [Flanagan et al., 1993]. In this section we show tha
the present ANF analysis achieves the same precision asiethta
by first transforming a program into CPS and then using the CPS
analysis. This is done by defining a relation that captures the
direct-style analysis and the CPS analysis operate in$tel-

The grammar of CPS terms is given in Fig. 8. The grammar
distinguishes variables in the original source progsamX, from
intermediate variables € V and continuation variablase K. We
assume the three classes are non-overlapping. Their unitsti€c
tute the domain of CPS variabl¥ar =X UV UK.

5.1 CPS transformation and back again

In order to state the relation between the ANF and CPS arsmlyse
we first recall the relevant program transformations. Thievoe
presentation is based on Danvy [1991], Flanagan et al. [1888
Sabry and Felleisen [1994].

The CPS transformation given in Fig. 9(a) is defined by two
mutually recursive functions — one for serious and trivighies-
sions. A continuation variable is provided in the initial call to.

A freshk is generated ir¥’s lambda abstraction case. To ease the
expression of the relation, we choasainique to the serious ex-
pressions — k. It follows that we only need onk per lambda
abstraction in the original program + an additiokah the initial
case.

It is immediate from the definition of# that the CPS transfor-
mation of a let-bindindlet x=t in s and the CPS transformation
of its bodys share the same continuation identifier — and similarly
for non-tail calls. Hence we shall equate the two:

Definition 5.1. ks =ky iff s=s’



% :P— CProg
¢[p] = fnky => i, [p]

Z K — C— SExp
Fx[t] =k V[t]
Fx[let x=t ins] = (fnx => F[s]) ¥ [t]
Fxltot1] = ¥ [to] ¥ [t1]k
Fx|let x=toty ins] = ¥[to] ¥ [t1] (fnx => Fk[s])

YT — TEXp
Vix]=x
Y [fnx =>s] =fnx ks => Fy, [s]

(a) CPS transformation

Figure 9: Transformations to and from CPS

2 : CProg— P
D[tnk =>e| = Ue]

% : SExp— C
Ukt] = 2[t]

Z|(fnv=>e)t] =let v=2[t] in % [e]
 [tot1k] = P[to] Z[t1]
Ultot1(fnv =>e)] =let v=L[tg] Z[t1] in ¥ [e]

P TExp—T
Plx]=x
Plvl=v

Pltnx,k=>e] =fnx =>U|e]
(b) Direct-style transformation

The direct-style transformation given in Fig. 9(b) is defined
by two mutually recursive functions over serious and tHi®S
expressions. We define the direct-style transformatiornpobgram
fnk => e as the direct-style transformation of its bo@/e].

Transforming a program, a serious expression, or a trival e
pression to CPS and back to direct style yields the origirptes-
sion, which can be confirmed by (mutual) structural induttm
trivial and serious expressions.

Lemmab.1l. 2[€p]l=p AN % [Fx[s]]=s N P[V[t]]=t

5.2 CPS analysis

We recall the CPS analysis of Midtgaard and Jensen [2008a] in

Fig. 10. It is defined as the least fixed point of a program $jpeci
transfer functionT}E. The definition relies on two helper functions

utﬂ andug for trivial and continuation expressions, respectivelyeT
analysis computes a pair consisting of (a) a set of seriopsesx
sions (the reachable expressions) and (b) an abstracoemént.

Abstract environments map variables to abstract valuestratt

values can be either the initial continuatietop, function closures
[fn x,k => €], or continuation closuresn v => e].

The definition relies on two special variablgsandv;, the first
of which names the initial continuation and the second ofciwhi
names the result of the program. To ensure the most pre@sgesin
result, variables in the source program can be renamed tistirecd
as is traditional in control-flow analysis [Nielson et aR9B].

5.3 Analysis equivalence
Before formally stating the equivalence of the two analygesvill

study an example run. As our example we use the ANF program:

let f=fnx =>x in let a;=f cnl in let as=f cn2 in ay, taken

from Sabry and Felleisen [1994] where we have Church encoded

the integer literals. We writen1 for fn s => fn z => s z andcn2

forfns=>fnz =>1let t;=sz in s t;. The analysis trace appears

in the left column of Table 1.

Similarly we study the CPS analysis of the CPS transformed

program. The analysis trace appears in the right column loieTh
where we have writterecnl for #’[cn1] and ccn2 for ¥[cn2].

Contrary to Sabry and Felleisen [1994] both the ANF and th& CP

analyses achieve the same precision on the example, detegmi
thata; will be bound to one of the two integer literals.

We are now in position to state our main theorem relating the
ANF analysis to the CPS analysis. Intuitively the theorelates:

e reachability in ANF to CPS reachability
e abstract stacks in ANF to CPS continuation closures
e abstract stack bottom in ANF to CPS initial continuation
e ANF closures to CPS function closures
Theorem 5.1. Let p be given. Let(C,F% Ef) = Ifp Ff, and
(QF, RE) = Ifp T%[P]. Then
seC «— F [s]e@ A
[x,s'] € Ff(s) <= [fnx => T, [8']] € Ri(ks) A
stop € F¥(s) <= stop € Ri(ks) A
[fnx =>s] € Ef(y) <= [fnx,ks => Fx [s]] € R(y)

For the purpose of the equivalence we equate the special vari
ablesx, andv; both naming the result of the computations. We
prove the theorem by combining an implication in each diogect
with the identity from Lemma 5.1. We formulate both implicet
as relations and prove that both relations are preserveugdyans-
fer functions.

5.4 ANF-CPS equivalence

We formally define a relation £ that relates ANF analysis
triples to CPS analysis pairs.

Definition 5.2. (C, F¥, E*) RANE (QF, Rf) iff Vs:
s€C = F [s]cQ A
[x,s'] € Fi(s) = [fnx => T, 8] € R(ks) A
stop € F¥(s) = stop € Rf(ks) A
[fnx =>s] € Ef(y) = [fnx,ks => %, [s]] € R(y)

First we need a small lemma relating the ANF helper function
to one of the CPS helper functions.

Lemma5.2.
[tnx =>s] € p¥(t,E%) A (C,F% EY) RERS (L R)
— [fnx,ke => F_[s]] € 4 (V[t],RE)



Env = Var — [J(Val)

Thog oo ((QLR)) =
Ug U@

totyceQt
[£nx X => ¢|epf (to,R)

Ug U®

cteQt
[fnv =>e&|epi(c,R)

(b) Abstract transition function

Val' 5w :i=stop | [fnx,k=>e] | [fnv =>¢]
(a) Abstract domains

Tt : CProg— [ (SExp x EnV — [J(SExp x Env?
({e}, [kr — {stop},k — {[fn vr =>kr vr]}])
('} R Ulx s (61,R),K > (e, R)])

({'}. R U v — i (t,R)])

Figure 10: CPS analysis

(abstract environment)

(abstract values)

pf : TExpx Env — [J(Val)

1 (x,R) = Ré(x)

1 (v, R) = R(v)
utﬂ(fnx7k=>e7Rt) {[fnx,k=>e]}

ué : CExpx EnV — [1(VaF)
pE (e, RE) = Ré(k)
Ui(fnv =>e,R) = {[fnv =>e]}
(c) Abstract helper functions

The relation is preserved by the transfer functions.
Theorem 5.2.
(C,F¥.Ef) RS (L RY)

= F((C.F, E)) RS T7 1 (@, RY)

Proof. First we name the individual triples of the union in the
function body of Ff. We name the first triple of results as ini-
tial: (Ci,Ff,Ef) = ({p}, [p — {[%c» %c]}, %z — {stop}], A_.0).
The results of the second, third, fourth, and fifth Jomeqblms
corresponding to return, binding, tail call, and non-tall are
named (Cret, Fret Eget)v (Cpinds Fémw Eﬁmd% (Cte, Fttm Efc) and
(Cnte, Fhie, E,um), respectively. Similarly we name the first re-

sult pair in the function body of the CPS analysis as initial:

(Qu, Rf} = ({e}, [kr — {stop},k — {[fn v => kr v(]}]). The re-
sults of the second and third joined pair corresponding tcacal

return are name(anw Rﬁca”> and(QHeb Rfet>, respectively.
The proof proceeds by verifying five relations:

(Ci, Ff, ) REFS (@, RY) (1)

(Cret Fret Eret> égg Qret Rget (2)

<Cbind7 ngndr Ebind> Régg Qretv REet (3)

(Cte, F{jc Efo) RANS (Qhay Rea) (4)

<CntC7 ntc Entc> Régg Qcall7 I:\iall> (5)

Realizing that the union of related triples and pairs arateel
we obtain the desired result. O

After realizing that the bottom elements are related by bove
relation, it follows by fixed point induction that their letafixed
points (and hence the analyses) are related.

Corollary 5.1. Ifp F} RANE |fp T%[P]

5.5 CPS-ANF equivalence

Again we formally define a relation now relating CPS analpsiiss
to ANF analysis triples.

Definition 5.3. (Q%, R¥) RERE (C, F#, E?) iff Ve:
ecQ — %e]eC A
[fnx=>e] € Ri(ks) = [x, Z[e]] e F¥(s) A
stop € Ri(ks) = stop € Fi(s) A

[fnx, ks =>e] € R(y) = [fnx => %|[e]] € E*(y)
We again need a helper lemma relating the helper functions.
Lemma 5.3.
[fnx ks =>e] € (@, R RSRE (C, FF ER)
— [fnx => %[e]] € pu*(2[t],EF)
This relation is also preserved by the transfer functions.
Theorem 5.3.

(@, R) REKR (C.F EF)

— Tip (Q4 R)) RERE

1 (£,RE) A

AN 5 ((C,FF ER)

Proof. The proof follows a similar structure to the earlier proof.
|

The bottom elements are related by the relation and it falow
by fixed point induction that their least fixed points (anddethe
analyses) are related.

Corollary 5.2. Ifp T(ﬂf[p] RERS Ifp FE

6. Extracting constraints

The resulting analysis may appear complex at first glanceieder
we can express the analysis in the popular constraint fatioual,
extracted from the obtained definition. The formulationvghdoe-
low is in terms of program-specific conditional constrair@en-
straints have a (possibly empty) list of preconditions awedreclu-
sion [Palsberg and Schwartzbach, 1995, Gasser et al.,:1997]

{u}Crhsg A ... A {un} Crhsy=IhsCrhs

The constraints operate on the same three domains as the abov
analysis. Left-hand sideths can be of the form{u}, F*([s]=),

or Ef(x), right-hand sideshs can be of the fornC, F¥([s]=), or
E*(x), and singleton elementscan be of the forms, ¢, [fn x => s,

or [x, s]. From Fig. 7 we directly read off the following constraints.



i ANF trace: (Cj, Fﬁ Ef)

CPS trace:(Q}ﬂ )

{letf=fnx =>x inlet a;=f cnl inlet ay=fcn2ina,}

0 {[xrlz ~ {stop},

[let f=fnx =>x inlet a;=f cnl inlet ay=f cn2 inap]= — {[x;, %]}

A_D
CoU {let a;=f cnl inlet a=f cn2ina,}
1 R
Euo U [f — {[fnx => x]}}
CiuU {X}
2 F“l u [[x]E — {[a1, let ay=f cn2 inay|}
Eu1 U [x — {cnl}}
CoU {let ap=fcn2ina,}
3 F
EuZ u [al — {cnl}}
Cs
4 Fg U [[x]E — {[a1, let a;=f cn2 in ay],[as, as]}

Eg U [x — {cnl,cn?}]

CqU {az}
5 Fi
EE; Ol {cn1,cn2}
ap — {cnl,cn2}
Cs U {x:}
6 Fi

Eu5 U [xr — {cnl,cn?}]

7 G Fi E;

Table 1: Analysis traces @fet f=fn x => x in let a;=f cnl in let as=f cn2 in a; and its CPS transformed counterpart

|

{(fnf =>f ccnl(fna; => f cen2(fnap =>kp a2))) (fnx,ky =>ky, x) }

|:kr — {stop}, }

kp = {[fnv; => & v}

Qno U {f ccn1(fna; =>f ccn2(fnap =>ky ap)) }

Ry U [ — {[fn .o, = kex]}]

QU {ke x}

R“l . {kx — }[fn ?i =>f ccn2(fnaz =>k; az)]}}

Quz U {f ccn2(fnaz=>ky az)}

an u [al — {ccnl}]

i

Q

Rﬂs 0 [k {[fnay =>f ccn2(fnap =>k; az)], [fn az => k; az|}
x — {ccnl, cen2}

th U {kpaz}

Mar— {cenl,cen2}
Ry U ’
ap — {ccnl, cen2}

Qns U {keve}

Rg U [vr — {ccnl,ccn?}]

% R

¢ For the progranp:
{PrCC  {xr, x|} CF¥(fp]2)

¢ For each return expressierand non-tail calllet x=tot; ins’
inp:

{stop} C F¥([x:)=)

e For each let-bindinget x=t ins in p:

{s}CCA

=t i c
{let x tlns}Ci{usym(t?Eﬂ)gEﬂ(x)

e For each tail calto t1 and functionfn x => s’ in p:

{tot1} CC A {shccna /
([fnx=> &)} C pisynfto,EY) Fi(ftota]=) € F¥(s']=) A
& Hsym to, Usym(t1,E*) C E*(x)

e For each non-tail callet x=tot; in s and functionfny => s’
inp:

{s}CC A

{[x,s]} CF¥([s']=) A

psym(t1,E%) C Ef(y)

{let x=tot;ins} CC A
=
{[fny =>§]} C psyn(to, E¥)

where we partially evaluate the helper function, i.e.,njotet the
helper function symbolically at constraint-generatianej to gen-
erate a lookup for variables, and a singleton for constants a
lambda expressions. The definition of the symbolic helpection
otherwise coincides with the abstract helper funcjin

We may generate constrairfffn x => s]} C {[fny => §'|} of
a form not covered by the above grammar. We therefore first pre
process the constraints in linear time, removing vacuotislg
inclusions {[fn x =>s]} C {[fnx =>s]} from each constraint,
and removing constraints containing vacuously false préitions
{[fnx => 5]} C {W*}, where[fn y => '] # WF.

The resulting constraint system is formally equivalent e t
control flow analysis in the sense that all solutions yieldrect
control flow information and that the best (smallest) solutbf



the constraints is as precise as the information computethdy
analysis. More formally:

Theorem 6.1. A solution to the CFA constraints of progragris a
safe approximation of the least fixpoint of the analysis fiomcF!
induced byp. Furthermore, the least solution to the CFA constraints
is equal to the least fixpoint &¥.

Implemented naively, a single constraint may t&ke) space
alone. However by using pointers or by labelling each syfres¢
sion and using the pointer/label instead of the sub-exjme#self,

a single constraint takes only constant space. By lineatgrehin-
ing a representative for each sub-expression, by gengra(in?)
constraints, linear post-processing, and iterativelyinglthem us-
ing a well-known algorithm [Palsberg and Schwartzbach,5199
Nielson et al., 1999], we can compute the analysis in waasec
O(n®) time.

The extracted constraints bear similarities to existingst@int-
based analyses in the literature. Consider, e.g., €altg, which
usually gives rise to two conditional constraints [Palgbei995,
Nielson et al., 1999]: (1f[fn x => s']} € C(to) = C(t1) C E(x)
and (2){[fnx => s']} C C(to) = C(s') C C(tot1). The first con-
straint resembles our third constraint for tail calls. Teemd “re-
turn constraint” differs in that it has a inside-out (or ealtestore)
nature, i.e., propagation of return-flow from the functiasdp is
handled at the call site. The extracted reachability cairgs are
similar to Gasser et al. [1997] (modulo an isomorphic encgdi
0(C) ~ C — [J({on}) of powersets).

7. Conclusion

We have presented a control-flow analysis determiningpnoee-
dural control-flow of both calls and returns for a directkstian-
guage. Existing CFAs have focused on analysing which fansti
are called at a given call site. In contrast, the systematiivation
of our CFA has lead to an analysis that provides extra inftiona
about where a function returns to at no additional cost. énpttes-
ence of tail-call optimization, such information enables treation
of more precise call graphs.

The analysis was developed systematically using Galoisemn
tion-based abstract interpretation of a standard operatseman-
tics for that language: th€aEK abstract machine of Flanagan et
al. In addition to being more principled, such a formulatioi
the analysis is pedagogically pleasing since monomorpbistine
analysis is made explicit through two Galois connectiome fit-
erally merges all bindings to the same variable and one mexije
calling contexts of the same function.

The analysis has been developed for a minimalistic funation
language in order to be able to focus on the abstraction of the
control structure induced by function calls and returns owgious
extension is to enrich the language with numerical opesatod
study how our Galois connections interact with abstrastisach
as the interval or polyhedral abstraction of numericaltEgi

The calculations involved in the derivation of a CFA are kiyg
and would benefit enormously from some form of machine suppor
Certified abstract interpretatiofiPichardie, 2005, Cachera et al.,
2005] has so far focused on proving the correctness of tHgsaga
inside a proof assistant by using the concretizatigrcOmponent
of the Galois connection to prove the correctness of an drea
defined analysis. Further work should investigate whetheofp
assistants such as Coq are suitable for conducting the Kind o
reasoning developed in this paper in a machine-checkabje wa
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A. Underlying mathematical material

This section is based on known material [Cousot and Cou8a@9,1
Cousot, 1981, Cousot and Cousot, 1992b, 1994, Davey anst-Prie
ley, 2002].

A complete lattice is a partially ordered s@&;C, L, T,U,M)
(poset), such that the least upper boun8 and the greatest
lower boundmS exists for every subsef of C. L = NC de-
notes the infimum ofC and T = LIC denotes the supremum
of C. The set of total functiond — C, whose domain is a
complete lattice(C;C, L, T,U,M), is itself a complete lattice
(D —C;C, 1, T,,M) under the pointwise orderingC f’ +—
vx.f(x) C f/(x), with bottom, top, join, and meet extended simi-
larly. The powersets] (S) of a setS ordered by set inclusion is a
complete latticd[J (S); C,0,S U, N).

A Galois connection is a pair of functiorts, y between two
posets(C;C) and (A; <) such that for alla € A,ce C: a(c) <
a < cLC y(a). Equivalently a Galois connection can be defined
as a pair of functions satisfying (@) and y are monotone, (b)
o o yis reductive, and (cy - a is extensive. Galois connections

are typesetC; C) ‘% (A; <). We omit the orderings when they
are clear from the context. For a Galois connection between t
complete latticesy is a complete join-morphism (CJM) and
is a complete meetylmorphism. The compygsition of two Galois
connections(C; C) T (B;C) and (B;C) e (A <) is itself
1 2
YioY2
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e

a Galois connectiofC; C) s (A; <). Galois connections in
. . . . 2041 L .
which a is surjective (or equivalently is injective) are typeset

C;C) <ﬁTH (A; <). Galois connections in whicl is surjective

(or equivalentlya is injective) are typesefC;LC) % (A <).
When botha andy are surjective, the two domains are isomorphic.
A(n upper) closure operatgy is mapp : S— Son a poset
(S C), that is (a) monotone: (for aff s € S:sC s — p(s)C
p(s)), (b) extensive (for alls € S: sC p(s)), and (c) idempo-
tent, (for allse S: p(s) = p(p(sz)). A closure operatop in-
duces a Galois connectidf; C) % (p(S);C), writing p(S) for

{p(s) | s€ S} and 1 for the identity function. Furthermore the im-
age of a complete lattic€; C, L, T,1J,M) by an upper closure op-
erator is itself a complete lattice (C); =, p(L), T,AX. p(LX),).



