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Compilation of polychronous data flow
equations

Loic Besnard, Thierry Gautier, Paul Le Guernic, and Jean-Pierre Talpin

1 Introduction

High-level embedded system design has gained prominence in the face of rising
technological complexity, increasing performance requirements and shortening time
to market demands for electronic equipments. Today, the installed base of intellec-
tual property (IP) further stresses the requirements for adapting existing components
with new services within complex integrated architectures, calling for appropriate
mathematical models and methodological approaches to that purpose.

Over the past decade, numerous programming models, languages, tools and
frameworks have been proposed to design, simulate and validate heterogeneous
systems within abstract and rigorously defined mathematical models. Formal de-
sign frameworks provide well-defined mathematical models that yield a rigorous
methodological support for the trusted design, automatic validation, and systematic
test-case generation of systems. However, they are usually not amenable to direct
engineering use nor seem to satisfy the present industrial demand.

Despite overwhelming advances in embedded systems design, existing tech-
niques and tools merely provide ad-hoc solutions to the challenging issue of the
so-called productivity gap [1]. The pressing demand for design tools has sometimes
hidden the need to lay mathematical foundations below design languages. Many il-
lustrating examples can be found, e.g. the variety of very different formal semantics
found in state-diagram formalisms [2]. Even though these design languages ben-
efit from decades of programming practice, they still give rise to some diverging
interpretations of their semantics.
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The need for higher abstraction-levels and the rise of stronger market constraints
now make the need for unambiguous design models more obvious. This challenge
requires models and methods to translate a high-level system specification into (dis-
tributed) cooperating (sequential) processes and to implement high-level semantics-
preserving transformations such as hierarchical code structuration, sequentialization
or desynchronization (protocol synthesis).

Synchronous hypothesis, in this aim, has focused the attention of many aca-
demic and industrial actors. This synchronous paradigm consists of abstracting the
non-functional implementation details of a system. In particular, latencies due to
effective computing and communications depend on actual implementation archi-
tecture; thus they are handled when low level implementation contraints are consid-
ered; at higher level, time is abstracted as sequences of (multiple) events in a logical
time model. Thus the designer can forget those details and focus his or her attention
on the functionalities of the system, including logical synchronizations.

With this point of view, synchronous design models and languages provide intu-
itive models for embedded systems [3]. This affinity explains the ease of generating
systems and architectures, and verifying their functionalities using compilers and
related tools that implement this approach.

Synchronous languages rely on the synchronous hypothesis: computations and
behaviors of a synchronous process are divided into a discrete sequence of atomic
computation steps which are equivalently called reactions or execution instants. In
itself this assumption is rather common in practical embedded system design.

But the synchronous hypothesis adds to this the fact that, inside each instant, the
behavioral propagation is well-behaved (causal), so that the status of every signal or
variable is established and defined prior to being tested or used. This criterion en-
sures strong semantic soundness by allowing universally recognized mathematical
models to be used as supporting foundations. In turn, these models give access to
a large corpus of efficient optimization, compilation, and formal verification tech-
niques.

The polychronous model [4] extends the synchronous hypothesis to the context
of multiple logical clocks: several synchronous processes can run asynchronously
until some communication occurs; all communications satisfy the synchronous hy-
pothesis. The resulting behaviors are then partial orders of reactions, which is obvi-
ously more general than simple sequences. This model goes beyond the domain of
purely sequential systems and synchronous circuits; it embraces the context of com-
plex architectures consisting of synchronous circuits and desynchronization proto-
cols: globally asynchronous and locally synchronous architectures (GALS).

The SIGNAL language [5] supports the polychronous model. Based on data flow
and equations, it goes beyond the usual scope of a programming language, allowing
for specifications and properties to be described. It provides a mathematical foun-
dation to a notion of refinement: the ability to model a system from the early stages
of its requirement specifications (relations, properties) to the late stages of its syn-
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thesis and deployment (functions, automata). The inherent flexibility of the abstract
notion of signal handled in the SIGNAL language invites and favors the design of
correct-by-construction systems by means of well-defined model transformations
that preserve both the intended semantics and stated properties of the architecture
under design.

The integrated development environment POLYCHRONY [6] provides SIG-
NAL program transformations that draw a continuum from synchrony to asynchrony,
from specification to implementation, from abstraction to refinement, from interface
to implementation. SIGNAL gives the opportunity to seamlessly model embedded
systems at multiple levels of abstraction while reasoning within a simple and for-
mally defined mathematical model. It is being extended by plugins to capture Sys-
temC modules or real-time Java classes within the workbench. It allows to perform
validation and verification tasks, e.g. with the integrated SIGALI model checker [7],
or with the Coq theorem prover [8]. C, C++, multi-threaded and real-time Java and
SYNDEX [9] code generators are provided.

This chapter focuses on formal transformations, based on the polychronous se-
mantic model [4], that can be provided by a safe methodology to generate “correct-
by-construction” executable code from SIGNAL processes. It gives a thorough pre-
sentation on program analysis and code generation techniques that can be imple-
mented to transform synchronous multi-clocked equation systems into various exe-
cution schemes such as sequential and concurrent programs (C) or object-oriented
programs (C++). Most of these techniques are available in the toolset POLY-
CHRONY to design embedded real-time applications.

This chapter is structured as follows: Section 2 presents the main features of the
SIGNAL language and introduces some of the mathematical properties on which
program transformations are based. In Section 3, some of the modularity features
of SIGNAL are first introduced; then an example, used in the rest of this chapter, is
presented. Section 4 is dedicated to Data Control Graph models that support pro-
gram transformations; their use to guide various code generation schemes that are
correct by construction is then considered. Section 5 introduces those various modes
of code generation, illustrated on the considered example.

2 SIGNAL language

SIGNAL [10, 11, 12, 13, 14, 15] is a declarative language expressed within the poly-
chronous model of computation. SIGNAL relies on a handful of primitive constructs,
which can be combined using a composition operator. These core constructs are of
sufficient expressive power to derive other constructs for comfort and structuring.
In the following, we present the main features of the SIGNAL language and its as-
sociated concepts. We give a sketch of the primitive constructs and a few derived
constructs often used. For each of them, the corresponding syntax and definition are
mentioned. Since the semantics of SIGNAL is not the main topic of this chapter, we
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give simplified definitions of operators. For further details, we refer the interested
reader to [4, 5].

2.1 Synchronized data flow

Consider as an example the following expression in some conventional data flow
formalism:
if a > 0 then x =g endif; y=x+a

Considering the data flow semantics given by Kahn [16] as functions over flows,
y is the greatest sequence of values a',+a, where d’ is the subsequence of strictly
positive values in a. Thus in an execution where the edges are considered as FIFO
queues [17], if a is a sequence with infinitely many non-positive values, the queue
associated with a grows forever, or (if a is a finite sequence) the queue associated
with x remains eventually empty although a is non-empty. Now, suppose that each
FIFO queue consists of a single cell [18]. Then as soon as a negative value appears
on the input, the execution (of the + operator) can no longer go on because its first
operand (cell) does not hold a value (is absent): there is a deadlock. These results
are not acceptable in the context of embedded systems where not only deadlocks
but also uncontrolled time responses can be dramatic. Synchronized data flow in-
troduces synchronizations between occurrences of flows to prevent such effects. In
this context, the lack of value is usually represented by nil or null; we represent it
by the symbol # (stating for “no event”).

It would be somewhat significant if such deadlocks could be statically prevented.
For that, it is necessary to be able to statically verify timing properties. Then the #
should be handled when reasoning about time. In the framework of synchronized
data flow, the # will correspond to the absence of value at a given logical instant for
a given variable (or signal). In particular, to reach high level modularity allowing for
instance internal clock rate increasing (time refinement), it must be possible to insert
#’s between two defined values of a signal. Such an insertion corresponds to some
resynchronization of the signal. However, the main purpose of synchronized data
flow is to completely handle the whole synchronization at compile time, in such a
way that the execution phase has nothing to do with #. This is assumed by a static
representation of the timing relations expressed by each operator. Syntactically, the
overall detailed timing are implicit in the language. SIGNAL describes processes
which communicate through (possibly infinite) sequences of (typed) values with
implicit timing: the signals.
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2.2 Signal, execution, process in SIGNAL

More precisely, a pure signal s is a (total) function T — D, where T, its time domain,
is a chain in a partial order (for instance an increasing sequence of integers) and D
is some data type; we name pure flow of such a pure signal s, the sequence of its
values in D.

For all chains TT,T C TT, a pure signal s : T — D can be extended to a synchro-
nized signal ss: TT — Dy (Where Dy = DU {#}) such that for all 7 in T, ss(t) = s(¢)
and ss(r) = # when 7 is not in T'; we name synchronized flow of a synchronized signal
ss the sequence of its values in Dyg; conversely we name pure signal of the synchro-
nized flow ss, the unique pure signal s from which it is extended and pure flow of
ss the pure flow of s . The pure time domain of a synchronized signal is the time
domain of its pure signal. When it is clear from the context, one may omit pure
or synchronized qualifications. Given a pure signal s (respectively, a synchronized
signal s5), 5; (respectively, ss;) denotes the " value of its pure flow (respectively, its
synchronized flow).

An execution is the assigment of a tuple of synchronized signals defined on the
same time domain (as synchronized signals), to a tuple of variables. Let 7T be the
time domain of an execution, a clock in this execution is a “characteristic function”
clk: TT — {#,true}; notice that it is a synchronized signal. The clock of a signal
x in an execution is the (unique) clock that has the same pure time domain as x; it is
denoted by X.

A process is a set of executions defined by a system of equations over signals
that specifies relations between signal values and clocks. A program is a process.

Two signals are said to be synchronous in an execution iff they have the same
clock (or equivalently the same pure time domain in this execution). They are said
to be synchronous in a process (or simply synchronous), iff they are synchronous in
all executions of this process.

Consider a given operator which has, for example, two input signals and one out-
put signal all being synchronous. They are logically related in the following sense:
for any ¢, the ' token on the first input is evaluated with the ¢/ token on the sec-
ond input, to produce the #* token on the output. This is precisely the notion of
simultaneity. However, for two occurrences of a given signal, we can say that one
is before the other (chronology). Then, for the synchronous approach, an event is
associated with a set of instantaneous calculations and communications.

2.3 SIGNAL data types

A flow is a sequence of values that belong to the same data type. Standard data
types such as Boolean, integer. .. (or more specific ones such as event—see below)
are provided in the SIGNAL language. One can also find more sophisticated data
types such as sliding window on a signal, bundles (a structure the fields of which
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are signals that are not necessarily synchronous), used to represent union types or
signal multiplexing.

e The event type: to be able to compute on (or to check properties of) clocks,
SIGNAL provides a particular type of signals called event. An event signal is
true if and only if it is present (otherwise, it is #).

e Signal declaration: tox x declares a signal x whose common element type is
tox. Such a declaration is a process that contains all executions that assign to x
a signal the image of which is in the domain denoted by t ox.

In the remainder of this chapter, when the type of a signal does not matter or when
it is clear from the context, one may omit to mention it.

2.4 SIGNAL elementary processes

An elementary process is defined by an equation that associates with a signal vari-
able an expression built on operators over signals; the arguments of operators can
be expressions and variables.

e Stepwise extensions. Let £ be a symbol denoting a n-ary function [[f] on values
(e.g., Boolean, arithmetic or array operation). Then, the SIGNAL expression

y = f£(x1,...,xn)
defines the process equal to the set of executions that satisfy:

— the signals y, x1, ..., xn are synchronous,
— their pure flows have same length [ and satisfy V¢t < I,y, = [f]](x1,...,xn;)

If f is a function, its stepwise extension is a pure flow function. Infix notation is
used for usual operators.

Derived operator

o Clock of a signal: ~ x returns the clock of x; it is defined by

("x) =4 (x = x), where = denotes the stepwise extension of usual equality

operator.
e Delay. This operator defines the signal whose ' element is the (r — 1) element
of its (pure flow) input, at any instant but the first one, where it takes an initialization
value. Then, the SIGNAL expression

y := x $ 1 init c

defines the process equal to the set of executions that satisfy:

— Y, x are SynChI’OHOUS,
(t > 1) :>y[ = Xr—1

_ i <
pure flows have same length / and satisfy V¢ <1, { (t=1)=y—c
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The delay operator is thus a pure flow function.

Derived operator
o Constant: x := v; when x is present its value is the constant value v;
x := visaderived equation equivalenttox := x $ 1 init wv.

Note that this equation does not have input: it is a pure flow function with arity 0.

e Sampling. This operator has one data input and one Boolean “control” input.
When one of the inputs is absent, the output is also absent; at any logical instant
where both input signals are defined, the output is present (and equal to the current
data input value) if and only if the control input holds the value frue. Then, the
SIGNAL expression

y := x when Db
defines the process equal to the set of executions that satisfy:

— 3y, x, b are extended to the same infinite domain T, respectively as yy, xx, bb,
(bb; = true) = yy; = xx;

— synchronized flows are infinite and satisfy Vt € T { (bbr £ true) = yy, — #
t r—

The when operator is thus a synchronized flow function.
Derived operators

o Clock selection: when b returns the clock that represents the (implicit) set of
instants at which the signal b is frue; in semantics, this clock is denoted by [b].
(when b) =4 (b when b) is apure flow function.

o Null clock: the signal when (b when (not b)) isnever present: it is called
null clock and is denoted by " 0 in the SIGNAL syntax, 0 as a semantic constant.

o Clock product: x1 " x2 (denoted by % as a semantic operator) returns the clock
that represents the intersection of pure time domains of the signals x1 and x2.
When their clock product is O, x1 and x2 are said to be exclusive.
(x1°%xx2) =4 (("x1) when ("x2))

e Deterministic merging. The unique output provided by this operator is defined
(i.e., with a value different from #) at any logical instant where at least one of its
two inputs is defined (and non-defined otherwise); a priority makes it deterministic.
Then, the SIGNAL expression

z := x default vy
defines the process equal to the set of executions that satisfy:

— the time domain T of z is the union of the time domains of x and y,
—z, X, y are extended to the same infinite domain 77T O T, resp. as zz, xx, Yy,
(xxy £ #) = 22, = xxy

— synchronized flows satisfy V¢ € TT{ (o = #) = 221 = yy
r— r — t

The default operator is thus a synchronized flow function.
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Derived operators

o Clock union (or clock max): x1"+ x2 (denoted by 4 as a semantic operator)
returns an event signal that is present iff x1 or x2 is present.
(x17°+ x2) =4 (("x1) default ("x2))

o Clock difference: x1"— x2 returns an event signal that is present iff x1 is
present and x2 is absent.
(x1"—x2) =4 (when ((not "x2) default "x1))

Derived equations

o Partial signal definition: y ::= xis a partial definition for the signal y which
is equal to x, when x is defined; when x is not defined its value is free.
(ly ::= x|) =4 (ly := x default y|)

This process is generally non deterministic. Nevertheless, it is very useful to de-
fine components such as transitions in automata, or modes in real-time processes,
that contribute to the definition of the same signal. Moreover, it is heavily used in
the process of code generation (communication of values via shared variables,
see 3.1).

The clock calculus can compute sufficient conditions to guarantee that the overall
definition is consistent (different components cannot give different values at the
same instant) and total (a value is given at all instants of the time domain of y).

2.5 SIGNAL process operators

A process is defined by composing elementary processes.

e Restriction. This operator allows one to consider as local signals a subset of
the signals defined in a given process. If x is a signal with type tox defined in a
process P,
P where tox x or P where x

defines a new process Q where communication ways (for composition) are those
of P, except x. Let A the variables of P and B the variables of Q: we say that P
is restricted to B, and executions of P are restricted in Q to variables of B. More
precisely, the executions in Q are the executions in P from which x signal is re-
moved (the projection of these executions on remaining variables). This has several
consequences:

— the clock of each execution may be reduced,

— the ability to (directly) add new synchronization constraints to x is lost,

— if P has a single output signal named x, then P where xis a pure synchroniza-
tion process. The generated code (if any) is mostly a synchronization code used
to ensure signal occurrence consumptions.

— if P has a single signal named x, P where x denotes the neutral process: it
cannot influence any other process. Hence no code is generated for it.
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Derived equations

o (| P where x, v |) =a(l (| P where x |) where vy |)

o Synchronization: x1 ~= x2 specifies that x1 and x2 are synchronous.
(] x1 "= x2 |) =A (] h := ("x1 = "x2) |) where h

o Clock inclusion: x1 ~< x2 specifies that time domain of x1 is included in
time domain of x2.
(I x1 "< x2 |)=p (I x1 "= (x1 "» x2) |)

e Parallel composition: Resynchronizations (by freely inserting #) have to take
place when composing processes with common signals. However, this is only a for-
mal manipulation. If P and Q denote two processes, the composition of P and Q, writ-
ten (| P | Q |) defines a new process in which common names refer to com-
mon synchronized signals. Then, P and O communicate (synchronously) through
their common signals. More precisely, let XPP (resp., XQQ) be the variables of P
(resp., Q); the executions in (| P | Q |) are the executions whose projections
on XPP are executions of P, and projections on XQQ are executions of Q. In other
words, (| P | Q |) defines the set of behaviors that satisfies both P and Q con-
straints (equations).

Derived operators

oy := x cell ¢ init x0 behaves as a synchronized memory cell: y is
present with the most recent value of x when x is present or c is present and
true. It is defined by the following program:
(] v := x default (y $1 init x0) | yv "= x "+ when c |)

o y := var x init =x0 behaves as astandard memory cell: when y is present,
its value is the most recent value of x (including the current instant); the clock
of x and the clock of y are mostly independent (the single constraint is that their
time domains belong to a common chain). It is defined by the following program:

y := (x cell "y init x0) when "y

Polychrony example: (| x := a | y := b]) defines a process that has two
independent clocks. This process is a Kahn process (i.e., is a flow function); it can
be executed as two independent threads, on the same processor (provided that the
scheduler is fair) or on distinct processors; it can also be executed as a single re-
active process, scanning its input and then executing none, one or two assignments
depending on the input configuration.
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2.6 Parallel semantics properties of SIGNAL

A SIGNAL specification close to the example given in Section 2.1
if a > 0 then x =g endif; y=x+a
is the following “DeadLocking Specification’:
DLS = (| x := awhena >0 | yv :=x + a |)

DLS denotes the set of executions in which a; > 0 for all t. Then safe execution
requires this program to be rejected if one cannot prove (or if it is not asserted) that
the signal a remains strictly positive when it is present.

Embedding DLS without changing it with the following front-end process results
in a safe program that accepts negative values for some occurrences of a; these
negative values are not transmitted to DLS:

ap := a when a > 0 | (| (| DLS | a := ap |) where a |)

Process expression in normal form. The following properties of parallel composi-
tion are intensively used to compile processes:

associativity: (| P | Q |) | R = P | (I Q | R |)
commutativity: P | Q = Q | P
idempotence: P P = P is satisfied by processes that do not produce side
effects (for instance due to call to system functions). This property allows to
replicate processes.
e externalization of restrictions: if x is not a signal of P,
P | (] ©Q where x |) = (| P | Q |) where x

Hence, a process expression can be normalized, modulo required variable substitu-
tion, as the composition of elementary processes, included in terminal restrictions.

Signal expression in normal form. Normalizations can be applied to expressions
on signals thanks to properties of the operators, for instance:

e when is associative and right-commutative:
(a2 when b)when ¢ = a when(b when c¢) = a when(c when b)
e default can be written in exclusive normal form:
a default b = a default (b when (b"-a))
e default is assocative and default commutes in exclusive normal form:
if a and b are exclusive then a default b = b default a
e when is right-distributive over default:
(a default b) when c= (a when c¢) default (b when c)
e Boolean normalization: logical operators can be written as expressions involving
only not, false and operators on event type. For example:
AB := a or b= (| AB := (when a) default b | a "= b |)

Process abstraction. A process Pa is, by definition, a process abstraction of a pro-
cess P if P|Pa = P. This means that every execution of P restricted to variables of
Pa is an execution of Pa and thus all safety properties satisfied by executions of Pa
are also satisfied by executions of P.
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3 Example

As a full example to illustrate the SIGNAL features and the compilation techniques
(including code generation) we propose the description of a process that solves iter-
atively equations aX” 4 bX + ¢ = 0. This process has three synchronous signals a,
b, ¢ as inputs. The output signals x1, x2 are the computed solutions. When there
is no solution at all or infinitely many solutions, their synchronized flows hold #
and an output Boolean x_ st is set. Before presenting this example let us introduce
modularity features than can be found in SIGNAL.

3.1 SIGNAL modularity features

Process model: Given a process (a set of equations) P_body, a process model MP
associates an interface with P_body, such that P_body can be expanded using this
interface. A process model is a SIGNAL term

process MP ( ? t_I1 I1l; ...; t_Im Im;
' £ 01 01; ...; t_On On )
P_body

that specifies its typed input signals after “?”, and its typed output signals after
“1”. Assuming that there is no name conflict (such a conflict is solved by trivial
renaming), the instantiation of MP is defined by:

(I (y1, ..., ¥Yn) := MP(E1l, ..., Em) |[)
=A
(] I1:=E1 |...| Im:=Em | P_body | Y1:=01 |...|] Yn:=On |[)
where t_I1 I1; ...; t_Im Im; t_0O1 Ol; ...; t_On On

Example When a is equal to 0, the second degree equation becomes bX + ¢ = 0.
This first degree equation is solved using the FirstDegree process model.

process FirstDegree = ( ? real b, c; ! boolean x_st; real x; )
(I b "=c¢
| bl = b when (b/=0.0)
| cl = ¢ when (b/=0.0
| x = —(cl/bl)
| x_st := (c/=0.0) when (b=0.0)

|) where real bl, cl; end

When the factor b is not 0, the output signal x holds the value of the solution
(=c/Db), the x_st Boolean signal is absent. Conversely, when b is 0, x is absent
and x_st is either frue when the equation has no solution (c is not 0) or false
when the equation has infinitely many solutions (c is 0). This process is activated
when the input parameter a equals 0. This is achieved by:

(x_st_1, x11) := FirstDegree (b when (a=0.0), c when (a=0.0))

The interface of a process model can begin with a list of static parameters given
between “{” and “}”’; see for instance real epsilon in the interface of rac
(Example 3.2).
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Local process model: A process model can be declared local to an other process
model as process rac local to process SecondDegree in Example 3.2.

Shared variables: A variable x that has partial definitions (2.4 ) in a process model
MP, or in process models local to MP, is declared as variable shared real x,
local to MP. A shared signal x cannot appear in the interface of any process.

3.2 Full example with time refinement

In our example, the resolution of the equation aX? + bX + ¢ = 0 uses the iterative
Newton method: starting from A > 0, the computation of R = v/A is defined by the
limit of the series (Ry)n>0:

A Ry #Rn+A)/R
A=b—dac Ry== RHF%

: (1>0)

The iterative method for computing the square root of the discriminant is imple-
mented in SIGNAL using a time refinement of the clock of the discriminant.

The process model rac computes in R the sequence of roots R; of the values of
a signal S; assigned to S (corresponding to the discrimant when it is not negative);
epsilon is a static threshold parameter used to stop Newton iteration.

process rac = { real epsilon; }

( ? real S; ! boolean stable; real R; )

(I (I S_n := var S
| R_n := (S/2.0) default (next_R_n $1 init 1.0)
| next_R. n := (((R_n+(S_n/R_n))/2.0) when loop) default R_n
|) where real S_n; end

| (I loop := ("S) default (not stable)
| next_stable := abs(next_R_n-R_n)<epsilon
| stable := next_stable $1 init true
| R_.n "= stable
| R := R_n when (next_stable and loop)

|) where boolean next_stable; end
|) where real R_n, next_R_n; boolean loop; end

The signal S_n holds the current value of S (S; , = S; 0 = S;). The signal R_n is the
current approximation of the current root to be computed (R; ,, with R, o = S;/2).
The signal next_R_n is R; ,11. The signal stable is first true, then false until
the instant following the emission of the result in (R).

The clock that triggers steps is that of the signal stable: it represents a refine-
ment of time, with respect to that of the input signal S.

The process model SecondDegree uses rac to compute the solutions of the
second degree equation when the discriminant is positive.
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process SecondDegree = { real epsilon; }
( ? real a, b, c; ! event x_st; real x21, x2; boolean stable)
(] delta := (b*b)—-(4.0%ax*c)
| x_st := when (delta<0.0)
| x1_1 := (-b/(2.0xa)) when (delta=0.0
| (I (stable, delta_root) := rac{epsilon} (delta when (delta>0.0)
| aa := var a | bb := var b
| x1_2 := —((bb+delta_root)/(2.0*aa)
| X2 := —((bb-delta_root)/(2.0%aa)) |) where aa, bb, delta_root; end
| %21 := x1_1 default x1_2
|) where delta, x1_1, x1_2;
process rac ... end

When the discriminant de 1t a is negative, the current equation does not have solu-
tion: the event x__st output signal is present, x21 and x2 are absent. When delta
is O there is a single solution held by x1_1 and then x21, x_ st and x2 are absent.
When delta is strictly positive the two solutions are the current values of x21
and x2, x_ st is absent. The signal stable is false until the instant following the
emission of the result in (R).

The process model egSolve is the global solver: a, b and c are declared to be
synchronous.

process eqgSolve = { real epsilon; }
( ? real a, b, c; ! boolean x_st; real x1, x2; )
(|l a "= b "= ¢ "= when stable
| (x_st_1, x11) := FirstDegree ( b when (a=0.0), c when (a=0.0)
I«

x_st_2, x21, x2, stable) :=
SecondDegree{epsilon} (a when (a/=0.0), b when (a/=0.0), c¢ when (a/=0.0)

| x1 := x11 default x21
| x_st := x_st_2 default x_st_1 |)
where ... end

When the value of a is 0, FirstDegree input signals are present (and then
FirstDegreeis “activated”), a, b and c are not “transmitted” to SecondDegree
which remains inactive. Conversely when a is not 0, SecondDegree is activated
and FirstDegree is not. The results of the activated modes are merged to gener-
ate x1, x2 and x_st.

4 Formal context for code generation

The equational nature of the SIGNAL language is a fundamental characteristic that
makes it possible to consider the compilation of a process as a composition of endo-
morphisms over SIGNAL processes. We have given in Section 2.6 a few properties
allowing to rewrite processes with rules such as commutativity and associativity
of parallel composition. More generally, until the very final steps, the compilation
process may be seen as a sequence of morphisms rewriting SIGNAL processes to
SIGNAL processes. The final steps (C code generation for instance) are simple mor-
phisms over the transformed SIGNAL processes.
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In some way, because SIGNAL processes are systems of equations, compiling
SIGNAL processes amounts to “solving” these equations. Among relevant questions
arising when producing executable code, for instance, there are the following ones:

—Is the program deadlock free?
— Has it a deterministic execution?
—If so, can it be statically scheduled ?

To answer these questions, two basic tools are used in the compilation process.
The first one is the modeling of the synchronization relation in .%3 by polynomi-
als with coefficients in the finite field Z /37, of integers modulo 3 [19]; the POLY-
CHRONY SIGNAL compiler manipulates a Boolean hierarchy instead of this field.
The second one is the directed graph associated to data dependencies and explicit
precedences. The synchronization and precedence relations are represented in a di-
rected labeled graph structure called the Data Control Graph (DCG); it is composed
of a Clock Hierarchy (CH, Section 4.3.1) and a Conditioned Precedence Graph
(CPG, Section 4.4). A node of this CPG is an elementary process or, in a hierarchi-
cal organization, a composite process containing its own DCG.

This section introduces SIGNAL features used to state properties related to the Data
Control Graph. Principles and algorithms applied to information carried out by this
DCQG are presented.

4.1 Endochronous acyclic process

When considering embedded systems specified in SIGNAL, the purpose of code
generation is to synthesize an executable program that is able to deterministically
compute the value of all signals defined in a process. Because these signals are timed
by symbolic synchronization relation, one first needs to define a function from these
relations to compute the clock of each signal. We say that a process is endochronous
when there is a unique (deterministic) way to compute the clocks of its signals. Note
that, for simulation purpose, one may wish to generate code for non deterministic
processes (for example, partially defined ones) or even for processes that may con-
tain deadlocks. Endochrony is a crucial property for processes to be executable:
an endochronous process is a function over pure flows. It means that the pure flows
resulting from its execution on an asynchronous architecture do not depend on prop-
agation delays or operator latencies. It results from this property that a network of
endochronous processes is a Kahn Process Network (KPN) and thus is a func-
tion over pure flows. But it is not necessarily a function over synchronized flows:
synchronizations related to the number of #’s are lost because #’s are ignored.

Whereas synchronization relation determines which signals need to be computed
at a given time, precedence relation tell us in which order these signals have to be
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computed: x precedes v at c, represented as ¢ : x — y, means that, for all instants in
the pure time domain of the clock signal ¢, the computation of y cannot be performed
before the value of x is known. Therefore ¢ : x — y is equivalent to ckx%y : x — y.
Hence, we say that ¢ : x — y is in normalized form if and only if c¥x%y = c. The
reduced form x — y denotes the normalized form x%y : x — y.

An immediate cycle in the conditioned precedence graph denotes a deadlock.
Figure 1 presents the main sources of deadlocks. Figure 1-a is a classical computa-
tion cycle. Figure 1-b is a “schizophrenic” cycle between clock and signal: to know
if zx is present one must know if its value is 0, but to pick up its value it is required
to know if it is present. Figure 1-c is a cyclic dependence due to the free definition
of both x1 and x2 when neither a nor b are present; nevertheless if the clock of
x1lisa "+ D then there is no deadlock during execution (either a is present and
x1 “— aisnull or bis present and x2 ~— D is null).

x1 := a default x2
x2 := b default x1
zx:=x$1|

a: x:=a+x b: xx = when zx=0 c: we have x1 "= x2

Fig. 1 Paradigms of deadlocks

4.2 SIGNAL graph expressions

The SIGNAL term a --> b when c is an elementary process in the SIGNAL
syntax. It denotes the precedence relation [c] : @ — b. This constraint is usually im-
plicit and related to data dependencies (for instance in x := a+b the constraints
a — x and b — x hold), and clock/signal dependencies (the value of a signal x can-
not be computed before X, the clock of x, hence the implicit precedence relation
X — x). Precedences can be freely added by the programmer. They can be computed
by the compiler and made available in specifications associated with processes (Sec-
tion 4.6).

Derived expressions
a ——> Dbisasimplified term that means a ——> b when (a”+*b).
Local precedence constraints can be combined as in {b,c} --> {x_st,x}

meaning that for all pairs (uin {b, c},vin {x_st, x}), u ——> v holds.
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The SIGNAL term 11::P is a derived process expression formally defined with
SIGNAL primitive features. For the purpose of this chapter, it is enough to know that
11::P associates the label 11 to the process P. A label 11 is a special event signal
that “activates” P. It may occur in synchronization and precedence constraints as
any other signal, with a specific meaning for precedence: if a process P contains
111::Pland 112::P2 then 111 —-—> 112 in P means that every node in P1
precedes all nodes of P2, while for a signal x, x —-> 112 (resp. 111 --> x)
means that x precedes (resp. is preceded by) all nodes of P2 (P1).

4.3 Synchronization relation

Table 1 gives the synchronization relation associated with a SIGNAL expression P,
as a SIGNAL expression €’ (P) (column 2), and as a time domain constraint .7 (P)
(column 3). The time domain constraints have to be satisfied by all executions of P.
The synchronization relation associated with derived expressions (and normalizable
ones) are deduced from this table. In this table “[E]” stands for “when E”, “"0”
is the “never present” clock, the pure time domain of a signal x is noted “dom(x)”.
Other notations are standard ones and SIGNAL notations.

construct P

clocks: € (P)

pure time domains .7 (P)

boolean b [b] “+[not b] "= Db | T (€ (P))
[b] "+ [not b] "= "0
event b [b] "= b | [not b] "= "0 T (€(P))
y = £(Xg, .../ %n) y "= %"= = Xn y((g(P))
y := x$1 initc y "= dom(y) = dom(x)

y := x when b x"x[b] "=y dom(y) = dom(x) Ndom([b])
y := x when not b x"*[not b] "=y dom(y) = dom(x) Ndom([—b])
z := x default y x"+y "=z dom(z) = dom(x) Udom(y)

P[Py % (P1) [(Pa) T (C(P1)) AT (C(P2))
P where x ¢(P) where x Ix 7 (€ (P))

Table 1 Synchronization relation associated with a process

The transformation % defined in Table 1 satifies the following property mak-
ing €' (P) a process abstraction of P:

(I€®)|P[)=P

The clock of a Boolean signal b is partitioned into its exclusive sub-clocks [b]
and [—b] which denote the instants at which the signal b is present and carries the
values true and false, respectively, as shown in Figure 2.
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b, c absent
b, ¢ present

Fig. 2 Time subdomains and hierarchy for the FirstDegree process

4.3.1 Clock hierarchy

The synchronization relation provides the necessary information to determine how
clocks can be computed. From the synchronization relation induced by a process, we
build a so-called clock hierarchy [20]. A clock hierarchy is a relation \A& (dominates)
on the quotient set of signals by "= (x and y are in the same class iff they are
synchronous). Informally a class C dominates a class D (C is higher than D) or
equivalently a class D is dominated by C (D is lower than C), written D/ C, if the
clock of D is computed as a function of Boolean signals belonging to C and/or to
classes recursively dominated by C.

To compute this relation, we consider a set V of free value Boolean signals (the
free variables of the process); this set contains variables the definition of which
cannot be rewritten using some implemented rewriting rule system: in the current
POLYCHRONY version, input signals, delayed signals, results of most of the non-
Boolean predicates are elements of this set V.

Depending on V, the construction of the relation X is based on the following
rules (for x a signal, C, denotes its class; &* is the transitive closure of &):

1. If x; is a free variable such that the clock of x is defined by sampling that of x;
(& = [x1] or £ = [x{]) then Cy, N Gy : the value of x; is required to compute the
clock of x;

2. If £ = f(& ...,%), where f is a Boolean/event function, and there exists C
such that C\AN*CXI. for all x; in xi,...,x, then X is written in canonical form
2=cf(P1.sIm)s cfP1 ..., Pm) is either the null clock, or the clock of C, or is tran-
sitively dominated by C; in POLYCHRONY, BDDs are used to compute canonical
forms;

3. If £ =cf($1...,9m) is a canonical form such that m > 2 and there exists C; such
that CZ&*C},I. for all y; in y1,...,ym, then there exists a lowest class C that domi-
nates those Cy,, and C&Cx.

When the clock hierarchy has a unique highest class, like the classes of Bx in Fig-
ure 3-b, the process has a fastest rated clock and the status (presence/absence) of
all signals is a pure flow function: this status depends neither on communication
delays, nor on computing latencies.

The “clock calculus” provided by POLYCHRONY determines the clock hierarchy
of a process. It has a triple purpose:
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— it verifies that the process is well-clocked: synchronization relation of the pro-
cess can be written as a set of acyclic definitions;

— it assigns to each clock a unique normalized definition when possible;

— it structures the control of the process according to its clock hierarchy.

4.3.2 “Endochronization”

A process that is not endochronous can be embedded in a container (Figure 3-c)
such that the resulting process is endochronous. For instance, consider the clock
hierarchy associated with the process vy := x when b; it has two independent
classes: the class of “x and the class of “b (Figure 3-a), the third one is defined by
a clock product.

To get an endochronous process, one can introduce a new highest clock and two
new input Boolean signals Bx and Bb, synchronous with that clock; the sampling of
Bx and Bb defines respectively the clocks of x and b (Figure 3-b). This embedding
can be made by the designer or heuristics can be applied to instrument the clock
hierarchy with a default parameterization.

. Bx, Bb | Bx
------------------- Bb| " Bx’=Bb|
x "= when Bx |

Bx] ~[o]:
[Bx *[el: y ! b A= when Bb
: . . .

) > y:=x whenb

a: not a tree b: endochronized ¢: clock container

Fig. 3 Endochronizationof y := x when b

Building such a container is useful not only to make a process endochronous but
also to insure that the pure flow function associated with a KPN remains a synchro-
nized flow function (i.e., synchronizations are preserved despite various communi-
cation delays).

4.4 Precedence relation

Table 2 gives the precedence relation associated with a SIGNAL expression P, as

a SIGNAL expression . (P) (column 2), and as a path algebra i>(P) (column 3).
Notice that the delay equation (line 3) does not order the involved signals. The table
is completed by relations coming from the clock hierarchy.

The transformation . defined in Table 2 satifies the following property
making .7 (P) a process abstraction of P:

(|7® |P|)=P
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construct P

precedence: . (P)

path algebra: 8, (P)

{a ——> b when c} {a -——> b when c} [c]:a—Db
S
y = £(X1,...,%q) x1==>y |...| xp=—>y — (S (P))
y = x$1 initc
y:= x when b X—=>Yy X—y
z:= x default y |[x-—>z | y-->z when ("y -"x) i>(§’(P))

Py | P2

S (1)L (P2)

(X @) U (X @)

P where x

< (P) where x

— (P)

clock construct P

precedence: . (P)

path algebra: LN (P)

%, a signal "X ——> x X—x
X "= when b b ——> "x b— %
x "= when not b
~ ~ ~ ~ ~ ~ ~ 6
y "= cf("Xy,.., Xyp) X ==>"y |...| "x,=—>"y — (S(P))

Table 2 Precedence relation associated with a process; the transitive closure (P)*, is more pre-
cisely a path algebra presented in Section 4.4.1

4.4.1 Path Algebra >

From basic precedence relation, a simple path algebra can be used to verify deadlock

freeness, to refine precedence and to produce information for modularity. The path
*

algebra is given by the following rules defining LR for expressions ¢ : x — y in
normalized form:

o rule of series c:x—yandd:y—z=ckd 1 x —z2
c:x—Yy

dix—y =ctd:x—y

o rule of parallel

. . 1) . . .
A pseudo cycle in the precedence relation — associated with a process P is a
*

. 8 .
sequence ¢y : Xy — X2, €2 1 X2 — X3...Cp—1 : Xp—1 — X1 in — . P is deadlock free
iff for all pseudo cycle ¢1 : x; — X2, €2 : X3 — X3...Cy—1 : Xp—1 — X inits precedence
relation, the product ci%cy%...%c,—1 is null (= 0).

4.4.2 Precedence refinement

To generate sequential code for a (sub)process P it is usually necessary to add new
dependencies c; : x; — x» to P, getting so a new process PS which refines prece-
dence of P. But it is wishable that if the composition of P with some process Q is
deadlock free, then the composition of PS with the same process Q remains dead-
lock free; a refinement that satisfies this property is said to be cycle consistent by
composition. In general, maximal cycle consistent refinement is not unique. The
union of all maximal cycle consistent refinements is actually a preorder that can be
computed using the path algebra [21]. The preorder associated with process First-
Degree is shown in Figure 4-b (clocks are omitted): one can for instance compute
b1 before c1 or conversely.
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h is “when b=0"
k is “when b/=0"
810

§ Clock hierarchy

“ scheduling

Ay .@
S
I

aqmm
/
i 3

,.’refinement

)8

. ‘,x‘ \\ “u
" o1:=b when k Hc1 :=C when k |

x:=c1/b1
a-clock and graph for FirstDegree b- scheduling refinement preorder

Fig. 4 FirstDegree process DCG and its precedence refinement preorder

4.5 Data Control Graph

The Data Control Graph, composed of a clock hierarchy and a Conditioned Prece-
dence Graph as shown in Figure 4-a, not only associates with every clock node the
set of signals that have this node as clock, but also produces a hierarchy of the CPG
in which with every clock node is associated the subgraph of the calculus that must
be processed when this clock is present (for instance computations of b1, c1, x are
associated with the node [b /= 0] in Figure 4-a).

4.6 SIGNAL process abstraction

The interface of a process model MP can contain, in a process P_abst, a specific
description of relations, typically, clock and precedence relations, applying on its
inputs and outputs:

process MP(?I1, ...,Im; !01,..., On) spec (|P_abst]|) P_body

When the process body P_body of MP is a set of equations, the actual process
associated with MP is not P_body but ( |P_abst |P_body|). Hence, P_abst
is by construction an abstraction of ( |P_abst |P_body|).

When MP is an external process model, P_abst is assumed to be an abstrac-
tion of the process associated with MP. Supplementary properties are required to
correctly use those external processes. Thus, a process is (can be) declared:

e safe: a safe process P is a single-state deterministic, endochronous automaton;
such a process does not have occurrence of delay operator and cannot “call”
external processes that are not safe; in practice the code generated to interact
with P (to call P) can be freely replicated;
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e deterministic: a deterministic process P is a deterministic, endochronous automa-
ton (it is a pure flow function); such a process cannot “call” external processes
that are not safe; in practice the code generated to interact with P (to step P) can
be replicated only if the internal states of P are also replicated;

e unsafe: a process is unsafe by default.

As an example, the FirstDegree function (Example 3.1) First Degree is
a safe process. Its synchronization and precedence relations are made explicit in its
specification: all output signals depend on all input signals ({b, c} —--> {x, x_st}),
the signal x_st is synchronized with the clock at which b is zero, the signal x is
present iff b is non-zero. The abstraction of its generated C code is then given by
the FirstDegree SIGNAL external process presented below.

For a SIGNAL process P such an abstraction can be automatically computed by
the POLYCHRONY SIGNAL compiler: it is the restriction to input/output signals (of
MP) of the process (|4 (P) |~ (P) | ), where ./ (P) is the precedence refine-
ment of . (P) taking into account the precedences introduced by code generation.

When the specifications are related to imported processes their source code may
not be available (written in another language such as C++ or Esterel [22]). Legacy
codes can be used in applications developed in SIGNAL, in which they are consid-
ered as external processes via specifications.

Besides, POLYCHRONY provides a translator from C code in SSA form to S1G-
NAL processes [23]. The translated process can be used to abstract the original C
behavior. Each sequence of instructions in the SSA form is associated with a label.
Each individual instruction is translated to an equation and each label is translated
to a Boolean signal that guards its activation. As a result, the SIGNAL interpretation
has an identical behavior as the original C program.

void FirstDegree process FirstDegree =
(int float b, float c, ( ? real b, c; ! boolean x_st; real x;)
float xx, int =xx_st) { safe
if (b !'= 0.0) spec (| b ——-> c %$precedence refinement%
*x = —(c/b); | {b, c} ——> {x , x_st}
else | b "= c¢
*x_st = (c !=0.0); | x "= when (b/=0.0)
} | x_st "= when (b=0.0) |)
external "C" ;

Fig. 5 Legacy C code of the FirstDegree function and its SIGNAL abstraction

Syntactic sugar is made available in SIGNAL to easily handle usual functions.
For instance the arithmetic C function abs used in rac can be declared as
function abs=(? real x; ! real s;); function means that the
process is safe, its input and output signals are synchronous and every input pre-
cedes every output.
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4.7 Clustering

The DCG (Section 4.5) with its CH (Section 4.3.1) ant its CPG (Section 4.4) is the
basis of various techniques applied to structuring the generated code whilst preserv-
ing the semantic of the SIGNAL process thanks to formal properties of the SIGNAL
language (Section 2.6). We give in this section a brief description of several impor-
tant techniques that are illustrated in Section 5.

4.7.1 Data flow execution

The pure data flow code generation provides the maximal parallel execution. If we
consider the FirstDegree example, we can see that some elementary equations
are not pure flow functions, and then the result of their pure data flow execution is
not deterministic. It is the case for c1 := ¢ when (b/=0.0): an occurrence
of ¢ being arrived and b not, b may be assumed absent. A simple solution to this
problem is to consider only endochronous nodes as candidates for data flow exe-
cution. One can get this structure by duplicating the synchronization b “= c. The
resulting code for FirstDegree, in which each line is a pure flow function, is
then:

(| bl := b when (b/=0.0)
| (] b "=c | cl :=c when (b/=0.0) |)
[ x = —(cl/bl)
| (] b "= c¢c | x_st := (¢c/=0.0) when (b=0.0) |)

This example illustrates a general approach, using properties of the SIGNAL lan-
guage (Section 2.6) to get and manage endochronous subprocesses as sources for
future transformations. Building primitive endochronous nodes does not change the
semantics of the initial process.

4.7.2 Data clustering

Data clustering is an operation that lets unchanged the semantics of a process. It
consists in splitting processes on various criteria thanks to commutativity, associa-
tivity and other properties of process operators (Section 2.6). It is thus possible to
isolate:

— the management of state variables (defined, directly or not, as delayed sig-
nals) in a “State variables” process (required synchronizations are associated with
those variables),

— the management of local shared variables used instead of signal communica-
tions between subprocesses in “Local variables” blocks,

— the computation of specific data types towards multicore heterogeneous archi-
tectures.
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4.7.3 Phylum

Atomic nodes can be defined w.r.t. the following criterion: when two nodes both
depend on (are transitively preceded by) the same set of input variables, they can
be both executed only after the inputs are achieved. This criterion defines an equiv-
alence relation the class of which we name phylums: for a set of input variables A
we name phylum of A the set of nodes that are preceded by A and only A. It results
from this definitions that if a phylum P1 is the phylum of A1, and P2 that of A2,
P1 precedes P2 iff A1 C A2.

As an example, the FirstDegree function (Example 4.7.1) might have four phy-
lums: the phylum of the empty set of inputs which is empty, the phylum of b that
contains b1 := b when (b/=0.0), the phylum of ¢ which is empty, and finally
the phylum of {b, c} that contains the three remaining nodes. Due to its properties,
an endochronous process can be splitted into a network of endochronous phylums
that can be executed atomically (as function calls for instance).

4.7.4 From cluster to scheduling of actions

Using data clustering and phylums, a SIGNAL process can be transformed in an
equivalent process the local communications of which are made invisible for a user
context. This transformation is illustrated with the FirstDegree process; two
phylums are created: Phylum_B is the phylum of b and Phylum_BC is the phylum
of {b, c};twolabels I_PH_ B and I_PH_BC are created to define the “activation
clock” and the precedence related to these phylums. One can notice that this SIGNAL
code is close to a low level imperative code.

process FirstDegree = ( ? real b, c¢; ! boolean x_st; real x; )
(| b "= ¢ "=Dbl "= Dbb "= L_PH B "= L_PH_BC
| L_PH_B :: Phylum_B(b)
| L_PH_BC :: (x_st, x) := Phylum_BC(c)

| L_PH_B --> L_PH_BC
|) where shared real bl, bb;

process Phylum B = ( ? real b; )
(] bb ::=Db
| bl ::= b when (b/=0.0) |)
process Phylum _BC = ( ? real c; ! boolean x_st; real x;)
(] c1 := c when (b/=0.0)
| x := —(cl/bl)
| x_st := (c/=0.0) when (bb=0.0) |) where real cl; end

end

A grey box is an abstraction of such a clustered process: the grey box of a process
contains a specification that describes synchronization and precedence over signals
and labels. The phylums synchronized by these labels are declared as abstract pro-
cesses. The grey box of a process P can be imported in another process PP. The
global scheduling generated for PP includes the local scheduling of P. In the case
of object-oriented code generation, this inclusion can be achieved by inheritance
and redefinition of the scheduling, the methods associated with abstract processes
remaining unchanged. The grey box associated with FirstDegree can be found
below.
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process FirstDegree = ( ? real b, c¢; ! boolean x_st; real x; ) Sgrey box%
safe

b "= ¢ "= L_PH B ~

PH_B :: Phylum_B(b)

PH_BC :: (x_st, x) := Phylum_ BC(c)

b --> L_PH. B --> ¢ --> L_PH_BC --> {x , x_st}

x "= when (b/=0.0

= L_PH_BC

)
| x_st "= when (b=0.0) |)
where process Phylum_B = ( ? real b; ) external;
process Phylum BC = ( ? real c; ! boolean x_st; real x;) external;

end
external ;

4.8 Building containers

The construction of containers previously proposed to build endochronous pro-
cesses (Section 4.3.2) is used to embed a given process in various execution con-
texts. The designer can for instance define input/ou