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Tau Be or not Tau Be?
A Perspective on Service Compatibility and Substitutabiliy

Meriem Ouederni Gwen Salaiin
University of Malaga, Spain Grenoble INP-INRIA-LIG, France
meriem@lcc.uma.es Gwen.Salaun@inria.fr

One of the main open research issues in Service Oriented @orgps to propose automated tech-
nigues to analyse service interfaces. A first problem, datlempatibility, aims at determining
whether a set of services (two in this paper) can be composgedter and interact with each other as
expected. Another related problem is to check the subatitiitty of one service with another. These
problems are especially difficult when behavioural desioms (.e., message calls and their order-
ing) are taken into account in service interfaces. Int@$ashould capture as faithfully as possible
the service behaviour to make their automated analysistpesghile not exhibiting implementation
details. In this position paper, we choose Labelled TraorsBystems to specify the behavioural part
of service interfaces. In particular, we show that intefpethaviours t transitions) are necessary
in these transition systems in order to detect subtle ethatsmay occur when composing a set of
services together. We also show thigtansitions should be handled differently in the compétibi
and substitutability problem: the former problem requigesheck if the compatibility is preserved
every time ar transition is traversed in one interface, whereas therlegtpuires a precise analysis of
T branchings in order to make the substitution preserve thpgsties €.g, a compatibility notion)
which were ensured before replacement.

1 Introduction

The definition of Interface Description Languages (or cactttanguages) which provide a good trade-
off between expressiveness and abstraction level is notenteesearch topic. With the advent of
Component-Based Software Engineering in the 90s, manysmedte dedicated to the design of such
languages, see for instance [4] 1] [11], 29]. This work tookwalmeath with the recent venue of (Web)
services. Indeed, although the black-box nature of commsrean be source of discussion([9] 25, 30],
this is not the case of services since they are deployed aathlate on-line, therefore their internal
implementation has no reason to be accessible to users.

Existing IDLs distinguish four interoperability levels][Zignature, behaviour (or interaction proto-
col), semantics, and quality of service. In this paper, veeioon the behavioural description level. This
level has often been emphasised as crucial [29, 12] becaws@@ori knowledge of every service con-
trol flow is essential to avoid-posteriorierroneous executions (such as deadlock) of a set of iniegact
services. In the services area, several notations (P& tnensition systems, process algebras, state di-
agrams, etc.) have already been proposed to specify theibatal part of service interfaces. Here, we
have chosen Labelled Transition Systems which is a simplexy@essive model often used as semantic
foundation to higher-level formalisms. In this model, weaatonsider internal or non-observable be-
haviours using transitions. Internal behaviours are important becaualysing service interfaces may
show that they will interact correctly if observable belwanws only are considered whereas they will
actually behave erroneously due to internal behaviourssd&htransitions correspond to abstractions of
pieces of coded.g, conditions involving variables and functions). This inf@mtion may be preserved
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and may help the designer who wants to compose a set of seteigether. However, as far as automatic
approaches are concerned, the analysis of such condisahfficult because it deserves to have a full
understanding of types and functions used in those guards.

Once the interface model is defined, several issues havetored out and are still actively studied
in the service research community: service discovery,maatic composition, validation and verification,
adaptation, etc. Here, we focus on two problems (relatedi¢camother) referred to as service compati-
bility and substitutability (or replaceability). The firgtoblem aims at checking whether two (or more)
services areompatible that is can interagiroperlyuntil reaching a correct termination state. Several no-
tions of behavioural compatibility have already been psmgbin the literature. In this paper, we will use
three notions for illustration purposes, namely deadlivekness[[11], unidirectional-complementarity
and unspecified-receptionis [34, 7]. The second problem atrnlecking if one service can lsabsti-
tutedwith another while ensuring that the reconfigured systerhbethavesimilarly from a behavioural
point of view.

Our goal in this paper is to focus artransitions and first show that such transitions are negessa
interface models to avoid erroneous behaviours. Secondiithe&how that when checking compatibility
and substitutability, these transitions have to be handledrrectly. One of the main objectives of this
paper is to explain what is meant bgrrectly (or properly, similarly, which are adverbs used before in
this introduction). In particular, their analysis is difat from one problem to another. Compatibility
requires to check that observable actions satisfy the ctibilfig notion every time an internal behaviour
is traversed in one of the two involved services. On the oliard, the substitutability verification
requires a precise analysis Dbranchings in order to check that the new service behaves &smer
version. We will illustrate our arguments throughout théper with some simple examples.

Our objective is not to present some algorithms and toolsitoraate those checks. Such algorithms
can be found in related papeesg, [11,[1,[13]. As far as tool support is concerned, the corbpiayi
check can be implemented using Maudel [15] as presentéd jndid the substitutability check can be
achieved using CADRP [19] and the Bisimulator tadl [3].

The rest of the paper is organized as follows. Se¢tion 2duoires our behavioural model of services.
Sectiori B first presents some compatibility notions we usleisrpaper for illustration purposes, and then
discuss the way transitions should be handled. In Secfion 4, we tackle thetiutability problem, and
present some solutions to check the substitutability ofises with a special focus on transitions.
Finally, we overview existing works in Sectigh 5 and draw ome conclusions in Sectin 6.

2 Model of Service Interfaces

We assume that service interfaces are equipped both wignatsre (set of required and provided oper-
ations) and a protocol represented yyambolic Transition Syste(8TS) which is a Labelled Transition
System (LTS) extended with value passing (data paramedengg with messages). More formally, an
STS is a tuplg A, SI,F, T) where: A is an alphabet which corresponds to the set of labels assdcia
to transitions,Sis a set of stated, € Sis the initial stateF C Sis a nonempty set of final states, and
T C S\F x A x Sis the transition relation. In our model)abel is either ar (internal action) or a tuple
(m,d, pl) wheremis the message name stands for the communication direction (either an emiskion
or a reception ?), angl is either a list of data terms if the label corresponds to arsson, or a list of
variables if the label is a reception.

Notice that, using the STS model, a choice can be represested either a state and at least two
outgoing transitions labelled with observable actionddgeal choice) or branches oftransitions (in-
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ternal choice). Another possibility would be to keep chaioaditions as part of the model (as done in
Symbolic Transition Graph introduced in]24]), and analfsem using subtyping relations, seel[14] for
instance. However, in the general case, it is not possibémadyse boolean expressions used in guards
because they can involve variables and functions, and ardéme, we do not know variable values.
Therefore, there is no way to predict how a choice will behavaun-time. This is why choice or loop
conditions are often made abstract and specifiedteansitions in behavioural interfaces.

In our model, no transition can go out from a final state beeangWeb) services, an implementation
explicitly defines a termination construat.g, Terminate in BPEL), and therefore the corresponding
transition system consists of a transition labelled witiollowed by a final state. Suchtransition can
be minimized if it appears in a sequenaeconfluence), but this is not the case if it is involved in a
branching structure (a state with several outgoing tremsj.

Synchronizations between services respect a synchromolusirsary communication model. There-
fore, two services synchronize if one can evolve throughraisgon, the other through a reception,
and both labels have the same message and matching pasafsatee number of parameters with the
same type and in the same order). Internal behaviour camnobtirolled because this corresponds to
an independent evolution of a servite,, a service can internally decide to change its state without
apparent or observable reason. The operational semah&dsSois formalised in [17].

This model is simple yet offers a good abstraction level fesalibing and analysing service be-
haviours. Moreover, STSs can be easily derived from hitghert description languages such as Abstract
BPEL, see for instancé [18, 32,]110] where such abstracticre wsed for verification, composition or
adaptation of Web services. In the rest of the paper, we wgtdbe service interfaces only with their
corresponding STSs. Signatures can be deduced from thmangtypes appearing in STS labels.

Internal Behaviours. Service analysis could be worked out without taking intooact their inter-
nal evolution because that information is not observatwenfits partners point of view (black-box as-
sumption). However, keeping an abstract description ohthreobservable behaviours while analysing
services helps to find out possible interoperability issuadeed, although one service can behave as
expected by its partner from an external point of view, iop&rability issues may occur because of un-
expected internal behaviours that services can executeingtance, Figuréll shows two versions of
one service protocol withous{) and with 1) its internal behaviour. As we can séd, andS2 can
interoperate ol and terminate in final stateb!(in S1 has no counterpart i52 and cannot be executed,
this is due to synchronous communication). However, if westaerS1’, which is an abstraction closer
to what the service actually does, we see that this prota@ol(choose to) executeraransition at state
sl and arrives at state8 while S2 is still in stateul. At this point, bothS1" andS2 cannot exchange
messages, and the system deadlocks. This issue would robban detected withil.

A e ) )
S1 S2 S1
ul tau tau
a!
i b! a?
il p2:tp2 pl:tl
a! b!
O 22 PLIL (@) p2:tp2
— G » - @@

Figure 1:S1 andS2 interoperate successfully, bbi' andS2 can deadlock

Now, let us focus on higher-level languages, such as ab®REL or abstract Windows workflow
(WF), which are used in the literaturie [28,] 16] 27] as abstascriptions (Interface Description Lan-
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guages) of service behaviours. Here we choose WF to illestraw STSs and in particulartransitions
are extracted from this workflow-based notation. WF dessrikervice behaviours using a set of basic
activities,e.qg, IfElse, Listen andWhile, for which it is useful to keep sometransitions in their respective
STS descriptions.

The IfElse activity corresponds to an internal choice deciding whictivity has to be performed,
e.g, sending different messages using WhebServiceOutput activity, depending on the condition truth
value. The corresponding STS contains as many transitadeléd witht as there are branches in the
IfElse activity (including theelsebranch), see the first example in Table 1.

Transitions labelled witlt can describe timeouts, as it is the case inltkeesn activity of WF. This
activity waits for possible receptiong\entDriven). If no message is received, a timeout occlslgy)
which stops the.isten activity. In the STS model, theisten activity is translated into a set of branches
labelled with the receptions used in this activity and taansition corresponding to the timeout, see the
second example in Tallé 1.

The While activity is used to repeat an activity as long as the loop timmdis satisfied. Hence, the
corresponding STS encodes this activity using a non-détestic choice, specified usingtransitions,
between the looping behaviour and the behaviour that cardaiited after th&Vhile activity (when the
condition becomes false), see the third example in Tdble 1.

Other abstract WF activities such &srminate, Parallel andCode can also generatetransitions in
the corresponding STS model.

3 Compatibility

In this section, we first present three notions of compétjpihamely deadlock-freeness, unidirectional-
complementarity and unspecified-receptions. We have ohib&se notions because they are simple to
understand, and often used by related work in the literdiir@4,/11) 6] 17]. We will use them in the
rest of this paper to illustrate the discussion. In the seédwif of this section, we point out the subtleties
of dealing witht transitions when checking behavioural compatibility.

3.1 Compatibility Notions

Deadlock-freeness.This notion says that two service protocols are compatitdad only if, starting
from their initial states, they can evolve together untiaieing final states. Figufé 2 presents a simple
example to illustrate this notiors1 andS2 are not compatible because after interacting on actjtoth
services are stuck. On the other hafdl, andS2 are deadlock-free compatible since they can interact
successively oa andc, and then both terminate into a final state.

Unidirectional-complementarity. Two services are compatible with respect to this notion @ anly

if there is one service which is able to receive (send, rdiyady) all messages that its partner expects
to send (receive, respectively) at all reachable stateacéjahe “bigger” service may send and receive
more messages than the “smaller” one. Additionally, botivises must be free of deadlocks. This
notion is different to what is usually called simulation oeprder relation [31] because the two protocols
under analysis here aim at being composed, and accordingemt opposite directions. However, both
definitions share the inclusion concept: one of the two pa®is supposed to accept all the actions
that the other can do. Figuré 3 first shows two serviEesnd S2 which respect this unidirectional-
complementarity compatibility: all actions possibleSh can be captured b§2. However,S2 does not
complement1’ becausé&?2 is not able to synchronize on actiemwith S1'.
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\ Abstract WF activity \ STS description |

a?

WebServi cel nput (a?(pl:t1))
i fEl se
(((pl1 < 10),
WebSer vi ceQut put (b! (p2:t2))),
((p1 = 10),
WebServi ceQut put (c! (p3:t3)))

tau

b!
p2:tp2

listen(
Event Dri ven c?
(WebServi cel nput (b?(p2:t2)),...), p3:t3
Event Dri ven
(WebServi cel nput (c?(p3:t3)),...),
Event Dri ven(Del ay, ...)

)
WebSer vi cel nput (b?(p2:t2)) b?
Vi | e
( [while p2<10]
(p2 < 10)1 tau
I nvokeWebSer vi ce
(b!'(p3:t3), b?(p2:t2)) b!
) p3:tp3

Table 1: Examples of abstract WF activities and their cpoading STSs

Unspecified-receptions.This definition requires that if one service can send a mesabg reachable
state, then the other service must receive that emissiomthdfmore, one service is able to receive
messages that cannot be sent by the other sengceahere might be additional unmatched receptions. It
is also possible that one protocol holds an emission thanwflbe received by its partner as long as the
state from which this emission goes out is unreachable whatogols interact together. Additionally,
both services must be free of deadlocks. In Fidur814andS2 are not compatible becau$é cannot
receive all actions th&i2 can sendd!). But S1' andS2 are compatible because all emissions on both
sides have a matching reception on the other.

The reader interested in the formal definitions for thesepatihility notions can refer ta [6, 17].

3.2 Internal Behaviours

Compatibility checking verifies that two interacting seas fulfill each other’s requirements. Interaction
between services basically depends on synchronisatie@rsobgervable actions and then can be defined
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st )  s2 ) 1 s1' )
a! a? al
b? c! b? c?
U L4 _ ) . J

Figure 2: Deadlock-freeness compatibility

Figure 3: Unidirectional-complementarity compatibility

s1 ( 52 o) s1
d?,
a?

al a!
tau tau

W b? c?
b! c!

4 . L4 -

Figure 4: Unspecified-receptions compatibility
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Figure 5:1 transitions need to be analysed

using a criterion set on these observable actions (seedtarice the compatibility notions we presented
previously). Since services can evolve independentlyutiitosome non-controllable transitions, the
behavioural compatibility requires that each internall@won must lead both services into a state in
which the criterion is satisfied. This means that every tinteti@nsition is traversed in one of the two
STSs, the compatibility must be checked again on the tatgtet. SThis way to processtransitions leads
to a unigue way to handle them all along the compatibilityodirey. This is not the case in the context
of service substitution where services can be compareddiogao different ways of dealing with their
internal behaviours, similarly to what is achieved in ealénce checking [31) 8, 21] (see Seclion 4 for
more details on the substitutability problem).

Let us illustrate these ideas on a couple of examples. Figst, d-igureld shows that it is not enough
to focus on observable actions when checking service cobilggt 1 transitions must be analysed as
well. In this example, both services can interactaoandb from an observational point of vieviie.,
considering only observable traces withauransitions. However, if the compatibility check does not
analyse only observational actions but also internal oaekadlock is detected when serviédsand
S2 move to state ands’, respectively, by executing mtransition. Therefore, these two services are not
deadlock-free compatible.

The question now is: how transitions are supposed to be analysed when checking ¢itifify®
Similarly to equivalence checking, one may want to matc¢tansitions appearing in both service inter-
faces together. As an example, observational (or weakyalgmice [[31] checks that orreon one side
matches with a sequence of zero or moren the other. Figurgl6 shows an example in which the state
matching respects this weak relaﬂomevertheless, these services are not compatible witlecetpthe
unspecified-receptions compatibiﬁtybecausél can evolve to state by executing a transition and
S2tos’, and in this configuration, actidsl in S1 has no counterpart in servié in states'.

To sum up, in order to check compatibility,transitions need to be analysed, and one has to check
after eactr transition that the compatibility notion is verified by tregthcoming observational actions.
We also claim that reasoning on théranchings as done in equivalence checking (matchimgpearing
in both interfaces) is not useful when one checks compayiblhdeed, in order to ensure correct inter-
actions, we do not want to match one service internal actatisthose of its partner. This would be
meaningless in a composition situation because thesenacii@ non-controllable from a partner point
of view, and do not have anything to see with one another. Viieraed to check that their observable

IActually, servicesS1 and S2 are equivalentvrt. the observational relation if directions in one service mneersed as
follows: 1T =1?,1?=1!. In our model, messages may come with parameters, andhhiskavould also require to remove
parameters beforehand.

2Here, we chose a special example where no additional receptippear in both services, and the parallel with equicalen
checking is therefore easier to make.
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. e

Figure 6:1 transitions matching is not necessary
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S1 S2 S1'
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Figure 7: Checking substitutability as compatibility mayisleading

actions behave as defined in the compatibility notion inespitpossibler transitions.

4  Substitutability

Substitutability aims at replacing one service embeddguhasof a larger system with another service
such that the entire system is able to interact as bef@geréspecting the same compatibility notion). In
this paper, we focus on context-dependent approadleesywhere partners (sometimes called environ-
ment) are defined and known.

First of all, the substitutability problem has two formidets in the literature. Suppose we have
a system consisting of two servic83 andS2, and both services are compatiblet. a compatibility
notion C. Imagine now that we want to substitute sengdewith a new servic&1'. A first way to check
if this substitution is possible is to verify th81' andS2 are compatiblevrt. compatibility C. A second
way is to comparé&l andS1' to ensure they are related by a certefation. Both solutions are valid,
however the first formulation can be misleading and for teason, we will focus on the second in the
rest of this section. To illustrate this point, see the exangiven in Figurd I7 where we consider for
example the unspecified-receptions compatibily.andS2 are compatiblevrt. this notion. As far as
the first formulation above is considerésll,’ can substituté&1 because&1’ is compatible withS2 (no
reachable emissions without counterpart in both protycdleverthelessS1 andS1' have completely
different behaviours and therefore fulfill different oljges as well (imagine for instance that action
corresponds to a search in a database, and actma modification of that database).

In our model, we chose a level of abstraction where we regaeeds withr transitions. An alterna-
tive approach is to keep guards and use subtyping technigeegor instance [14], for analysis purposes
when checking the substitutability problem. Since our nhadasidersr transitions, we can use strong
notions such as equivalences [[31] (or bisimulations), orenflexible ones such as simulation [31] or
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s1 S2 ST

b? c?
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Figure 8: Simulation is too weak to check substitutability

behavioural subtyping [:ﬂé] In the general case (for any compatibility definition as oh¢hose pre-
sented in Section] 3), simulation or subtyping can be toodod®t us focus first on the simulation (or
preorder) notion. Intuitively, all the actions possibleone transition system must appear in the other.
In such a case, we say that the “bigger” protocol simulatesgmaller”. In Figuré B, we show that this
notion is too weak to always preserve compatibility. Thiareple shows two servicés andS2 which

are unspecified-receptions compatible. However, if weaegB1 with S1' whereS1 simulatesS1’, then
there is an emissiorb() in S2 which has no counterpart Bi', thereforeS1' andS2 are not compatible.

Regarding behavioural subtyping, different definitionssei the literature for the substitutability
problem, see for instance [11),(5,123]. We illustrate herdwie definition proposed in[[5] whef¢he
algorithm for substitutivity checking verifies that seevié demands fewer and fulfills more constraints
than service B! In terms of transition systems, this means that a serviner@alace another if it can
have more receptions and less emissions. Again, in the gereee, this definition is not strong enough.
Figure[9 gives a simple example where two servisésandS2 are deadlock-free compatible, bbit’
andS2 are not, even iS1' is a behavioural subtype &1 according to the definition quoted above.
Let us emphasise here that our claim focuses on the genesal(eay compatibility notion). If we
consider a precise compatibility notion, it can be demeastt that this behavioural subtyping relation is
enough. This is the case for instance with the unspecifieepteons compatibility (see Figure]10 for an
example) because the new service can have more receptibtesaremissions. As a consequence, all the
emissions in the service which does not change are stiluoag{the new service preserves all its former
receptions and may have more). Moreover, the new servicemigrhave less emissions compared to
its former version, and since all the emissions in the olgiserhad a counterpart in its partner, the new
service will have corresponding receptions as well.

Equivalences are strong yet suitable relations to checkuhstitutability problem, because they pre-
serve all observable actions and then the compatibilityonashould be preserved as well. However,
different equivalence relations exist, and they handledhtly internal behaviours. In this paper, we
will focus on some well-known equivalence relations, nansttong, branching, weak, and trace equiv-
alence, from the strongest to the weakest notions (see f@0hbre details on these notions and their
formal relationship).

As far as substitutability is concerned, a strong equivadeor bisimulation[[31] is too strong be-
cause it requires to match not only observable actions kotralransitions. Perfectly matching these
internal transitions does not make sense in the Web seraieasbecause two service implementations
can sligthly differ yet exhibit exactly the same behaviawn an external point of view.

SRefinement is also a notion used for the substitution proplese [5 28] for example. This notion is stronger than
subtyping [28], but we will not talk about it in this paper l@se our goal is to focus anhandling and not to give a survey on
substitution notions.
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S1'

b?

J

Figure 9: Behavioural subtyping is too weak in the generaéca

S2

c?

Figure 10: Behavioural subtyping works for precise complitff notions, e.g, unspecified-receptions

At the other extremity, trace equivalence is too weak bez#uis relation only analyses the observ-
able behaviour, and does not preserve compatibility. Eigdrshows an example whe$é andS2 are
two services respecting a deadlock-freeness compatiliibwever, if we replac&1 by S1', even ifS1
andS1' are trace equivalen§l’ andS2 are not deadlock-free compatible because a deadlock oifcurs
S1' decides to execute thetransition.

Weak and branching equivalences are the strongest of thk egavalences [20]. These two no-
tions preserve behavioural properties (does not add delslfor instance) on observable actions. Con-
sequently, these two equivalence relations are adequaterifg the substitutability of one service by
another. Such results were formally proven for weak eqgeneg [13]. Branching equivalence is stronger
than weak equivalence, and is checked more efficiently fraonaputational point of view, so it should
be preferred if huge protocols are involved when checkirasstutability.

S1 S2 S1'

& _4 & _4

Figure 11: Trace equivalence is too weak to check subdbititya and does not preserve compatibility
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5 Related Work

In this section, we overview works existing on the compétipand substitutability questions, with a
specific focus on approaches handling internal behaviouttseir model and solutions.

5.1 Compatibility

To the best of our knowledge, here are the approaches [1B324, 17] which take transitions into
account in their description models. [n[22], the authoiesebn a bisimulation algorithm to define the
compatibility of (Web) services which are described usiegrifhets. The bisimulation-based compati-
bility associateq transitions in the same way as Milner’s strong equivaletatchingt transitions as
done in the strong equivalence does not make sense wherimpsekvices compatibility in our opinion.

In [11], a compatibility notion based on tliecalculus considers two services to be compatible if they
are deadlock-free. In_[1], the authors rely on an automateth model and define context-dependent
compatibility. This work considers two interfaces to be gatible if their product can be composed
with a third component and this composition is deadlock-frin these two works, the authors propose
to analyser transitions similarly to what is introduced in Sectlon]3.2, each internal evolution must
lead the system into states where the deadlock-freenesssisrped.

A r-calculus description model is also used[inl[33] where twwises are compatible if there is
always at least one sequence of interactions that make thaah rfinal states. This notion is quite
weak when composing services because the deadlock-feepnazerty cannot be guaranteed. [In/ [33],
T transitions only appear as the visible result of synchadioas (as defined in tha-calculus or CCS
semantics). Then, two services are considered compadttithleii composition can engage a sequence of
T actions until reaching final states. Therefore, no pawicplocessing is associatedttdransitions in
this approach.

In a previous paper [17], we considered an automata-basdeélrand proposed a generic framework
which automatically checks service protocols according tmmpatibility notion passed as parameter.
Three strategies for handling transitions were implemented, namely strong, weak anc trathese
strategies are inspired from the ways of associating iatdsehaviours proposed by the strong, weak
and trace equivalence relations. Considering differerysved dealing witht transitions does not impact
the result of the compatibility check, but adds an additi@malysis ont branchings.

5.2 Substitutability

Here again, our goal is not to survey all existing works buy dhose which use internal behaviours
in their interface model. First, Hameurlain [22] addrestfes substitutability of component protocols
described with Petri nets. The substitutability notioncdlgethis paper is a strong bisimulation as intro-
duced by Milner in[[31]. Replacing components using thigtieh enables to preserve system compati-
bility. However, it is a very strict relation as far as the grahg of T transitions is concerned, and weaker
relations may be enough to preserve this compatibility.

In [13], the authors check component substitutability gsieak bisimulation. They show that when-
ever there is a system in which a component is replaced witibaervationally equivalent one, the sys-
tem remains equivalent to the former one. This relationgs kestrictive than strong bisimulation used
in [22].

More recently, [[14] used a Finite State Machine (FSM) moddbtmalise a substitutability notion
for Web services which preserves compatibility. The atleamsider a symmetric approach which re-
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quires that services must have the same traces. In this, gapedpost-conditions are used rather than
T transitions. Therefore, the authors compare these conditusing a subtyping relation: the pre-
conditions of an old service must be simulated by those ofnéhe service and the post-conditions
of the new service must be simulated by those of the old servic

6 Concluding Remarks

In this paper, we have focused on behavioural models of geimterfaces, especially those involving
internal behaviours. Those behaviours are essential bedhtlney are not taken into account in service
models, the composition or substitution of services mageauroneous executions. We have discussed
various solutions to handle internal behaviours when angogompatibility and substitutability of ser-
vices. Our conclusions are the following: (i) when checkammpatibility, the notion to be ensured
has to be verified after every internal behaviour appeanngach behavioural interface, and (ii) when
checking substitutability, behavioural models need toduévalentwrt. a relation stronger enough (such
as weak or branching equivalence) to preserve all progestieobservable behaviours.

Now, we would like to conclude with four challenges which atiéé some open issues in the context
of the compatibility and substitutability checking: (i) rmgralising existing approaches to consider not
only two services but a set of services (compatibilityn@krvices, substitution éfservices involved in a
system bym new services, etc.), (ii) considering an asynchronous comication model€.g, based on
message queues), (iii) proving that branching equivalenbetter than weak equivalence when checking
service substitutability, and (iv) not only returning a besm result but, if services cannot be properly
composed or replacedia{seresult), detecting the mismatches and measuring the cdboiipasubsti-
tutability degree separating both protocols.
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