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Packing Square Tiles into One Texture
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Abstract

This paper deals with the packing of square tiles of the same size into one texture. Texture size is constrained by the graphics hardware. In particular, width and height resolutions must be powers of two.

To cover the whole texture and avoid space loss, common schemes pack a number of tiles that is a power of two. We show that numbers of tiles like 5, 13, 17, 25, 34 and others can also be reached without wasting memory. To achieve this, our scheme takes advantage of texture rotation and the wrapping capability of texture-addressing, which gives a torus topology to the texture space.
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1. Introduction

Sets of square texture tiles of the same size are often used in Computer Graphics, especially for real-time 3D applications (VR, video games, etc.). For instance, such tiles are often assembled to map large surfaces like terrains. Animated textures for real-time applications are also often represented by a set of textures, one of them being picked at each frame. [Sta97, NC99, CSHD03, DN04] also use sets of tiles to achieve aperiodic texture mapping. These tiles can also be used as a basis to generate procedural textures by programming the graphics hardware [LN03].

It is often important to gather the tiles together in one large texture. This technique avoids performance penalty due to graphic context switching while rendering. It is also easier to manage one large texture instead of a set of small ones when managing the application resources (loading, saving, conversions, etc.). These arguments remain true even for non-square tiles. For instance, texture atlases are often packed in one texture as well [MYV93].

However graphic boards and graphic libraries impose constraints on texture sizes [SWN*03]:

- The width and height of textures must be power of two ($2^a \times 2^b$). Therefore, the ratio between the width and the height is also a power of two. Some recent graphic boards allow non-power of two texture sizes, but with restrictions limiting their use. For such “non-power of two” textures, MIP-mapping is not allowed, and not all compressed texture formats are available [Mic03].
- The width and height cannot exceed a maximum value. Common maximum value of today’s hardware is 2048 or 4096. This restriction is another argument for not wasting space.

In the following we will only consider square tiles of same size, and simply refer to them as tiles.

These texture constraints make it difficult to pack an arbitrary number $N$ of tiles in one texture without too much space loss. If $N$ is a power of two, the tiles can fit into a constrained texture without space loss (see fig. 1). But if $N$ is in-between these values, the space left empty in the texture...
can be considerable. For instance, to pack 5 tiles, one might choose a texture that can contain up to 8 tiles, leaving 3 of them empty. It implies that 37% of the texture is unused. The gap between successive powers of two increases very fast, making the average space loss growing consequently with $N$.

This short paper presents a scheme that allows $N$ to take other values than powers of two without space loss. Not all numbers can be reached, but we show that numbers like 5, 13, 17, 25, 34 and others can be reached. This reduces the distance between two reachable numbers, thus greatly addressing:

- The texture has a torus topology (opposite borders cycle), because texture addresses wrap. This is done by setting the GL_REPEAT mode in OpenGL, or D3DTADDRESS_WRAP mode in DirectX.
- Rotations of the texture can be easily addressed. This is done by setting a texture matrix, or by modifying the texture coordinates of the mesh on which the texture is mapped.

Note that we do not use the capability of addressing stretched texture. Stretching the tiles can be a solution to fill the whole texture. But this is equivalent to leaving the tiles unstretched and having empty space.

Lot of work has been done on tilings and their applications [GS86]. Mathematicians have studied the problem of packing tiles, and especially square tiles [Fri98, Jen95]. Best known packing of an arbitrary number of tiles might result in complex scheme, as shown on figure 2 for 10 and 17 tiles, and space is still lost. But the wrapping capability to address textures changes the problem. A more suitable packing scheme for non-power of two numbers of tiles can be found. Using our scheme, 10 and 17 tiles can fit exactly into a square texture, as seen on figure 3(e) and 3(g). This scheme is described in section 2.

Our discussion is focused on the number of tiles that can fit into a constrained texture, independently of their resolution. But the resolution of tiles and the texel resampling due to tiles rotation must also be taken into account to determine the final resolution of the texture. This is discussed in section 3.

\begin{figure}
\centering
\includegraphics[width=0.5\textwidth]{fig1.png}
\caption{Common packing of $2^k$ tiles.}
\end{figure}

\begin{figure}
\centering
\includegraphics[width=0.5\textwidth]{fig2.png}
\caption{Best known packing of 10 and 17 tiles without wrapping (from [Fri98]).}
\end{figure}

\section{Packing tiles}

This section presents the principle used to build schemes for packing tiles into a texture other than the common power-of-two ones shown on figure 1. It also presents how to combine them to increase the count of reachable numbers of tiles, and therefore partially fill the gap between those numbers.

In the following, we will use the notation $\times n$ to denote a scheme that packs $n$ tiles.

\subsection{Common $\times 2$ and $\times n^2$ packing schemes}

Figure 3(a) shows the common way of packing two tiles in a texture. The result texture is not square, but constraint on ratio between width and height is enforced.

Nevertheless, two tiles can be packed into a square texture, thanks to wrapping and a 45° rotation. This scheme is shown on figure 3(a)right. Such a packing scheme can be useful to avoid the building of non-square textures if needed.

This $\times2$ scheme can be combined with another $\times n$ schemes to pack $2n$ tiles. E.g., for $n = 2$, we get the $\times4$ scheme of figure 3(b).

Regular subdivisions of a square texture result in $n^2$ tiles. For instance, figure 3(c) shows the trivial $\times 9$ scheme.

\subsection{$\times(n^2 + k^2)$ packing scheme}

Let consider the packing of five tiles.

This can be obtained by subdividing a square by drawing lines from the center of a border to an opposite corner as shown on figure 3(d). Considering wrapping, we get five regions, and it can easily be proven that they are squares and have equal sizes.

By combining this scheme with the previous $\times 2$ scheme, one can pack $2^5$ tiles. E.g., scheme $\times10$ (i.e. $2^5$) is shown on figure 3(e). Scheme 3(e)left (resp. 3(e)right) is obtained by combining schemes 3(d) and 3(a)left (resp. 3(a)right).

By combining $\times5$ with itself and with $\times 2$, we can pack $2^{p_2}5^{p_5}$ tiles, where $p_2$ and $p_5$ are any positive integers. Therefore 25, 50, 100, 125,... tiles can be packed lossless.
Generalization:
To build a \( n \times (n^2 + k^2) \) packing scheme where \( n \) and \( k \) are two positive integers with \( k \leq n \), we start from a \( n \times n \) square. We subdivide it with two sets of parallel slanted lines (figure 4); one of slope \( \frac{n}{k} \) going through points \((i, 0)\), and one of slope \(-\frac{k}{n}\) going through points \((0, i)\), where \( i \) is an integer.

We prove that this construction results in \( n^2 + k^2 \) tiles:

Consider the line of slope \( \frac{n}{k} \) which go through the upper-left corner of the texture. Its angle \( \alpha \) with the x-axis is such as \( \tan \alpha = \frac{n}{k} \). The construction projects the \( n \) subdivisions of a texture border onto this line, which shrinks them by \( \cos \alpha \). So, in relation to the initial \( n \times n \) non-slanted grid, each tile will be shrunk by \( \cos \alpha \). Thus, there are \( 1/\cos^2 \alpha \) more tiles in the slanted grid than in the initial one, with \( \tilde{n}^2 = n^2 / \cos^2 \alpha \).

Since \( 1/\cos^2 \alpha = 1 + \tan^2 \alpha \), \( \tilde{n}^2 = n^2 (1 + (\frac{k}{n})^2) = n^2 + k^2 \), we have built \( n^2 + k^2 \) tiles.

This defines schemes to pack \( n^2 + k^2 \) tiles, with \( k \leq n \). This provides a set \( \{m_i\} \) of directly reachable numbers. Then, by combining these schemes, any tile number \( N \) of the form \( N = \prod_{i} m_i^{p_i} \), where \( \{p_i\} \) are any positive integers, can be reached.

Figure 5 shows the values of \( N \) that can be reached by applying the \( n^2 + k^2 \) scheme.
3. Discussion

The resolution of tiles and the texel resampling due to the tiles rotation must also be taken into account to determine the final resolution of the texture.

Tiles rotation and texels resampling:

In the $\times (n^2 + k^2)$ scheme with $k > 0$, tiles are stored rotated into the texture. Thus, little distortion happens when the tiles are mapped unrotated. In practice, if the sampling of the rotated tiles is done properly when they are stored, nearly no data is lost, and the distortion remains quite unnoticeable when they are mapped. This mapping operation is performed accurately by current graphics hardware.

Determining the texture resolution:

The final resolution of the texture is constrained. Width and height must be powers of two. Let’s consider that the resolution of tiles is given. We might want to store them with the best possible resolution within the texture.

First, a scheme is chosen to pack the number of tiles with as less space loss as possible. Since tiles resolution is given, this results in a texture size that is not necessarily a power of two. Therefore, the texture must be uniformly scaled to the nearest power-of-two size, or the upper if one doesn’t want that tiles size is scaled down. This can be considered an extra space loss, but this also occurs with common packing schemes.

4. Conclusions and future work

We have shown that $N$ equal square tiles can be packed into a texture without empty space between tiles, if $N$ can be decompose into products $\prod i m_i^{p_i}$ where $p_i$ is positive integer, and $m_i$ is integer of the form $m_i = n_i^2 + k_i^2$ (where $n_i$ and $k_i$ are two positive integers).

Note that this is quite similar to the prime factor decomposition of $N$. Our decomposition is slightly constrained by the fact that some primes can only have even power (e.g., 3, 7, 11, 19, 23). Values of $N$ which do not fit this decomposition must be rounded to the next allowed value.

This allows many more possible schemes to pack tiles than with the common power-of-two schemes, and it is easier to pick a good packing scheme that avoids space loss.

Schemes based on the same idea could also be defined for 3D textures. As wrapping is also available for those textures, cubic tiles could then be efficiently packed into a constrained 3D texture. And the amount of space saved could be consequential.
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