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This technical report introduces ISeeML, a C++ library to compute efficient (near to the optimal) motions for mobile robots respecting strong non-holonomic constraints. It contains a short presentation of the library as well as a detailed documentation of the classes offered by this library. This first published version of the library only handles forward-only path generation for car-like robots, but future versions will propose other types of motions, considering manoeuvres, obstacle avoidance and other kind of robots.

Motivation

The main interest of this library is to offer smooth (continuous-curvature) efficient (close to the optimal) motions for mobile robots [START_REF] Scheuer | Continuous-curvature path planning for car-like vehicles[END_REF][START_REF] Scheuer | Planning sub-optimal and continuous-curvature paths for car-like robots[END_REF]. This first version handles forward-only paths: curvature continuity has less importance when the robot can stop, and efficient selection of locally optimal parts still needs complementary studies.

Obtained paths correspond to locally optimal motions with constant velocity for mobile robots, either car-like or with differential-wheels (e.g. Hilare or Khepera). Classical paths (with a discontinuous curvature profile, called Dubins' paths [START_REF] Dubins | On curves of minimal length with a constraint on average curvature, and with prescribed initial and terminal positions and tangents[END_REF][START_REF] Boissonnat | Shortest paths of bounded curvature in the plane[END_REF][START_REF] Bui | Shortest path synthesis for Dubins non-holonomic robot[END_REF]) are also provided. Both paths can also be used for aerial robots, as the motion constraints of those are similar to those of mobile robots.

More details can be found in the articles listed in the bibliography. Smooth motions for other type of robots will be handled in future versions.

Researchers involved
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Modules Documentation

SCPLS is made of three modules, containing respectively basic classes, 2D geometric classes and robotic classes, and a fourth one giving some demonstration programs (showing how to use the previous classes).

Basic Classes

This module contains basic classes and files, used by other modules.

• File iSeeML/CompilerFlags.h defines relations between compilation flags.

• File iSeeML/NameSpaces.hpp defines ISeeML's namespaces.

• Class iSeeML::Object is inherited by all other classes of ISeeML.

2D Geometric Classes

This module contains geometric classes.

• Class iSeeML::geom::Object is inherited by all other geometric classes of ISeeML. Geometric object can be separated in two sets:

1. A iSeeML::geom::BasicObject is a basic geometric object, from which more complex objects can be defined.

(a) A iSeeML::geom::Vector is a 2D vector. (b) A iSeeML::geom::Point is a 2D point.
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2. Complex geometric objects will be composed of several basic geometric objects. It will be the case of some geometric paths (the geometric projection of robotic compound paths, for example).

Robotic Classes

This module contains robotic classes, which can be (for the moment) configurations (giving the robot's state) or path (giving the robot's motion). Other classes' type will be added in later versions (robots, defining the robot itself, dynamic configurations and trajectories, adding time to geometry in configurations and paths, etc.).

• Class iSeeML::rob::Object is inherited by all other robotic classes of ISeeML.

-A iSeeML::rob::OrPtConfig is a classical configuration for mobile robot, giving a position and an orientation.

* A iSeeML::rob::CurvConfig is similar to previous configuration, with the addition of a curvature field for continuous-curvature planning.

-Class iSeeML::rob::Path is inherited by all path classes of ISeeML. It defines several virtual methods and a comparison method, common to all paths. As for geometric objects, paths can be separated in two sets:

1. iSeeML::rob::BasicPath defines basic paths, from which more complex paths are made.

* A iSeeML::rob::LinCurvPath is (in this version) the only basic path. Its curvature derivative (with respect to the arc length) is constant. 2. A iSeeML::rob::CompoundPath is a compound path, represented by several basic paths.

* A iSeeML::rob::DubinsLikePath is a path computed using Dubins' method. It is composed of iSeeML::rob::LinCurvPath.

• A iSeeML::rob::DubinsPath is a Dubins' path, with a discontinuous curvature profile. • A iSeeML::rob::FscPath is very similar to a Dubins' path, except that its curvature profile is continuous.

Demonstration programs

This module contains files and classes used to build demonstration programs.

• File Fwd.cpp is the first application defined, and is used to verify whether construction of Dubins' and FSC paths connecting two given configurations are correct.

This verification is now done by the two following test programs, this one being only given as the simplest use of ISeeML.
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• File TimeFwd.cpp is the second application defined. It allows to find Dubins' and FSC paths' (average) computation times, and to verify computations (using CompilerFlags.h).

• File LengthFwd.cpp is very similar to the previous one, except that it computes paths' length instead of computation times.

• File wxGuiFwd.cpp was ISeeML's first Graphical User Interface. It draws Dubins' and FSC paths to connect a fixed configuration to a moving one, whose position follows the mouse and whose orientation can be changed using keyboard. This interface uses wxWidgets (http://www.wxWidgets.org), which should become a base for ISeeML v1.1 GUI toolkit.

Namespace List

The namespaces of ISeeML, as defined in file iSeeML/NameSpaces.hpp, correspond exactly to the modules:

• the including namespace iSeeML contains the other namespaces and the classes of the basic module (cf. § 2.1.1, p. 5),

• the geometric namespace iSeeML::geom contains the classes of the 2D geometric module (cf. § 2.1.2, p. 5), and

• the robotic namespace iSeeML::rob contains the classes of the robotic module (cf. § 2.1.3, p. 6).

Class Hierarchy

The inheritance list, also similar to the module contents, is: • ISEEML_CHECK_CURV_CONFIG_PRECOND (checking preconditions for curvature configurations)

• ISEEML_CHECK_PATH_PRECOND (checking preconditions for paths)

• ISEEML_CHECK_LIN_PATH_PRECOND (checking preconditions for linear basic paths)

• ISEEML_CHECK_COMP_PATH_PRECOND (checking preconditions for compound paths)

• ISEEML_CHECK_DLIKE_PATH_PRECOND (checking preconditions for Dubins-like paths)

• ISEEML_CHECK_DUBINS_PATH_PRECOND (checking preconditions for Dubins' paths)

• ISEEML_CHECK_FSC_PATH_PRECOND (checking preconditions for FSC paths)

-ISEEML_CHECK_POSTCOND (checking postconditions) * ISEEML_CHECK_PATH_POSTCOND (checking postconditions for robotic paths)

• ISEEML_CHECK_COMP_PATH_POSTCOND (checking postconditions for compound paths)

• ISEEML_CHECK_DLIKE_PATH_POSTCOND (checking postconditions for Dubins-like paths)

• ISEEML_CHECK_DUBINS_PATH_POSTCOND (checking postconditions for Dubins' paths)

• ISEEML_CHECK_FSC_PATH_POSTCOND (checking postconditions for FSC paths)

-ISEEML_CHECK_POINTERS (checking pointer manipulations) * ISEEML_CHECK_NULL_POINTER (checking for invalid reference)

* ISEEML_CHECK_ARRAY_ELEMT (checking for incorrect array's index)

iSeeML::Object Class Reference

This class is the base class of ISeeML: every class of ISeeML inherits this one.

#include <Object.hpp>

Inheritance diagram for iSeeML::Object:
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• virtual ∼Object ()

This virtual class needs a virtual destructor.

• virtual const string className () const

Description method, giving the object's class name.

• virtual iSeeML::Object & clone () const =0

Description method, giving a copy of the current object.

• virtual void writeTo (ostream &O) const =0

Description method, writing a description of the object into a given output stream.

• bool sameClass (const iSeeML::Object &other)

Method verifying that a given object has the same type (same class name) than the current one.

Static Public Member Functions

• template<class T > static const T & min (const T &a, const T &b)

Method giving the minimum of two elements.

• template<class T > static const T & max (const T &a, const T &b)

Method giving the maximum of two elements.

• static double sqr (const double &x)

Method giving the square of a double.

• static double mod2pi (const double &theta)
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Method giving the angle betweenπ (excluded) and π (included), which is equal to a given angle modulo 2 π.

• static bool isPositive (const double &x)

Method telling whether a double is strictly positive.

• static bool isNegative (const double &x)

Method telling whether a double is strictly negative.

• static bool isZero (const double &x)

Method comparing a double to zero.

• static int sign (const double &x)

Method giving the sign of a double.

Protected Member Functions

• virtual int algDimension () const

Description method for algebraic vectors, giving the dimension of the containing space (default is zero).

• virtual double algCoord (const int i) const

Description method for algebraic vectors, giving coordinate of given index for this vector.

• virtual void algWriteTo (ostream &O) const

Description method for algebraic vectors, writing this vector in a given output stream: coordinates for each dimension are written, between paranthesis and separated by commas.

Related Functions

(Note that these are not member functions.)

• ostream & operator<< (ostream &O, const iSeeML::Object &o)

Modification method, writing a description of a ISeeML object in a given output stream.
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Detailed Description

This class is the base class of ISeeML: every class of ISeeML inherits this one. Every ISeeML object has to overload className(), clone() and writeTo() virtual methods. Method className is used to detect problems with virtual methods (e.g. "equality operator" of geometric objects). Method clone is used in arrays of objects. Method writeTo is used by output stream's operator<<.

This class also provides a set of common methods (sqr, ..., max), some of them using a private static small value.

Author:

Alexis Scheuer.

Version:

1.0

Member Function Documentation

◮ virtual double iSeeML::Object::algCoord (const int i) const [inline, protected, virtual] Description method for algebraic vectors, giving coordinate of given index for this vector. This method is not in a seperate class, to avoid multiple inheritance (which drastically increases the computation time).

Parameters:

i the index of the searched coordinate.

Precondition:

an error message is generated if check flag ISEEML_CHECK_OBJECT_-PRECOND (see CompilerFlags.h) is defined, as this method should not be called (it should be overloaded).

Returns:

0.

Reimplemented in iSeeML::geom::Point, iSeeML::geom::Vector, iSeeML::rob::CurvConfig, and iSeeML::rob::OrPtConfig.

◮ virtual int iSeeML::Object::algDimension () const [inline, protected, virtual] Description method for algebraic vectors, giving the dimension of the containing space (default is zero). This method is not in a seperate class, to avoid multiple inheritance (which drastically increases the computation time).
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This representation is mainly used to define a unified writeTo. Dimension cannot be static, as it is virtual.

Reimplemented

in iSeeML::geom::Point, iSeeML::geom::Vector, iSeeML::rob::CurvConfig, and iSeeML::rob::OrPtConfig.

◮ virtual void iSeeML::Object::algWriteTo (ostream & O) const [inline, protected, virtual] Description method for algebraic vectors, writing this vector in a given output stream: coordinates for each dimension are written, between paranthesis and separated by commas. This method is not in a seperate class, to avoid multiple inheritance (which drastically increases the computation time).

Parameters:

O the output stream in which description is written.

See also:

algCoord, algDimension, writeTo.

◮ virtual const string iSeeML::Object::className () const [inline, virtual] Description method, giving the object's class name. This method is virtual in order to return the correct value through polymorphism, while a static field is also defined (but this one is private in abstract class).

Class name is used in error messages, and to verify type in redefinitions of some virtual methods.

Returns:

the class name as a string.

See also:

ClassName.

◮ virtual iSeeML::Object& iSeeML::Object::clone () const [pure virtual] Description method, giving a copy of the current object. This clone is dynamically allocated (and can be built easily using a copy constructor), it has to be deleted later.

Precondition:

memory should not be full. If memory is full and ISEEML_CHECK_NIL_-POINTER is defined (see CompilerFlags.h), an error message is generated and the program exits.
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Returns:

a copy/clone of the current object.

Implemented

in iSeeML::geom::Point, iSeeML::geom::Vector, iSeeML::rob::CurvConfig, iSeeML::rob::DubinsPath, iSeeML::rob::FscPath, iSeeML::rob::LinCurvPath, and iSeeML::rob::OrPtConfig.

◮ static bool iSeeML::Object::isNegative (const double & x) [inline, static] Method telling whether a double is strictly negative. Computes the double's opposite, and checks if it is positive.

Parameters:

x the double checked.

Returns:

true if the opposite of the double is positive.

See also:

isPositive.

◮ static bool iSeeML::Object::isPositive (const double & x) [inline, static] Method telling whether a double is strictly positive.

Parameters:

x the double checked.

Returns:

true if the double is bigger than ISeeML' small value.

◮ static bool iSeeML::Object::isZero (const double & x) [inline, static] Method comparing a double to zero.

Parameters:

x the double compared to zero.

Returns:

true if the double's absolute value is smaller than ISeeML' small value.

Examples:

wxGuiFwd.cpp. 

Returns:

the minimum between the two given elements.

◮ static double iSeeML::Object::mod2pi (const double & theta) [inline, static] Method giving the angle betweenπ (excluded) and π (included), which is equal to a given angle modulo 2 π.

Parameters:

theta an angle.

Returns:

the given angle modulo 2 π, betweenπ (excluded) and π (included).

◮ bool iSeeML::Object::sameClass (const iSeeML::Object & other) [inline] Method verifying that a given object has the same type (same class name) than the current one.

Parameters:

other the given object. 

Parameters:

x the double which sign is searched.

Returns:

the sign of the double, as an integer in {-1, 0, 1}.

See also:

isZero, isPositive, isNegative.

◮ static double iSeeML::Object::sqr (const double & x) [inline, static] Method giving the square of a double.

Parameters:

x the double whose square is wanted.

Returns:

the square of the given double.

◮ virtual void iSeeML::Object::writeTo (ostream & O) const [pure virtual] Description method, writing a description of the object into a given output stream. This method is preferred to a toString method, as writting into a stream is much easier than writting into a string.

Parameters:

O the output stream in which description is written.

Implemented

in iSeeML::geom::Point, iSeeML::geom::Vector, iSeeML::rob::CompoundPath, iSeeML::rob::CurvConfig, iSeeML::rob::DubinsPath, iSeeML::rob::FscPath, iSeeML::rob::LinCurvPath, and iSeeML::rob::OrPtConfig. 

Parameters:

O the output stream in which description is written, o the ISeeML object whose description is written.

Returns:

the output stream, after writing in it.

See also:

iSeeML::Object::writeTo.

The documentation for this class was generated from the following file:

• include/iSeeML/Object.hpp Modification method, translating a iSeeML::geom::Object along a vector.

Geometric Namespace

• virtual bool operator== (const iSeeML::geom::Object &other) const

Equality operator between geometric objects.

Detailed Description

This class is the base class of the 2D geometric namespace of ISeeML: every geometric object inherits this one. Every geometric object has to overload translate method and operator==(const iSeeML::geom::Object&) const.

Author:

Alexis Scheuer.

Version:

1.0

Member Function Documentation

◮ virtual bool iSeeML::geom::Object::operator== (const iSeeML::geom::Object & other) const [inline, virtual] Equality operator between geometric objects. This cannot be a pure virtual method, as type of the parameter will change. This method should however always be overloaded, and therefore returns false.

Parameters:

other another geometric object.

Returns:

false (this method should be overloaded).

◮ virtual iSeeML::geom::Object& iSeeML::geom::Object::translate (const iSeeML::geom::Vector & v) [pure virtual] Modification method, translating a iSeeML::geom::Object along a vector.

Parameters:

v the vector of the translation.
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Returns:

the object once modified.

Implemented in iSeeML::geom::Point, and iSeeML::geom::Vector.

The documentation for this class was generated from the following file:

• include/iSeeML/geom/Object.hpp 

Detailed Description

This class defines basic 2D geometric objects, from which compound geometric objects are built.

Author:

Alexis Scheuer.

Version:

1.0

The documentation for this class was generated from the following file:

• include/iSeeML/geom/BasicObject.hpp The default constructor, returning the frame origin (0,0).

• Point (const double &x, const double &y)

The main constructor, creating a point from its Cartesian coordinates (Polar coordinates are not used for points in ISeeML).

• iSeeML::Object & clone () const

Description method, giving a copy of the current point.

• void writeTo (ostream &O) const

Description method, writing a description of the point into a stream: Cartesian coordinate in each dimension is written, between paranthesis and separated by commas.

• const double & xCoord () const

Description method, giving the point's first coordinate.

• const double & yCoord () const

Description method, giving the point's second coordinate.

• Point & moveTo (const double &x, const double &y)

Modification method, moving the point to a given position.
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• Point & translate (const iSeeML::geom::Vector &v)

Modification method, translating the point along a vector.

• bool operator== (const Point &other) const

Equality operator between points.

• Point operator+ (const iSeeML::geom::Vector &v) const

Sum operator between a point and a vector, giving the translation of the current point along the vector.

• Point operator-(const iSeeML::geom::Vector &v) const

Difference operator between a point and a vector, giving the translation of the current point along the opposite of the vector.

• iSeeML::geom::Vector operator-(const Point &other) const

Difference operator between two points, giving the vector connecting these points.

• double distance (const Point &other) const

Various method, giving the distance between two points.

Static Public Attributes

• static const string ClassName

The class name is public, as this class can be instanced.

Protected Member Functions

• int algDimension () const

Description method, giving the dimension of the containing space (2) when this point is considered as an algebraic vector.

• double algCoord (const int i) const

Description method, giving Cartesian coordinate of given index of the point.

Detailed Description

This class defines 2D geometric points, defined by their Cartesian coordinates. This class contains description methods giving Cartesian coordinates as well as the writeTo Files generated by Doxygen and corrected by A. Scheuer method, a modification method giving translation of the point, the corresponding operator as well as the equality operator and difference operators between a point and a vector or between two points,and at last a method computing the distance separating two points.

Author:

Alexis Scheuer.

Version:

1.0

Examples:

wxGuiFwd.cpp.

Constructor & Destructor Documentation

◮ iSeeML::geom::Point::

Point (const double & x, const double & y) [inline]
The main constructor, creating a point from its Cartesian coordinates (Polar coordinates are not used for points in ISeeML).

Parameters:

x the first Cartesian coordinate of the point, y the second Cartesian coordinate of the point.

See also:

xCoord, yCoord.

Member Function Documentation

◮ double iSeeML::geom::Point::algCoord (const int i) const [inline, protected, virtual] Description method, giving Cartesian coordinate of given index of the point.

Parameters:

i the index of the searched Cartesian coordinate.

Precondition:

the parameter is an index, and should be equal to one or two. If not, and if ISEEML_CHECK_GEOM_POINT_PRECOND is defined (see CompilerFlags.h), an error is generated.
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Returns:

the double coordinate associated to the index if this one is between 1 and dimension, or 0.

See also:

xCoord, yCoord, algDimension.

Reimplemented from iSeeML::Object.

◮ int iSeeML::geom::Point::algDimension () const [inline, protected, virtual] Description method, giving the dimension of the containing space (2) when this point is considered as an algebraic vector. This representation is mainly used to define a unified writeTo. Dimension cannot be static, as it is virtual.

Reimplemented from iSeeML::Object.

◮ iSeeML::Object& iSeeML::geom::Point::clone () const [inline, virtual] Description method, giving a copy of the current point. This clone is dynamically allocated (using default copy constructor), it has to be deleted later.

Returns:

a copy/clone of the current point.

Implements iSeeML::Object.

◮ double iSeeML::geom::

Point::distance (const Point & other) const [inline]
Various method, giving the distance between two points. It simply computes the length of the connecting vector.

Parameters:

other another point.

Returns:

the distance between the two points.

See also:

operator-(const iSeeML::geom::Point&), iSeeML::geom::Vector::length. Parameters:

x the first coordinate of the position, y the second coordinate of the position.

Returns:

the point, after tranformation.

See also:

xCoord, yCoord.

◮ Point iSeeML::geom::Point::operator+ (const iSeeML::geom::

Vector & v) const [inline]
Sum operator between a point and a vector, giving the translation of the current point along the vector.

Parameters:

v the vector of the translation.

Returns:

the translated point.

See also:

translate.

◮ iSeeML::geom::Vector iSeeML::geom::Point::operator-(const Point & other) const [inline] Difference operator between two points, giving the vector connecting these points.

Parameters:

other another point.

Returns:

the vector going from the second given point to the first one (the current). Parameters:

v the opposite vector of the translation.

Returns:

the translated point. 

Parameters:

other another point.

Returns:

whether the two points are equal.

See also:

xCoord, yCoord, iSeeML::Object::isZero.

◮ Point& iSeeML::geom::Point::translate (const iSeeML::geom::Vector & v) [inline, virtual] Modification method, translating the point along a vector. The original point is changed (addition without modification is obtained using opera-tor+(const iSeeML::geom::Vector&) const).

Parameters:

v the vector of the translation.

Returns:

the point, after translation.

Implements iSeeML::geom::Object. The default constructor, creating the zero vector with Cartesian coordinates (0,0).

• Vector (const double &theta)

A simple constructor, creating the unit vector of given orientation.

• Vector (const double &x, const double &y)

The main constructor, creating a vector from its Cartesian coordinates.

• iSeeML::Object & clone () const

Description method, giving a copy of the current vector.

• void writeTo (ostream &O) const

Description method, writing a description of the vector into a stream: Cartesian coordinate in each dimension is written, between paranthesis and separated by commas.

• const double & xCoord () const

Description method, giving the vector's first Cartesian coordinate.

• const double & yCoord () const

Description method, giving the vector's second Cartesian coordinate.
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• double orientation () const

Description method, giving the vector's orientation.

• double length () const

Description method, giving the vector's length.

• double sqrLength () const

Description method, giving the square of the vector's length.

• Vector & moveTo (const double &x, const double &y)

Modification method, moving the point to a given position.

• Vector & translate (const Vector &v)

Modification method, translating the vector along an other.

• Vector & rotate (const double &theta)

Modification method, rotating the vector of a given angle.

• Vector & add (const Vector &v)

Modification method, adding a vector to the current one.

• Vector & multiply (const double &f)

Modification method, multiplying a vector by a real factor.

• Vector & divide (const double &f)

Division method, dividing a vector by a real factor.

• Vector & symmetryOx ()

Modification method, transforming a vector into its symmetric with respect to the X axis.

• Vector & symmetryOy ()

Modification method, transforming a vector into its symmetric with respect to the Y axis.

• bool operator== (const Vector &other) const

Equality operator between vectors (differences between both Cartesian coordinates should be zero).

• Vector operator+ (const Vector &v) const

Sum operator between two vectors, giving the translation of the first one by the other.
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• Vector operator-(const Vector &v) const

Difference operator between two vectors, giving the sum of the first vector and of the second one's opposite.

• Vector operator-() const

Opposite operator for a vector, such that the sum of the vector and of its opposite is the zero vector.

• Vector operator * (const double &f) const

Multiplication operator between a vector and a real.

• Vector operator/ (const double &f) const

Division operator between a vector and a real.

• double operator * (const Vector &v) const

Scalar product operator between two vectors.

• double operator ∧ (const Vector &v) const

Vectorial product operator between two vectors.

Static Public Member Functions

• static double FresnelCos (const double &s)

Various method, computing the Fresnel Cosine integral.

• static double FresnelSin (const double &s)

Various method, computing the Fresnel Sine integral.

• static Vector FresnelInt (const double &s)

Various method, computing the Fresnel integrals in a vector.

Static Public Attributes

• static const string ClassName

The class name is public, as this class can be instanced.
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Protected Member Functions

• int algDimension () const

Description method, giving the dimension of the containing space (2) when this vector is considered as an algebraic one.

• double algCoord (const int i) const

Description method, giving Cartesian coordinate of given index for the vector.

Friends

• Vector operator * (const double &f, const Vector &v)

Multiplication operator between a real and a vector.

• Vector operator/ (const double &f, const Vector &v)

Division operator between a real and a vector.

Detailed Description

This class defines 2D geometric vectors, which can be defined by their Polar or Cartesian coordinates. This class contains description methods giving Polar and Cartesian coordinates as well as the writeTo method, modification methods giving translation, rotation, scaling and symmetry of a vector, the corresponding operators as well as the equality operator, and a last method computing Cartesian coordinates of a reference clothoid (which are Fresnel integrals).

Author:

Alexis Scheuer.

Version:

1.0

Examples:

wxGuiFwd.cpp.

Constructor & Destructor Documentation

◮ iSeeML::geom::Vector::Vector (const double & theta) [inline] A simple constructor, creating the unit vector of given orientation. The vector of Polar coordinates (rho, theta) can thus be obtained using iSeeML::geom::Vector(theta).multiply(rho). [inline] The main constructor, creating a vector from its Cartesian coordinates.

Parameters:

x the first Cartesian coordinate of the vector, y the second Cartesian coordinate of the vector.

See also:

xCoord, yCoord.

Member Function Documentation

◮ Vector& iSeeML::geom::Vector::add (const Vector & v) [inline] Modification method, adding a vector to the current one. The original vector is changed, addition without modification is obtained using operator+(const Vector&) const.

Parameters:

v the vector of the translation.

Returns:

the new vector, after translation / addition. ◮ double iSeeML::geom::Vector::algCoord (const int i) const [inline, protected, virtual] Description method, giving Cartesian coordinate of given index for the vector.

Parameters:

i the index of the searched Cartesian coordinate.

Precondition:

the parameter is an index, and should be equal to one or two. If not, and if ISEEML_CHECK_GEOM_VECT_PRECOND is defined (see CompilerFlags.h), an error is generated.

Package Documentation

Returns:

the Cartesian coordinate associated to the index if this one is between 1 and dimension, or 0.

See also:

xCoord, yCoord, algDimension.

Reimplemented from iSeeML::Object.

◮ int iSeeML::geom::Vector::algDimension () const [inline, protected, virtual] Description method, giving the dimension of the containing space (2) when this vector is considered as an algebraic one. This representation is mainly used to define a unified writeTo. Dimension cannot be static, as it is virtual.

Reimplemented from iSeeML::Object.

◮ iSeeML::Object& iSeeML::geom::Vector::clone () const [inline, virtual] Description method, giving a copy of the current vector. This clone is dynamically allocated (using default copy constructor), it has to be deleted later.

Returns:

a copy/clone of the current vector.

Implements iSeeML::Object.

◮ Vector& iSeeML::geom::Vector::divide (const double & f) [inline] Division method, dividing a vector by a real factor. The original vector is changed, division without modification is obtained using operator/() const.

Parameters:

f a real factor.

Precondition:

the dividing factor should not be zero. If it is, and ISEEML_CHECK_GEOM_-VECT_PRECOND is defined (see CompilerFlags.h), an error is generated.

Returns:

the new vector, after division.

See also:

multiply. 

Parameters:

s the integration length.

Precondition:

Coordinates have only been computed for values of the arc length s smaller (in absolute value) then 2, which correspond to a deflection (change of the orientation) of ± 2 π.

Returns:

the integral, from zero to s, of cos(π u 2 / 2).

See also:

FresnelInt, xCoord.

◮ static Vector iSeeML::geom::Vector::FresnelInt (const double & s)

[static] Various method, computing the Fresnel integrals in a vector. The returned vector correspond to the Cartesian coordinates of the point of given arc length along a reference clothoid (along which curvature is equal to π times the arc length). These coordinates have been precomputed with a precision of 1E-5, and are stored in two static arrays.

Parameters:

s the arc length along the reference clothoid of the searched position, or the integration length of the Fresnel integrals.

Precondition:

Coordinates have only been computed for values of the arc length s smaller (in absolute value) then 2, which correspond to a deflection (change of the orientation) of ± 2 π. An error message is generated if s is not correct and check flags ISEEML_CHECK_GEOM_VECT_PRECOND or ISEEML_CHECK_-ARRAY_ELEMT (see CompilerFlags.h) are defined.

Returns:

the vector whose Cartesian coordinates are the integral, from zero to s, of respectively cos(π u 2 / 2) and sin(π u 2 / 2).

◮ static double iSeeML::geom::Vector::FresnelSin (const double & s) [inline, static] Various method, computing the Fresnel Sine integral.

Parameters:

s the integration length.

Precondition:

Coordinates have only been computed for values of the arc length s smaller (in absolute value) then 2, which correspond to a deflection (change of the orientation) of ± 2 π.

Returns:

the integral, from zero to s, of sin(π u 2 / 2).

See also:

FresnelInt, yCoord.

◮ double iSeeML::geom::Vector::length () const [inline] Description method, giving the vector's length. The couple (length, orientation) gives Polar coordinates of the vector, while the couple (xCoord, yCoord) gives Cartesian coordinates.

Returns:

the vector's length.

See also:

sqrLength.

◮ Vector& iSeeML::geom::Vector::moveTo (const double & x, const double & y)

[inline] Modification method, moving the point to a given position. The original vector is changed.

Parameters:

x the first coordinate of the new position, y the second coordinate of the new position.

Returns:

the vector, after tranformation.

See also:

xCoord, yCoord. Modification method, multiplying a vector by a real factor. The original vector is changed, multiplication without modification is obtained using operator * () const.

Parameters:

f a real factor.

Returns:

the new vector, after multiplication.

◮ double iSeeML::geom::Vector:

:operator * (const Vector & v) const [inline]
Scalar product operator between two vectors.

Parameters:

v the second vector of the product.

Returns:

the scalar product between the current vector and the given one.

◮ Vector iSeeML::geom::Vector:

:operator * (const double & f) const [inline]
Multiplication operator between a vector and a real.

Parameters:

f a real factor.

Returns:

the product of the current vector by the real factor.

See also:

multiply.

◮ Vector iSeeML::geom::Vector::

operator+ (const Vector & v) const [inline]
Sum operator between two vectors, giving the translation of the first one by the other.

Parameters:

v the vector of the translation.
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Returns:

the sum of the two vectors.

See also:

add.

◮ Vector iSeeML::geom::Vector::operator-() const [inline] Opposite operator for a vector, such that the sum of the vector and of its opposite is the zero vector.

Returns:

the opposite of the current vector.

See also:

multiply.

◮ Vector iSeeML::geom::

Vector::operator-(const Vector & v) const [inline]
Difference operator between two vectors, giving the sum of the first vector and of the second one's opposite.

Parameters:

v a vector.

Returns:

the current vector minus the given one.

See also:

operator-(), operator+.

◮ Vector iSeeML::geom::

Vector::operator/ (const double & f) const [inline]
Division operator between a vector and a real.

Parameters:

f a real factor.

Precondition:

the dividing factor should not be zero.
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Returns:

the division of the current vector by the real factor.

See also:

operator * (const double&), divide.

◮ bool iSeeML::geom::Vector::operator== (const Vector & other) const [inline] Equality operator between vectors (differences between both Cartesian coordinates should be zero).

Parameters:

other another vector.

Returns:

whether the two vectors are equal.

See also:

xCoord, yCoord, iSeeML::Object::isZero.

◮ double iSeeML::geom::Vector::operator ∧ (const Vector & v) const [inline] Vectorial product operator between two vectors.

Parameters:

v the second vector of the product.

Returns:

the vectorial product between the current vector and the given one.

◮ double iSeeML::geom::Vector::orientation () const [inline] Description method, giving the vector's orientation. The couple (length, orientation) gives Polar coordinates of the vector, while the couple (xCoord, yCoord) gives Cartesian coordinates. Orientation is always uniquely defined, except for zero vector. In that case, we choose to return 0.

Returns:

the vector's orientation, betweenπ (excluded) and π (included), if vector is not zero, or zero.

See also:

iSeeML::Object::isPositive, iSeeML::Object::isNegative, iSeeML::Object::sign, atan.

◮ Vector& iSeeML::geom::

Vector::rotate (const double & theta) [inline]
Modification method, rotating the vector of a given angle. The original vector is changed.

Parameters:

theta the angle of the rotation.

Returns:

the new vector, after rotation.

◮ double iSeeML::geom::Vector::sqrLength () const [inline] Description method, giving the square of the vector's length. Uses the scalar product.

Returns:

the square of the vector's length.

See also:

operator * (const iSeeML::geom::Vector&).

◮ Vector& iSeeML::geom::Vector::symmetryOx () [inline] Modification method, transforming a vector into its symmetric with respect to the X axis.

Returns:

the new vector, after transformation.

◮ Vector& iSeeML::geom::Vector::symmetryOy () [inline] Modification method, transforming a vector into its symmetric with respect to the Y axis.

Returns:

the new vector, after transformation.
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◮ Vector& iSeeML::geom::Vector::translate (const Vector & v) [inline, virtual] Modification method, translating the vector along an other. The original vector is changed, addition without modification is obtained using operator+(const Vector&) const.

Parameters:

v the vector of the translation.

Returns:

the new vector, after translation.

See also:

add.

Implements iSeeML::geom::Object.

◮ void iSeeML::geom::Vector::writeTo (ostream & O) const [inline, virtual] Description method, writing a description of the vector into a stream: Cartesian coordinate in each dimension is written, between paranthesis and separated by commas.

Parameters:

O the output stream in which description is written.

Implements iSeeML::Object.

◮ const double& iSeeML::geom::Vector::xCoord () const [inline] Description method, giving the vector's first Cartesian coordinate.

Returns:

the vector's first Cartesian coordinate.

◮ const double& iSeeML::geom::Vector::yCoord () const [inline] Description method, giving the vector's second Cartesian coordinate.

Returns:

the vector's second Cartesian coordinate.
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Friends And Related Function Documentation

◮ Vector operator * (const double & f, const Vector & v) [friend]
Multiplication operator between a real and a vector.

Parameters:

f the real factor, v the vector.

Returns:

the product between the factor and the vector.

See also:

const operator * (const double&). ◮ Vector operator/ (const double & f, const Vector & v) [friend]
Division operator between a real and a vector.

Parameters:

f the real factor, v the vector.

Precondition:

the dividing factor should not be zero.

Returns:

the division between the factor and the vector.

See also:

const operator/(const double&).

Member Data Documentation

◮ const string iSeeML::geom::Vector::ClassName [static] The class name is public, as this class can be instanced.

See also:

className.

Reimplemented from iSeeML::geom::BasicObject.

The documentation for this class was generated from the following file:

• include/iSeeML/geom/Vector.hpp 

Detailed Description

This class is the base class of robotic namespace of ISeeML: every robotic object inherits this one.

Author:

Alexis Scheuer.

Version:

1.0
The documentation for this class was generated from the following file:

• include/iSeeML/rob/Object.hpp The default constructor should only be used for array initializations: it correspond to a default point with zero orientation.

• OrPtConfig (const iSeeML::geom::Point &P, const double &theta)

The main constructor.

• OrPtConfig (const double &x, const double &y, const double &theta)

A usefull constructor.

• virtual ∼OrPtConfig ()

The virtual destructor does nothing.

• iSeeML::Object & clone () const

Description method, giving a copy of the current configuration.

• void writeTo (ostream &O) const

Description method, writing the configuration in a given output stream: coordinate in each dimension is written, between paranthesis and separated by commas.

• const iSeeML::geom::Point & position () const

Description method, giving the position of the robot's reference point in this configuration.

• const double & orientation () const
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Description method, giving the orientation of the robot's main axis in this configuration.

• OrPtConfig & uTurn ()

Modification method, turning the current oriented point to its opposite: the position does not change but the orientation is replaced by its opposite (± π is added to it).

• bool operator== (const OrPtConfig &other) const

Equality operator between oriented points.

• OrPtConfig opposite () const

Various method, giving the opposite oriented point of the current one: the opposite oriented point has the same position but opposite orientation (current oriented point's orientation ± π).

• double distance2 (const OrPtConfig &other) const

Various method, giving the distance between two oriented points' positions.

• bool isParallelTo (const OrPtConfig &other) const

Various method, checking whether two oriented points are parallel, ie whether their orientations are equal (modulo 2 pi).

• bool isSymmetricTo (const OrPtConfig &other) const

Various method, checking whether two oriented points are symmetric, ie whether their orientations are symmetric wrt the line segment connecting their position.

• bool isAlignedWith (const OrPtConfig &other) const

Various method, checking whether two oriented points are aligned: their orientations should be equal, and be the same as the orientation of the segment connecting their positions.

• bool hasInFront (const iSeeML::geom::Point &point) const

Various method, checking whether a point is in the front half-plane of the current oriented point: the vector connecting the current oriented point's position to the given point should make an angle betweenπ/ 2 and π/ 2 with the current oriented point's orientation.

Static Public Attributes

• static const string ClassName

The class name is public, as this class can be instanced.
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Protected Member Functions

• int algDimension () const

Description method, giving the dimension of the containing space (3) when this configuration is considered as an algebraic vector.

• double algCoord (const int i) const

Description method, giving the coordinate of given index of the configuration (both coordinates of the position, then orientation).

Detailed Description

This class defines a standard robotic configuration, containing the position of a reference point and the orientation of a main axis. This configuration is sufficient to define the position of most robots, and thus is enough for collision avoidance. However, taking into account dynamic constraints (as velocity and acceleration bounds) or more precise kinematic constraints (as continuity of the directing wheels' positions) generally requires a more complex configuration, as e.g. iSeeML::rob::CurvConfig.

This class contains description methods giving position and orientation of a standard configuration as well as the writeTo method, a modification method changing a standard configuration into its opposite, the equality operator, and various methods giving the opposite of a standard configuration, the distance between two standard configurations' positions or whether two such configurations verify some properties (parallelism, symmetry, alignment) or whether a point is in front of a standard configuration.

Author:

Alexis Scheuer.

Version:

1.0

Examples:

Fwd.cpp, LengthFwd.cpp, TimeFwd.cpp, and wxGuiFwd.cpp.

Constructor & Destructor Documentation

◮ iSeeML::rob::OrPtConfig::OrPtConfig () [inline] The default constructor should only be used for array initializations: it correspond to a default point with zero orientation.

See also:

default constructor of iSeeML::geom::Point. Parameters:

x the first coordinate of the reference point, y the second coordinate of the reference point, theta the orientation of the main axis, taken betweenπ (excluded) and π (included) modulo 2 π.

See also:

main constructor of iSeeML::geom::Point, iSeeML::Object::mod2pi.

Member Function Documentation

◮ double iSeeML::rob::OrPtConfig::algCoord (const int i) const [inline, protected, virtual] Description method, giving the coordinate of given index of the configuration (both coordinates of the position, then orientation).

Parameters:

i the index of the searched coordinate.

Precondition:

the parameter is an index, and should be equal to one, two or three. If not, and ISEEML_CHECK_ORPT_CONFIG_PRECOND is defined (see CompilerFlags.h), an error is generated.

Returns:

the double coordinate associated to the index if this one is between 1 and dimension, or 0. 

◮

int iSeeML::rob::OrPtConfig::algDimension () const [inline, protected, virtual] Description method, giving the dimension of the containing space (3) when this configuration is considered as an algebraic vector. This representation is mainly used to define a unified writeTo. Dimension cannot be static, as it is virtual.

Reimplemented from iSeeML::Object.

Reimplemented in iSeeML::rob::CurvConfig.

◮ iSeeML::Object& iSeeML::rob::OrPtConfig::clone () const [inline, virtual] Description method, giving a copy of the current configuration. This clone is dynamically allocated (using default copy constructor), it has to be deleted later.

Returns:

a copy/clone of the current configuration.

Implements iSeeML::Object.

Reimplemented in iSeeML::rob::CurvConfig.

◮ double iSeeML::rob::OrPtConfig::distance2 (const OrPtConfig & other) const [inline] Various method, giving the distance between two oriented points' positions. Note : this is the standard 2-dimensional plane distance, instead of being a distance in the 3-dimensional space of the oriented points. Its name comes from this fact.

Parameters:

other another oriented point.

Returns:

the distance between the oriented points' positions.

See also:

position, iSeeML::geom::Point::distance.
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◮ bool iSeeML::rob::OrPtConfig::hasInFront (const iSeeML::geom::Point & point) const [inline] Various method, checking whether a point is in the front half-plane of the current oriented point: the vector connecting the current oriented point's position to the given point should make an angle betweenπ/ 2 and π/ 2 with the current oriented point's orientation. The vector going from the oriented point's position to the point and the vector of same orientation as the oriented point should have a positive scalar product.

Parameters:

point a point.

Returns:

whether the given point is in the front half-plane of the current oriented point.

See also:

position, orientation, iSeeML::geom::Point::operator-, iSeeML::geom::Vector::operator * (const Vector&).

◮ bool iSeeML::rob::OrPtConfig::isAlignedWith (const OrPtConfig & other) const [inline] Various method, checking whether two oriented points are aligned: their orientations should be equal, and be the same as the orientation of the segment connecting their positions. In fact, the oriented points are aligned iff they are simultaneously parallel and symmetric.

Parameters:

other another oriented point.

Returns:

whether the current oriented point and the given one are aligned. whether the current oriented point and the given one have same orientation.

See also:

orientation, iSeeML::Object::mod2pi, iSeeML::Object::isZero.

◮ bool iSeeML::rob::OrPtConfig::isSymmetricTo (const OrPtConfig & other) const [inline] Various method, checking whether two oriented points are symmetric, ie whether their orientations are symmetric wrt the line segment connecting their position. The vector connecting the positions and the vector of average orientation should be collinear: their vectorial product should be zero.

Parameters:

other another oriented point.

Returns:

whether the current oriented point and the given one are symmetric. 

Returns:

the position of the reference point.

Examples:

wxGuiFwd.cpp.

◮ OrPtConfig& iSeeML::rob::OrPtConfig::uTurn () [inline] Modification method, turning the current oriented point to its opposite: the position does not change but the orientation is replaced by its opposite (± π is added to it).

Returns:

the new oriented point, one transformed to its opposite.

◮ void iSeeML::rob::OrPtConfig::writeTo (ostream & O) const [inline, virtual] Description method, writing the configuration in a given output stream: coordinate in each dimension is written, between paranthesis and separated by commas.

Parameters:

O the output stream in which description is written. The default constructor should only be used for array initializations: it correspond to a default oriented point with zero curvature.

• CurvConfig (const iSeeML::rob::OrPtConfig &OrPt, const double &kappa)

The main constructor.

• CurvConfig (const iSeeML::geom::Point &P, const double &theta, const double &kappa)

A first detailled constructor allows to give the classical configuration as a point and an orientation.

• CurvConfig (const double &x, const double &y, const double &theta, const double &kappa)

A second detailled constructor allows to give the classical configuration as two Cartesian coordinates and an orientation.

• iSeeML::Object & clone () const

Description method, giving a copy of the current configuration.

• void writeTo (ostream &O) const

Description method, writing the configuration in a given output stream: coordinate in each dimension is written, between paranthesis and separated by commas.

• const double & curvature () const

Description method, giving the intantaneous curvature, in this configuration, of the curve followed by the robot's reference point.

Static Public Attributes

• static const string ClassName

The class name is public, as this class can be instanced.

Protected Member Functions

• int algDimension () const

Description method, giving the dimension of the containing space ( 4) when this configuration is considered as an algebraic vector.

• double algCoord (const int i) const

Description method, giving the coordinate of given index of the configuration (both coordinates of the position, then orientation, then curvature).

Detailed Description

This class defines a more precise configuration than classical ones for mobile robots. This configuration contains, added to the classical position of a reference point and orientation of a main axis, the curvature of the curve followed by the reference point (representing the directing wheels' orientation).

This class adds to those of iSeeML::rob::OrPtConfig a description method giving the curvature, and redefines description method writeTo.

Author:

Alexis Scheuer.

Version: Parameters:

x the X coordinate of the reference point, y the Y coordinate of the reference point, theta the orientation of the main axis, kappa the curvature of the reference point's curve.

See also:

usefull constructor of iSeeML::rob::OrPtConfig.

Member Function Documentation

◮ double iSeeML::rob::CurvConfig::algCoord (const int i) const [inline, protected, virtual] Description method, giving the coordinate of given index of the configuration (both coordinates of the position, then orientation, then curvature).

Parameters:

i the index of the searched coordinate.

Precondition:

the parameter is an index, and should be between one and four. If not, and

ISEEML_CHECK_CURV_CONFIG_PRECOND is defined (see CompilerFlags.h),
an error is generated.

Returns:

the double coordinate associated to the index if this one is between 1 and dimension, or 0.

See also:

curvature, iSeeML::rob::OrPtConfig::algCoord.
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Reimplemented from iSeeML::rob::OrPtConfig.

◮ int iSeeML::rob::CurvConfig::algDimension () const [inline, protected, virtual] Description method, giving the dimension of the containing space (4) when this configuration is considered as an algebraic vector. This representation is mainly used to define a unified writeTo. Dimension cannot be static, as it is virtual.

Reimplemented from iSeeML::rob::OrPtConfig.

◮ iSeeML::Object& iSeeML::rob::CurvConfig::clone () const [inline, virtual] Description method, giving a copy of the current configuration. This clone is dynamically allocated (using default copy constructor), it has to be deleted later.

Returns:

a copy/clone of the current configuration.

Reimplemented from iSeeML::rob::OrPtConfig.

◮ const double& iSeeML::rob::CurvConfig::curvature () const [inline] Description method, giving the intantaneous curvature, in this configuration, of the curve followed by the robot's reference point.

Returns:

the intantaneous curvature of the robot's reference point's curve.

Examples:

wxGuiFwd.cpp.

◮ void iSeeML::rob::CurvConfig::writeTo (ostream & O) const [inline, virtual] Description method, writing the configuration in a given output stream: coordinate in each dimension is written, between paranthesis and separated by commas.

Parameters:

O the output stream in which description is written.

See also: algWriteTo.

Reimplemented from iSeeML::rob::OrPtConfig. Description method, giving the path's starting configuration.

• virtual const iSeeML::rob::OrPtConfig & end () const =0
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Description method, giving the path's final configuration.

• virtual double length () const =0

Description method, giving the path's length.

• virtual double deflection () const =0

Description method, giving the path's deflection (change of orientation).

• bool operator< (const Path &other) const

Order operator, defining an order relation on the paths' set, based on the path's length.

• virtual iSeeML::rob::CurvConfig operator[ ] (const double &s) const =0

Description method, giving a configuration at a given arc length along the path.

Detailed Description

This class is the base class of all robotic paths in ISeeML. A path is the geometric aspect of a robot's motion. It is therefore a continuous set of configurations, and transitions between these configurations respect the kinematic constraints of this robot as, for example, continuity of the robot's orientation, bounds on the curvature (the inverse of the turning radius), continuity of the curvature, bounds on its derivative, etc.

This class contains the virtual methods common to all robotic paths' classes, which are only description methods, an order operator<(const Path&), which uses the virtual description method length, and a description operator, operator[ ](const double&), returning the configuration at a given arc length.

Note that starting and final configurations are referenced as classical configurations (to which a curvature configuration's reference is automatically transformed), while configurations at a given arc length are computed when needed, and are given as curvature configuration (to which a classical configuration is automatically transformed).

Author:

Alexis Scheuer.

Version:

1.0

Member Function Documentation

◮ virtual double iSeeML::rob::Path::deflection () const [pure virtual] Description method, giving the path's deflection (change of orientation).
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Parameters:

s the arc length.

Precondition:

the given arc length should be positive and less than the path's length.

Returns:

the configuration at given arc length along the path.

Implemented in iSeeML::rob::CompoundPath, and iSeeML::rob::LinCurvPath.

◮ virtual const iSeeML::rob::OrPtConfig& iSeeML::rob::Path::start () const [pure virtual] Description method, giving the path's starting configuration.

Returns:

the path's starting configuration.

Implemented in iSeeML::rob::CompoundPath, and iSeeML::rob::LinCurvPath.

The documentation for this class was generated from the following file:

• include/iSeeML/rob/Path.hpp

iSeeML::rob::BasicPath Class Reference

This class defines superclass of basic paths, from which compound paths can be built.

#include <BasicPath.hpp>

Inheritance diagram for iSeeML::rob::BasicPath: • LinCurvPath (const iSeeML::rob::CurvConfig &start, const double &sharp-ness=0, const double &length=0)

The main constructor.

• const iSeeML::rob::CurvConfig & start () const

Description method, giving the path's starting configuration.

• const iSeeML::rob::CurvConfig & end () const

Description method, giving the path's final configuration (as a configuration for mobile robot with curvature).

• const double & sharpness () const

Description method, giving the path's constant curvature derivative with respect to the arc length.

• double length () const

Description method, giving the path's length.

• double deflection () const

Description method, giving the path's deflection (change of orientation).

• iSeeML::Object & clone () const

Description method, giving a copy of the current linear curvature path.

• void writeTo (ostream &O) const

Description method, writing a description of the path in a given output stream.

• iSeeML::rob::CurvConfig operator[ ] (const double &s) const

Description method, giving a configuration at a given arc length along the path.

Static Public Attributes

• static const string ClassName

The class name is public, as this class can be instanced.

Detailed Description

This class defines linear curvature elementary paths, for which the curvature derivative (with respect to the arc length) is constant. These are the only elementary paths of ISeeML, the other paths being made of paths of this kind (they are compound paths).
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Author:

Alexis Scheuer.

Version:

1.0

Examples:

wxGuiFwd.cpp.

Constructor & Destructor Documentation

◮ iSeeML::rob::LinCurvPath::LinCurvPath () [inline] The default constructor should only be used for array initializations: it generates a path starting from default configuration, with constant curvature and zero length.

See also:

default constructor of iSeeML::rob::CurvConfig. 

Parameters:

start the starting configuration, sharpness the constant curvature derivative with respect to the arc length (default value is zero), length the length of the path (default value is zero).

See also:

operator[].

Member Function Documentation

◮ iSeeML::Object& iSeeML::rob::LinCurvPath::clone () const [inline, virtual] Description method, giving a copy of the current linear curvature path. This clone is dynamically allocated (using default copy constructor), it has to be deleted later.

Returns:

a copy/clone of the current linear curvature path.

Implements iSeeML::Object. Public Member Functions

• void writeTo (ostream &O) const

Description method, writing a description of the path in a given output stream (the array of pieces is written).

• const iSeeML::rob::OrPtConfig & start () const

Description method, giving the path's starting configuration (first piece's starting configuration).

• const iSeeML::rob::OrPtConfig & end () const

Description method, giving the path's final configuration (last piece's starting configuration).

• virtual int nbPieces () const =0

Description method, giving the number of pieces of the path.

• const iSeeML::rob::BasicPath & piece (const int index) const

Description method, returning the (constant) basic path of given index in the list of which this compound path is made.

• double length () const

Description method, giving the path's length (sum of the pieces' length).

• double deflection () const

Description method, giving the path's deflection (sum of the pieces' deflection).

• iSeeML::rob::BasicPath & piece (const int index)

Modification method, returning (for modification) the basic path of given index in the list of which this compound path is made.

• iSeeML::rob::CurvConfig operator[ ] (const double &s) const

Description method, giving a configuration at a given arc length along the path.

Protected Member Functions

• iSeeML::rob::BasicPath & getPiece (const int index) const

Method returning the basic path of given index in the list of which this compound path is made.

• virtual iSeeML::rob::BasicPath & _piece (const int index) const =0

Virtual method returning the basic path of given index in the list of which this compound path is made (no verification).

Package Documentation Detailed Description

This class defines compound (or complex, or composed) paths, which are made of a set of basic paths. Nearly all virtual methods of iSeeML::rob::Path are defined in this class (except className and clone), sub-classes "just" have to define this one and constructors (this is not so easy, as it generally requires a planning method).

Author:

Alexis Scheuer.

Version:

1.0

Member Function Documentation

◮ virtual iSeeML::rob::BasicPath& iSeeML::rob::CompoundPath::_piece (const int index) const [protected, pure virtual] Virtual method returning the basic path of given index in the list of which this compound path is made (no verification).

Parameters:

index the index of the desired piece (between 1 and the result of nbPieces).

Returns:

the basic path whose index has been given.

See also:

nbPieces, piece, getPiece.

Implemented in iSeeML::rob::DubinsLikePath.

◮ double iSeeML::rob::CompoundPath::deflection () const [inline, virtual] Description method, giving the path's deflection (sum of the pieces' deflection).

Returns:

the path's deflection.

See also:

piece, BasicPath::deflection.

Implements iSeeML::rob::Path.
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◮ const iSeeML::rob::OrPtConfig& iSeeML::rob::CompoundPath::end () const [inline, virtual] Description method, giving the path's final configuration (last piece's starting configuration).

Returns:

the path's final configuration.

See also:

piece, BasicPath::end.

Implements iSeeML::rob::Path.

Examples:

wxGuiFwd.cpp.

◮ iSeeML::rob::BasicPath& iSeeML::rob::CompoundPath::getPiece (const int index) const [inline, protected] Method returning the basic path of given index in the list of which this compound path is made.

Parameters:

index the index of the desired piece (between 1 and the result of nbPieces).

Precondition:

parameter is an index, and should be in the correct interval. An error message is generated if this index is not correct and ISEEML_CHECK_COMP_PATH_-PRECOND is defined, and index is corrected (to one if smaller, to nbPieces if bigger) if ISEEML_CHECK_ARRAY_ELEMT is defined (see CompilerFlags.h).

Returns:

the basic path whose index has been given.

See also:

nbPieces, piece, _piece.

◮ double iSeeML::rob::CompoundPath::length () const [inline, virtual] Description method, giving the path's length (sum of the pieces' length).

Returns:

the path's length. 

Examples:

LengthFwd.cpp.

◮ virtual int iSeeML::rob::CompoundPath::nbPieces () const [pure virtual] Description method, giving the number of pieces of the path.

Returns:

the number of pieces of the path.

Implemented in iSeeML::rob::DubinsLikePath. 

Parameters:

s the arc length.

Precondition:

the given arc length should be positive and less than the path's length. If this is not true, an error message is generated if ISEEML_CHECK_COMP_PATH_PRECOND is defined, and the arc length is considered as zero if smaller and as path's length if bigger, if ISEEML_CHECK_ARRAY_ELEMT is defined (see CompilerFlags.h).

Returns:

the configuration at given arc length along the path. 

Parameters:

index the index of the basic path to change (between 1 and the result of nbPieces).

Precondition:

parameter is an index, and should be in the correct interval. An error message is generated if this index is not correct and ISEEML_CHECK_COMP_PATH_-PRECOND is defined, and index is corrected (to one if smaller, to nbPieces if bigger) if ISEEML_CHECK_ARRAY_ELEMT is defined (see CompilerFlags.h).

See also: nbPieces.

◮ const iSeeML::rob::BasicPath& iSeeML::rob::CompoundPath::piece (const int index) const [inline] Description method, returning the (constant) basic path of given index in the list of which this compound path is made. This method, as well as the other piece method, calls a protected one (getPiece).

Parameters:

index the index of the desired piece (between 1 and the result of nbPieces).

Precondition:

parameter is an index, and should be in the correct interval. An error message is generated if this index is not correct and ISEEML_CHECK_COMP_PATH_-PRECOND is defined, and index is corrected (to one if smaller, to nbPieces if bigger) if ISEEML_CHECK_ARRAY_ELEMT is defined (see CompilerFlags.h).

Returns:

the piece of the path whose index has been given. Dubins-like paths can be of six types: their first and last parts are turns, their middle part is tangent to the first and last parts but can be a line segment or a turn.

• enum { nbPossiblePaths = 6, nbTurningCircles = 4 } Some methods will need these integer values.

Public Member Functions

• int nbPieces () const

Description method, giving the number of pieces of the path.

• const Type & type () const

Description method, giving the path's type (from lsl to rlr).

• const double & maxCurv () const

Description method, giving the path's maximum curvature.

• const iSeeML::rob::LinCurvPath & lcPiece (const int index) const
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Description method, returning the (linear curvature) piece of the path with a given index.

• virtual double turnRadius () const =0

Description method, giving the radius of the turning circle (the circle of all the configurations which can be reached from a fixed one).

• void connect (const iSeeML::rob::OrPtConfig &start, const iSeeML::rob::OrPtConfig &goal) Modification method, defining type and pieces of a Dubins' like path in order to connect two given configurations with the shortest length (between nbPossiblePaths possibilities).

• DubinsLikePath & operator= (const DubinsLikePath &other)

Copy operator (default one is not correct).

• virtual void computeCenters (const iSeeML::rob::OrPtConfig &start, const iSeeML::rob::OrPtConfig &goal, iSeeML::geom::Point centers[nbTurningCircles]) const =0

Various method, computing the set of circle centers used to turn from starting configuration of the current path, or to turn to reach the given goal configuration.

Protected Member Functions

• DubinsLikePath (const Type &type, const double &maxCurv)

The structure can be filled using this constructor, which is protected (only defined for sub-classes).

• DubinsLikePath (const DubinsLikePath &other)

The copy constructor (the default one is not correct).

• ∼DubinsLikePath ()

The destructor (the default one is not correct).

• virtual int turnNbPieces (const double &length) const =0

Description method, computing the number of pieces needed for a turn of given length.

• virtual bool getConnection (const double &dist, double &length, double &angle) const =0

Description method, trying to compute the length of the line segment connecting the turning circles and the angle between the segment connecting the turning centers and the previous one.
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• iSeeML::rob::LinCurvPath & lcPiece (const int index)

Modification method, returning for modification the (linear curvature) piece of the path with a given index.

• void setNoPiece (const iSeeML::rob::OrPtConfig &start)

Modification method, setting pieces of a non-valid Dubins' like path from a starting configuration (pieces array will only contain a zero length line segment).

• void definePieces (const iSeeML::rob::OrPtConfig &start, const double &defl1, const double &lenDefl, const double &defl3)

• virtual void addTurn (int &index, const iSeeML::rob::OrPtConfig * * start, const double &defl)=0

Modification method, adding to the pieces of a path a turn starting at a given configuration, with a given curvature sign and length.

• void addPiece (int &index, const iSeeML::rob::CurvConfig &start, const double &curvDeriv, const double &length)

Modification method, adding to the pieces of a path a piece starting at a given configuration (with curvature), with a given curvature's derivative and length.

• iSeeML::rob::BasicPath & _piece (const int index) const

Virtual method returning the basic path of given index in the list of which this compound path is made (no verification).

• virtual DubinsLikePath * connectArray () const =0

Various method, returning an array of nbPossiblePaths Dubins-like paths, initialised as clones of the current path.

• virtual DubinsLikePath & getSolution (DubinsLikePath * paths, const int index) const =0

Various method, getting in an array of Dubins-like paths the element of given index.

Static Protected Member Functions

• static int turnSign (const int number, const Type &type)

Description method, giving the sign (1 for left, -1 for right, 0 for a segment) of the turn or segment whose number is given for a path of given type.

Detailed Description

This class defines Dubins like paths, which are similar to Dubins paths. A Dubins like path is made of at most three parts, which can be a turn or a straight line. Dubins paths' parts are circular arcs or line segments, with a ponctual change of curvature at each part's end, while FSC paths' turns start and finish with zero curvature. Each part is represented by one to three pieces, which are linear curvature paths.

Author:

Alexis Scheuer.

Version:

1.0

Examples:

wxGuiFwd.cpp.

Member Enumeration Documentation

◮ anonymous enum Some methods will need these integer values.

Enumerator:

nbPossiblePaths the number of possible paths [START_REF] Th | From Reeds and Shepp's to continuous-curvature paths[END_REF].

See also:

Type.

nbTurningCircles the number of usefull turning circles (4).

◮ enum iSeeML::rob::DubinsLikePath::Type Dubins-like paths can be of six types: their first and last parts are turns, their middle part is tangent to the first and last parts but can be a line segment or a turn. Thus, Dubins-like paths' types can be named by three letters: the first and third are l or r (Left or Right turn) and the second is l, r or s (Left or Right turn, or Segment). The structure can be filled using this constructor, which is protected (only defined for sub-classes). No other constructor is defined, as this class is virtual.

Parameters:

type the type of Dubins' path, maxCurv the maximum curvature along the path (taken in absolute value).

◮ iSeeML::rob::DubinsLikePath::DubinsLikePath (const DubinsLikePath & other) [inline, protected] The copy constructor (the default one is not correct). The array of pieces of the other path is copied.

Parameters:

other the copied path.

◮ iSeeML::rob::DubinsLikePath::∼DubinsLikePath () [inline, protected] The destructor (the default one is not correct). The array of pieces of the other path is freed.

Member Function Documentation

◮ iSeeML::rob::BasicPath& iSeeML::rob::DubinsLikePath::_piece (const int index) const [inline, protected, virtual] Virtual method returning the basic path of given index in the list of which this compound path is made (no verification).

Parameters:

index the index of the desired piece (between 1 and the result of nbPieces).

Returns:

the basic path whose index has been given. Modification method, adding to the pieces of a path a piece starting at a given configuration (with curvature), with a given curvature's derivative and length. Index index of the first undefined piece in the pieces array is incremented by one in this method, to remain the index of the first undefined piece in the array. Configuration start remains constant.

Parameters:

index the first free index in the pieces array (index will be added at this index, which will be incremented), start the starting configuration, curvDeriv the turn's curvature's derivative, length the turn's length.

◮ virtual void iSeeML::rob::DubinsLikePath::addTurn (int & index, const iSeeML::rob::OrPtConfig * * start, const double & defl) [protected, pure virtual] Modification method, adding to the pieces of a path a turn starting at a given configuration, with a given curvature sign and length. Index index of the first undefined piece in the pieces array is modified by this method, to remain the index of the first undefined piece in the array. Adress start of the next starting configuration is also modified along this method. Maximum curvature of the current Dubins-like path is used in this method.

Parameters:

index the first free index in the pieces array (pieces will be added at this index and after, and the index will be incremented), start a reference to the reference of the starting configuration (it will be changed to a ref. to the ref. of next starting config.), defl the turn's deflection (change of orientation), giving the curvature sign.

Precondition:

This method only works if the maximum curvature is not zero (otherwise, it writes an error on stderr). 

Precondition:

This method only works if the maximum curvature is not zero (zero curvature case is to be treated separately in constructors).

Implemented in iSeeML::rob::DubinsPath, and iSeeML::rob::FscPath.

Examples:

wxGuiFwd.cpp.

◮ void iSeeML::rob::DubinsLikePath::connect (const iSeeML::rob::OrPtConfig & start, const iSeeML::rob::OrPtConfig & goal) Modification method, defining type and pieces of a Dubins' like path in order to connect two given configurations with the shortest length (between nbPossiblePaths possibilities). Maximum curvature of the current Dubins-like path is used.

Parameters:

start the starting configuration, goal the goal configuration.

◮ virtual DubinsLikePath * iSeeML::rob::DubinsLikePath::connectArray () const [protected, pure virtual] Various method, returning an array of nbPossiblePaths Dubins-like paths, initialised as clones of the current path.

Returns:

the array of Dubins-like paths.

Implemented in iSeeML::rob::DubinsPath, and iSeeML::rob::FscPath. 

Precondition:

memory should not be full. If memory is full and ISEEML_CHECK_NIL_-POINTER is defined (see CompilerFlags.h), an error message is generated (in this method or in setNoPiece) and the program exits.

Postcondition:

Number of pieces needed is estimated for memory allocation. Pieces array is then filled using setNoPiece, addTurn and addPiece. Coherence between estimated and used number of pieces is verified if ISEEML_CHECK_DLIKE_PATH_-POSTCOND is defined (see CompilerFlags.h).

See also:

setNoPiece, addTurn, addPiece.

◮ virtual bool iSeeML::rob::DubinsLikePath::getConnection (const double & dist, double & length, double & angle) const [protected, pure virtual] Description method, trying to compute the length of the line segment connecting the turning circles and the angle between the segment connecting the turning centers and the previous one. The angle can only be computed if the square distance between the turning centers is greater than a value depending of the path's type. Length is not computed for lrl or rlr path's type, and is negative when previous angle cannot be computed.

Parameters:

dist the distance between the turning centers, length the length to compute (modified by the method), angle the angle to compute (modified by the method).

Returns:

whether the computation was succesful or not (whether the distance dist2 is greater than a value depending of the path's type).

Implemented in iSeeML::rob::DubinsPath, and iSeeML::rob::FscPath.

◮ virtual DubinsLikePath& iSeeML::rob::DubinsLikePath::getSolution (Du-binsLikePath * paths, const int index) const [protected, pure virtual] Various method, getting in an array of Dubins-like paths the element of given index.
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This method is virtual as the real type of the paths in the first parameter array is the same as the real type of the current Dubins-like path (either Dubins' or FSC path). Size of these paths' representation being different, access in an array needs different computations.

Parameters:

paths the array of Dubins-like paths, index the index of the searched path.

Precondition:

first parameter should be an array of paths obtained using connectArray. second parameter should be a correct index for first parameter array (between 0 and nbPossiblePaths -1).

Returns:

the array of Dubins-like paths.

See also: connectArray.

Implemented in iSeeML::rob::DubinsPath, and iSeeML::rob::FscPath.

◮ iSeeML::rob::LinCurvPath& iSeeML::rob::DubinsLikePath::lcPiece (const int index) [inline, protected] Modification method, returning for modification the (linear curvature) piece of the path with a given index.

Parameters:

index the index of the desired piece (between 1 and the result of nbPiece()).

Precondition:

the given index should be between one and the result of nbPieces.

Returns:

the (modifiable) piece of the path whose index has been given.

See also:

piece.
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◮ const iSeeML::rob::LinCurvPath& iSeeML::rob::DubinsLikePath::lcPiece (const int index) const [inline] Description method, returning the (linear curvature) piece of the path with a given index.

Parameters:

index the index of the desired piece (between 1 and the result of nbPiece()).

Precondition:

the given index should be between one and the result of nbPieces.

Returns:

the piece of the path whose index has been given.

See also:

piece.

Examples:

wxGuiFwd.cpp.

◮ const double& iSeeML::rob::DubinsLikePath::maxCurv () const [inline] Description method, giving the path's maximum curvature.

Returns:

the path's maximum curvature.

◮ int iSeeML::rob::DubinsLikePath::nbPieces () const [inline, virtual] Description method, giving the number of pieces of the path.

Returns:

the number of pieces of the path.

Implements iSeeML::rob::CompoundPath.

Examples:

wxGuiFwd.cpp. 

Parameters:

other the path to copy.

Precondition:

memory should not be full. If memory is full and ISEEML_CHECK_NULL_-POINTER is defined (see CompilerFlags.h), an error message is generated and the program exits.

Returns:

the current path, after modification.

◮

void iSeeML::rob::DubinsLikePath::setNoPiece (const iSeeML::rob::OrPtConfig & start) [inline, protected] Modification method, setting pieces of a non-valid Dubins' like path from a starting configuration (pieces array will only contain a zero length line segment).

Parameters:

start the starting configuration.

Precondition:

memory should not be full. If memory is full and ISEEML_CHECK_NIL_-POINTER is defined (see CompilerFlags.h), an error message is generated and the program exits.

◮ virtual int iSeeML::rob::DubinsLikePath::turnNbPieces (const double & length) const [protected, pure virtual] Description method, computing the number of pieces needed for a turn of given length.

Parameters:

length the turn's length.

Returns:

the number of needed pieces.

Implemented in iSeeML::rob::DubinsPath, and iSeeML::rob::FscPath.
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◮ virtual double iSeeML::rob::DubinsLikePath::turnRadius () const [pure virtual] Description method, giving the radius of the turning circle (the circle of all the configurations which can be reached from a fixed one). Maximum curvature of the current path is used. It should not be zero, or this method will return infinity.

Returns:

the turning circle's radius.

Implemented in iSeeML::rob::DubinsPath, and iSeeML::rob::FscPath.

Examples:

wxGuiFwd.cpp.

◮ static int iSeeML::rob::DubinsLikePath::turnSign (const int number, const Type & type) [inline, static, protected] Description method, giving the sign (1 for left, -1 for right, 0 for a segment) of the turn or segment whose number is given for a path of given type. As an example, a lsr type path has respective parts signs 1, 0 and -1, when a rlr type path has respective parts signs -1, 1 and -1.

Parameters:

number the number of the part whose sign is wanted, type the type of the considered path.

Precondition:

the given number of the part should be between 1 and 3. If not, an error message is generated if ISEEML_CHECK_DLIKE_PATH_PRECOND is defined, and the number is considered as 1 if smaller and 3 if bigger, if ISEEML_CHECK_-ARRAY_ELEMT is defined (see CompilerFlags.h).

Returns:

the part's sign.

◮ const Type& iSeeML::rob::DubinsLikePath::type () const [inline] Description method, giving the path's type (from lsl to rlr).

Returns:

the path's type.

The documentation for this class was generated from the following file:

• include/iSeeML/rob/DubinsLikePath.hpp The default constructor should only be used for array initializations: it generates a path starting from default oriented point, with type lsl, and zero maximum curvature and lengths.

• DubinsPath (const iSeeML::rob::OrPtConfig &start, const Type &type, const double &maxCurv, const double &length1, const double &length2, const double &length3)

The 'forward' constructor: a Dubins' path is built from its starting oriented point, its type, its maximum curvature and its parts' lengths.

• DubinsPath (const iSeeML::rob::OrPtConfig &start, const iSeeML::rob::OrPtConfig &goal, const double &maxCurv)

The 'goto' constructor: a Dubins' path is built, starting from a given iSeeML::rob::OrPtConfig and reaching an other one with a maximum curvature.

• DubinsPath (const DubinsPath &other)
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Package Documentation

The copy constructor.

• iSeeML::Object & clone () const Description method, giving a copy of the current Dubins' path.

• void writeTo (ostream &O) const

Description method, writing a description of the path in a given output stream.

• double turnRadius () const

Description method, giving the radius of the turning circle (the circle of all the configurations which can be reached from a fixed one).

• DubinsPath & operator= (const DubinsPath &other)

Copy operator (default one is not correct).

• void computeCenters (const iSeeML::rob::OrPtConfig &start, const iSeeML::rob::OrPtConfig &goal, iSeeML::geom::Point centers[nbTurningCircles]) const Various method, computing the set of circle centers used to turn from starting configuration of the current path, or to turn to reach the given goal configuration.

Static Public Attributes

• static const string ClassName

The class name is public, as this class can be instanced.

Protected Member Functions

• int turnNbPieces (const double &defl) const

Description method, computing the number of pieces (0 or 1) needed for a turn of given deflection.

• virtual bool getConnection (const double &dist, double &length, double &angle) const

Description method, trying to compute the length of the line segment connecting the turning circles and the angle between the segment connecting the turning centers and the previous one.

• void addTurn (int &index, const iSeeML::rob::OrPtConfig * * start, const double &defl)
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Modification method, adding to the pieces of a path a turn starting at a given configuration, with a given curvature sign and length.

• iSeeML::rob::DubinsLikePath * connectArray () const

Various method, returning an array of nbPossiblePaths Dubins-like paths, initialised as clones of the current path.

• iSeeML::rob::DubinsLikePath & getSolution (iSeeML::rob::DubinsLikePath * paths, const int index) const

Various method, getting in an array of Dubins-like paths the element of given index.

Detailed Description

This class defines Dubins' paths, made of circular arcs tangentially connected by line segments, with no back-up maneuvres, corresponding to an optimal forward-only motion with a lower bounded turning radius.

See also:

iSeeML::rob::FscPath.

Author:

Alexis Scheuer.

Version:

1.0

Examples:

Fwd.cpp, LengthFwd.cpp, TimeFwd.cpp, and wxGuiFwd.cpp.

Constructor & Destructor Documentation

◮ iSeeML::rob::DubinsPath::DubinsPath () [inline] The default constructor should only be used for array initializations: it generates a path starting from default oriented point, with type lsl, and zero maximum curvature and lengths.

See also:

default constructor of iSeeML::rob::DubinsLikePath. [inline] The copy constructor.

Parameters:

other the copied path.

Member Function Documentation

◮ void iSeeML::rob::DubinsPath::addTurn (int & index, const iSeeML::rob::OrPtConfig * * start, const double & defl) [protected, virtual] Modification method, adding to the pieces of a path a turn starting at a given configuration, with a given curvature sign and length. Maximum curvature of the current Dubins' path is used.

Parameters:

index the first free index in the pieces array (pieces will be added at this index and after, and the index will be incremented), start a reference to the reference of the starting configuration (it will be changed Precondition:

the maximum curvature should not be zero. If it is, an error message is generated if

ISEEML_CHECK_DUBINS_PATH_PRECOND is defined (see CompilerFlags.h).
Implements iSeeML::rob::DubinsLikePath.

◮ iSeeML::Object& iSeeML::rob::DubinsPath::clone () const [inline, virtual] Description method, giving a copy of the current Dubins' path. This clone is dynamically allocated (using copy constructor), it has to be deleted later.

Returns:

a copy/clone of the current Dubins' path.

Implements iSeeML::Object. Description method, trying to compute the length of the line segment connecting the turning circles and the angle between the segment connecting the turning centers and the previous one. The angle can only be computed if the square distance between the turning centers is greater than a value depending of the path's type. Length is not computed for lrl or rlr path's type, and is negative when previous angle cannot be computed.

Parameters:

dist the distance between the turning centers, length the length to compute (modified by the method), angle the angle to compute (modified by the method).

Returns:

whether the computed was succesful or not (whether the distance dist2 is greater than a value depending of the path's type).

Implements iSeeML::rob::DubinsLikePath. 

Precondition:

first parameter should be an array of paths obtained using connectArray. second parameter should be a correct index for first parameter array (between 0 and nbPossiblePaths -1). If not, an error message is generated if ISEEML_-CHECK_DUBINS_PATH_PRECOND is defined, and the number is considered as 1 if smaller and 3 if bigger, if ISEEML_CHECK_ARRAY_ELEMT is defined (see CompilerFlags.h).

Returns:

the array of Dubins-like paths.

Implements iSeeML::rob::DubinsLikePath. 

Parameters:

other the path to copy.

Returns:

the current path, after modification.

◮ int iSeeML::rob::DubinsPath::turnNbPieces (const double & defl) const [inline, protected, virtual] Description method, computing the number of pieces (0 or 1) needed for a turn of given deflection.

Parameters:

defl the turn's deflection.

Returns:

the number of needed pieces, which is 0 or 1.

Implements iSeeML::rob::DubinsLikePath.

◮ double iSeeML::rob::DubinsPath::turnRadius () const [inline, virtual] Description method, giving the radius of the turning circle (the circle of all the configurations which can be reached from a fixed one).

Warning:

This method returns infinity if the maximum curvature is zero (zero curvature path should not use it).

Returns:

the turning circle's radius. • double limDefl () const Description method, giving the limit deflection: a turn of lower (but not zero) deflection is degenerated (it is made of two pieces and does not reach maximum curvature derivative nor maximum curvature), a turn of bigger deflection is normal (it is made of three pieces, the middle one being a circular arc of maximum curvature, and the other two being clothoid pieces of maximum curvature derivative).

• double turnRadius () const

Description method, giving the radius of the turning circle (the circle of all the configurations which can be reached from a fixed one).

• double turnAngle () const

Description method, giving the constant angle between the turning circle's tangent and the orientation of the configurations which can be reached.

• FscPath & operator= (const FscPath &other)

Copy operator (default one is not correct). 

Static Public Attributes

• static const string ClassName

The class name is public, as this class can be instanced. The 'forward' constructor: a FSC path is built from its starting oriented point, its type, its maximum curvature, maximum curvature's derivative and parts' lengths.

Parameters:

start the starting configuration, type the type of Dubins' path, maxCurv the maximum curvature along the path (taken in absolute value), maxCDer the maximum curvature's derivative along the path (taken in absolute value), length1 the length of the first part of the path, length2 the length of the second part of the path, length3 the length of the third part of the path. The complete 'forward' constructor: a FSC path is built from its starting oriented point, its type, its maximum curvature, maximum curvature's derivative, limit deflection, turning radius, turning angle, and parts' lengths.
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Warning: this constuctor only works if limit deflection, turning radius and turning angle have been correctly computed (using method computeValues).

Parameters:

start the starting configuration, type the type of Dubins' path, maxCurv the maximum curvature along the path (taken in absolute value), maxCDer the maximum curvature's derivative along the path (taken in absolute value), limDefl the limit deflection (taken in abs. value), turnRad the turning radius (taken in abs. value), turnAng the turning angle (taken in abs. value), length1 the length of the first part of the path, length2 the length of the second part of the path, length3 the length of the third part of the path. [inline] The complete 'goto' constructor: a FSC path is built, starting from a given iSeeML::rob::OrPtConfig and reaching an other one with a maximum curvature, curvature's derivative, limit deflection, turning radius and turning angle.

Warning: this constuctor only works if limit deflection, turning radius and turning angle have been correctly computed (using the method computeValues).

Parameters:

start the starting configuration, goal the goal configuration, maxCurv the maximum curvature along the path (taken in absolute value),

Files generated by Doxygen and corrected by A. Scheuer maxCDer the maximum curvature's derivative along the path (taken in abs. value), limDefl the limit deflection (taken in abs. value), turnRad the turning radius (taken in abs. value), turnAng the turning angle (taken in abs. value). 

Parameters:

index the first free index in the pieces array (pieces will be added at this index and after, and the index will be incremented), start a reference to the reference of the starting configuration (it will be changed to a ref. to the ref. of next starting config.), defl the turn's deflection (change of orientation), giving the curvature sign.

Precondition:

This method only works if the maximum curvature is not zero (otherwise, it writes an error on stderr).

Implements iSeeML::rob::DubinsLikePath.

◮ iSeeML::Object& iSeeML::rob::FscPath::clone () const [inline, virtual] Description method, giving a copy of the current FSC path. This clone is dynamically allocated (using copy constructor), it has to be deleted later.

Returns:

a copy/clone of the current FSC path.

Implements iSeeML::Object. [static] Description method, computing from maximum curvature and maximum curvature's derivative the values of limit deflection, turning radius and turning angle for a FSC path. If maximum curvature or curvature's derivative is too small, limit deflection is set to zero and turning radius and angle are given negative values.

Parameters:

maxCurv the maximum curvature along the path (taken in absolute value), maxCDer the maximum curvature's derivative along the path (taken in abs. value), limDefl the corresponding limit deflection, turnRad the corresponding turning radius, turnAng the corresponding turning angle. ◮ bool iSeeML::rob::FscPath::isShortTurn (const double & defl) const [inline, protected] Description method, checking whether the given length is too short with respect to the maximum curvature's derivative to reach maximum curvature along a turn.

Parameters:

defl the turn's deflection.

Returns:

true if the length is too short, else false.

◮ double iSeeML::rob::FscPath::limDefl () const [inline] Description method, giving the limit deflection: a turn of lower (but not zero) deflection is degenerated (it is made of two pieces and does not reach maximum curvature derivative nor maximum curvature), a turn of bigger deflection is normal (it is made of three pieces, the middle one being a circular arc of maximum curvature, and the other two being clothoid pieces of maximum curvature derivative).

Returns:

the turning circle's radius.

Precondition:

This method returns zero if the maximum curvature is zero (zero curvature path should not use it).

◮ double iSeeML::rob::FscPath::maxCurvDeriv () const [inline] Description method, giving the path's maximum curvature's derivative. ◮ double iSeeML::rob::FscPath::turnAngle () const [inline] Description method, giving the constant angle between the turning circle's tangent and the orientation of the configurations which can be reached.

Returns:

the turning circle's angle.

Precondition:

This method returns -π if the maximum curvature is zero (zero curvature path should not use it).

See also: turnRadius.

◮ int iSeeML::rob::FscPath::turnNbPieces (const double & defl) const [inline, protected, virtual] Description method, computing the number of pieces needed for a turn of given deflection.

Parameters:

defl the turn's deflection.

Returns:

the number of needed pieces, which is 1, 2 or 3.

Implements iSeeML::rob::DubinsLikePath.

◮ double iSeeML::rob::FscPath::turnRadius () const [inline, virtual] Description method, giving the radius of the turning circle (the circle of all the configurations which can be reached from a fixed one).

Returns:

the turning circle's radius.

Precondition:

This method returns -1 if the maximum curvature is zero (zero curvature path should not use it).

Implements iSeeML::rob::DubinsLikePath. << end << "\n is " << DPath << endl; ------------------------------------void OnSelectPath (wxCommandEvent& event); void OnShowTurnCirc(wxCommandEvent& WXUNUSED(event)) { drawingArea->Refresh(); } // ---Help Menu's Events - ----------------------------------- 
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  iSeeML::rob::BasicPath . . . . . . . . . . . . . . . . . . 58 iSeeML::rob::LinCurvPath . . . . . . . . . . . . . . . 59 iSeeML::rob::CompoundPath . . . . . . . . . . . . . . . 64 iSeeML::rob::DubinsLikePath . . . . . . . . . . . . . . 70 iSeeML::rob::DubinsPath . . . . . . . . . . . . . . . 83 iSeeML::rob::FscPath . . . . . . . . . . . . . . . . . 90 2.4 Classes and Files Documentation 2.4.1 SCPLS Namespace 2.4.1.1 include/iSeeML/CompilerFlags.h File Reference Definition of relations between ISeeML compilation flags. Detailed Description Definition of relations between ISeeML compilation flags. ISeeML compilation flags are hierarchicaly defined: for example, definition of ISEEML_CHECKS activates all ISeeML checking flags. They can be activated by adding in makefile a -D option for the compiler. Possible flags are: • ISEEML_CHECKS (checking everything) -ISEEML_CHECK_PRECOND (checking preconditions) * ISEEML_CHECK_BASIC_PRECOND (checking preconditions for basic objects) • ISEEML_CHECK_OBJECT_PRECOND (checking preconditions for ISeeML' objects) * ISEEML_CHECK_GEOM_PRECOND (checking preconditions for geometric module) • ISEEML_CHECK_GEOM_VECT_PRECOND (checking preconditions for vectors) • ISEEML_CHECK_GEOM_POINT_PRECOND (checking preconditions for points) * ISEEML_CHECK_ROB_PRECOND (checking preconditions for robotic module) • ISEEML_CHECK_CONFIG_PRECOND (checking preconditions for configurations) • ISEEML_CHECK_ORPT_CONFIG_PRECOND (checking preconditions for standard configurations) Files generated by Doxygen and corrected by A. Scheuer

  geom::Object iSeeML::rob::Object iSeeML::geom::BasicObject iSeeML::rob::OrPtConfig iSeeML::rob::Path iSeeML::geom::Point iSeeML::geom::Vector iSeeML::rob::CurvConfig iSeeML::rob::BasicPath iSeeML::rob::CompoundPath iSeeML::rob::LinCurvPath iSeeML::rob::DubinsLikePath iSeeML::rob::DubinsPath iSeeML::rob::FscPath

Files

  generated by Doxygen and corrected by A. Scheuer ◮ template<class T > static const T& iSeeML::Object::max (const T & a, const T & b) [inline, static] Method giving the maximum of two elements. This method uses templates, the elements do not have to be ISeeML objects. Parameters: a A first element, b a second one. Returns: the maximum between the two given elements. ◮ template<class T > static const T& iSeeML::Object::min (const T & a, const T & b) [inline, static] Method giving the minimum of two elements. This method uses templates, the elements do not have to be ISeeML objects. Parameters: a A first element, b a second one.

Files

  generated by Doxygen and corrected by A. Scheuer Package Documentation Returns: whether the two objects have the same class name. See also: className. ◮ static int iSeeML::Object::sign (const double & x) [inline, static] Method giving the sign of a double.

Files

  generated by Doxygen and corrected by A. Scheuer Friends And Related Function Documentation ◮ ostream & operator<< (ostream & O, const iSeeML::Object & o) [related] Modification method, writing a description of a ISeeML object in a given output stream.

2. 4

 4 .2.1 iSeeML::geom::Object Class Reference This class is the base class of the 2D geometric namespace of ISeeML: every geometric object inherits this one. #include <Object.hpp> Inheritance diagram for iSeeML::geom::Object: iSeeML::geom::Object iSeeML::Object iSeeML::geom::BasicObject iSeeML::geom::Point iSeeML::geom::Vector Files generated by Doxygen and corrected by A. Scheuer Package Documentation Public Member Functions • virtual iSeeML::geom::Object & translate (const iSeeML::geom::Vector &v)=0

Files

  generated by Doxygen and corrected by A. Scheuer Package Documentation 2.4.2.3 iSeeML::geom::Point Class Reference This class defines 2D geometric points, defined by their Cartesian coordinates. #include <Point.hpp> Inheritance diagram for iSeeML::geom::Point: iSeeML::geom::Point iSeeML::geom::BasicObject iSeeML::geom::Object iSeeML::Object Public Member Functions • Point ()

Files◮

  generated by Doxygen and corrected by A. Scheuer Point& iSeeML::geom::Point::moveTo (const double & x, const double & y) [inline] Modification method, moving the point to a given position. The original point is changed.

Files◮

  generated by Doxygen and corrected by A. Scheuer Point iSeeML::geom::Point::operator-(const iSeeML::geom::Vector & v) const [inline] Difference operator between a point and a vector, giving the translation of the current point along the opposite of the vector.

  See also: operator+, iSeeML::geom::Vector::operator-(). ◮ bool iSeeML::geom::Point::operator== (const Point & other) const [inline] Equality operator between points.

Files

  generated by Doxygen and corrected by A. Scheuer Parameters: theta the orientation of the vector. See also: orientation, length, multiply. ◮ iSeeML::geom::Vector::Vector (const double & x, const double & y)

Files

  generated by Doxygen and corrected by A. Scheuer ◮ static double iSeeML::geom::Vector::FresnelCos (const double & s) [inline, static] Various method, computing the Fresnel Cosine integral.

Files◮

  generated by Doxygen and corrected by A. Scheuer Vector& iSeeML::geom::Vector::multiply (const double & f) [inline]

Files

  generated by Doxygen and corrected by A. Scheuer 2.4.3 Robotic Namespace 2.4.3.1 iSeeML::rob::Object Class Reference This class is the base class of robotic namespace of ISeeML: every robotic object inherits this one. #include <Object.hpp> Inheritance diagram for iSeeML::rob::Object: iSeeML::rob::Object iSeeML::Object iSeeML::rob::OrPtConfig iSeeML::rob::Path iSeeML::rob::CurvConfig iSeeML::rob::BasicPath iSeeML::rob::CompoundPath iSeeML::rob::LinCurvPath iSeeML::rob::DubinsLikePath iSeeML::rob::DubinsPath iSeeML::rob::FscPath

2. 4

 4 .3.2 iSeeML::rob::OrPtConfig Class Reference This class defines a standard robotic configuration, containing the position of a reference point and the orientation of a main axis. #include <OrPtConfig.hpp> Inheritance diagram for iSeeML::rob::OrPtConfig: iSeeML::rob::OrPtConfig iSeeML::rob::Object iSeeML::Object iSeeML::rob::CurvConfig Public Member Functions • OrPtConfig ()

Files

  generated by Doxygen and corrected by A. Scheuer ◮ iSeeML::rob::OrPtConfig::OrPtConfig (const iSeeML::geom::Point & P, const double & theta) [inline] The main constructor. Parameters: P the position of the reference point, theta the orientation of the main axis, taken betweenπ (excluded) and π (included) modulo 2 π. See also: iSeeML::Object::mod2pi. ◮ iSeeML::rob::OrPtConfig::OrPtConfig (const double & x, const double & y, const double & theta) [inline] A usefull constructor.

  geom::Point::xCoord, iSeeML::geom::Point::yCoord. Reimplemented from iSeeML::Object. Reimplemented in iSeeML::rob::CurvConfig.

  See also: isParallelTo, isSymmetricTo.◮ bool iSeeML::rob::OrPtConfig::isParallelTo (const OrPtConfig & other) const [inline] Various method, checking whether two oriented points are parallel, ie whether their orientations are equal (modulo 2 pi).Parameters:other another oriented point.

Files

  generated by Doxygen and corrected by A. Scheuer Package Documentation Returns:

  See also: position, orientation, iSeeML::geom::Vector::operator ∧ , iSeeML::Object::isZero. ◮ bool iSeeML::rob::OrPtConfig::operator== (const OrPtConfig & other) const [inline] Equality operator between oriented points.Parameters:other another oriented point.Returns:whether the two points are equal (same position and orientation).

  See also: position, iSeeML::geom::Point::operator==, isParallelTo.◮ OrPtConfig iSeeML::rob::OrPtConfig::opposite () const [inline] Various method, giving the opposite oriented point of the current one: the opposite oriented point has the same position but opposite orientation (current oriented point's orientation ± π).

Files

  generated by Doxygen and corrected by A. Scheuer Returns: the opposite oriented point of the current one. See also: uTurn. ◮ const double& iSeeML::rob::OrPtConfig::orientation () const [inline] Description method, giving the orientation of the robot's main axis in this configuration. Returns: the orientation of the main axis. Examples: wxGuiFwd.cpp. ◮ const iSeeML::geom::Point& iSeeML::rob::OrPtConfig::position () const [inline] Description method, giving the position of the robot's reference point in this configuration.

  in iSeeML::rob::CurvConfig. Member Data Documentation ◮ const string iSeeML::rob::OrPtConfig::ClassName [static] The class name is public, as this class can be instanced. See also: className. Reimplemented from iSeeML::rob::Object. Reimplemented in iSeeML::rob::CurvConfig. The documentation for this class was generated from the following file: • include/iSeeML/rob/OrPtConfig.hpp 2.4.3.3 iSeeML::rob::CurvConfig Class Reference This class defines a more precise configuration than classical ones for mobile robots. #include <CurvConfig.hpp> Inheritance diagram for iSeeML::rob::CurvConfig: iSeeML::rob::CurvConfig iSeeML::rob::OrPtConfig iSeeML::rob::Object iSeeML::Object Files generated by Doxygen and corrected by A. Scheuer Public Member Functions • CurvConfig ()

◮

  iSeeML::rob::CurvConfig::CurvConfig () [inline] The default constructor should only be used for array initializations: it correspond to a default oriented point with zero curvature.See also:default constructor of iSeeML::rob::OrPtConfig. ◮ iSeeML::rob::CurvConfig::CurvConfig (const iSeeML::rob::OrPtConfig & OrPt, const double & kappa) [inline] The main constructor. Parameters: OrPt a classical configuration as an oriented point, kappa the curvature of the reference point's curve. ◮ iSeeML::rob::CurvConfig::CurvConfig (const iSeeML::geom::Point & P, const double & theta, const double & kappa) [inline] A first detailled constructor allows to give the classical configuration as a point and an orientation. Parameters: P the position of the reference point, theta the orientation of the main axis, kappa the curvature of the reference point's curve. See also: main constructor of iSeeML::rob::OrPtConfig. ◮ iSeeML::rob::CurvConfig::CurvConfig (const double & x, const double & y, const double & theta, const double & kappa) [inline] A second detailled constructor allows to give the classical configuration as two Cartesian coordinates and an orientation.

Files

  generated by Doxygen and corrected by A. Scheuer Member Data Documentation ◮ const string iSeeML::rob::CurvConfig::ClassName [static] The class name is public, as this class can be instanced. See also: className. Reimplemented from iSeeML::rob::OrPtConfig. The documentation for this class was generated from the following file: • include/iSeeML/rob/CurvConfig.hpp 2.4.3.4 iSeeML::rob::Path Class Reference This class is the base class of all robotic paths in ISeeML. #include <Path.hpp> Inheritance diagram for iSeeML::rob::Path: iSeeML::rob::Path iSeeML::rob::Object iSeeML::Object iSeeML::rob::BasicPath iSeeML::rob::CompoundPath iSeeML::rob::LinCurvPath iSeeML::rob::DubinsLikePath iSeeML::rob::DubinsPath iSeeML::rob::FscPath Public Member Functions • virtual const iSeeML::rob::OrPtConfig & start () const =0

  iSeeML::rob::LinCurvPath Files generated by Doxygen and corrected by A. Scheuer

◮

  iSeeML::rob::LinCurvPath::LinCurvPath (const iSeeML::rob::CurvConfig & start, const double & sharpness = 0, const double & length = 0) [inline] The main constructor.

Files

  generated by Doxygen and corrected by A. Scheuer ◮ double iSeeML::rob::LinCurvPath::deflection () const [inline, virtual] Description method, giving the path's deflection (change of orientation). Returns: the path's deflection. Implements iSeeML::rob::Path. ◮ const iSeeML::rob::CurvConfig& iSeeML::rob::LinCurvPath::end () const [inline, virtual] Description method, giving the path's final configuration (as a configuration for mobile robot with curvature). Returns: the path's final configuration. Implements iSeeML::rob::Path. Examples: wxGuiFwd.cpp. ◮ double iSeeML::rob::LinCurvPath::length () const [inline, virtual] Description method, giving the path's length. Returns: the path's length. Implements iSeeML::rob::Path. Examples: wxGuiFwd.cpp. ◮ iSeeML::rob::CurvConfig iSeeML::rob::LinCurvPath::operator[ ] (const double & s) const [virtual] Description method, giving a configuration at a given arc length along the path. Parameters: s the arc length.

Files

  generated by Doxygen and corrected by A. Scheuer Parameters: O the output stream in which description is written. Implements iSeeML::Object. Member Data Documentation ◮ const string iSeeML::rob::LinCurvPath::ClassName [static] The class name is public, as this class can be instanced. See also: className. Reimplemented from iSeeML::rob::BasicPath. The documentation for this class was generated from the following file: • include/iSeeML/rob/LinCurvPath.hpp 2.4.3.7 iSeeML::rob::CompoundPath Class Reference This class defines compound (or complex, or composed) paths, which are made of a set of basic paths. #include <CompoundPath.hpp> Inheritance diagram for iSeeML::rob::CompoundPath: iSeeML::rob::CompoundPath iSeeML::rob::Path iSeeML::rob::Object iSeeML::Object iSeeML::rob::DubinsLikePath iSeeML::rob::DubinsPath iSeeML::rob::FscPath Files generated by Doxygen and corrected by A. Scheuer

Files

  generated by Doxygen and corrected by A. Scheuer See also: piece, BasicPath::length. Implements iSeeML::rob::Path.

◮

  iSeeML::rob::CurvConfig iSeeML::rob::CompoundPath::operator[ ] (const double & s) const [inline, virtual] Description method, giving a configuration at a given arc length along the path.

  See also: nbPieces, length, piece, BasicPath::operator[ ].Implements iSeeML::rob::Path.

Files

  generated by Doxygen and corrected by A. Scheuer ◮ iSeeML::rob::BasicPath& iSeeML::rob::CompoundPath::piece (const int index) [inline] Modification method, returning (for modification) the basic path of given index in the list of which this compound path is made.

◮

  const iSeeML::rob::OrPtConfig& iSeeML::rob::CompoundPath::start () const [inline, virtual] Description method, giving the path's starting configuration (first piece's starting configuration).Returns:the path's starting configuration. See also: piece, BasicPath::start. Implements iSeeML::rob::Path. Examples: wxGuiFwd.cpp. ◮ void iSeeML::rob::CompoundPath::writeTo (ostream & O) const [inline, virtual] Description method, writing a description of the path in a given output stream (the array of pieces is written). The array of basic paths is written between accolades ('{' and '}'), paths being separated by commas. Parameters: O the output stream in which description is written. See also: nbPieces, piece. Implements iSeeML::Object. Reimplemented in iSeeML::rob::DubinsPath, and iSeeML::rob::FscPath. The documentation for this class was generated from the following file: • include/iSeeML/rob/CompoundPath.hpp 2.4.3.8 iSeeML::rob::DubinsLikePath Class Reference This class defines Dubins like paths, which are similar to Dubins paths. #include <DubinsLikePath.hpp> Files generated by Doxygen and corrected by A. Scheuer Inheritance diagram for iSeeML::rob::DubinsLikePath: iSeeML::rob::DubinsLikePath iSeeML::rob::CompoundPath iSeeML::rob::Path iSeeML::rob::Object iSeeML::Object iSeeML::rob::DubinsPath iSeeML::rob::FscPath Public Types • enum Type { lsl, lsr, rsl, rsr, lrl, rlr }

lsl

  Path made of a left turn, a straight line and a left turn. lsr Path made of a left turn, a straight line and a right turn. rsl Path made of a right turn, a straight line and a left turn. rsr Path made of a right turn, a straight line and a right turn. lrl Path made of a left turn, a right turn and a left turn. rlr Path made of a right turn, a left turn and a right turn.

Files

  generated by Doxygen and corrected by A. Scheuer Constructor & Destructor Documentation ◮ iSeeML::rob::DubinsLikePath::DubinsLikePath (const Type & type, const double & maxCurv) [inline, protected]

  See also: nbPieces, piece, getPiece.Implements iSeeML::rob::CompoundPath.

Files

  generated by Doxygen and corrected by A. Scheuer ◮ void iSeeML::rob::DubinsLikePath::addPiece (int & index, const iSeeML::rob::CurvConfig & start, const double & curvDeriv, const double & length) [inline, protected]

  Implemented in iSeeML::rob::DubinsPath, and iSeeML::rob::FscPath. ◮ virtual void iSeeML::rob::DubinsLikePath::computeCenters (const iSeeML::rob::OrPtConfig & start, const iSeeML::rob::OrPtConfig & goal, iSeeML::geom::Point centers[nbTurningCircles]) const [pure virtual]Various method, computing the set of circle centers used to turn from starting configuration of the current path, or to turn to reach the given goal configuration.

Files

  generated by Doxygen and corrected by A. Scheuer Parameters: start the starting configuration, goal the configuration to reach, centers the set of nbTurningCircles circle centers computed.

  rob::OrPtConfig & start, const double & defl1, const double & lenDefl, const double & defl3) [protected] Modification method, defining pieces of a Dubins-like path from a starting configuration and deflections (change of orientation, for turns) or length (for straight lines) of each part.Warning:type and maximum curvature (at least) of the current path are used.

Files

  generated by Doxygen and corrected by A. Scheuer Parameters: start the starting configuration, defl1 the deflection of the first part of the path, lenDefl the length or deflection of the second part, defl3 the deflection of the third part of the path.

Files◮

  generated by Doxygen and corrected by A. Scheuer DubinsLikePath& iSeeML::rob::DubinsLikePath::operator= (const Dubins-LikePath & other) [inline] Copy operator (default one is not correct).

Files

  generated by Doxygen and corrected by A. Scheuer 2.4.3.9 iSeeML::rob::DubinsPath Class Reference This class defines Dubins' paths, made of circular arcs tangentially connected by line segments, with no back-up maneuvres, corresponding to an optimal forward-only motion with a lower bounded turning radius. #include <DubinsPath.hpp> Inheritance diagram for iSeeML::rob::DubinsPath: iSeeML::rob::DubinsPath iSeeML::rob::DubinsLikePath iSeeML::rob::CompoundPath iSeeML::rob::Path iSeeML::rob::Object iSeeML::Object Public Member Functions • DubinsPath ()

Files

  generated by Doxygen and corrected by A. Scheuer ◮ iSeeML::rob::DubinsPath::DubinsPath (const iSeeML::rob::OrPtConfig & start, const Type & type, const double & maxCurv, const double & length1, const double & length2, const double & length3) [inline] The 'forward' constructor: a Dubins' path is built from its starting oriented point, its type, its maximum curvature and its parts' lengths. Parameters: start the starting configuration, type the type of Dubins' path, maxCurv the maximum curvature along the path (taken in absolute value), length1 the length of the first part of the path, length2 the length of the second part of the path, length3 the length of the third part of the path. ◮ iSeeML::rob::DubinsPath::DubinsPath (const iSeeML::rob::OrPtConfig & start, const iSeeML::rob::OrPtConfig & goal, const double & maxCurv) [inline] The 'goto' constructor: a Dubins' path is built, starting from a given iSeeML::rob::OrPtConfig and reaching an other one with a maximum curvature. Parameters: start the starting configuration, goal the goal configuration, maxCurv the maximum curvature along the path. ◮ iSeeML::rob::DubinsPath::DubinsPath (const DubinsPath & other)

  to a ref. to the ref. of next starting config.), defl the turn's deflection (change of orientation), giving the curvature sign.

  rob::DubinsPath::computeCenters (const iSeeML::rob::OrPtConfig & start, const iSeeML::rob::OrPtConfig & goal, iSeeML::geom::Point centers[nbTurningCircles]) const [virtual]Various method, computing the set of circle centers used to turn from starting configuration of the current path, or to turn to reach the given goal configuration. Circles' radiuses are the opposite of the maximum curvature of the current path (maximum curvature should not be zero).Parameters:start the starting configuration, goal the configuration to reach, centers the set of circle centers computed.Precondition:the maximum curvature should not be zero. If it is, an error message is generated ifISEEML_CHECK_DUBINS_PATH_PRECOND is defined (see CompilerFlags.h).Implements iSeeML::rob::DubinsLikePath.◮ iSeeML::rob::DubinsLikePath * iSeeML::rob::DubinsPath::connectArray () const [inline, protected, virtual] Various method, returning an array of nbPossiblePaths Dubins-like paths, initialised as clones of the current path.Returns:the array of Dubins-like paths.Implements iSeeML::rob::DubinsLikePath.

Files

  generated by Doxygen and corrected by A. Scheuer ◮ virtual bool iSeeML::rob::DubinsPath::getConnection (const double & dist, double & length, double & angle) const [protected, virtual]

◮

  iSeeML::rob::DubinsLikePath& iSeeML::rob::DubinsPath::getSolution (iSeeML::rob::DubinsLikePath * paths, const int index) const [inline, protected, virtual] Various method, getting in an array of Dubins-like paths the element of given index. Parameters: paths the array of Dubins-like paths, index the index of the searched path.

Files◮

  generated by Doxygen and corrected by A. Scheuer DubinsPath& iSeeML::rob::DubinsPath::operator= (const DubinsPath & other) [inline] Copy operator (default one is not correct).

  Implements iSeeML::rob::DubinsLikePath. ◮ void iSeeML::rob::DubinsPath::writeTo (ostream & O) const [virtual]Description method, writing a description of the path in a given output stream. Starting configuration (as an oriented point) is given, followed by a short description of each part (curvature and length), and by the final configuration.Parameters:O the output stream in which description is written.Reimplemented from iSeeML::rob::CompoundPath.Member Data Documentation◮ const string iSeeML::rob::DubinsPath::ClassName [static] The class name is public, as this class can be instanced. See also: className. Reimplemented from iSeeML::rob::DubinsLikePath. The documentation for this class was generated from the following file: • include/iSeeML/rob/DubinsPath.hpp 2.4.3.10 iSeeML::rob::FscPath Class Reference Objects of this class are Forward-only Sub-optimal Continuous-curvature (FSC) paths, made of circular arcs, pieces of clothoid and line segments. #include <FscPath.hpp> Inheritance diagram for iSeeML::rob::FscPath: iSeeML::rob::FscPath iSeeML::rob::DubinsLikePath iSeeML::rob::CompoundPath iSeeML::rob::Path iSeeML::rob::Object iSeeML::Object Files generated by Doxygen and corrected by A. Scheuer

◮

  iSeeML::rob::FscPath::FscPath (const iSeeML::rob::OrPtConfig & start, const Type & type, const double & maxCurv, const double & maxCDer, const double & limDefl, const double & turnRad, const double & turnAng, const double & length1, const double & length2, const double & length3) [inline]

◮

  iSeeML::rob::FscPath::FscPath (const iSeeML::rob::OrPtConfig & start, const iSeeML::rob::OrPtConfig & goal, const double & maxCurv, const double & max-CDer) [inline] The 'goto' constructor: a FSC path is built, starting from a given iSeeML::rob::OrPtConfig and reaching an other one with a maximum curvature and curvature's derivative. Parameters: start the starting configuration, goal the goal configuration, maxCurv the maximum curvature along the path (taken in absolute value), maxCDer the maximum curvature's derivative along the path (taken in abs. value). ◮ iSeeML::rob::FscPath::FscPath (const iSeeML::rob::OrPtConfig & start, const iSeeML::rob::OrPtConfig & goal, const double & maxCurv, const double & max-CDer, const double & limDefl, const double & turnRad, const double & turnAng)

◮

  iSeeML::rob::FscPath::FscPath (const FscPath & other) [inline] The copy constructor.Parameters:other the copied path. rob::OrPtConfig * * start, const double & defl) [protected, virtual] Modification method, adding to the pieces of a path a turn starting at a given configuration, with a given curvature sign and length. Maximum curvature of the current FSC path is used.

Files

  generated by Doxygen and corrected by A. Scheuer ◮ void iSeeML::rob::FscPath::computeCenters (const iSeeML::rob::OrPtConfig & start, const iSeeML::rob::OrPtConfig & goal, iSeeML::geom::Point centers[nbTurningCircles]) const [virtual] Various method, computing the set of circle centers used to turn from starting configuration of the current path, or to turn to reach the given goal configuration. Parameters: start the starting configuration, goal the configuration to reach, centers the set of circle centers computed. Precondition: the maximum curvature should not be zero. If it is, an error message is generated if ISEEML_CHECK_FSC_PATH_PRECOND is defined (see CompilerFlags.h). Implements iSeeML::rob::DubinsLikePath. ◮ static void iSeeML::rob::FscPath::computeValues (const double & maxCurv, const double & maxCDer, double & limDefl, double & turnRad, double & tur-nAng)

  LengthFwd.cpp, and TimeFwd.cpp.◮ iSeeML::rob::DubinsLikePath * iSeeML::rob::FscPath::connectArray () const [inline, protected, virtual] Various method, returning an array of nbPossiblePaths Dubins-like paths, initialised as clones of the current path.

Files

  generated by Doxygen and corrected by A. Scheuer Implements iSeeML::rob::DubinsLikePath.

  Returns:the path's maximum curvature's derivative.◮ FscPath& iSeeML::rob::FscPath::operator= (const FscPath & other)[inline] Copy operator (default one is not correct).Parameters:other the path to copy.

Files

  generated by Doxygen and corrected by A. Scheuer Package Documentation Returns: the current path, after modification.

Files

  generated by Doxygen and corrected by A. Scheuer ◮ void iSeeML::rob::FscPath::writeTo (ostream & O) const [virtual] Description method, writing a description of the path in a given output stream. Starting configuration (as an oriented point with curvature) is given, followed by a short description of each piece (curvature's derivative and length), and by the final configuration.Parameters:O the output stream in which description is written.Reimplemented from iSeeML::rob::CompoundPath.Member Data Documentation◮ const string iSeeML::rob::FscPath::ClassName [static] The class name is public, as this class can be instanced. See also: className. Reimplemented from iSeeML::rob::DubinsLikePath. The documentation for this class was generated from the following file: • include/iSeeML/rob/FscPath.hpp Files generated by Doxygen and corrected by A. Scheuer Package Documentation Files generated by Doxygen and corrected by A. Scheuer cin >> x >> y >> th; iSeeML::rob::OrPtConfig start(x, y, M_PI * th / 180); cout << "Enter the final configuration as x y th (same): "; cin >> x >> y >> th; iSeeML::rob::OrPtConfig end(x, y, M_PI * th / 180); cout << endl; //### Dubins' paths computations ############################# // maximum curvature is deduced from minimum turning radius const double maxCurv = 1 / minTurnRadius; // Dubins' path iSeeML::rob::DubinsPath DPath(start, end, maxCurv); cout << "\nDubins path connecting " << start << " to "

  from real points to pixel points wxPoint dblPt2intPt(const iSeeML::geom::Point& p) const { return wxPoint( centerPoint.x + (int)(p.xCoord() * scale), centerPoint.y + (int)(p.yCoord() * scale) ); } // === Drawing Handlers ======================================= void Draw (wxDC& dc, const OrPtConfig& q); void Draw (wxDC& dc, const DubinsLikePath& P); void DrawTC(wxDC& dc, const DubinsLikePath& P); void Draw (wxDC& dc, const bool erase = false); void ChangeGoal(const OrPtConfig& q); DECLARE_EVENT_TABLE() }; // end of class ISeeMLDrawingArea //### wxWindows Window ########################################## class ISeeMLFrame : public wxFrame { enum { ID_MENU_EDIT_CONFIG = 1, ID_MENU_EDIT_MAXIMA, ID_MENU_EDIT_ZOOM, ID_MENU_VIEW_PATH, ID_MENU_VIEW_PATH_DUBINS, ID_MENU_VIEW_PATH_FSCP, Files generated by Doxygen and corrected by A. Scheuer bool DrawDubins() const { return ( pathSubMenu->IsChecked(ID_MENU_VIEW_PATH_DUBINS) || pathSubMenu->IsChecked(ID_MENU_VIEW_PATH_BOTH) );} bool DrawFSCP() const { return ( pathSubMenu->IsChecked(ID_MENU_VIEW_PATH_FSCP) || pathSubMenu->IsChecked(ID_MENU_VIEW_PATH_BOTH) ); } bool ShowTurnCircles() const { wxMenu * editMenu = GetMenuBar()->GetMenu(2); return editMenu->IsChecked(ID_MENU_VIEW_TURN_CIRCLES); } // === Modifications ========================================= void enableSave(bool enable) { GetMenuBar()->GetMenu(0)->Enable(wxID_SAVEAS, enable); } // === Event Handlers ========================================= // ---File Menu's Events ------------------------------------void OnSaveAs(wxCommandEvent& event); void OnQuit (wxCommandEvent& WXUNUSED(event)) { Close(TRUE)

  = new ISeeMLFrame( wxT("ISeeML V1.0 Interface") ); frame->Show(TRUE); SetTopWindow(frame); return TRUE; } // end of bool OnInit()

  Various method, computing the set of circle centers used to turn from starting configuration of the current path, or to turn to reach the given goal configuration.

	• void	computeCenters	(const	iSeeML::rob::OrPtConfig	&start,
	const	iSeeML::rob::OrPtConfig	&goal,	iSeeML::geom::Point
	centers[nbTurningCircles]) const		
	Static Public Member Functions			
	• static void computeValues (const double &maxCurv, const double &maxCDer,
	double &limDefl, double &turnRad, double &turnAng)	
	Description method, computing from maximum curvature and maximum curvature's
	derivative the values of limit deflection, turning radius and turning angle for a FSC
	path.				

return(0); } // end of main()

  This file computes paths' length of Dubins' and FSC paths to connect a random set of configurations' pairs. The mean, standart deviation, minimum and maximum value of the ratio FSC path's length on Dubins' path's length are given, as well as the percentage of ratio under 1.3.

	3.0.3.12 LengthFwd.cpp
	//
	//

. curv. derivative is deduced from turning distance const double maxCurvDeriv = maxCurv / minTurnDist; // Fsc path iSeeML::rob::FscPath FPath(start, end, maxCurv, maxCurvDeriv); cout << "\nFSC path connecting " << start << " to " << end << "\n is " << FPath << endl << endl;

This program estimates the length ratio between ISeeML' 'goto' // constructors (SFC and Dubins' paths) for forward-only paths // // For Borland C++ #ifdef __BORLANDC__ #include <condefs.h> #endif
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	OrPtConfig goal;	// goal config
	bool	movingConfig;	// does goal config follow mouse
	double maxCurv, maxDCurv; // max. curvature and derivative
	DubinsPath dubins;	// Dubins' path
	FscPath fscp;	// forward continuous-curvature path
	public:		
	// === Constructor ============================================
	ISeeMLDrawingArea(wxFrame& parent, double scl) :
	wxPanel(&parent),	parentFrame(&parent),
	scale(scl),		movingConfig(false),
	maxCurv(1),		maxDCurv(0.8),
	dubins(start, goal, maxCurv),
	fscp(start, goal, maxCurv, maxDCurv) {
	daGP		= wxWHITE_BRUSH;
	cvGP		= wxTRANSPARENT_BRUSH;
	bgGP		= wxWHITE_PEN;
	configGP	= wxRED_PEN;
	dubinsGP	= new wxPen( wxT("BLUE") );
	fscpGP	= wxGREEN_PEN;
	dubinsTCGP = new wxPen( wxT("ORANGE"), 1, wxLONG_DASH );
	fscpTCGP	= new wxPen( wxT("GOLD"),	1, wxLONG_DASH );
	SetBackgroundColour( * wxWHITE);
	}		
	// === Event Handlers =========================================
	void OnMouseClick(wxMouseEvent& event);
	void OnMouseMove (wxMouseEvent& event);
	void OnMouseWheel(wxMouseEvent& event);
	void OnSize	(wxSizeEvent& event);
	void OnPaint	(wxPaintEvent& event);
	void OnChar	(wxKeyEvent&	event);
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fr) and INRIA Nancy -Grand Est (http://www.

inria.fr/nancy).

However, this library is issued from a research work which has been accomplished thanks to the help of the following persons:

• Thierry Fraichard is researcher in e-Motion team (http://emotion. inrialpes.fr), of LIG laboratory (he supervised A. Scheuer's thesis

Detailed Description

This class defines superclass of basic paths, from which compound paths can be built.

Returns:

the path's deflection.

Implemented in iSeeML::rob::CompoundPath, and iSeeML::rob::LinCurvPath.

◮ virtual const iSeeML::rob::OrPtConfig& iSeeML::rob::Path::end () const [pure virtual] Description method, giving the path's final configuration.

Returns:

the path's final configuration.

Implemented in iSeeML::rob::CompoundPath, and iSeeML::rob::LinCurvPath.

◮ virtual double iSeeML::rob::Path::length () const [pure virtual] Description method, giving the path's length. Order operator, defining an order relation on the paths' set, based on the path's length. In other words, a path is smaller than a second one iff it is shorter (its length is smaller than the second one's). However, zero length paths are generally not correct: such a path is consider as shorter if and only if the second one is also a zero length path.

Parameters:

other another path.

Returns:

whether the current path is smaller (shorter) than the given one.

See also:

length, iSeeML::Object::isPositive.

◮ virtual iSeeML::rob::CurvConfig iSeeML::rob::Path::operator[ ] (const double & s) const [pure virtual] Description method, giving a configuration at a given arc length along the path.

Author:

Alexis Scheuer.

Version:

The documentation for this class was generated from the following file:

• include/iSeeML/rob/BasicPath.hpp The default constructor should only be used for array initializations: it generates a path starting from default configuration, with constant curvature and zero length. the given arc length should be positive and less than the path's length. If this is not true, an error message is generated if ISEEML_CHECK_LIN_PATH_PRECOND is defined, and the arc length is considered as zero if smaller and as path's length if bigger, if ISEEML_CHECK_ARRAY_ELEMT is defined (see CompilerFlags.h).

Returns:

the configuration at given arc length along the path.

Implements iSeeML::rob::Path.

◮ const double& iSeeML::rob::LinCurvPath::sharpness () const [inline] Description method, giving the path's constant curvature derivative with respect to the arc length.

Returns:

the path's curvature derivative.

Examples:

wxGuiFwd.cpp.

◮ const iSeeML::rob::CurvConfig& iSeeML::rob::LinCurvPath::start () const [inline, virtual] Description method, giving the path's starting configuration. (as a configuration for mobile robot with curvature).

Returns:

the path's starting configuration.

Implements iSeeML::rob::Path.

Examples:

wxGuiFwd.cpp.

◮ void iSeeML::rob::LinCurvPath::writeTo (ostream & O) const [inline, virtual] Description method, writing a description of the path in a given output stream. The starting configuration is given, then the path parameters (sharpness and length) between braces, then the final configuration, the whole between brackets.
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Public Member Functions

• FscPath ()

The default constructor should only be used for array initializations: it generates a path starting from default oriented point, with type lsl, and zero maximum curvature, maximum curvature's derivative and lengths.

• FscPath (const iSeeML::rob::OrPtConfig &start, const Type &type, const double &maxCurv, const double &maxCDer, const double &length1, const double &length2, const double &length3)

The 'forward' constructor: a FSC path is built from its starting oriented point, its type, its maximum curvature, maximum curvature's derivative and parts' lengths.

• FscPath (const iSeeML::rob::OrPtConfig &start, const Type &type, const double &maxCurv, const double &maxCDer, const double &limDefl, const double &turnRad, const double &turnAng, const double &length1, const double &length2, const double &length3)

The complete 'forward' constructor: a FSC path is built from its starting oriented point, its type, its maximum curvature, maximum curvature's derivative, limit deflection, turning radius, turning angle, and parts' lengths.

• FscPath (const iSeeML::rob::OrPtConfig &start, const iSeeML::rob::OrPtConfig &goal, const double &maxCurv, const double &maxCDer)

The 'goto' constructor: a FSC path is built, starting from a given iSeeML::rob::OrPtConfig and reaching an other one with a maximum curvature and curvature's derivative.

• FscPath (const iSeeML::rob::OrPtConfig &start, const iSeeML::rob::OrPtConfig &goal, const double &maxCurv, const double &maxCDer, const double &limDefl, const double &turnRad, const double &turnAng)

The complete 'goto' constructor: a FSC path is built, starting from a given iSeeML::rob::OrPtConfig and reaching an other one with a maximum curvature, curvature's derivative, limit deflection, turning radius and turning angle.

• FscPath (const FscPath &other)

The copy constructor.

• iSeeML::Object & clone () const

Description method, giving a copy of the current FSC path.

• void writeTo (ostream &O) const

Description method, writing a description of the path in a given output stream.

• double maxCurvDeriv () const

Description method, giving the path's maximum curvature's derivative.
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Protected Member Functions

• bool isShortTurn (const double &defl) const

Description method, checking whether the given length is too short with respect to the maximum curvature's derivative to reach maximum curvature along a turn.

• int turnNbPieces (const double &defl) const

Description method, computing the number of pieces needed for a turn of given deflection.

• virtual bool getConnection (const double &dist, double &length, double &angle) const

Description method, trying to compute the length of the line segment connecting the turning circles and the angle between the segment connecting the turning centers and the previous one.

• void addTurn (int &index, const iSeeML::rob::OrPtConfig * * start, const double &defl)

Modification method, adding to the pieces of a path a turn starting at a given configuration, with a given curvature sign and length.

• iSeeML::rob::DubinsLikePath * connectArray () const

Various method, returning an array of nbPossiblePaths Dubins-like paths, initialised as clones of the current path.

• iSeeML::rob::DubinsLikePath & getSolution (iSeeML::rob::DubinsLikePath * paths, const int index) const

Various method, getting in an array of Dubins-like paths the element of given index.

Detailed Description

Objects of this class are Forward-only Sub-optimal Continuous-curvature (FSC) paths, made of circular arcs, pieces of clothoid and line segments. They are similar to Dubins' paths, but their curvature have a continuous profile (pieces of clothoid connecting line segments and circular arcs).

Author:

Alexis Scheuer.

Version:

1.0 The angle can only be computed if the square distance between the turning centers is greater than a value depending of the path's type. Length is not computed for lrl or rlr path's type, and is negative when previous angle cannot be computed.

Parameters:

dist the distance between the turning centers, length the length to compute (modified by the method), angle the angle to compute (modified by the method).

Returns:

whether the computed was succesful or not (whether the distance dist2 is greater than a value depending of the path's type).

Implements iSeeML::rob::DubinsLikePath.

◮ iSeeML::rob::DubinsLikePath& iSeeML::rob::FscPath::getSolution (iSeeML::rob::DubinsLikePath * paths, const int index) const [inline, protected, virtual] Various method, getting in an array of Dubins-like paths the element of given index.

Parameters:

paths the array of Dubins-like paths, index the index of the searched path.

Precondition:

first parameter should be an array of paths obtained using connectArray. second parameter should be a correct index for first parameter array (between 0 and nbPossiblePaths -1). If not, an error message is generated if ISEEML_-CHECK_FSC_PATH_PRECOND is defined, and the number is considered as 1 if smaller and 3 if bigger, if ISEEML_CHECK_ARRAY_ELEMT is defined (see CompilerFlags.h).

Returns:

the array of Dubins-like paths. 

// variables used in the loop int j, nbPaths, nbShort; double minRatio, maxRatio, ratioSum, squareSum; // maximum curvature is deduced from minimum turning radius Files generated by Doxygen and corrected by A. Scheuer const double maxCurv = 1 / minTurnRadius; // max. curv. derivative is deduced from turning distance const double maxCurvDeriv = maxCurv / minTurnDist; // limit defl., turning radius and turning angle // are computed (once and for all) double limDeflect, turnRadius, turnAngle; iSeeML::rob::FscPath::computeValues(maxCurv, maxCurvDeriv, limDeflect, turnRadius, turnAngle); // computation loop for(i = 0, nbPaths = 0, nbShort = 0, minRatio = 2, maxRatio = 1, ratioSum = 0, squareSum = 0; i < nbConfig; i++) for(j = 0; j < nbConfig; j++) This file defines ISeeML v1.0 Graphical User Interface, drawing Dubins' and FSC paths to connect a fixed configuration to a moving one, whose position follows the mouse and whose orientation can be changed using keyboard. This interface is built using (simply) wxWindows (http://www.wxWindows.org). Graphical objects' classes will be defined in ISeeML v1.1 to build a GUI toolkit based on wxWindows. ------------------------------------ ------------------------------------ --------------------------- ---------------------------------void ISeeMLDrawingArea::OnSize(wxSizeEvent &event) { wxSize size = event.GetSize(); centerPoint.x = size.GetWidth() / 2; centerPoint.y = size.GetHeight() / 2; Refresh(); } // end of ISeeMLDrawingArea::OnSize(wxSizeEvent&) // ---Window's Refresh Handler -------------------------------- --------------------------------------- ------------------------------------void ISeeMLDrawingArea::Draw(wxDC& dc, const OrPtConfig& q) { // coordinates computation const static int configSize = 20; wxPoint startP = dblPt2intPt( q.position() ); int di = (int)(configSize * cos( q.orientation() )), dj = (int)(configSize * sin( q.orientation() )), iF = startP.x + di, jF = startP.y + dj; // drawing dc.DrawLine(startP. ------------------------------------------- ------------------------- --------------------------- ------------------------------------- ---------------- ------------------- -------------------------- ---------------------------- 

//### wxWindows Drawing Area #################################### class