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Abstract:

As SoC design complexity is escalating to new heights, tteeeecritical need to find adequate
approaches and tools to handle SoC co-design aspectsiohddliy, modern reconfigurable SoCs
offer advantages over classical SoCs as they integrateidtiafeatures to cope with mutable
design requirements and environment needs. This papamntsesnovel approach to address system
adaptivity and reconfigurability. A generic model of reaeticontrol is presented in a SoC co-
design framework: Gaspard. Afterwards, control integratit different levels of the framework is
illustrated for both functional specification and FPGA $sis. The presented work is based on
Model-Driven Engineering and the UML MARTE profile propos®dObject Management Group,
for modeling and analysis of real-time embedded systems. pper thus presents a complete
design flow to move from high level MARTE models to code getiema for implementation of
dynamically reconfigurable SoCs.
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1 Introduction an internal controller, e.g., dardcorégsoftcore embedded
processor, manages the reconfiguration aspects.

Since the early 2000s, Systems-on-chip or SoC has emerged
as a new methodology for embedded systems design. In 4.2 Elevation of design abstraction levels
SoC, the computing units, e.g., programmable processors,
memories and 1/0 devices, are all integrated into a singleAn effective solution to SoC co-design problem consists in
chip. These SoCs are generally dedicated to applicationstaising design abstraction levels. The important chateng
multimedia video codecs, software-defined radio andis to find efficient design methodologies that raise design
radar/sonar detection systems, that require intensiva- dat abstraction levels to reduce overall complexity. These
parallel processing. Unlike general parallel application methods must effectively handle issues like accurate
that focus on code parallelization, data-parallel appbices ~ expression of inherent system parallelism such as
concentrate on regular data partitioning, distributiord an application loops and hierarchy. They should also be
their access to data. able to express the control at higher abstraction levels to
integrate adaptivity and reconfigurability features in mod
o embedded systems.
1.1 Motivations Unified design approaclis an emerging research topic
for addressing the compatibility issues related to SoC co-
As the computational power increases for SoCs, moredesign. High level SoC co-modeling design approaches
functionalities are expected to be integrated in theSEhave been deve|0ped such as Model-Driven Engineering
systems. As a result, more complex software applicationS(MDE) (OMG 2007). MDE enables high level system
and hardware architectures are integrated, leading tomodeling (of both software and hardware) with the
a system complexityissue which is one of the main possibility of integrating heterogeneous components into
hurdles faced by SoC designers. The consequence of thighe system.Model transformationscan be carried out to

complexity is that the system design, particularly sofevar generate executable models from high level models. MDE
design, does not evolve at the same pace as that of hardwargs supported by several standards and tools.

This has become a critical issue and has finally led to the  Gaspard (INRIA DaRT team 2009, Gamatié et al.

design productivity gap 2008) is an MDE-based SoC co-design framework
Adaptivity and reconfigurability are also critical issues dedicated to parallel hardware and software. It is based
for SoCs which must be able to cope with end user on the standard UML MARTE profile (OMG 2008);
environment and requirements. For instance, mode-basednd allows to move from high level MARTE models
control plays an important role in multimedia embedded to different execution platforms. It exploits the inherent
systems by permitting description of Quality-of-Service parallelismincluded in repetitive constructions of hardware
(QoS) choices: 1) changes in executing functionalities,, €. elements or regular constructions such as applicationsloop
color or black and white picture modes for modern digital The applications targeted by Gaspard also focus on a

cameras; 2) changes due to resource constraints of targetespecific application domain, that of data intensive paralle
hardware/platforms, for instance switching from a high computation applications.

memory consumption mode to a smaller one; or 3) changes
due to other environmental criteria such as communication] 3 Our contribution
quality and energy consumption. A suitable control model
must be generic enough to be applied to both software andn this paper we present a generic control semantics
hardware design aspects. for the specification of system adaptivity and dynamic
For implementing dynamically reconfigurable SoCs, reconfigurability in SoCs. The introduced control semamntic
Field Programmable Gate Arrays (FPGASs) are consideredare integrated in Gaspard and are specified at a high
as an ideal solution, due to their reconfigurable nature.abstraction level. This control semantics can be intedrate
Designers can initially implement, and afterwards, at different SoC design levels, with an example being
reconfigure a complete SoC on FPGA for the required of the application level. However, for integrating aspects
customized solution. Thus FPGAs offer a migration of dynamic reconfigurability, we propose integration at
path for final Application Specific Integrated Circuit a design level that links the basic building blocks of
(ASIC) implementation. State of the art FPGAs can applications/architectures to theintellectual Properties
change their functionality atuntime known as Partial  (IPs). Integration at the IP deployment level focuses on
Dynamic Reconfiguration (PDR) (Lysaght et al. 2006). FPGA synthesis and is specially oriented towards partial
This feature allows to modify specific regions of an dynamic reconfiguration. Our design flow is application
FPGA on the fly, with the advantage of time-sharing driven in nature, and generates two key concepts related
the available hardware resources for executing multipleto a dynamically reconfigurable FPGA based SoC. Firstly,
mutually exclusive tasks. It permits context switching we generate the code for the dynamically reconfigurable
depending upon application needs, hardware limitationsregion, which relates to the high level application model,
and QoS requirements. Currently only Xilinx FPGAs fully translated into a hardware functionality, e.g., a hardware
integrate partial dynamic reconfiguration. These FPGAsaccelerator and its different implementations, by means of
also support internal self dynamic reconfiguration, in eshic model transformations. Secondly, the control semanties ar
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utilized for the generation of the source code related tosub components that represent the computation and
the reconfiguration controller, that manages the differentreconfiguration components. The former relating to FPGA
implementations related to the hardware accelerator. resources such as CLBs, LUTs, etc., while the latter
Finally a case study related to a dynamically corresponding to the internal configuration access port
reconfigurable correlation module application is presgnte (ICAP) core. Finally, SystemC was used for simulation
in the context of an anti-collision radar detection system, and verification of the OS for managing the reconfigurable
validate our design methodology. aspects. However, final implementation on FPGAs has
The rest of this paper is organized as follows. Relatednot been carried out, and the OS determines whether
works are detailed in Section 2. An overview of the MDE- an application task should be executed on the general
based Gaspard framework is provided in Section 3. Sectionpurpose processor or the FPGA depending upon its required
4 describes the control model in software applications|avhi resources. A more complex OS is presented in (Bergmann
Section 5 presents the control model for IP deployment andet al. 2003), as embedded uCLinux as an RTOS is used
FPGA. Section 6 presents our case study. Control modeldor managing partial dynamic reconfiguration. A customized
used at different levels are compared in Section 7. Finally device driver has been created to manage the ICAP core,
Section 8 gives the conclusion of the paper. allowing users to carry out dynamic configuration in
traditional Linux shell programs. However, the bitstreams
are generated manually using the FPGA editor tool, raising
2 Related works chances of design errors.
(Brito et al. 2007) use a SystemC based design
We now detail some works in the domain of dynamically flow for implementing partial dynamic reconfiguration.
reconfigurable SoCs. This is not an exhaustive collectionThe SystemC kernel was modified for the integration of
and mentions just some significant contributions. Works reconfiguration operations for activation/dis-activatiof
related to these SoCs can be categorized in several familiegeconfigurable modules. Initial simulation is carried out
Some research works try to elevate design abstractiorslevel using a SystemC model, which is then converted into a
such as providing specifications in system level languagesHDL RTL model for actual implementation and comparison.
like SystemC; for decreasing the complexity related to The drawback of this approach is that the reconfiguration
creation of dynamically reconfigurable systems. Otherstime related to module is predetermined by the designers.
deals with optimization directly at th&®egister Transfer ~ Additionally, the system only provides on-off functiortgli
Level (RTL) by introducing new tools and methodologies. for the modules resulting in a simplified design with
We now provide an overview of some of these works. respect to partial dynamic reconfiguration. In contrast,
The MoPCoM project (Koudri et al. 2008) aims (Nezami et al. 2008) use HandleC in order to implement
to target modeling and code generation of dynamically partial dynamic reconfiguration for Software defined Radio,
reconfigurable embedded systems using the MARTE UML however, they only provide the design methodology and no
profile for SoC co-design (Vidal et al. 2009). However, the actual implementation is carried out.
targeted applications are relatively simplistic, and da no In (Latella et al. 1999, Schéafer et al. 2001), the authors
represent complex application domains normally targetedconcentrate on control based modeling and verification
in the SoC industry. Similarly, while the authors claim of real-time embedded systems in which the control is
that they are capable of creating a complete SoC co-specified at a high abstraction level via UML state machines
design framework, in reality, the high level application and collaborations; by using model checking. A similar
model is converted into an equivalent hardware design,approach has been presented in (Faugere et al. 2007).
with each application task transformed into a hardware However, control methodologies vary in nature as they
accelerator in a target FPGA. Additionally, while the patje can be expressed via different forms such as Petri Nets
permits modeling of the targeted FPGA architecture at(Nascimento et al. 2004), or other formalisms such as mode
the UML level as inspired from the works presented in automata (Maraninchi & Rémond 2003).
(Quadri et al. 2008,d), they are only capable of generating Mode automata extend synchronous dataflow languages
the microprocessor hardware specificatidite for input in with an imperative style, but without many modifications of
Xilinx EDK tool for manual manipulation of the partial language style and structure. They are a simplified version
dynamic reconfiguration flow. Moreover, IP reuse is not of Statecharts (Harel 1987) in syntax, which have been well
possible with this methodology. adopted for the specification of control oriented reactive
In the OverSoC project (Pillement & Chillet 2009), the systems. Mode automata have a clear and precise semantics,
authors also provide a high level modeling methodology for which makes the inference of system behavior possible, and
implementing dynamic reconfigurable architectures. Theyare supported by formal verification tools.
integrate an operating system for providing and handling For implementing partial dynamic reconfiguration
the reconfiguration mechanism. The global platform is in modern FPGAs, Xilinx initially proposed several
conceptually divided intcactive and reactive components  design flows, which were not very effective leading
representing the reconfigurable architecture (an FPGA)to new alternatives. (Sedcole et al. 2005) presented an
and the OS respectively. The OS is executed on aeffective modular approach for 2-dimensional reconfigleab
general purpose processor interfacing with the FPGA.modules. (Becker et al. 2003) implemented 1-dimensional
The active component is further composed of severalmodular reconfiguration using a horizontal slice based
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bus macro to connect the static/partial regions. They UML + MARTE Profile
enhanced their works by placing arbitrary 2-dimensional N e
rectangular shaped modules using routing primitives \ /
(Schuck et al. 2008). In 2006, Xilinx introduced tE&rly :

Access Partial Reconfiguration Design FldXilinx 2006) il
that integrated concepts introduced in (Sedcole et al.

2005) and (Becker et al. 2003). Works such as (Bayar m
& Yurdakul 2008) and (Paulsson et al. 2007) focus on

implementing softcore internal configuration ports on iXili

12 \,‘ Refactoring

FPGAs such as Spartan-3, that do not have the hardware J
Internal Configuration Access Port reconfigurable core, : _ v
for implementing PDR. Finally in (Koch et al. 2006), this Eﬂlﬂlb@l . T~ @

reconfigurable core is connected with Network-on-Chip

based FPGAs. ii \.
In comparison to the above related works, our ¥ R —— Y

proposition takes into account the following domains: SOC | wetamoel dependency A p @
co-design, data intensive parallel computation appbees; —> transformaton
control/data flow, MDE, the UML MARTE profile, SoC = @ = e

adaptivity and PDR for FPGAs; which is the novelty of our
design framework.

Validation / Analysis

Figure 1: A global view of the Gaspard framework

3.1 Repetitive structure modeling

3 GASPARD: a SoC co-design framework One of the key MARTE packages, tiRepetitive Structure
Modeling package is inspired from Gaspard. Gaspard, and
Gaspard (INRIA DaRT team 2009),(Gamatié et al. 208 in turn repetitive structure modeling, are based on Array-
is @ MARTE compliant SoC design framework, that enables QL (Boulet 2007) model of computation that describes the
fast design and code generation with the help of UML potential parallelismin a system; and is dedicated to data
graphical tools and technologies such as Papgymsd intensive multidimensional signal processing. In Gaspard
Eclipse Modeling Framework data are manipulated in the form of multidimensional
One of the most important features of Gaspard is its arrays. Repetitive structure modeling allows to descritee t
ability for system co-modeling using the MARTE profile regularity of a system’s structure and topology, composed
at a high level of abstraction. More precisely, it enables of repetitions of structural components interconnected in
to model software applications hardware architecturgs  regular connection pattern, in a compact manner.
their allocations and IP deploymentseparately, but in Gaspard adapts repetitive structure modeling to model
a unique modeling environment. In Gaspard, models oflarge regular hardware architectures, e.g., multipramess
software applications and hardware architectures can bearchitectures, and parallel applications. For an apptinat
defined concurrently and independently. Then, softwarefunctionality, both data parallelism and task parallelisam
applications can be mapped onto hardware architectures vige expressed easily via repetitive structure modeling. A
an allocation. Although MARTE is suitable for modeling repetitive component expresses the data parallelism in
purposes, it lacks the means to move from high level an application: in the form of sets of input and output
modeling specifications to execution platforms. Gaspardpatterns consumed and produced by the repetitions of
bridges this gap and introduces the notion of IP deployment.the interior part. A hierarchical component contains
The latter associates every elementary component, ofseveralparts. It allows to define complex functionality
both hardware and application, to an implementation,in a modular way and provides a structural aspect of the
thus facilitating IP reuse. Until the deployment level, the application: specifically, task parallelism can be desatib
integrated models are platform-independent. Figure 1 show using such a component. The shape of a pattern is described
a global view of the Gaspard framework. according to atiler connector which describes the tiling
For the purpose of automatic code generation from highof produced and consumed arrays. Teshape connector
level models, Gaspard adopts MDE model transformationsallows to represent complex link topologies in which the
towards different execution platforms, such as targetedelements of a multidimensional array are redistributed in
towards synchronous domain for validation and analysisanother array. Aninterrepetition dependency is used
purposes (Gamatié et al. 209)8Yu 2008); or FPGA to specify an acyclic dependency among the repetitions of
synthesis (Le Beux 2007, Quadri et al. 20PD9as shown the same component, compared to a tiler, that describes the
in Figure 1. Model transformation chains permit moving dependency between the repeated component and its owner
from high abstraction levels to low enriched levels. Usgyall component. Particularly, an interrepetition dependency
the initial high level models contain only domain-specific specification leads to the sequential execution of repasti
concepts, while technological concepts are introducedof the repeated part. Alefaultlink connector provides
seamlessly in the intermediate levels. a default value for the part repetitions that are linked with
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an interrepetition dependency, with the condition that the 3.2.2 State graphs
source of the dependency is absent.

. . . A state graph in Gaspard is similar to state charts (Harel
3.2 Reactive control modeling semantics 1987), which are used to model the system behavior using
a state-based approach. We term these state graphs as
Gaspard state graphdA state graph can be expressed as a
graphical representation of transition functions as dised

This section provides the initial hypothesis related to
the generic control semantics for expressing system

reconfigurab.ility. Several basic control concepts, such in (Gamatié et al. 2008. A state graph is composed of a
as Mode S".“tCh Componen.t and 51.:".“9‘ Graphs  are set of vertices, which are callesates A state connects with
prgsented_ﬁrst. Then a basic composmc_m Of. these conceptsmher states through directed edges. These edges are called
Wh'Ch. builds ) the mode automata, is d'S.CUSS.Ed' Thlstransitions Transitions can be conditioned by soreents
modeling derives from the mode conception in mode

: 2. Th i f lusi des helps t or Boolean expressions. A special lafadll, on a transition
automata. 'ne notion ot exclusion among Modes Neips Ooutgoing from states, indicates any other events that do not
separate different computations. As a result, programs ar

I d and fault risk is reduced esatisfy the conditions on other outgoing transitions fram
well structured and fault risk is reduced. Each state is associated with some mode value specifications
that provide mode values for the state. A state graph can be
represented in different ways, for example, with the help of

A modeis a distinct method of operation that produces state charts or via state tables. Formal definitions of Gdspa
different results depending upon the user inputsMdde  State graphs have been presented in (Yu 2008).

Switch Component in Gaspard contains at least one  ag compared to mode automata and state charts, state
mode; and offers a switch functionality that chooses graphs do not require initial states. In state charts or mode
execution of one mode, among several alternative presengutomata, transitions are carried out in an automatic manne
modes (Labbani et al. 2005). The mode switch component ¢ he source state of one transition is identical to the

in Figure 2 illustrates such a component havingiadow (506t state of previous transition. If there is no previous
with m_ult|ple tabs and interfaces. For instance, it has aemod { ansition, then the initial state is taken by default. Hoere
value input porim, as well as several data input and output i, giate graphs, only transitions are defined between the
ports, i.e.,ig andog respectively. The switch between the giates and no automatic sequential order is specified., Thus
different modes is carried out according to tmede value  get of source states and events in the form of arrays can be
received througim. _ _ provided to the state graph, in order to get respective array
The modesMy, ..., My, in the mode switch component et of target states and mode values. The consequence of
are identified by the mode valuest, ..., mh. Each mode  his mechanism is that a state graph itself cannot be treated

can be hierarchical or elementary in nature; and transforms,g a4 automaton. State graphs can also be either parallely

the input dataiy into the output datay. All modes have composed, or composed in a hierarchy (Yu 2008).
the same interface (i.e¢g and oy ports). All the input and

outputs share the same time dimension, ensuring correct A state graph in Gaspard is associated witGaapard
one-on-one correspondence between the inputs/outpugs. ThState Graph Component as shown in Figure 2. Thus
activation of a mode relies on the reception of mode a state graph determines the internal behavior of a
value mg by the mode switch component through For Gaspard state graph component. A Gaspard state graph
any received mode valugy, the mode runs exclusively. component determines the mode value definition by means
It should be noted that only mode value ports, i, of its associated state graph. The mode values allow
are compulsory for creation of a mode switch component,to activate different exclusive computations or modes in
as illustrated in Figure 2. Other type of ports, such asthe related mode switch components. Thus, Gaspard state
input/output ports are not always necessary and are thugraph components are ideal complements of mode switch
represented with dashed lines. components, with mode values being the relation between
the two concepts. A Gaspard state graph component can be
viewed as a controller component while the mode switch
component switches between the modes according to the
present controller.

3.2.1 Mode switch Component and modes

Macro Component

Similarly to the mode switch component, a Gaspard state
graph component has its interfaces. These interfacesdaclu
event inputs from the environment, source state inputs,
target state outputs and mode outputs. Event inputs are used
to trigger transitions present in the associated Gaspatd st
graph. The source state inputs determine the states from
which the transitions take place, while target state owstput
determine the destination states of the fired transitiohg. T
mode outputs are associated with a mode switch component
in order to select the correct mode for execution.

Figure 2: An example of a macro structure.
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3.2.3 Combining modes and state graphs Gaspard Mode Automata

Once mode switch components and Gaspard state graph -
components are introduced, Macro Component can be e

used to compose them together. An abstract representatiope [ Sy 2 e 3 L= o
of the macro component in Figure 2 illustrates one possible*” | «o ’ fome
composition; and represents a complete Gaspard control

structure. In the macro, the Gaspard state graph component

Jog e
:

produces mode values and sends them to the mode switcr'f""’f|3 siery
component. The latter switches the modes accordingly.
Some data dependencies between these components are not
always necessary, for example, data dependency between
lg andig. They are drawn with dashed lines in Figure 2.
The illustrated figure is used as a basic composition,
however, other compositions are also possible, for ingtanc
one Gaspard state graph component can control several
mode switch components (Quadri et al. 2609n order
to simplify the illustration, eventgl, e2 ande3 are only
shown as a single eveit Figure 3: Abstract representation of a generic Gaspard mode
automata (the above figure).The figure on bottom is a trivial
explanation of the above one.

4 Adaptivity at application level

The reasons are as follows: a macro component
The previous section described an abstract control moderepresents only one single transition function (one map)
for integrating dynamic aspects in a system. Similarly, from a source state to a target state, where as an automata
these control mechanisms can be integrated in differenthas continuous transitions which form an execution trace.
levels in a SoC co-design framework, with the advantageln order to execute continuous transitions as present in a
of introducing dynamic aspects in these SoCs. An analysistypical automata, the macro should be repeated to have
related to control integration at different SoC design lgve multiple transitions. This functionality is determined the
in the particular case of the Gaspard framework has beerinterrepetition dependency.

presented in (Quadri et al. 2069 In the context of this A vector associated to an interrepetition dependency
article, we present the integration at the application andexpresses the dependencies between the repetitions inside
deployment modeling levels in Gaspard. the repetition context, i.e., th@aspard Mode Automata

component. Thus an interrepetition dependency serializes
4.1 MARTE concepts for constructing Mode automatathe repetitions and data can be conveyed between these

repetitions. An interrepetition dependency sends theetarg
We first present some additional MARTE concepts which state of one repetition as the source state to the next
aid in the modeling of mode automata. The basic conceptgepetition. This permits the construction of mode automata
of Gaspard control have been presented in Section 3.2which can be then executed. Figure 3 illustrates an example
but its complete semantics have not been provided. Henceof this construction.
we propose to integrate mode automata semantics in the If a depended repetition is not defined in the repetition
control. This choice is made to remove design ambiguity, space, a default value is selected. TefaultLink provides
enable desired properties and to enhance correctnesdefault value for repetitions whose dependency for thetinpu
and verifiability in the design. In addition to previously is absent. Additionally, this concept helps to give theiahit
mentioned control concepts, three additional construsts a state value for the first repetition of the macro component.
present in the repetitive structure modeling package inWhile in a graphical modeling approach, the initial state of
MARTE; namely: interrepetition dependencytiler a state machine can be determined by an initial pseudostate,
and defaultlink connectors, are used to build mode a Gaspard state graph does not contains an initial state.
automata. Thus this mechanism bridges the gap between a

Hence, it is possible to establish mode automata fromgraphical representation and the actual semantics. It thus

Gaspard control model, which requires two subsequentcreates an equivalency between a state graph without no
steps. First, the internal structure of a genegispard initial state and an automaton with a initial defined state.
Mode Automata is presented by thélacro component Finally, the tiler connectors help in interconnecting a
illustrated in Figure 2. The Gaspard state graph componentepetitive context task to the multiple repetitions of its
in the macro acts as a state-based controller and thenterior repeated task.
mode switch component achieves the mode switch function.  An infinite dimension is present on the input and output
Secondly, interrepetition dependency specifications Ishou state, events ports of the Gaspard mode automata component
be specified for the macro component and it should beto account for continuous control/data flows. Similarly the
placed in a repetitive context. non obligatory mode output ports, input and output data
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ports also have an infinite dimension in addition to other respective IPs. The changes between these two filters are
possible dimensions. Since the macro component representschieved byColorEffectSwitch upon receiving mode
one single transition, its respective ports have shapeesalu values through its mode potblorMode. The mode values
equal to{}, accounting for one value in the dataflow at an are determined bgffectController, whose behavior is
instant of timet. Similarly the internal sub components of demonstrated by its associated state graph.
the macro component also share the same shape values. The ColorEffectFilters can be treated as a macro
Finally, the shape value df*} on the macro component component; and is composed BffectController and
represents its multiple (possible infinite) dimensionse Th ColorEffectSwitch componentsColorEffectFilters
macro component is repeated in a sequential temporakxecutes the processing of one frame of the video
dimension by means of the interrepetition dependency. clip, which should be repeated. In the example,
The introduction of an interrepetition dependency ColorEffectTask provides the repetition context for
serializes the repetitions and data can be conveyed betwee@olorEffectFilters. An interrepetition dependency
these repetitions. Hence, it is possible to establish modes also defined, which connects the different repetitions of
automata from Gaspard control model, which requires twothe ColorEffectFilters component. It has an associated
subsequent steps. First, the internal structure&adpard vector with a value of [-1]. Simply put, the source state of
Mode Automata is presented by thelACRO component one ColorEffectFiltersrepetition relies on the target state
illustrated in Figure 2. The Gaspard state graph in theof the previousSColorEffectFilters repetition. The data
macro acts as a state-based controller and the mode switchomputations inside a mode are set in the mode switch
component achieves the mode switch function. Secondly,component ColorEffectSwitch. The detailed formal
interrepetition dependency specifications should be §pdci  semantics related to Gaspard mode automata can be found
for the macro when it is placed in a repetitive context. The in (Gamatié et al. 2003.
reasons are as follows. The macro structure represents only Each mode in the switch can have different effects
one transition between states. In order to keep continuousith regards to environmental or platform requirements.
transitions similar to automata, the macro should be regeat Each mode can have a different demand of memory, CPU
to have multiple transitions. An interrepetition dependen load, etc. Environmental changes/platform requiremergs a
forces the continuous sequential execution. This alloves th captured as events; and taken as inputs of the control.
construction of mode automata which can be then executed. For application level, the Gaspard control model
It should be noted that parallel and hierarchical mode has been implemented with UML state machines and

automata can also be built using our approach. collaborations in (Yu 2008). A model transformation chain
from high level MARTE models to synchronous languages
4.2 Control example at Application Level can bridge the gap between these models and targeted

synchronous language code. The model transformation
chain can be divided into several successive parts in order

Colreectrsk to ease integration of new concepts in the chain (Yu 2008).

Interrepetiion By considering the code generated from an application

f e model, validation techniques such as model checking

iwesote]  potunsine olir oo 7 e L e can be applied. The same code can also be used for
sorn [ i [ E@(A:;m controller synthesis to enforce relevant properties with
=0 respect to functional and non-functional requirementd. Al

Lz these aspects have been addressed in a case study for the
{320,240}

oo | design of a Gaspard data-parallel multimedia application
L|]¢3zu,z4o.') (Yu 2008)

Videoj [ ] o
{320,240, lers T videop [(320,240} {320,240}

Figure 4: An example of color style filter in a smart phone
modeled with the Gaspard mode automata. 5 Adaptivity at IP deployment level

The control model enables the specification of systemAs explained before in the paper, we present an application
adaptivity at the application level (Yu 2008). Integratioh driven approach for the design and development of
control model and the construction of a mode automata atdynamically reconfigurable SoCs. For this, we have focused
application level is very similar to the generic Gaspard smod on two main aspects related to the reconfigurable system.
automata shown in Figure 3. Figure 4 represents a mode For dynamic reconfiguration, an embedded controller
automata at the application level by illustrating an exampl is essential for managing the dynamically reconfigurable
of color effect processing modutelorEffectTask used region. This component is usually associated with some
in typical smart phones. This module is used to managecontrol semantics such as state machines, Petri nets efc. Th
the color effects of a video clip and provides two possible controller normally has two functionalities: one respbfesi
options: color or monochrome/black&white modes, which for communicating with the FPGAnternal Configuration
are implemented bgolorFilter andMonochromeFilter Access Portreconfigurable core (Blodget et al. 2003); and
respectively. These two filters are elementary tasks at thea state machine for switching between the configurations.
application modeling level, which should be deployed to The first functionality is written manually due to some low
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level technological details which cannot be expressed via asimulation, high performance computing or synthesis.
modeling approach; and is treated as a macro. Hence deployment can be seen a potential extension of
The control at the deployment level is utlized to the MARTE profile enabling a complete flow from model
generate the second functionality automatically via model conception to automatic code generation. We now present a
transformations. Finally the two parts can be used to brief overview of the deployment concepts.

implement partial dynamic reconfiguration in an FPGA that
can be divided into several static/reconfigurable regions.

A reconfigurable region can have several implementations,

with each having the same interface, and can be
viewed as a mode switch component with different
modes. In our design flow, this region is generated
from the high abstraction levels, i.e., a complex Gaspard
application specified using the MARTE profile. Using
the control aspects in the Gaspard deployment level
that is explained subsequently, it is possible to create
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different implementations of the modeled application. meicments»

Afterwards, using model transformations, the application
is transformed into a hardware functionality, i.e., a
dynamically reconfigurable hardware accelerator, with the
modeled implementations serving as different alternative
related to the hardware accelerator.

We now present integration of the control model at the
deployment level. We first explain the deployment level in
Gaspard and our extensions followed by the control model.

5.1 Deployment level iGaspard framework

Gaspard defines a notion oDeploymenspecification level
(Atitallah et al. 2007) in order to generate compilable code
from a SoC model. This level is related to the specification
of elementarycomponents: basic building blocks of all
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other components having atomic functions. Although the
notion of deployment is present in UML, the SoC design
has special needs, not fulfilled by this notion. In order to Figure 5. Deployment of an elementary dotProduct
generate an entire system from high level specificatiomhs, al component in Gaspard

implementation details of every elementary component have

to be determined. Low level behavioral or structural dsetail A VirtualIP expresses the functionality of an

are much better described by using usual programmingg|ementary component, independently from the compilation
languages instead of graphical UML models. target. For an elementary componé&qtit associate® with
Hence, Gaspard extends the MARTE profile to allow ) 'its possible IPs. The desired IP is then selected by

deploying of elementary components. To transform iho goc designer by linking it t& via an implements
the high abstraction level models to concrete code,ygpendency. Finally, the concept 6bdeFile is used to
detailed mfo_rmatlon must be provided. The deployment specify, for a given IP, the file corresponding to the source
level associates every elementary component 10 ancoge and its required compilation options. ToedeFile
implementation code hence facilitating 1P reuse. 4,5 jgentifies the physical path of the source code. As
Each elementary component ideally can have severalompared to the deployment specified in (Atitallah et al.

implementations. The reason is that in SoC design, a007), the deployment level has been modified to respect
functionality can be implemented in different ways. he semantics of traditional UML deployment.
For example, an application functionality can either be

optimized for a processor, thus written in assembler 5.2 Configurations at the deployment level

or C/C++, or implemented as a hardware accelerator

using HDLs or SystemC. Hence the deployment level As stated before, an elementary component can be
differentiates between the hardware and softwareassociated with only one IP among the different available
functionalities; and permits moving from platform- choices. Thus the result of the application/architecture o
independent high level models to platform dependentthe mapping of the two forming the overall system is

models for eventual implementation. Deployment providesa static one. This collective composition is termed as a
IP information to model transformations to form a Configuration The current model transformations for RTL

compilation chain in order to transform the high abstrattio level only allow to generate one hardware accelerator,éenc
level models for different domains: formal verification, one configuration, for final FPGA effectuation.
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Integrating control in deployment allows to create result related to the overall functionality and differenb®
several configurations related to the hardware acceleratocriteria such as used FPGA resources.
for the final realization in an FPGA. Each configuration

is viewed as a collection of different IPs, with each IP Ecd EcY ECZ
associated with its respective elementary component. '-'
A Configuration has the following attributes. The / VAN

|

name attribute helps to clarify the configuration name / |

given by a SoC designer. Th€onfigurationID attribute I * Eﬁ * {
IPZ1

permits to assign unique values to ea@nfiguration, PXT ] X2
which in turn are used by the control aspects presented
earlier. Theses values are used by a Gaspard state graph to

produce the mode values associated with its corresponding —tonlinoron &1 —Configuration €2

o_n_lgura ion| = Mode: o_n}lgura on| = Moae.
Gaspard state graph component. These mer values are InialState e initalsiote —felse
then sent to a mode switch component which matches

the values with the names of its related collaborations. If

there is a match, the mode switch component switches toFigure 6: Abstract overview of configurations in deployment
the required configuration. THeitialConfiguration attribute

sets a Boolean value to a configuration to indicate whether ) ) ) )

it is the initial configuration to be loaded onto the target _ Here two configurations Configuration C1 and

FPGA. This attribute also helps to determine the initiafesta CONfiguration C2are illustrated in the figureConfiguration
of the Gaspard state graph. Clis selected as the initial configuration and has associated

h . binati ith th | IPs: IPX1, IPY1 and IPZ1. Similarly Configuration C2
d -ll— us, ml colm Ination wit | t ef_ contro ]f:onﬁzpft_s, also has its associated IPs. This figure illustrates all the
eployment level creates several configurations for the fina possibilities: an IP can be globally or partially shared

realization in an FPGA. Each configuration is viewed as between different configurations (suchl&X1), or may not
a collection of different IPs, with each IP associated with be included at all in a configuration, e.g., casdRX2

its respectiye elementary component. Th_e current model By modifying the model transformations related to
transformappns for the RTL Fransformaﬂon chaln have the RTL level, it is possible to generate different
been modified to generate different |mplemen_tat|ons Olcimplementations of a hardware accelerator, equivaleriieo t
a ha_r_dware e_lccele_ratqr with each corresponding to ON&jifferent modeled configurations. Once the configurations
specified configuration in an FPGA. are created, each is treated as a source for a partial bitstre
An elementary component can also be associatedgach partial bitstream signifies a unique implementation,
with the same IP in different configurations. This related to the reconfigurable hardware accelerator which is
point is very relevant to the semantics of partial connected to an embedded controller. While this extension
bitstreams, e.g., FPGA configuration files for partial allows to create different configurations, the state maehin
dynamic reconfiguration, supportinglitchless dynamic  part of the controller is created manually. For automatic
reconfiguration if a configuration bit holds the same value generation of this functionality, the deployment extensio
before and after reconfiguration, the resource controlied b are not sufficient. We then use the existing control concepts

that bit does not experience any discontinuity in operation presented in Section 3.2 to solve these issues.
If the same IP for an elementary component is present

in several configurations, that IP is not changed durin95 3
reconfiguration. It is thus possible to link several IPs védth '

corresponding elementary component; and each link relategye now explain control integration at the deployment level
to a unique configuration. We apply a condition that for any i, the context of the Gaspard SoC co-design framework.
n number of configurations with each havingelementary  Thjs |evel deals with linking the modeled application and
components, each elementary component of a configurationy chitecture components to their respective implementati
must haveat leastone IP. This allows successful creation of control at this level provides advantages over other levels
a complete configuration for eventual final implementation. que to its independent nature. Details related to the
Figure 6 represents an abstract overview of the advantages can be found in (Quadri et al. 209

configuration mechanism introduced at the deployment Figure 7 shows the integration of control at the
level. We consider a hypothetical Gaspard application deployment level in Gaspard. As compared to control
having three elementary componeRtS X EC Y andEC Z models at other levels, e.g., such as application level,
having available implementation®X1, IPX2, IPY1, IPY2 which only incorporate structural design aspects, thigrobn
and IPZ1 respectively. For the sake of clarity, this abstract model deals with behavioral aspects. The deployment level
representation omits several modeling concepts such aswutomata, termed @&eployed Mode Automata deals with
VirtualIP andImplements. However, this representation atomic elementary components and their implementations
is very close to UML modeling as presented earlier in the which are present at the lowest hierarchical level in
paper. A change in associated implementation of any ofthe modeling; in order to address global system level
these elementary components may produces a different en@mplementations. As compared to other control models, a

Integrating control at the deployment level
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Deployed Automata limitation has been removed by introducing new concepts
Interrepetition T at the deployment level, which help to determine the
Macro Component {} initial state of the deployed mode automata. However, the
proposal retains the usage of an initial state port and the
leq [l [os defaultLink concept, as they help to conform to the
ko N abstract control model; and are used in subsequent model
! ey | Mode swich component transformations for eventual code generation.
'/ g y Finally, the current control at deployment is only
! related to creating a state machine for a reconfigurable
i, —» controller. In cases of FPGAs supporting several embedded
T e TS PR N P hardcore/softcore processors; it is possible to selecbaey
'f” Q‘Q‘ 3 1o \: for acting as a controller. However, this requires addaion
STlaswe 7 ‘*?’“f"—'_”"’i”%”f"/ \*W%mfﬂ/ allocation types semantics to be linked to the deployment.
Currently the code generated from our design flow is
Figure 7: Integrating control at deployment level explicitly linked to a generic controller, and it is up to the

user to determine the nature and position of the controller.

mode in a mode switch component represents a global

system implementation which is a collection of different 6 Case study

implementations associated with their respective eleamgnt

components. Thus dataflow associated to the generiqn order to validate our design flow, we now present
Gaspard mode automata is not explicitly expressed andy case study of an anti-collision radar detection system.
input/output data ports are suppressed at all hierarchicalehicle based anti-collision radar detection systems are
levels in this control model. becoming increasingly popular in automotive industry as

Also we need to address the issue related to the incomingvell as in research. Furthermore, these devices provide

events arriving in a deployed mode automata. In a controladditional safety to provide collisions and fatal accidgent
model at application or architecture, the events arriieeeit and could become mandatory aboard vehicles in the next
from the external environment, or the events are producedyears. The principle of the system is to avoid collision
at an unknown time in the application or architecture between the equipped vehicle and the one in front, or
itself due to the actions of some elementary componentsother kind of obstacles such as pedestrians, animals. The
However in the deployment level, the incoming events are algorithms which form the basis of these complex systems
not related to the high level modeling but are basically usedrequire large amounts of regular repetitive computations.
to represent low level user inputs depending upon the choserThis computational necessity requires the execution of
execution platform. For example at the RTL level, these userthese algorithms in parallel hardware architectures, sisch
events can arrive in the form of user or environment input hardware accelerators. We first provide a general overview
from a camera attached to an FPGA, or inputs receivedof these systems, followed by the modeling of their key
via an universal asynchronous receiver/transmitter (UART components and eventual code generation. Finally the paper
terminal. A designer modeling the system at a high level is provides implementation details for integrating aspedts o
not concerned with these low level implementation details. dynamic reconfiguration in these systems.
However, in order to make this control model as flexible as
possible, and to respect the semantics of the abstractotontr
model, event ports have been added to this proposal. During
the model transformations and eventual code generation
these event ports are replaced and translated into actue
event values which are used during FPGA implementation
phase.

Similarly, for mode automaton at an application or
architecture level, its initial state is given by a compadnen
that has input event ports and an output state port. Injitiall Figure 8: Block diagram of the anti-collision radar detection
some events are generated and taken as input by thatyStem
component in order to produce the initiate state. After,that
this component remains inactive due to the absence of The anti-collision radar detection system is illustrated
the events arriving on its input ports. This initial state is in Figure 8. The radar consists of two antennas; and
then sent to the mode automata and serves to determinemits a signal modulated with Bseudo Random Binary
the initial state of the Gaspard state graph. However, for SequencgPRBS), resulting in formation of a reference
a deployed mode automata, structural aspects are absembde (Quadri et al. 20@9. The PRBS has interesting
and only information related to elementary componentscorrelation as well intercorrelation characteristics (@di
is present. Thus the initial state related to the deployedet al. 2008). When the transmitted wave encounters an
Gaspard state graph cannot be determined explicitly. Thisobstacle, it is reflected and creates an echo which is capture

o,

Obstacle
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by means of the second antenna. The echo is converted intdetection with the radar, the correlation peaks need to be
a signal containing information related to the distance of localized, between the emitted code and its returned echo. A
the detected obstacle. Unfortunately, this informatiomnca peak in the correlation result indicates successful detect
be directly interpreted due to the presence of time delaysof an obstacle, whose distandeo the radar is given by:
and noise in the incoming signal. The PRBS present in
the incoming signal is recognized by means of a delay d=ca/2 Q)
estimation correlation module present in the embedded
system; and determines the time of flight. Thus, distance to Wherec is the speed of the propagated signal (equal to
the object and its speed can be calculated easily. 3.10°, corresponding to the speed of light); andis the
Also, it is not mandatory to exploit all the precision of respective time delay.
the returned signal, since the information contained in the In this section, we have presented the structure of the
least significant bits is embedded with noise. In (Douadi et anti-collision radar detection system. The DCEM module
al. 2008), the authors recommend to use only 4 bits of theis the key element of this radar detection system, and the
incoming signal, because the information contained in thecorrelation computation is very time consuming especially
5th and the following bits are not significant. for longer PRBSs. Our case study is mainly concerned
For the radar system, thBelay estimation correlation with this functionality; details related to the modeling of
module (DECM) can be implemented on an FPGA, as the DCEM module have been presented in (Quadri et al.
these reconfigurable SoCs allow to execute the detectior?00%,d), hence in the context of this paper, we only provide
algorithm that retains the necessary information presentthe top hierarchical level of our modeled application.
in the incoming signal. This information corresponds to
the PRBS utilized in the emission of the signal. The role 6.1 Delay estimation correlation module
of the detection algorithm is to highlight the similarities
between the reference code and the received signal: wheorrelation algorithms are among the type of digital
the received signal corresponds with the reference code, thprocessing largely employed in DSP (digital signal
presence of an obstacle is detected. The inverse case meapsocessing) based systems. They offer a large applicabilit
that the received signal contains little or no information range such as linear phase and stability. A correlation
related to the reference code and therefore, objects are naalgorithm normally takes some input data values and
effectively detected. compute an output which is then multiplied by a set of
coefficients. Afterwards the result of this multiplication
is added together to produce the final output. While a
140 \ \ \ \ \ software implementation can be utilized for implementing
1200 o | this functionality, the correlation functionality will be
sequentially executed. Where as a hardware implementation
allows the correlation functions to be executed in a pdralle
80} 1 manner and thus increases the processing speed. However
this implementation is not flexible for minute changes,
hence a reconfigurable DCEM module is an ideal solution
401 1 as it offers the flexibility of a software implementation
200 | while retaining the capability to construct customizedhhig
performance computing circuits.
Figure 10 represents the top level of our modeled DCEM
20 1 module. The component instanaam of the component
%0 ‘ ‘ ‘ ‘ ‘ TimeRepeatedMultiplicationAddition determines the
0 100 200 %00 400 500 600 global multiplications while instancerat of component
TimeRepeatedAdditionTree determines the overall
sum. The TimeRepeatedMultiplicationAddition
component itself carries out a partial sum between
received elements of the reference code and the received
Figure 9 shows the result of a simulated correlation signal at each clock cycle, which are then sent to the
measurement in MATLAB. The outcome of a correlation TimeRepeatedAdditionTree component to execute the
between the reference code of a 127 length PRBS and theverall addition operation. The instancedg of component
received simulated response (integrated with time delagis a TimeRepeatedDataGen produces the data values for
noise) yields a peak as indicated in the figure. The positionthe generated incoming signal while the instanascg
of the peak corresponds to the delay that we have introduce@f component TimeRepeatedCoeffGen produces the
in the simulation. As the radar emits and receives a signalreference code.
continuously in a temporal dimension, the correlation step  We have identified four key elementary components
is also repeated continuously, resulting in a peak at @iffer CoeffGen, DataGen, MultiplicationAddition
intervals of time. In the Figure, we illustrate the results and Addition in our modeled application as
of two correlations. To perform the necessary obstacleshown in Figure 10. They are present in

100

60

o

Figure 9: MATLAB result of the correlation
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MainApplication

trdg: TimeRepeatedDataGen
outTRDG: Integer range -8 to 7 [{*}]

trm: TimeRepeatedMultiplicationAddition trat: TimeRepeatedAdditionTree
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trcg: TimeRepeatedCoeffGen outDataTRM: Integer range -4096 to 4095 [{64,*}]

outTRAT: Integer range -4096 to 4095 [{*}]\[]
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Figure 10: The top level view of the DECM
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Figure 11: Deployment of the elementary components of the DECM
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different levels of hierarchy in the components DECM State Graph
TimeRepeatedCoeffGen, TimeRepeatedDataGen, ’\ _
TimeRepeatedMultiplicationAddition and o
TimeRepeatedAdditionTree I’eSpeCtive|y at the tOp state_DECM_DSP state_DECM_lfelse
level of the application in Figure 10. Any change in the B
implementations of any of the elementary component andnot felselevent
directly affects the final result as well as other QoS criteri Macro Component
such as as reconfiguration time; consumed FPGA resource | _ ..

. = DECM Gaspard State Graph Component
and the computation power. Deployment of these elementary - laae sacaes i)
components such as that ®ultiplicationAddition e B Loy
can effect the overall QoS results. While it is theoreticall | eseesookantl e event sooean o
possible to have a large number of configurations, only two
have been considered for our case study. In this paper, we oECHM MG
propose to associate two different implementations relate
to theMultiplicationAddition component, one written
in a DSP like fashion, while other written using an If-
then-else construct. While changing of an IP related toan ~ 5
elementary component might seem insignificant, it causes " osewods ... S
a global influence resulting in different QoS end results )
related to the DCEM module. : : ———

Once the deployment phase is carried out and all the ‘ 2
elementary components are deployed, the modeling of the
mode automata related to the DCEM is initiated; with the
mode automata serving to switch between the differentFigure 12 Mode automata concepts for the DCEM: part one
DCEM configurations.

Figures 12 and 13 illustrate the various concepts DECW Mode Automata
related to the construction of the mode automata.
This modeling approach corresponds to the abstract
control concepts introduced earlier in the paper, thus . sseses e Faners ‘
redundant explanatory information is unnecessary. Heze th [ - e e L2 A
DECM State Graph contains two statestate DECM_DSP g S i
and state DECM_Ifelse corresponding to the respective - se-even:soeanin
configurations modeled previously. This state graph is[ fesse=eeill
related to theDECM State Graph Component that serves oo
as a control component. Its counterpart, the controlled
mode switch component oDECM MSC, contains several
collaborations, each signifying the internal behaviortaét  Figure 13: Mode automata concepts for the DCEM: part two
mode switch components on the basis of their interior parts

and the incoming mode value on the port of the mode switchfrom the UML diagram with integrated MARTE profile. The
component. The combination of the control and controlled model-to-model transformations presented in the previous
component forms the basis of a macro component thatchapter permit to create several intermediate models such
represents a single transition in the mode automata. Fols the RTL model corresponding to the RTL metamodel
continuous transitions, the macro is placed in a repetitiveintroduced in Chapter 6. Finally, the last step of our design
context task: theDECM Mode Automata component along  flow consists of the generation of the source code related to
with its respective tilers, interrepetition and defauttki  the hardware accelerator and the configuration contrdiier,
dependencies. means of the model-to-text transformation. We now present
As mentioned previously, one of goals of our design flow some of the simulation results related specifically to the
is the creation of a dynamically reconfigurable hardware generated hardware functionality.
accelerator with several configurations, that can be swéppe
dynamically in a run time reconfigurable SoC. The UML 6.2 Simulation of the modeled functionality
model is transformed by the various model transformations
present in our design methodology and generate the variou3 he verification of the modeled application and its eventual
implementations related to the hardware functionalitye Th equivalent hardware execution is first carried out by means
control model is equivalently converted into a state maehin of simulation using the industry standard Model$im
for eventual utilization by the reconfiguration controltefr simulation tool.
the SoC in question. Figure 14 represents the Gaspard Once the code for the various configurations has been
environment and the different models present in our designgenerated from the model transformations, we move on to
flow. The UML modelcorresponds to the modeled control the simulation part for verification of these functionali
integrated deployed functionality and is directly genedat Figures 15 and 16 show two peaks, related to the result

cstate: Staevalues {}]

«interRepetition»
repetitionShapeDependence = {-1}

dsp_e: Boolean [{}] o_state: Statevalues [{}]

ifelse_e: Boolean [{}]
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implementation details and provides the validation of our
____ ‘ design methodology.
S ‘ We first investigated the architecture related to
implementing partial dynamic reconfiguration in Xilinx
0 FPGAs. In Figure 17 we present the global structure of our
‘ reconfigurable architecture that was implemented on the
Xilinx Virtex-1l Pro XC2VP30 FPGA on a XUP Board
This particular type of structure is popular in the domain
F related to dynamic reconfigurable FPGAs, and various
1 MARTE model 0 variants have been built from this classical structurehsuc
i as presented in (Claus et al. 2007, Tumeo et al. 2007).
e The choice of selecting the classical structure was 1) to
g“ e compare our system with other existing partial dynamic
RTL model—ﬂ*‘FCode”“‘”“‘” reconfiguration based systems in literature, and 2) to
; S provide the basic template for a model driven dynamically
reconfigurable system that can be optimized by the domain
experts, in order to generate their customized versions.

codefle_1060f2fvhd
CoeffGenvhd
DataGen vhd
MainApplication vhd

RepestedAdditionstepl vhc

Repestedaddtionsteps vhc | <Port> inData2 tnteg
RepeatedAdditionstep vic

Repeatediultaddervhd
TileriN115b907 vhd
TileriN126b491vhd

is= s lowport, shapad>>

TieriN1835078.vhd

TilerN1aca8a8 vhd
TilerN1cba241 vhd
TileriN1d4a047.vhd
TilerN1f267€1 vhd
TileriN1fab120 vhd
TieriN32341 vhd
TileriNGsas3d vhd
TilerN71685 3hd
TilerN767ca vhd

Figure 14: The transformation flow related to our design flow
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Figure 17: Block Diagram of the architecture of our
reconfigurable system

In our selected system structure, we make use of the
embedded hardcore PowerPCs present in the Xilinx Virtex-
Il Pro series FPGAs. One of the PowerPCs is selected as
the reconfigurable controller and the state machine code
generated from the high level control model in our design
flow is executed on this processor. The partial dynamic
reconfiguration system can be mainly divided into two main
parts. The static region and the dynamically reconfigurable
one. The static region mainly consists of a processor sub
module that contains the reconfiguration controller an@ioth
necessary peripherals for dynamic reconfiguration.

The processor submodule is connected to a dynamically
6.3 Implementing a partial dynamically reconfigurable hardware accelerator via bus macros.

reconfigurable DCEM This hardware accelerator is equivalent to the hardware
functionality generated from the high level modeled
In the previous sections, we have presented the initialldeta application in our design flow, and serves as the partially
related to the application selected for this dissertationg reconfigurable region in the overall system. The various
with its modeling at the MARTE profile level. Afterwards implementations/partially reconfigurable modules relate
via the design flow presented during the course of thisto the partially reconfigurable region are consistent with
thesis, the integrated model transformations generate thehe modeled configurations at the deployment phase. The
source code from the high abstraction level input models.bus macros which are connected to the outputs of the
Once the source code has been generated, we movhardware accelerator have a special enable/disable signal
onto implementing a partial dynamically reconfigurable that permits the controller to disable the bus macros during
SoC (Quadri et al. 20@). This section deals with the a configuration switch to another state. Once, a successful

Figure 16: Second peak of the DSP configuration
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switch is carried out, the bus macros are enabled again. Thus
during the switch, no output is generated from the partially
reconfigurable region, causing the system to always remain
in a safe state.

Finally the processor submodule system is connected
to an event observer. The event observer receives the
event values and relays them to the RS232 UART
(universal asynchronous receiver/transmitter) corerotf
the processor submodule. Users can send input events,
from the host PC, related to the configuration switches to
the partial dynamic reconfiguration system, by means of a
hyperTerminal. A program running on the hyperTerminal
gives the user the choice of switching between the available
configurations. Each configuration switch is related to a
specific input character, that is mapped to a specific event
in the executing controller program. When this value is
received by the partial dynamic reconfiguration system, the
associated state transition is carried out.

Figure 18 Synthesis result of the top level of the DCEM

Bus macros

Once the code has been generated from our model driven
design flow, we move on to the initial design partition phase
of our partial dynamic reconfiguration system according
to the Xilinx EAPR flow (Xilinx 2006). The processor
submodule for the partial dynamic reconfiguration system
is initially created by means of the Xilinx Platform studio.
The source code for the controller is selected to be executed
on the PowerPC 408, with a clock frequency of 100
MHz. The second PowerPC while present in the figure,
is not connected to any clock signals and is therefore
deactivated. A Processor Local Bus (PLB) Block-RAM
(BRAM) interface controller permits interfacing between
the PLB and a Block-RAM of size 128 KB. This size is
sufficient to store the data and instructions of the exedeitab
processor code, and on-chip-memory is not required. Using
FPGA BRAMs to store the data/instructions allows the
processor code and initialized variables to be writtenatliye
into the memory, when the FPGA is configured initially.

The processor subsystem is then inserted into a top level
VHDL file that contains the component instantiations and
port mappings related to the processor subsystem and the
dynamically reconfigurable DCEM module. This DCEM Figure 19: Partial bitstream related to the DSP configuration
module is connected to the static processor subsystem
by means of bus macros which are also present in the

DSP Configuration | If-then-else Configuration|

top hierarchical level. Afterwards, synthesis is carried Slices 1272/13696 (9.287%) _ 1186/13696 (8.659%) |
out to generate the appropriate ngc files for eventual “sjice FiipFiops | 2084/27392 (7.608%)  1944/27392 (7.096%) |
implementation of Partial dynamic reconfiguration using th LUTs 1584/27392 (5.782%) _ 1836/27392 (6.702%) |
PlanAhead design tool (Xilinx 2006). Time (secs) 1.45 | 1.41 |

We now present the partial synthesis results of someTable 1 Results related to the two configurations for the hardware
of the modeled application components in our case study accelerator. The percentage is in overview of the total
carried out with the Xilinx ISE on the XUP board. Figure 18 FPGA resources.
shows the global view of the synthesis of the modeled
DCEM application. Table 1 shows the results related to the two

Once the synthesis has been carried out, we move ont@onfigurations. The first configuration consumes slightly
generation of the partial bitstreams related to the differe more FPGA resources as compared to the second
modeled configurations as well as the static bitstream.one. Additionally, the reconfiguration time for the first
Figures 19 and 20 show the partial bitstreams related to theconfiguration is higher as compared to the second one. This
two configurations, while Figure 21 shows the full initial is due to the fact that the ICAP core needs to modify several
bootup bitstream that is a merge of the static bitstream andadditional frames for the first configuration, as compared to
the DSP partial bitstream. the latter. While the reconfiguration time is extremely high
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Bus macros

Figure 20: Partial bitstream related to the If-then-else
configuration

Dynamically reconfigurable
Bus macros region

Figure 21. Full bitstream related to the partial dynamic
reconfiguration system

reconfigurable system, a customized ICAP controller or
usage of a PLB ICAP core.

7 Control models and FPGA synthesis

Many different approaches exist for expressing control
semantics, such as Petri Nets (Nascimento et al. 2004);
if-then-else switch and goto-based semantics. However
mode automata were selected as they clearly separate
control/data flow. They also adapt a state based approach
facilitating seamless integration in our framework; and ca
be expressed at the MARTE specification levels. The same
control semantics are then used throughout our framework
to provide a single homogeneous approach.

With regard to partial dynamic reconfiguration, different
implementations of a reconfigurable region must have the
same external interface for integration with the statidareg
at run-time. Mode automata control semantics can express
the different implementations collectively via the contcep
of a mode switch, which can be expressed graphically at
high abstraction levels using the concept of a mode switch
component. Similarly a state graph component expresses the
controller responsible for the context switch between the
different implementations.

Both control models can be used for FPGA synthesis.
The first model introduces dynamic aspects in the
application, which may modify the structure of an
application, as different modes in a mode switch component
can have different natures. For example, one mode
could be elementary in nature while another can be
hierarchically composed. The application can be assatiate
and correspondingly deployed in different ways. The whole
application could be allocated and deployed onto a single
processor or a hardware accelerator; or split into parte. Th
first case while allowing reconfiguration, is not dynamic in
nature. In the second case, the parts can be correspondingly
allocated and deployed: the state graph component onto
a processor, and the mode switch components onto the
reconfigurable regions. The disadvantage of this approach
is that multiple allocations are required between the
application and the targeted architecture. This contradeho
can also be applied onto the architecture level of our
framework. A processor can have a reconfiguration manager
observing QoS criteria. If the processor heats up during
execution, the manager can change the frequency of the
processor. An internal controller could carry out aspeéts o
dynamic reconfiguration. In addition, an external conéoll
can be used to globally change the architecture.

The second control model renders the application or
architecture reusable. The designer can change partial
functionality of the application by changing some IPs
related to corresponding elementary components. This

for both configurations, this is due to the low bandwidth model is thus more interesting as one application
(115200 bps) of the RS232 controller and the large sizefunctionality can be reused without changing its structure
of the partial bitstreams. Using an external RAM memory and its overall implementation can be changed depending
can greatly increase the reconfiguration times, similarly upon QoS criteria and hardware resources limitations.
various other optimizations can be carried out with respectCurrently the deployment level is explicitly linked with a
to this implementation, such as introducing a DMA in the specific reconfigurable controller in the targeted FPGA. In
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case of multiple processors: one managing the configuratiorBrito, A., Kuhnle, M., Hubner, M., Becker, J. & Melcher, E.

and the other executing some application functionality, (2007), Modelling and Simulation of Dynamic and Partially
this information must be elevated to the allocation level Reconfigurable Systems using Systemi€,Proceedings of
to correctly link the related entities. It is also possible the |IEEE Computer Society Annual Symposium on VLSI
to combine the two control models for simultaneous (ISVLSI'07), IEEE Computer Society, pp. 35-40.

integration in our framework. Claus, C., Muller, F., Zeppenfeld, J. & Stechele, W. (2002),
new framework to accelerate Virtex-1l Pro dynamic partedfs
reconfiguration’ |PDPS 2007pp. 1-7.

Douadi, L., Deloof, P. & Elhillali, Y. (2008), Real time
implementation of reconfigurable correlation radar fordroa
anticollision system,jn ‘IEEE International Conference on

This paper presented a high level design flow for targeting Industrial Technology (ICIT 2008)’, pp. 1-7.

reconfigurable SoCs in the context of a model-driven Faugere, M., Bourbeau, T., Simone, R. & Sebastien, G. (2007)

co-design framework, Gaspard, which is compliant with MARTE: Also an UML Profile for Modeling AADL

the MARTE standard. We have selected two key points Applications,in ‘ICECCS '07: Proceedings of the 12th IEEE
of these reconfigurable systems to be modeled at high International Conference on Engineering Complex Computer

abstraction levels. We have mainly taken into account Systems’, IEEE Computer Society, pp. 359-364.

the dynamically reconfigurable region and the semanticsGamatié, A., Beux, S. L., Piel, E., Etien, A., Atitallah, B.,

related to the reconfigurable controller; managing for Marquet, P. & Dekeyser, J.-L. (2088 A Model Driven

switching between the different implementations related ~ Design Framework for High Performance Embedded Systems,
to the region. The control semantics is based on mode  Research Report RR-6614, INRIAttp://hal.inria. fr/
automata and is integrated at different levels of SoC co- ~ inria-00311115/en.

design. In the context of partial dynamic reconfiguration, Gamatié, A, Rutten, E. & Yu, H. (208 A Model for the Mixed-

they have been integrated at the deployment level in our Design of Data-Intensive and Control-Oriented Embedded

Gaspard framework. Afterwards, a case study consisting  SYStems. Research Report RR-6589, INRMAitp://hal.

of a component in an anti-collision radar detection system 1n.]i1a.fr/1nr1a—®®2939®9/fr.

has been illustrated for validating the proposed designG2matié, A., Rutten, E., Yu, H., Boulet, P. & Dekeyser, J.-

methodology. Our high-level modeling approach enables L. (20.0&)’ Sy.nCh.ron(?us Modeling and Analysis of Data

. f . - Intensive Applications’, EURASIP Journal on Embedded

implementation and FPGA synthesis of various system

. . . . . SystemsHindawi Publishing Corporation.
configurations rapidly in a flexible manner. It therefore ) . . .
helps to explore different design choices about the system Harel, D. (1987), ‘Statecharts: A Visual Formalism for Cdexp
! Systems’ Science of Computer ProgrammiB(3), 231-274.

which is usually a delicate task. Finally, we provide a ‘
comparison between the control semantics at differentINRIA DaRT team (2009), ‘GASPARD SoC Frameworkhttp:
//www.gaspard2.org/.

design levels, specifically for FPGA synthesis and dynamic
9 P y Y y Koch, R., Pionteck, T., Albrecht, C. & Maehle, E. (2006), An

8 Conclusion

reconfiguration. adaptive system-on-chip for network applicatioims,IPDPS
2006’
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