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#### Abstract

Curves on surfaces play an important role in computer-aided geometric design. Because of the considerably high degree of exact curves on surfaces, approximation algorithms are preferred in CAD systems. To approximate the exact curve with a reasonably low degree curve which also lies completely on the $B$-spline surface, an algorithm is presented in this paper. The Hausdorff distance between the approximate curve and the exact curve is controlled under the user-specified distance tolerance. The approximate curve is $\varepsilon_{T}-G^{1}$ continuous, where $\varepsilon_{T}$ is the user-specified angle tolerance. Examples are given to show the performance of our algorithm.
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## 1. Introduction

Curves lying on free form surfaces play an important role in surface blending, surface-surface intersection, surface trimming and numerical control (NC) tool path generation for machining surfaces [17]. Particularly in surface blending, the blending surface connects the two base surfaces at the linkage curves (see Fig. 1). In this case, the linkage curves are defined by trimming curves on the base surfaces which rarely coincide with the iso-parameter lines. To ensure positional continuity between the blending and base surfaces, linkage curves are usually first computed in the parametric domain, and then represented as the mapping of the domain curves on the base surfaces [1,2,23].

An explicit and control point based representation of a curve on a surface is needed in many circumstances, such as using the curve as a boundary curve of another surface [17]. Also many geometric properties derived from the control polygon, like the
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Fig. 1. Surface blending. $\mathbf{F}_{1}$ and $\mathbf{F}_{2}$ are two base surfaces, $\mathbf{F}_{3}$ is the blending surface while $\mathbf{C}_{1}$ and $\mathbf{C}_{2}$ are two linkage curves.
convex hull, can be computed directly. To compute the exact curve on a free form surface in control point representation, many algorithms [ $3,4,8-10,12,16,17$ ] have been presented. However, the degrees of exact curves are considerably high, which results in computationally demanding evaluations and introduces numerical instability. Mapping a $d$ th-degree $B$ spline curve onto a $p \times q$ th-degree $B$-spline surface will result in a curve of degree $(p+q) d$.

To overcome the problems of the exact, explicit representation, many approximation algorithms have been presented [7,11,16-18,21,22]. Recently, Flöry [7] presented a $B$-spline
fitting algorithm using squared distance minimization to approximate unordered points lying on a $B$-spline surface. Some constraints such as on-manifold, one-sided fitting or excluding regions can be imposed on the fitting curve. Instead of just simply approximating discrete points, Renner [17] utilized the full geometrical information contained in the exact representation to generate high quality curves. The Hausdorff distance between the approximate curve and the exact curve can be controlled under the user-specified tolerance.

To the authors' knowledge, all presented approximation algorithms [7,11,16-18,21,22] generate curves not lying completely on the surface. If such a curve is used as a boundary curve of another surface, gaps may occur between the two surfaces, which is not acceptable in many CAD applications such as surface blending and surface-surface intersection. In surface blending, if the linkage curves are not completely on the base surfaces, the blending surface and the base surfaces are not even $G^{0}$ continuous (see Fig. 1). So attention should be paid to the approximation algorithms that generate low degree curves lying completely on the free form surfaces, which is the aim of our paper.

In order to generate low degree approximate curves lying completely on the $B$-spline surface, we first approximate the domain curve with a polyline (a continuous line composed of one or more line segments) and divide the $B$-spline surface into Bézier surfaces. In many applications such as surface-surface intersection, what we obtain is not a curve but some discrete points in the parametric domain. In this case, the polyline that connects the discrete points sequentially follows. Then the domain curve is subdivided such that the Hausdorff distance between the approximate curve and the exact curve is controlled under the tolerance $\varepsilon_{D}$ and the approximate curve is $\varepsilon_{T}-G^{1}$ continuous. Here $\varepsilon_{D}$ is the userspecified distance tolerance while $\varepsilon_{T}$ is the user-specified angle tolerance. By connecting all the mutual points of adjacent sub-curves in the parametric domain sequentially, we obtain the resultant polyline, the number of whose line segments depends on the tolerances $\varepsilon_{D}$ and $\varepsilon_{T}$. Finally, the polyline is projected to the Bézier surfaces. The spatial approximate curve is $\varepsilon_{T}-G^{1}$ continuous at the mutual points of adjacent sub-curves. Approximate continuity first proposed by DeRose and Mann [5] has been applied in many CAD applications such as surface interpolation [5,20], surface blending [6], terrain modelling [13] and $n$-sided hole filling [15,23]. To date, the experience from presented algorithms $[5,6,13,15,20$, 23] suggests that approximate continuity will virtually simplify the surface modelling activities without degrading the quality of the finished product. The degree of the approximate curve is $p+q$, where $p$ and $q$ are the $u$-direction and $v$-direction degrees of the $B$-spline surface, respectively. The main contributions of our work are as follows.

1. The approximate curves generated by our algorithm lie completely on the $B$-spline surface.
2. The Hausdorff distance between the approximate curve and the exact curve can be controlled under the user-specified tolerance.

The organization of this paper is as follows. In Section 2, input and output handling is discussed. Section 3 describes how to generate the initial approximate polyline. Section 4 contains details on how to control the Hausdorff distance between the approximate curve and the exact curve under the user-specified tolerance. In Section 5, how to generate an $\varepsilon_{T}-G^{1}$ continuous curve is described. Results are given in Section 6, and Section 7 concludes the paper.

## 2. Algorithm overview

A $B$-spline curve is defined by
$\mathbf{D}(t)=\sum_{k=0}^{n_{d}-1} \mathbf{D}_{k} N_{k}^{d}(t)$,
where $\mathbf{D}_{k}$ are the control points and $N_{k}^{d}$ are the $d$ th-degree $B$ spline basis functions. A $B$-spline surface in three-dimensional space is defined by
$\mathbf{S}(u, v)=\sum_{i=0}^{n_{u}-1} \sum_{j=0}^{n_{v}-1} \mathbf{P}_{i, j} N_{i}^{p}(u) N_{j}^{q}(v)$,
where $\mathbf{P}_{i, j}$ are the control points, and $N_{i}^{p}(u), N_{j}^{q}(v)$ are the $p$ th-degree and $q$ th-degree $B$-spline basis functions, respectively. Assume that we have a $B$-spline curve $\mathbf{D}(t)$ lying completely in the parametric domain of the surface $\mathbf{S}$. Let $\widetilde{\mathbf{D}}(t)$ denote the image curve obtained by substituting $\mathbf{D}(t)$ into the surface equation of $\mathbf{S}$. We attempt to obtain a spatial low degree curve $\underset{\widetilde{\mathbf{C}}}{\widetilde{\mathbf{D}}}(t)$ lying completely on the surface $\mathbf{S}$ to approximate the curve $\widetilde{\mathbf{D}}(t)$. The main algorithm flow is described as follows.

1. Divide the $B$-spline surface into some Bézier surfaces by the insertion of knots, and approximate the domain curve with a polyline.
2. Subdivide the domain curve so that the Hausdorff distance between the mapped curve of the polyline and that of the $B$-spline curve is under the user-specified tolerance $\varepsilon_{D}$.
3. Subdivide the domain curve so that the spatial approximate curve is $\varepsilon_{T}-G^{1}$ continuous.
4. Project the polyline to the $B$-spline surface.

The following sections illustrate how to generate the approximate curve.

## 3. Approximate polyline

We first define several notations that will be used in the following sections.

Definition 1. Given a point $\mathbf{P}$ and a polyline $\mathbf{C}(t)$, the distance between $\mathbf{P}$ and $\mathbf{C}(t)$ is $\|\mathbf{P}-\mathbf{C}(t)\|=\min _{\mathbf{Q} \in \mathbf{C}(t)}\|\mathbf{P}-\mathbf{Q}\|$.

An example for the distance between one point and a polyline composed of just one line segment on a plane is given in Fig. 2. The two lines perpendicular to the line segment ( $\mathbf{P}_{\mathbf{1}}, \mathbf{P}_{2}$ ) (denoted as $\mathbf{C}(t)$ ) and through the end points divide the plane into three areas: $\mathbf{D}_{1}, \mathbf{D}_{2}$ and $\mathbf{D}_{3}$. For all points in area $\mathbf{D}_{1}\left(\mathbf{D}_{3}\right)$, the closest point on $\mathbf{C}(t)$ is $\mathbf{P}_{\mathbf{1}}\left(\mathbf{P}_{2}\right)$. Thus we have $\| \mathbf{M}_{\mathbf{1}}-$


Fig. 2. The distances between points and lines.


Fig. 3. The categories of Bézier curves: (a) a single-sided curve; (b) a doublesided curve.
$\mathbf{C}(t)\|=\| \mathbf{M}_{\mathbf{1}}-\mathbf{P}_{\mathbf{1}} \|$ and $\left\|\mathbf{M}_{\mathbf{3}}-\mathbf{C}(t)\right\|=\left\|\mathbf{M}_{\mathbf{3}}-\mathbf{P}_{\mathbf{2}}\right\|$ where point $\mathbf{M}_{\mathbf{1}} \in \mathbf{D}_{1}$ and point $\mathbf{M}_{\mathbf{3}} \in \mathbf{D}_{3}$. For an arbitrary point $\mathbf{M}_{2}$ in area $\mathbf{D}_{2}$, the closest point on $\mathbf{C}(t)$ is the foot of the perpendicular from the point to $\mathbf{C}(t)$, denoted as $\mathbf{M}_{4}$. Thus we have $\left\|\mathbf{M}_{\mathbf{2}}-\mathbf{C}(t)\right\|=\left\|\mathbf{M}_{\mathbf{2}}-\mathbf{M}_{\mathbf{4}}\right\|$.

Definition 2. Given a curve $\mathbf{C}_{\mathbf{1}}(t)$ and a polyline $\mathbf{C}_{\mathbf{2}}(t)$, the directed Hausdorff distance from $\mathbf{C}_{\mathbf{1}}(t)$ to $\mathbf{C}_{\mathbf{2}}(t)$ is $h\left(\mathbf{C}_{\mathbf{1}}(t), \mathbf{C}_{\mathbf{2}}(t)\right)=\max _{\mathbf{P} \in \mathbf{C}_{\mathbf{1}}(t)}\left\|\mathbf{P}-\mathbf{C}_{\mathbf{2}}(t)\right\|$. The Hausdorff distance between $\mathbf{C}_{\mathbf{1}}(t)$ and $\mathbf{C}_{\mathbf{2}}(t)$ is $H\left(\mathbf{C}_{\mathbf{1}}(t), \mathbf{C}_{\mathbf{2}}(t)\right)=$ $\max \left(h\left(\mathbf{C}_{\mathbf{1}}(t), \mathbf{C}_{\mathbf{2}}(t)\right), h\left(\mathbf{C}_{\mathbf{2}}(t), \mathbf{C}_{\mathbf{1}}(t)\right)\right)$.
$h\left(\mathbf{C}_{\mathbf{1}}(t), \mathbf{C}_{\mathbf{2}}(t)\right)=h\left(\mathbf{C}_{\mathbf{2}}(t), \mathbf{C}_{\mathbf{1}}(t)\right)$ does not hold in general. Here we classify the Bézier curves into two categories as follows.

1. Single-sided curves: the Bézier curves that are on only one side of their corresponding line segments (see Fig. 3(a)). The line segment connecting the end points of a Bézier curve defines two half planes. The single-sided curve is a curve contained in just one half plane.
2. Double-sided curves: the Bézier curves that are on both sides of their corresponding line segments (see Fig. 3(b)).
If $\mathbf{C}_{\mathbf{1}}(t)$ is a single-sided Bézier curve and $\mathbf{C}_{\mathbf{2}}(t)$ is the line segment that connects the end points of $\mathbf{C}_{\mathbf{1}}(t)$, we have $h\left(\mathbf{C}_{\mathbf{1}}(t), \mathbf{C}_{\mathbf{2}}(t)\right) \geq h\left(\mathbf{C}_{\mathbf{2}}(t), \mathbf{C}_{\mathbf{1}}(t)\right)$ (see Appendix for the demonstration). Thus $h\left(\mathbf{C}_{\mathbf{1}}(t), \mathbf{C}_{\mathbf{2}}(t)\right)=H\left(\mathbf{C}_{\mathbf{1}}(t), \mathbf{C}_{\mathbf{2}}(t)\right)$. For simplicity, without explicit explanation, we use $h\left(\mathbf{C}_{\mathbf{1}}(t), \mathbf{C}_{\mathbf{2}}(t)\right)$ as the Hausdorff distance between $\mathbf{C}_{\mathbf{1}}(t)$ and $\mathbf{C}_{\mathbf{2}}(t)$.

Definition 3. Given a polyline $\mathbf{C}(t)$, the $d$ tolerance boundary is composed of all the points $\mathbf{P}$ that satisfy $\|\mathbf{P}-\mathbf{C}(t)\|=d$.

Given a $B$-spline surface, we divide it into Bézier surfaces by the insertion of knots (see Fig. 4). Given a $B$-spline curve $\mathbf{D}(t)$ in the parametric domain of the surface (see Fig. 5), we use a polyline to approximate it. First, the $B$-spline curve $\mathbf{D}(t)$ is subdivided as follows.

1. Divide the $B$-spline curve (see Fig. 6) at


Fig. 4. $B$-spline surface division: (a) the original $B$-spline surface; (b) the resultant Bézier surfaces.


Fig. 5. $B$-spline curve in the surface domain.


Fig. 6. Approximate polyline: $\times$ denotes the knot position of $\mathbf{D}(t), \bigcirc$ denotes the position where the curve crosses a knot value in the $u$-direction, $\Delta$ denotes the position where the curve crosses a knot value in the $v$-direction.
. knot positions of $\mathbf{D}(t)$;
. parameter values where $\mathbf{D}(t)$ crosses a knot value in the $u$-direction or a knot value in the $v$-direction.
2. A Bézier curve $\mathbf{C}_{1}(t)$ is defined by

$$
\begin{equation*}
\mathbf{C}_{1}(t)=\sum_{i=0}^{n} B_{i}^{n}(t) \mathbf{P}_{i}, \quad 0 \leq t \leq 1, \tag{1}
\end{equation*}
$$



Fig. 7. The initial polyline. The dots are the split points of the $B$-spline curve, which are also the end points of the line segments.
where $\mathbf{P}_{i}=\left(u_{i}, v_{i}\right)^{T}$. From Eq. (1), we can obtain the parameter values of the intersection points of the Bézier curve and the line segment connecting the two end points. For curves of degree three, the parameter values of the intersection points are as follows:

$$
\left\{\begin{array}{l}
t_{0}=0 \\
t_{1}=\frac{\left(u_{3}-u_{0}\right) v_{1}-\left(v_{3}-v_{0}\right) u_{1}-u_{3} v_{0}+u_{0} v_{3}}{\left(u_{3}-u_{0}\right)\left(v_{1}-v_{2}\right)+\left(v_{3}-v_{0}\right)\left(u_{2}-u_{1}\right)} \\
t_{2}=1
\end{array}\right.
$$

If $t_{1} \notin(0,1)$, the curve is a single-sided curve; otherwise, it is a double-sided curve. We split double-sided curves into single-sided Bézier curves at the intersection points. For the double-sided curve shown in Fig. 3(b), we divide it into two single-sided curves at the intersection point $\mathbf{Q}$.

Then by connecting all the mutual points of adjacent Bézier curves sequentially, we obtain the initial polyline (see Fig. 7). The domain curve $\mathbf{D}(t)$ is further subdivided repeatedly to satisfy the distance and angle tolerances in the following sections.

## 4. Approximation precision

A good approximation algorithm should control the Hausdorff distance between the approximate curve and the exact curve. To control the Hausdorff distance between the mapped curves of the polyline and the $B$-spline curve under the user-specified tolerance $\varepsilon_{D}$, we must subdivide the Bézier curves whose directed Hausdorff distances to their corresponding line segments are more than the 2 D tolerance $d$ in the parametric domain, which will be calculated soon. After the curve splitting in Section 3, each Bézier curve lies inside the parametric domain of one definite Bézier surface and all the Bézier curves are single-sided. Suppose that $\mathbf{C}_{1}(t)$ and $\mathbf{C}_{2}(t)$ are the Bézier curve and its corresponding line segment, respectively. From the tolerance $\varepsilon_{D}$ and the located Bézier surface, we calculate $d$ as follows. Here we use $\widetilde{\mathbf{P}}$ to denote the spatial mapped element on the $B$-spline surface of a


Fig. 8. Tolerance computation in the parametric domain.
planar element $\mathbf{P}$ in the parametric domain. From Definition 2, the Hausdorff distance between the approximate curve and the exact curve is as follows.
$H\left(\widetilde{\mathbf{C}}_{1}(t), \widetilde{\mathbf{C}}_{2}(t)\right)=\max _{\widetilde{\mathbf{P}} \in \widetilde{\mathbf{C}}_{1}(t)}\left\|\widetilde{\mathbf{P}}-\widetilde{\mathbf{C}}_{2}(t)\right\|$.
Supposing $\mathbf{Q}$ to be $\mathbf{P}$ 's nearest point on $\mathbf{C}_{\mathbf{2}}(t)$ (see Fig. 8), we have
$\max _{\widetilde{\mathbf{P}} \in \widetilde{\mathbf{C}}_{1}(t)}\left\|\widetilde{\mathbf{P}}-\widetilde{\mathbf{C}}_{2}(t)\right\| \leq \max _{\widetilde{\mathbf{P}} \in \widetilde{\mathbf{C}}_{1}(t)}\|\widetilde{\mathbf{P}}-\widetilde{\mathbf{Q}}\|$.
Letting $\mathbf{R}$ be the intersection point of the $v$-direction line through point $\mathbf{P}$ and the $u$-direction line through point $\mathbf{Q}$, we have
$\max _{\widetilde{\mathbf{P}} \in \widetilde{\mathbf{C}}_{1}(t)}\|\widetilde{\mathbf{P}}-\widetilde{\mathbf{Q}}\| \leq \max _{\widetilde{\mathbf{P}} \in \widetilde{\mathbf{C}}_{1}(t)}(\|\widetilde{\mathbf{P}}-\widetilde{\mathbf{R}}\|+\|\widetilde{\mathbf{R}}-\widetilde{\mathbf{Q}}\|)$.
From Eq. (2), and Inequalities (3) and (4), we have
$H\left(\widetilde{\mathbf{C}}_{1}(t), \widetilde{\mathbf{C}}_{2}(t)\right) \leq \max _{\mathbf{P} \in \widetilde{\mathbf{C}}_{1}(t)}(\|\widetilde{\mathbf{P}}-\widetilde{\mathbf{R}}\|+\|\widetilde{\mathbf{R}}-\widetilde{\mathbf{Q}}\|)$.
Given a Bézier surface defined by
$\mathbf{S}(u, v)=\sum_{i=0}^{m} \sum_{j=0}^{n} B_{i}^{m}(u) B_{j}^{n}(v) \mathbf{P}_{i, j}$,

$$
\begin{equation*}
u \in[0,1], v \in[0,1], \tag{6}
\end{equation*}
$$

Selimovic [19] derived the bound on the first-order derivative:
$\left\|\frac{\partial \mathbf{S}}{\partial u}\right\| \leq m \max _{i, h, k}\left\|\mathbf{P}_{i+1, h}-\mathbf{P}_{i, k}\right\|$
and

$$
\begin{equation*}
\left\|\frac{\partial \mathbf{S}}{\partial v}\right\| \leq n \max _{i, h, k}\left\|\mathbf{P}_{h, i+1}-\mathbf{P}_{k, i}\right\| \tag{8}
\end{equation*}
$$

From Inequality (8), we have

$$
\|\widetilde{\mathbf{P}}-\widetilde{\mathbf{R}}\| \leq\left|\int_{R_{v}}^{P_{v}} \frac{\partial \mathbf{S}}{\partial v} \mathrm{~d} v\right|
$$



Fig. 9. Distance between a single-sided curve and its corresponding line segment.

$$
\begin{equation*}
\leq n\|\mathbf{P}-\mathbf{R}\| \max _{i, h, k}\left\|\mathbf{P}_{h, i+1}-\mathbf{P}_{k, i}\right\| \tag{9}
\end{equation*}
$$

From Inequality (7), we similarly have

$$
\begin{equation*}
\|\widetilde{\mathbf{R}}-\widetilde{\mathbf{Q}}\| \leq m\|\mathbf{R}-\mathbf{Q}\| \max _{i, h, k}\left\|\mathbf{P}_{i+1, h}-\mathbf{P}_{i, k}\right\| . \tag{10}
\end{equation*}
$$

From Inequalities (5), (9) and (10), we have

$$
\begin{align*}
H\left(\widetilde{\mathbf{C}}_{1}(t), \widetilde{\mathbf{C}}_{2}(t)\right) \leq & \max _{\widetilde{\mathbf{P}} \in \widetilde{\mathbf{C}}_{1}(t)}(\|\widetilde{\mathbf{P}}-\widetilde{\mathbf{R}}\|+\|\widetilde{\mathbf{R}}-\widetilde{\mathbf{Q}}\|) \\
\leq & \max _{\mathbf{P} \in \mathbf{C}_{1}(t)}\left(n\|\mathbf{P}-\mathbf{R}\| \max _{i, h, k}\left\|\mathbf{P}_{h, i+1}-\mathbf{P}_{k, i}\right\|\right. \\
& \left.+m\|\mathbf{R}-\mathbf{Q}\| \max _{i, h, k}\left\|\mathbf{P}_{i+1, h}-\mathbf{P}_{i, k}\right\|\right) \\
\leq & \max _{\mathbf{P} \in \mathbf{C}_{1}(t)}(\|\mathbf{P}-\mathbf{Q}\|)\left(n \max _{i, h, k}\left\|\mathbf{P}_{h, i+1}-\mathbf{P}_{k, i}\right\|\right. \\
& \left.+m \max _{i, h, k}\left\|\mathbf{P}_{i+1, h}-\mathbf{P}_{i, k}\right\|\right) \\
= & H\left(\mathbf{C}_{1}(t), \mathbf{C}_{2}(t)\right)\left(n \max _{i, h, k} \| \mathbf{P}_{h, i+1}\right. \\
& \left.-\mathbf{P}_{k, i}\left\|+m \max _{i, h, k}\right\| \mathbf{P}_{i+1, h}-\mathbf{P}_{i, k} \|\right) \\
\leq & \varepsilon_{D} . \tag{11}
\end{align*}
$$

From Inequality (11), we have

$$
\begin{align*}
& H\left(\mathbf{C}_{1}(t), \mathbf{C}_{2}(t)\right) \\
& \quad \leq \frac{\varepsilon_{D}}{n \max _{i, h, k}\left\|\mathbf{P}_{h, i+1}-\mathbf{P}_{k, i}\right\|+m \max _{i, h, k}\left\|\mathbf{P}_{i+1, h}-\mathbf{P}_{i, k}\right\|} \tag{12}
\end{align*}
$$

Let
$d=\frac{\varepsilon_{D}}{n \max _{i, h, k}\left\|\mathbf{P}_{h, i+1}-\mathbf{P}_{k, i}\right\|+m \max _{i, h, k}\left\|\mathbf{P}_{i+1, h}-\mathbf{P}_{i, k}\right\|}$.
If $H\left(\mathbf{C}_{1}(t), \mathbf{C}_{2}(t)\right) \leq d$, the Hausdorff distance between $\widetilde{\mathbf{C}}_{2}(t)$ and $\widetilde{\mathbf{C}}_{1}(t)$ is controlled under the user-specified tolerance $\varepsilon_{D}$. If this condition holds for all Bézier curves in the parametric domain, the Hausdorff distance between the approximate curve and the exact curve is also controlled under $\varepsilon_{D}$.

To compute $H\left(\mathbf{C}_{1}(t), \mathbf{C}_{2}(t)\right)$, the single-sided Bézier curve is divided into sub-curves by $\mathbf{C}_{2}(t)$ 's perpendicular lines
through its end points. An example is given in Fig. 9. The curve $\mathbf{C}_{1}(t)$ is divided into three sub-curves at the intersection points $\mathbf{Q}_{1}$ and $\mathbf{Q}_{2}$. For the sub-curve in $\mathbf{D}_{2}$, the farthest point $\mathbf{Q}_{3}$ to the line segment is the point whose tangent is parallel to the line $\mathbf{C}_{2}(t)$ if it exists, or otherwise, one of the end points. For the sub-curve in $\mathbf{D}_{3}$, the farthest point $\mathbf{Q}_{4}$ to $\mathbf{P}_{n}$ is the point whose tangent is perpendicular to the line $\left(\mathbf{P}_{n}, \mathbf{Q}_{4}\right)$ if it exists, or otherwise, the end point $\mathbf{Q}_{2}$. A similar method is used for the sub-curve in $\mathbf{D}_{1}$. In all, to compute the Hausdorff distance between the Bézier curve and its corresponding line segment, we need to compute the following candidate points:

1. The intersection points of the Bézier curve and the lines which are perpendicular to the corresponding line segment through its end points.
2. The point on the Bézier curve whose tangent is parallel to the corresponding line segment. The derivative of the curve (1) is
$\mathbf{C}_{1}^{\prime}(t)=n \sum_{i=0}^{n-1} B_{i}^{n}(t)\left(\mathbf{P}_{i+1}-\mathbf{P}_{i}\right), \quad 0 \leq t \leq 1$.
Let $\mathbf{V}$ denote the vector $\left(v_{0}-v_{n}, u_{n}-u_{0}\right)^{T}$, which is perpendicular to the line. Because the derivative is parallel to the line $\left(\mathbf{P}_{0}, \mathbf{P}_{n}\right)$, we have
$\mathbf{C}_{1}^{\prime}(t) \cdot \mathbf{V}=0$.
From Eqs. (13) and (14), we have
$\sum_{i=0}^{n-1} B_{i}^{n}(t)\left(\mathbf{P}_{i+1}-\mathbf{P}_{i}\right) \cdot \mathbf{V}=0$.
Eq. (15) is a polynomial of variable $t$. Roots of Eq. (15) in $(0,1)$ are parameter values of the candidate points.
3. The points on the Bézier curve whose tangents are perpendicular to the lines from them to the end points. For the end point $\mathbf{P}_{0}$, the parameter values of the candidate points satisfy the following equation:
$\mathbf{C}_{1}^{\prime}(t) \cdot\left(\mathbf{C}_{1}(t)-\mathbf{P}_{0}\right)=0$.
Roots of Eq. (16) whose corresponding points lie inside area $\mathbf{D}_{1}$ are the candidate parameter values. For the end point $\mathbf{P}_{n}$, the parameter values of the candidate points satisfy the following equation:

$$
\begin{equation*}
\mathbf{C}_{1}^{\prime}(t) \cdot\left(\mathbf{C}_{1}(t)-\mathbf{P}_{n}\right)=0 \tag{17}
\end{equation*}
$$

Roots of Eq. (17) whose corresponding points lie inside area $\mathbf{D}_{3}$ are parameter values of the candidate points. Eqs. (16) and (17) can be solved using an iterative method.

Select the farthest point to the line from candidate points calculated above. Letting $d_{1}$ denote the distance between the farthest point and the line, we have $d_{1}=H\left(\mathbf{C}_{1}(t), \mathbf{C}_{2}(t)\right)$. If $d_{1} \leq d$ holds for all Bézier curves, we get the final polyline; otherwise, each Bézier curve that fails, which is single-sided due to the curve splitting in Section 3, is handled as follows.
Step 1. The Bézier curve is subdivided at the farthest point.
Step 2. If the sub-curves are double-sided, they are split at the intersection points of the sub-curves and their corresponding line segments.


Fig. 10. Approximate polylines for (a) $\varepsilon_{D}=0.5$, (b) $\varepsilon_{D}=0.1$, (c) $\varepsilon_{D}=0.01$, (d) $\varepsilon_{D}=0.001$.

Step 3. Check whether $d_{1} \leq d$ holds for all generated subcurves. For each sub-curve that fails, go to Step 1.
After the splitting procedure above, the Hausdorff distance between the approximate curve obtained in this section and the exact curve is under the user-specified tolerance $\varepsilon_{D}$. Also all the planar Bézier curves in the parametric domain are single-sided, which is a necessary condition for Theorem 1 in the next section. For the $B$-spline curve shown in Figs. 5 and 10(a)-(d) show the approximate polylines for $\varepsilon_{D}=$ $\{0.5,0.1,0.01,0.001\}$. The $B$-spline curve is located in the parametric domain of the surface shown in Fig. 4(a).

Comparison between user-specified distance tolerances and the resulting errors would help us to know whether the distance bound is tight or not. If we map the curve shown in Fig. 4 to the $B$-spline surface of degree $3 \times 3$ shown in Fig. 4, the spatial approximate curves deviate from the exact curve differently according to the user-specified tolerances. The resulting Hausdorff distances between the spatial approximate curves and the exact curve are given in Table 1. From Table 1, when the tolerances become small enough, the resulting errors are about one tenth of them. From Eq. (12), the larger the obtained 2D tolerance $d$ is, the tighter the distance bound would be. How to compute a larger 2D tolerance for a user-specified 3D distance tolerance is left as a future work. How to generate
an $\varepsilon_{T}-G^{1}$ continuous approximate curve that lies completely on the surface is described in the next section.

## 5. $\varepsilon_{T}-G^{1}$ continuous curves

Curves are said to be $\varepsilon_{T}-G^{1}$ continuous if the maximum tangent discrepancy between any pair of adjacent curves (see Fig. 11) is bounded by the angle tolerance $\varepsilon_{T}$. The end derivatives of the mapped curve are computed as follows. The line segment $\mathbf{C}_{2}(t)$ shown in Fig. 8 can be represented in the form of the parameter equation of variable $t$ as follows.
$\mathbf{C}_{2}(t)=\mathbf{P}_{0}(1-t)+t \mathbf{P}_{n}, \quad 0 \leq t \leq 1$,
where $\mathbf{P}_{0}=\left(u_{0}, v_{0}\right)^{T}$ and $\mathbf{P}_{n}=\left(u_{n}, v_{n}\right)^{T}$. By substituting Eq. (18) into Eq. (6), we have

$$
\begin{align*}
\widetilde{\mathbf{C}}_{2}(t) & =\mathbf{S}\left(\mathbf{C}_{2}(t)\right) \\
& =\mathbf{S}\left(u_{0}+t\left(u_{n}-u_{0}\right), v_{0}+t\left(v_{n}-v_{0}\right)\right) \tag{19}
\end{align*}
$$

According to the chain rule, we get from Eq. (19)

$$
\begin{aligned}
\widetilde{\mathbf{C}}_{2}^{\prime}(t) & =\frac{\partial \mathbf{S}}{\partial u} \frac{\mathrm{~d} u}{\mathrm{~d} t}+\frac{\partial \mathbf{S}}{\partial v} \frac{\mathrm{~d} v}{\mathrm{~d} t} \\
& =\left(u_{n}-u_{0}\right) \frac{\partial \mathbf{S}}{\partial u}\left(u_{0}+t\left(u_{n}-u_{0}\right), v_{0}+t\left(v_{n}-v_{0}\right)\right)
\end{aligned}
$$



Fig. 11. Tangent discrepancy between curves: (a) three line segments in the parametric domain; (b) angles between the end derivatives of the adjacent mapped curves.

Table 1
Comparison of user-specified distance tolerances and the resulting errors

| Tolerance | 1 | 0.5 | 0.3 | 0.1 | 0.01 | 0.001 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| Error | 0.02798 | 0.02798 | 0.01858 | 0.00773 | 0.00102 | 0.00011 |

$$
\begin{align*}
& +\left(v_{n}-v_{0}\right) \frac{\partial \mathbf{S}}{\partial v}\left(u_{0}+t\left(u_{n}-u_{0}\right), v_{0}\right. \\
& \left.+t\left(v_{n}-v_{0}\right)\right) \tag{20}
\end{align*}
$$

For a Bézier surface defined in Eq. (6), the partial derivatives [14] are

$$
\begin{equation*}
\frac{\partial \mathbf{S}}{\partial u}(u, v)=m \sum_{i=0}^{m-1} \sum_{j=0}^{n} B_{i}^{m-1}(u) B_{j}^{n}(v)\left(\mathbf{P}_{i+1, j}-\mathbf{P}_{i, j}\right), \tag{21}
\end{equation*}
$$

and

$$
\begin{equation*}
\frac{\partial \mathbf{S}}{\partial v}(u, v)=n \sum_{i=0}^{m} \sum_{j=0}^{n-1} B_{i}^{m}(u) B_{j}^{n-1}(v)\left(\mathbf{P}_{i, j+1}-\mathbf{P}_{i, j}\right) . \tag{22}
\end{equation*}
$$

Letting $t=0$ and $t=1$, from Eqs. (20)-(22), we obtain the two end derivatives of the mapped curve $\widetilde{\mathbf{C}}_{2}(t)$. If the angle (denoted as $\alpha$ ) between the end derivatives at the mutual point of two adjacent mapped curves exceeds the angle tolerance $\varepsilon_{T}$, the Bézier curve with the greater deviation from its corresponding line segment is subdivided at the farthest point. This operation is performed repeatedly until $\alpha<\varepsilon_{T}$ holds for all the adjacent line segments. After the splitting operations, we should guarantee that Hausdorff distance between the approximate curve and the exact curve remain under the tolerance $\varepsilon_{D}$ for each Bézier curve in the parametric domain.

Theorem 1. For a single-sided Bézier curve in the parametric domain, if the Hausdorff distance between the approximate curve and the exact curve is under the tolerance $\varepsilon_{D}$, it also holds after splitting operations.

Proof. After splitting operations, a polyline $\mathbf{C}_{3}(t)$ is generated to approximate a single-sided Bézier curve $\mathbf{C}_{1}(t)$ (see Fig. 12).


Fig. 12. Demonstration of Theorem 1.

Table 2
Results for a curve on a Bézier surface

|  | Exact | Degree reduction | Our algorithm |
| :--- | :--- | :--- | :--- |
| Tolerance | - | $1 \times 10^{-3}$ | $1 \times 10^{-3} / 10^{\circ}$ |
| Degree | 8 | 3 | 4 |
| Number of control points | 9 | 16 | 33 |
| Number of segments | 1 | 7 | 8 |
| Distance to $\mathbf{S}$ | 0 | $0.63 \times 10^{-4}$ | 0 |
| Continuity | $G^{1}$ | $G^{1}$ | $10^{\circ}-G^{1}$ |
| Processor time (ms) | 0.23 | 21 | 15 |

For the curve $\mathbf{C}_{1}(t)$, the $d$ tolerance boundary of its corresponding line segment $\left(\mathbf{P}_{0}, \mathbf{P}_{n}\right)$ is the curve AIBGHEFA. The lines perpendicular to $\mathbf{C}_{2}(t)$ through points $\mathbf{P}_{0}$ and $\mathbf{P}_{n}$ intersect the tolerance boundary AIBGHEFA at points E and $\mathbf{H}$, respectively. Because $\mathbf{C}_{1}(t)$ is single-sided, it lies on one side of the line $\left(\mathbf{P}_{0}, \mathbf{P}_{n}\right)$. Suppose that $\mathbf{C}_{1}(t)$ lies inside


Fig. 13. Approximate polylines for $\varepsilon_{D}=0.1$ and (a) $\varepsilon_{T}=10^{\circ}$, (b) $\varepsilon_{T}=1^{\circ}$.
the closed curve $\mathbf{A P}_{\mathbf{0}} \mathbf{P}_{\mathbf{n}}$ BGHEFA. We divide the domain inside $\mathbf{A P}_{\mathbf{0}} \mathbf{P}_{\mathbf{n}}$ BGHEFA into three areas by lines $\left(\mathbf{P}_{0}, \mathbf{E}\right)$ and $\left(\mathbf{P}_{n}, \mathbf{H}\right)$, which are the area inside the curve $\mathbf{A P}_{\mathbf{0}} \mathbf{E F A}$, the area inside the curve $\mathbf{E P}_{\mathbf{0}} \mathbf{P}_{\mathbf{n}} \mathbf{H E}$, and the area inside the curve $\mathbf{H P}_{\mathbf{n}}$ BGH. Based on the division, every point inside curve $\mathbf{A P}_{\mathbf{0}} \mathbf{P}_{\mathbf{n}}$ BGHEFA is demonstrated to lie inside the $d$ tolerance boundary of the polyline $\mathbf{C}_{3}(t)$ as follows.
Case 1. For an arbitrary point $\mathbf{P}$ lying inside the curve $\mathbf{A P}_{0} \mathbf{E F A}$, the nearest point on $\mathbf{C}_{2}(t)$ is $\mathbf{P}_{0}$. Then we have $\left\|\mathbf{P}-\mathbf{C}_{3}(t)\right\| \leq d$. Thus each point lying inside the curve $\mathbf{A P}_{0} \mathbf{E F A}$ is inside the $d$ tolerance boundary of $\mathbf{C}_{3}(t)$.
Case 2. Similarly, each point $\mathbf{P}$ lying inside the curve $\mathbf{H P}_{\mathbf{n}}$ BGH can be demonstrated to lie inside the $d$ tolerance boundary of $\mathbf{C}_{3}(t)$.
Case 3. The line through point $\mathbf{P}$, which is perpendicular to $\mathbf{C}_{2}(t)$, intersects curves $\mathbf{C}_{2}(t),(\mathbf{E}, \mathbf{H})$ and $\mathbf{C}_{3}(t)$ at points $\mathbf{Q}_{1}, \mathbf{Q}_{2}$ and $\mathbf{Q}_{3}$, respectively. For each point $\mathbf{P}$ lying inside $\mathbf{E P}_{\mathbf{0}} \mathbf{P}_{\mathbf{n}} \mathbf{H E}$, the nearest point on $\mathbf{C}_{2}(t)$ is $\mathbf{Q}_{1}$. The length of line $\left(\mathbf{Q}_{1}, \mathbf{Q}_{2}\right)$ is $d$, so the distance between points $\mathbf{P}$ and $\mathbf{Q}_{3}$ is not greater than $d$. Thus $\left\|\mathbf{P}-\mathbf{C}_{3}(t)\right\| \leq d$ holds for all points inside $\mathbf{E P}_{\mathbf{0}} \mathbf{P}_{\mathbf{n}} \mathbf{H E}$.
In all, $h\left(\mathbf{C}_{3}(t), \mathbf{C}_{1}(t)\right) \leq d$ holds. Using a similar method, we can demonstrate that $h\left(\mathbf{C}_{1}(t), \mathbf{C}_{3}(t)\right) \leq d$. Thus $H\left(\mathbf{C}_{3}(t)\right.$, $\left.\mathbf{C}_{1}(t)\right) \leq d$. As all the curves above lie inside the parametric domain of one definite Bézier surface, we have $H\left(\widetilde{\mathbf{C}}_{1}(t), \widetilde{\mathbf{C}}_{3}(t)\right) \leq \varepsilon_{D}$.

After the approximate precision operations in Section 4, the Bézier curves are all single-sided. From Theorem 1, after the splitting operations in this section, the Hausdorff distance between the approximate curve and the exact curve will remain under the tolerance $\varepsilon_{D}$. For the $B$-spline curve shown in Fig. 5, Fig. 13(a)-(b) show the approximate polylines for $\varepsilon_{D}=0.1$ and $\varepsilon_{T}=\left\{10^{\circ}, 1^{\circ}\right\}$.

After the final approximate polyline is obtained, we map it to the spatial $B$-spline surface by composition of Bézier simplexes. Eq. (19) is a composition of Eqs. (18) and (6), which
are in the Bézier form. Blossoming techniques [3,4] are utilized to get the mapped curves in the Bézier form of the approximate line segments. The degree of the mapped curves is $p+q$, where $p$ and $q$ are the $u$-direction degree and $v$-direction degree of the $B$-spline surface, respectively.

## 6. Results

To show the performance of the algorithm presented in this paper, three examples are given below, which are all implemented in the environment with Intel Pentium IV CPU 2.0 GHz , 1 G Memory, Microsoft Windows XP, and Microsoft Visual C++ 6.0.

In the first example, a quadratic curve with 3 control points $\mathbf{P}_{0}=(0.1,0.1)^{T}, \mathbf{P}_{1}=(0.5,1.8)^{T}$ and $\mathbf{P}_{2}=(0.8,0.1)^{T}$ is mapped onto a biquadratic Bézier surface with 3 by 3 control points. The control points of the Bézier surface are

$$
\left\{\begin{array} { l } 
{ \mathbf { P } _ { 0 0 } = ( 0 , 2 , - 1 ) ^ { T } } \\
{ \mathbf { P } _ { 1 0 } = ( 1 , 1 , - 2 ) ^ { T } } \\
{ \mathbf { P } _ { 2 0 } = ( 1 , 0 , - 3 ) ^ { T } , }
\end{array} \quad \left\{\begin{array}{l}
\mathbf{P}_{01}=(2.5,1,0)^{T} \\
\mathbf{P}_{11}=(1,0,-0.5)^{T} \\
\mathbf{P}_{21}=(1,-1,-2)^{T}
\end{array}\right.\right.
$$

$$
\text { and }\left\{\begin{array}{l}
\mathbf{P}_{02}=(1,0,1.5)^{T} \\
\mathbf{P}_{12}=(2.5,-1,0)^{T} \\
\mathbf{P}_{22}=(-0.51,-2,-1)^{T}
\end{array}\right.
$$

The exact curve on the surface [17] has 9 control points, as shown in Fig. 14(b). The degree reduction algorithm introduced in [17] is implemented to generate one approximate curve (see Fig. 14(c)), where the tolerance is set to $10^{-3}$. The result of our algorithm is given in Fig. 14(d), where the distance tolerance is set to $10^{-3}$ and the angle tolerance is set to $10^{\circ}$. Results of the three algorithms are given in Table 2. The curves generated by our algorithm and the exact algorithm lie completely on the surface, while the degree of the curve generated by our algorithm is 4 , much lower than that of the exact 8th-degree curve. Though the curve generated by the degree reduction algorithm is very close to the surface, it does not lie completely on it. In addition, a comparison of the processor time taken by the degree reduction algorithm and our algorithm shows the


Fig. 14. Exact and approximate images of a quadratic Bézier curve on a biquadratic Bézier surface: (a) the exact curve; (b) the exact curve and its control polygon; the approximate curve and its control polygon generated by (c) the degree reduction algorithm and (d) our algorithm.
high efficiency of our algorithm. Though more subdivisions are needed, our algorithm is even faster than Renner's degree reduction algorithm.

In the second example, the cubic, closed $B$-spline curve in Fig. 5 with 10 control points lying in the parametric domain of bicubic human face model in Fig. 4(a) is mapped onto the human face surface with 17 by 17 control points (see Fig. 15(a)). The exact curve and its control polygon [17] are shown in Fig. 15(b). The result of the degree reduction algorithm in [17] is shown in Fig. 15(c), where the target degree is set to 3 and the tolerance is set to $10^{-3}$. One approximation is also computed using our presented algorithm (see Fig. 15(d)), where $\varepsilon_{D}$ is set to $10^{-3}$ and $\varepsilon_{T}$ is set to $1^{\circ}$. Results of the three algorithms are given in Table 3 .

In the third example, a cubic curve consisting of 20 segments is mapped onto a bicubic $B$-spline tiger ear surface with 19 by 19 control points (see Fig. 16(a)). The exact curve on the surface has more than 800 control points, as shown in Fig. 16(b). The result of the degree reduction algorithm is shown in Fig. 16(c), where the tolerance is set to $10^{-3}$. The result of our algorithm is given in Fig. 16(d), where the distance tolerance to the exact curve is set to $10^{-3}$ and the angle tolerance is set to $1^{\circ}$. Results of the three algorithms are given in Table 4.

The approximation algorithms in $[16,17]$ generate curves that are not completely on the $B$-spline surface. From Tables $2-$ 4, though our algorithm needs more subdivisions than Renner's approximation and exact algorithms, it generates a considerably lower degree curve than the exact algorithm, while the generated curve also lies completely on the $B$-spline surface, which is indispensable for many CAD applications, such as
surface blending and surface-surface intersection. The time cost of our algorithm is comparable with that of the degree reduction algorithm in [17], which satisfies the real-time needs of CAD applications. Also the curves generated in our algorithm are $\varepsilon-G^{1}$ continuous. For many applications such as NC-machining and surface blending, it is sufficient for surfaces to be $\varepsilon-G^{1}$ continuous. Engineering practice suggests that there is no ambiguity within acceptable working tolerance. The geometric discrepancies in the $\varepsilon-G^{1}$ surface models are very small and may be blended out in the subsequent manufacturing processes.

## 7. Conclusions

An approximation algorithm for computing a curve on a $B$-spline surface has been presented. First the initial polyline of the domain curve is generated. The domain curve is then subdivided repeatedly until the Hausdorff distance between the approximate curve and the exact curve is under the distance tolerance, after which the angle deviation between the mapped curves is controlled under the user-specified tolerance by another subdivision procedure. Compared with exact curves, the degree of the generated curves of our algorithm is much lower. Moreover, different from previous approximation algorithms, our algorithm generates curves that lie completely on the $B$-spline surface, which is indispensable for many CAD applications.
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Fig. 15. Exact and approximate images of a cubic domain curve on a bicubic $B$-spline surface of a human face: (a) the exact curve; (b) the exact curve and its control polygon; the approximate curve and its control polygon generated by (c) the degree reduction algorithm and (d) our algorithm.
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Fig. 16. Exact and approximate images of a cubic domain curve on a bicubic $B$-spline surface of an ear face: (a) the exact curve; (b) the exact curve and its control polygon; the approximate curve and its control polygon generated by (c) the degree reduction algorithm and (d) our algorithm.
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## Appendix

Theorem 2. Given a Bézier curve $\mathbf{C}_{\mathbf{1}}(t)$ and the corresponding line segment $\mathbf{C}_{2}(t)$ connecting the end points of curve $\mathbf{C}_{\mathbf{1}}(t)$, the


Fig. 17. The Hausdorff distance.

## directed Hausdorff distance from $\mathbf{C}_{\mathbf{1}}(t)$ to $\mathbf{C}_{\mathbf{2}}(t)$ is equal to the Hausdorff distance between them.

Proof. Given a Bézier curve $\mathbf{C}_{\mathbf{1}}(t)$ and the corresponding line segment $\mathbf{C}_{\mathbf{2}}(t)$ connecting the end points of curve $\mathbf{C}_{\mathbf{1}}(t)$, the directed Hausdorff distance from $\mathbf{C}_{\mathbf{2}}(t)$ to $\mathbf{C}_{\mathbf{1}}(t)$ is $h\left(\mathbf{C}_{\mathbf{2}}(t), \mathbf{C}_{\mathbf{1}}(t)\right)=\max _{\mathbf{Q}_{2} \in \mathbf{C}_{\mathbf{2}}(t)}\left\|\mathbf{Q}_{\mathbf{2}}-\mathbf{C}_{\mathbf{1}}(t)\right\|$. For an arbitrary point $\mathbf{Q}_{\mathbf{2}} \in \mathbf{C}_{\mathbf{2}}(t)$, there exists a point $\mathbf{Q}_{\mathbf{1}} \in \mathbf{C}_{\mathbf{1}}(t)$ such that
$\left\|\mathbf{Q}_{\mathbf{2}}-\mathbf{C}_{\mathbf{1}}(t)\right\| \leq\left\|\mathbf{Q}_{\mathbf{1}}-\mathbf{C}_{\mathbf{2}}(t)\right\|$,
which will be demonstrated soon. If Condition (23) holds for every point $\mathbf{Q}_{\mathbf{2}} \in \mathbf{C}_{\mathbf{2}}(t)$, we have
$\max _{\mathbf{Q}_{\mathbf{2}} \in \mathbf{C}_{\mathbf{2}}(t)}\left\|\mathbf{Q}_{\mathbf{2}}-\mathbf{C}_{\mathbf{1}}(t)\right\| \leq \max _{\mathbf{Q}_{\mathbf{1}} \in \mathbf{C}_{\mathbf{1}}(t)}\left\|\mathbf{Q}_{\mathbf{1}}-\mathbf{C}_{\mathbf{2}}(t)\right\|$,
which is
$h\left(\mathbf{C}_{\mathbf{2}}(t), \mathbf{C}_{\mathbf{1}}(t)\right) \leq h\left(\mathbf{C}_{\mathbf{1}}(t), \mathbf{C}_{\mathbf{2}}(t)\right)$.
From Definition 2, we have

$$
\begin{align*}
& H\left(\mathbf{C}_{\mathbf{1}}(t), \mathbf{C}_{\mathbf{2}}(t)\right) \\
& \quad=\max \left(h\left(\mathbf{C}_{\mathbf{1}}(t), \mathbf{C}_{\mathbf{2}}(t)\right), h\left(\mathbf{C}_{\mathbf{2}}(t), \mathbf{C}_{\mathbf{1}}(t)\right)\right) \tag{25}
\end{align*}
$$

From Eqs. (24) and (25), we have
$H\left(\mathbf{C}_{\mathbf{1}}(t), \mathbf{C}_{\mathbf{2}}(t)\right)=h\left(\mathbf{C}_{\mathbf{1}}(t), \mathbf{C}_{\mathbf{2}}(t)\right)$.
Condition (23) is demonstrated as follows. For an arbitrary point $\mathbf{Q}_{\mathbf{2}} \in \mathbf{C}_{\mathbf{2}}(t)$ (see Fig. 17), a circle $\mathbf{M}$ centered at $\mathbf{Q}_{\mathbf{2}}$ touches the Bézier curve $\mathbf{C}_{\mathbf{1}}(t)$ at the closest point $\mathbf{Q}_{\mathbf{3}}$ (which is the closest point on curve $\mathbf{C}_{\mathbf{1}}(t)$ to point $\mathbf{Q}_{\mathbf{2}}$ ). The perpendicular line of line segment $\mathbf{C}_{\mathbf{2}}(t)$ through point $\mathbf{Q}_{\mathbf{2}}$ intersects circle $\mathbf{M}$ and curve $\mathbf{C}_{\mathbf{1}}(t)$ at points $\mathbf{Q}_{4}$ and $\mathbf{Q}_{\mathbf{1}}$, respectively. Because there exists no point of curve $\mathbf{C}_{\mathbf{1}}(t)$ lying inside the circle $\mathbf{M}$ (from the definition of the closest point), we have $\left\|\mathbf{Q}_{\mathbf{2}}-\mathbf{Q}_{\mathbf{3}}\right\|=$ $\left\|\mathbf{Q}_{\mathbf{2}}-\mathbf{Q}_{\mathbf{4}}\right\| \leq\left\|\mathbf{Q}_{\mathbf{1}}-\mathbf{Q}_{\mathbf{2}}\right\|$. From Definition $1,\left\|\mathbf{Q}_{\mathbf{2}}-\mathbf{C}_{\mathbf{1}}(t)\right\|=$ $\min _{\mathbf{Q} \in \mathbf{C}_{\mathbf{1}}(t)}\left\|\mathbf{Q}_{\mathbf{2}}-\mathbf{Q}\right\|=\left\|\mathbf{Q}_{\mathbf{2}}-\mathbf{Q}_{\mathbf{3}}\right\|$ and $\left\|\mathbf{Q}_{\mathbf{1}}-\mathbf{C}_{\mathbf{2}}(t)\right\|=$ $\min _{\mathbf{Q} \in \mathbf{C}_{\mathbf{2}}(t)}\left\|\mathbf{Q}_{\mathbf{1}}-\mathbf{Q}\right\|=\left\|\mathbf{Q}_{\mathbf{1}}-\mathbf{Q}_{\mathbf{2}}\right\|$. Condition (23) follows. Thus Condition (26) holds.
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