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Middleware has become the popular runtime infrastructure of modern IT systems. Due to the complex application contexts and various user requirements, more and more applications are now making use of different middleware platforms. It might require the cooperation of several types of middleware, and result in challenging issues for collaborative management of heterogeneous middleware. To solve this problem, it may be a feasible solution to make management interfaces delivered in the form of services and used in serviceoriented styles. In this paper, we propose an approach to encapsulating middleware management interfaces into Web services. First of all, we introduce middleware management problems induced by the development of requirements. Then, we present the technical challenges and illustrate the details about how to enable different management interfaces to be in service-oriented styles. Followed by identified technical challenges, we evaluate the approach and primarily discuss how to manage middleware systems collaboratively based on management services.

INTRODUCTION

Middleware has become the popular runtime infrastructure of modern IT systems. It plays a crucial role in system management, which aims at keeping middleware working properly and ensures that it can fulfill application requirements at runtime.

To meet various requirements, applications have become more and more complex. Not all applications are running on the same type of middleware, because there is no single type of middleware that can serve various applications in all cases. We need to manage PKUAS (an application server) [START_REF] Hong | Gang.PKUAS:an architecture-based reflective component operating platform[END_REF], JBOSS [START_REF]JBoss Application Server[END_REF], MQSeries [START_REF][END_REF] and other middleware systems together. Obviously, the heterogeneous middleware platforms have different management capabilities and interfaces. As a result, we need some ways to hide the heterogeneity or reduce the complexity and difficulty of controlling such heterogeneity.

On the other hand, applications increasingly make use of different middleware resources and distributed platforms. To keep applications running properly, it is necessary to manage different middleware systems in the distributed platform collaboratively. Furthermore, today's applications may make use of middleware resources that are provided by the World Wide Web. In enterprises and other organizations, *corresponding author: liuxzh@sei.pku.edu.cn this leads to a distributed application infrastructure in which different elements of this infrastructure are owned and managed by different organizations. This dependency on infrastructure outside an organization's management domain has to be taken into consideration for system management. For example, the Pet Store application running on Google App Engine [START_REF]Google App Engine[END_REF] may use the storage services of Zoho CloudSQL [START_REF]Zoho CloudSQL[END_REF]. To keep the Pet Store application running properly, the application container provided by Google App Engine and the database provided by Zoho CloudSQL must be managed globally, instead of managing them separately. To accommodate the ever-increasing number of requests, the computational resources of the application container are enlarged so that the application can get more connected requests at a time. It further results in more requests to the database, which has already been busy in dealing with concurrent transactions. The increasing number of requests makes the workload of the database heavier, which leads to the overall decrease in performance. So it has to be taken into consideration for collaborative management of different middleware systems in the distributed platform. Current systems typically rely on a centrally managed configuration management database (CMDB) [START_REF] Estublier | Software configuration management: a roadmap[END_REF] to store information on a system's configuration. But this approach is unable to solve the problem of the distribution of management responsibility of applications. It requires a decentralized approach to system management that takes into account the distribution of management information and execution of management processes across organizational boundaries.

The issues of heterogeneity and openness make middleware management complex and difficult. Web service is a defacto industrial standard for encapsulation (which can deal with the heterogeneity issue in the management of middleware), interoperation (which can deal with the open accessibility issue in the management of middleware), flexibility, composition, etc. To solve the problem of collaborative management of middleware, it may be a feasible solution to enable management interfaces delivered in the form of services and used in serviceoriented styles [START_REF] Li Ying | Towards Management as a Service[END_REF] [START_REF] Yang | Management as a Service for IT Service Management[END_REF].

However, current middleware systems typically do not provide management functionalities in a service-oriented style. Most of middleware systems may provide web consoles for administrators and some of them may provide configuration files. In some scenarios, there may be exiting management scripts to fulfill complex management tasks. Some middleware systems may provide APIs. So we need to encapsulate these different kinds of middleware management interfaces to Web services. Furthermore, there are different styles of services, including SOAP Web service and RESTful Web service [START_REF] Fielding | Principled design of the modern Web architecture[END_REF]. Management services in different styles may be needed in different scenarios of middleware management. Hence, we should enable management interfaces to be in different service-oriented styles as required. The heterogeneous middleware management interfaces and the different service-oriented styles make service encapsulation for middleware management interfaces complex and difficult.

The objective of this paper is to propose an approach to encapsulating middleware management interfaces into Web services. The rest of this paper is organized as follows. Section 2 gives an overview of our approach. Section 3 illustrates how to transfer middleware management interfaces to management functionalities in the unified model. Section 4 presents the details about how to enable management functionalities in the unified model to be delivered in the form of services. Section 5 evaluates the encapsulation approach and Section 6 gives some discussions. Finally, we discuss related work in Section 7 and conclude this paper in Section 8.

II. APPROACH OVERVIEW

In this section, we give a brief overview of our service encapsulation approach for middleware management interfaces, which enables middleware management interfaces to be in service-oriented styles, as shown in Figure 1. Firstly, we transfer management interfaces into management functionalities in the unified model. Secondly, we enable management functionalities to be in service-oriented styles. There are different types of general middleware management interfaces. Some types of management interfaces, like APIs and Scripts, may be invoked directly. But other types of management interfaces, like web consoles, just promise that we can check the parameters of middleware and they do not provide the approach to reading and updating the values of the parameters through any routine interfaces. The heterogeneity of middleware management interfaces makes the encapsulation complex and difficult. So we present a unified model to solve this problem. To encapsulate management interfaces into Web services, we firstly transfer management interfaces into management functionalities in the unified model.

Given the management functionalities in the unified model, we then enable them to be in service-oriented styles. Management services in different styles may be needed in different scenarios of middleware management. On the one hand, SOAP Web service may expose different complex operations, and the style of SOAP Web service is functionality-centric. Most management functionalities are to fulfill some management task, so they are suit to be in the style of SOAP Web service. On the other hand, RESTful Web service just has four operations, including "Get", "Post", "Put" and "Delete". The style of RESTful Web service is resource-centric and only part of management functionalities are suit to be in the form of RESTful Web service, which operate on resources of middleware, such as parameters, database resources and so on. For example, we may read or update values of parameters of middleware through the "Get" or "Put" operations and create or delete database resources through the "Post" or "Delete" operations. But there are some complex management functionalities to fulfill a series of management tasks, which are usually provided by management scripts. Because their operations are complex and these complex management functionalities do not operate on resources of middleware, they are not suit to be in the form of RESTful Web service. In practice, we should decide which style of services the management functionalities are suit to be in.

Management services may be used to support collaborative management of middleware. For instance, SOAP management services may be assembled to business processes, in order to fulfill more complex management tasks. RESTful management services may be integrated, in order to gain views that transcend the perspective of a particular domain for administrators. Although this paper does not aim at the approach to collaborative management of middleware, we plan to give some discussion about how to make it feasible based on management services in Section 6.

III. THE UNIFIED MODEL OF INTERFACES

The unified model we proposed includes the unified interface and the unified implementation, as shown in Figure 2. There are some important metrics in the unified interface, which needs to be defined, such as the operation name, the inputs and the output. The unified implementation follows the constraints of the unified interface and has the specific middleware management functionality. We provide the mapping rule to fulfill the transformation from middleware management interfaces to management functionalities in the unified model, as shown in Figure 3. The content of the mapping rule includes the unified interface and the raw middleware management interface. The interfaces in the content of the mapping rule are the same as the unified interfaces in the model. The raw middleware management interfaces, which descript the details how to invoke management functionalities in routine interfaces, are intended to be generated to the unified implementations. The formats of the raw middleware management interfaces are defined in advance and different among types of management interfaces. To transfer management interfaces into management functionalities in the unified model, different contents of the mapping rule should be provided, according to the types of the management interface. In the following paragraphs, we plan to discuss the mapping rule for four different middleware management interfaces. Although there may be some other types of middleware management interfaces, we may do the transformation similarly.

A. The Mapping Rule for APIs

We may invoke APIs to manage middleware systems directly. So to fulfill the mapping rule, we just have to provide the information about calling the objective method, including the package name, the method name and so on, as shown in Figure 3.

B. The Mapping Rule for Scripts

The mapping rule for scripts is similar to the rule for APIs. We should provide the information about invoking the objective script, such as the path, the script's name and so on, as shown in Figure 3.

C. The Mapping Rule for Configuration Files

The interfaces of configuration files just provide the configurable parameters but not any methods to be invoked directly. We provide a rule to generate the routine interfaces from configuration files.

According to the rule, we should provide the "file_path" and the "xml_element", as shown in Figure 3. The "file_path" shows the location of the configuration file of middleware. The "xml_element" is a fragment of the configuration file, which locates the objective parameter that we need in the configuration file, as shown in Figure 4. Depend on the "xml_element", we may access the objective parameter. Through reading or updating the value of the parameter in the configuration file, we may fulfill the management functionalities to get or set the parameter of middleware. So given the information above, we may generate the objective routine interfaces. 

D. The Mapping Rule for Web Consoles

The interface of web consoles is similar to configuration files'. But it is more complex and difficult to read and update values of parameters on the web console than in the configuration file. Although the interface does not provide the method invoked to read or update parameters and there are not any local configuration files, we may access the parameters on the web consoles as administrators do.

What administrators do on the web console is in essence to send requests to the server of the web consoles. So we may also read and update parameters through sending requests to servers of web consoles. However, there is a problem in this process. Management interfaces provided by web consoles are not in the service-oriented style and they are stateful. For instance, administrators' logging in the server, interring the web container page and setting the value of the parameter are intended to send three different requests to the server. Once a request is sent to the server, the session state may be changed and kept. Only if the session state is suitable, the request is intended to be fulfilled. So if we just send the last request, the parameter cannot be set. Therefore, we should keep the sample sequence of the requests from logging in the server to setting the value of the parameter. Then we may set it through sending the requests modified from the sample sequence.

We define the mapping rule for web consoles, as shown in Figure 5. The "requests" are http headers and it may be acquired by some exiting tools, such as Live HTTP headers [START_REF] Savard | Live HTTP Headers[END_REF]. The "element" indicates which parameter we plan to read or update. The "method" defines whether the function aims at getting or setting the parameter. In the implementation, we send the sequence of requests to the server. If the method is to read the parameter, we intend to search the value of the parameter on the last page. So we should analyze the content of the last page returned from the server. If the method is to update the parameter, we intend to send the sequence of requests with the new value of the parameter. So we should modify the value of the parameter in the last request of the sample sequence. Now we take the "max threads" of the connector for an example, which is a parameter of PKUAS [START_REF] Hong | Gang.PKUAS:an architecture-based reflective component operating platform[END_REF]. PKUAS provides the web console for administrators to adjust parameters and we intend to access the value of the "max Figure 6. the Mapping Rule for Web Consoles threads" in this way too. We plan to achieve management functionalities to get and set the value of the "max threads" in routine interfaces, as shown in Figure 6.

Firstly, we should simulate administrators to get and set the value of the "max threads", in order to acquire the sample sequence of requests sent to the server of the web console. In this instance, the operation to get the parameter has 2 requests, including the requests to log in and to inter the page of the web container. The operation to set the parameter has 3 requests, including the two requests above and the request to update the value of the "max threads".

Secondly, we should make sure the "element", which represents the parameter, in the request and the content of the web page. In this instance, the "element" is "Connector__maxThreads". When we plan to get the value of the parameter, we should send the sample sequence of requests, locate the position of the element in the content of the last page returned and get the value. On the other hand, when we plan to set the value of the parameter, we should locate the position of the element in the last request of the sample sequence, modify the value and send the sequence of requests.

Finally, we may generate the objective management functionality in the unified model, according to the content of the mapping rule.

IV. MANAGEMENT SERVICES GENERATION

We distinguish the styles of SOAP and RESTful Web services and believe that they are may be used in different scenarios. As we mentioned above, most of management functionalities are suit to be in the style of SOAP Web service and only part of management functionalities, which operate on resources of middleware, are suit to be in the style of RESTful Web service.

Therefore, in this paper, we encapsulate most management functionalities into SOAP Web services and just encapsulate management functionalities to create, read, update or delete resources of middleware into RESTful Web services.

A. SOAP Management Services Generation

We may enable most middleware management functionalities to be in the form of SOAP Web service. There are some exiting works to do the transformation, such as Axis2 [START_REF][END_REF]. Given management functionalities in the unified model, we may generate management services through the JAVA2WSDL functionality of Axis2.

B. RESTful Management Services Generation

RESTful Web services represent some resources and have the "Get", "Post", "Put" and "Delete" operations. Management functionalities to operate on resources of middleware may be in the form of RESTful Web service.

To generate a RESTful management service, we should define it and map its operations to specific management functionalities in the unified model. For example, we define a RESTful management service as the "max threads" and then map its "Get" and "Put" operations to the functionalities to read and update the value of the "max threads".

RESTful management services may have just one or two operations. For instance, some parameters change from the state of the middleware systems, like the utilization rate of the thread pool. They cannot be created, updated or deleted. If the management service represents this type of parameter, it just has the "Get" operation.

To fulfill the mapping from the operations to specific management functionalities, we provide a method of JAVA2RESTful, as shown in Figure 7. When there comes a HTTP request, the request is parsed to the functionality name and the parameters. Then the objective management functionality is intended to be invoked. Finally, the result is generated in the form of JSON [START_REF]Standard ECMA-262 3rd Edition. A Subset of JavaScript[END_REF], as the response. Given the facts above, we may generate RESTful management services from management functionalities in the unified model.

V. EVALUATION

We have provided a tool to encapsulate middleware management interfaces into Web services according to the approaches above, which transfer contents of the mapping rule to management services for administrators, as shown in Figure 8. We plan to do some experiments to prove that the encapsulation approach effectively decreases the time to enable middleware management interfaces to be in serviceoriented styles.

To enable management interfaces to be in the serviceoriented styles, we have to descript the details how to invoke management interfaces, whether tool assisted or manually, but the tool may cut down the time to do coding. We invite some administrators, who are familiar with Web services, to encapsulate middleware management interfaces into Web services, whose functionalities are to read or update the values of the parameters of middleware. The facts show that the tool may cut down about half of time to fulfill the tasks, as shown in Figure 9. 

VI. DISCUSSION

In this paper, to aim at the issues of heterogeneity and openness in middleware management, we propose an approach to encapsulating middleware management interfaces into Web services. There are still several open issues to further address. Firstly, middleware management styles based on management services should be discussed, in order to validate that it is necessary to encapsulate management interfaces into Web services. Secondly, it takes much time to fulfill the content of the mapping rule, in order to transfer different management interfaces into management functionalities in the unified model. Thirdly, the encapsulation approach may be adopted in other similar scenarios. Finally, to support actual inter-operation between heterogeneous middleware products, further research should be done in inter-operation between middleware management services.

A. Middleware Management Styles Based on Management

Services Some management styles are introduced to illustrate how to manage middleware systems based on management services, as shown in Figure 10. Management functionalities of middleware systems are exposed in service-oriented styles, and the management services are deployed locally and can be invoked locally or in other domains. These management services may be used for collaborative management of middleware.

As we mentioned above, management services in the style of SOAP Web service are functionality-centric and ones in the style of RESTful Web service are resource- Management services in the style of SOAP Web service are to fulfill some management tasks and they may be assembled to be a business process, in order to fulfill more complex management tasks. For example, such middleware management functions as monitoring some relevant parameters, checking the possible middleware failures and restarting the middleware system can be assembled together to implement the task to guarantee the system reliability.

Management services in the style of RESTful Web service represent some resources of middleware and they may be integrated in the forms of mashups, ATOM and so on, in order to gain required views. For instance, in reference [START_REF] Ludwig | REST-based management of loosely coupled services[END_REF], the management interface is represented as an XML document that can be retrieved at the URL using an HTTP GET request, and the objective of feed management is the creation of mashups that enable interested stakeholders to gain views that transcend the perspective of a particular domain.

Given the facts above, although implementations of the management interfaces are different among middleware systems, they may be unified in service-oriented styles. On the other hand, one tenet of our approach is to use Webbased approaches to deal with cross-domain management issues due to the high level of standardization of Web services interaction. So management services may meet the issues of heterogeneity and openness in middleware management.

There are some challenges in middleware management styles based on management services. For example, management services in SOAP style may be composited to be a business process, and sometimes administrators are needed to involve in the process, in order to fulfill some management tasks. There need to be some approaches to enable it. Furthermore, some automatic mechanisms are needed for assembling or integrating management services. We are interested in these issues and have been doing research in middleware management styles based on management services.

B. Automatic Generation for the Mapping Rule

It takes much time to fulfill contents of the mapping rule, in order to transfer different management interfaces into management functionalities in the unified model. The contents of the mapping rule descript how to invoke different management interfaces and sometimes they are hard to achieve. For instance, to accomplish the content of the mapping rule for web consoles, administrators should provide the sample sequence of requests which are sent to the server of web consoles. But the requests are not easy to acquire. Although there are some tools to help achieve the requests, administrators should select valid ones from them. Similarly, it takes about 8 minutes to fulfill the content of the mapping rule for each configuration file. Some automatic mechanisms need to be introduced to solve this problem.

C. Reusing the Encapsulation Approach

We propose an approach to encapsulating middleware management interfaces into Web services. This encapsulation approach may be adopted in other similar scenarios.

Web service is a defacto industrial standard for encapsulation, interoperation, flexibility, composition, scalability, etc. In order to meet the issues of heterogeneity, openness and so on in software systems, it is a feasible and attractive solution to encapsulate interfaces into Web services [7][8].

This paper aims at the encapsulation approach for middleware management interfaces, such as APIs, Scripts, Web consoles and Configuration files. Other software systems may have some similar interfaces. These interfaces may be encapsulated to Web services in the same way. So the encapsulation approach may be reused in other scenarios.

D. Further Research in Service Inter-Operation

There exist many levels of the inter-operation between middleware management services, including format, syntax and semantic. The objective of this paper is just to address the format issue. To support actual inter-operation between heterogeneous middleware products, further research should be done. It seems that we may need the standards in the middleware management domain such as standard data structure, standard operations, parameters, etc. There are some exiting works to address the service inter-operation and we also have made some efforts in the inter-operation between middleware management services.

VII. RELATED WORK

There are some similar tools which are used to manage middleware systems through exiting management interfaces, such as Hyperic [START_REF] Hyperic | The Open Source IT Management Tool[END_REF] and Tivoli [14]. For instance, the agents of Hyperic are deployed to the computers which middleware systems are running on. The agents discover middleware systems on the computers and collect management interfaces. Then administrators may control the systems through the agents. But the agents do not have the abilities to control all kinds of middleware systems, but just some types previously defined. On the other hand, Hyperic system relies on a centrally managed configuration management database (CMDB) to store information on a system's configuration. As we mentioned above, middleware systems in different organizations' management domains cannot be managed centrally.

Heterogeneity and openness make middleware management much more complex and difficult. Some current approaches based on management services are raised above. For instance, the approach in reference [START_REF] Ludwig | REST-based management of loosely coupled services[END_REF] is based on RESTful access to configuration information across domain boundaries, RESTful representation of service process state information as a basis for service process integration and ATOM-based distribution of updates as a novel foundation for service management. The approach in reference [START_REF] Li Ying | Towards Management as a Service[END_REF] is based on SOAP management services and the management services are composited to fulfill new management tasks. The approaches above may prove that it makes sense to encapsulate middleware management interfaces into Web services.

There are some exiting works [START_REF] Laitkorpi | Towards a Model-Driven Process for Designing ReSTful Web Services[END_REF] about approaches to designing Web services too. But the characteristics of middleware management interfaces are not taken into account. On the other hand, this paper presents an approach to encapsulating middleware management interfaces into Web services.

VIII. CONCLUSION AND FUTURE WORK

In this paper, we propose an approach to enabling middleware management interfaces to be delivered and used in service-oriented styles. This paper makes the following contributions.

Firstly, we introduce middleware management problems induced by the development of requirements. Heterogeneity and openness make middleware management complex and difficult. It may be a feasible solution to encapsulate middleware management interfaces into Web services.

Secondly, we propose an approach to enabling middleware management interfaces to be in service-oriented styles. We present a unified model for management interfaces and provide the mapping rule to do the transformations of four general management interfaces. Then we discuss the details about how to encapsulate management functionalities in the unified model into Web services.

Finally, we validate that the approach that we proposed may effectively decrease the time to encapsulate middleware management interfaces into Web services. Then, some management styles are introduced to illustrate how to manage middleware systems based on management services.

As we mentioned above, there are some open issues for this paper. We pay our attention to management styles based on management services and have made some progresses, such as the "Human-Computer Interaction" (HCI) service and the approach to automated composition of middleware management services. On the other hand, we have been doing further research based on this service encapsulation approach. We attempt to construct a middleware cloud based on lots of management services, including middleware management services and some management services on virtualization. The customers of the middleware cloud may customize and manage many middleware products through management services, such as PKUAS, APUSIC [START_REF]Kingdee-Middleware[END_REF], JBOSS and so on.
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