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Cet article propose une approche pour le développement d'applications mettant en avant le support de propriétés temporelles pour les composants logiciels. Notre processus s'adresse aux développeurs qui (1) construisent des applications à partir de composants avec des contraintes de temps et de performance et/ou (2) conçoivent des composants logiciels pour ce type d'applications. A partir des spécifications temporelles de l'application, le processus vérifie l'assemblage des composants et génère un connecteur en Giotto préservant les propriétés temporelles.

ABSTRACT. This paper proposes a software development approach that emphasizes support for time properties in software components. Our software process is best suited to developers that (1) build applications from components with timing and performance concerns and/or (2) design software components for this kind of applications. From the timed specifications, the process verifies components assembly and generates a Giotto connector preserving timed properties.

Introduction

Depuis plusieurs années, les modèles de composants apportent une aide aux architectes et aux développeurs de systèmes d'information. Les composants fournissent une abstraction utile des modules de code et de leurs interactions. Toutefois, les modèles de composants ont différentes significations selon les personnes. Le plus souvent, les composants logiciels sont vus comme des modules logiciels sophistiqués. Ils sont développés en utilisant des langages conventionnels de programmation et sont définis dans des cadres logiciels tels que .Net, EJB ou CCM. Dans le reste du papier nous appelons ce type de composant des COTS(Commercial Off-The-Shelf).

Dans la communauté temps-réel, ces modèles abstraits COTS ne sont pas suffisants car ils ne prennent pas en compte le temps et l'ordonnancement. Des modèles abstraits ont été développés mais ne sont pas facilement utilisables. Par exemple, CQML est un langage lexical pour la spécification de Qualité de Service(QdS) [AAG 01]. Intégrable à UML et utilisable à différents niveaux d'abstraction, il ne peut cependant pas être utilisé efficacement dans un processus de développement logiciel du fait du manque d'outils associés. A l'autre extrémité du processus de développement les développeurs d'applications temps-réel s'appuyent de plus en plus sur la composition de soussystèmes pour construire leurs applications. Les langages de modélisation correspondants (et bien sûr leurs métamodèles associés fournissant la sémantique) sont souvent des langages spécifiques au domaine de l'architecture, appelés Langages de Description d'Architecture. Qinna est une architecture de QdS pour composant [TOU 05]. La QdS est intégrée dans l'architecture mais pas dans le modèle. En d'autres termes, les composants temps-réel partagent le concept de composition avec les composants COTS, mais mettent en avant la justesse comportementale et temporelle, là où les COTS mettent en avant la réutilisation, l'adaptabilité et la richesse des fonctionnalités.

Notre travail est motivé par le besoin de combler les lacunes de ces deux approches. Nous voulons préserver les techniques de vérification des composants temps-réel, tout en conservant l'architecture des COTS. Par exemple, nous voulons appliquer la composition formelle des spécifications en conservant les implémentations conventionnelles. Pour ces raisons, nous nous appuyons sur deux couches différentes de modèles : une couche orientée pour la validation formelle et une couche pour l'implémentation pratique. Ces couches sont interconnectées par la transformation de modèles, suivant l'Ingénierie dirigée par les modèles.

Le reste de l'article est organisé comme suit. La section 2 présente un aperçu de notre approche. La section 3 décrit notre chaîne de validation. Enfin la section 4 conclut et donne les travaux futurs.

Un aperçu de notre approche

Notre approche repose sur un sous-ensemble approprié d'UML 2.0, adapté et étendu pour la conception d'une architecture à composants avec des fonctionnalités liées au temps. Le sous-ensemble choisi inclut des diagrammes d'architecture avec des spécifications structurelles d'interface de composant. Notre processus de conception d'un composant repose sur les artefacts suivants : une spécification de service, une spécification de composant, une implémentation abstraite du composant et enfin une implémentation concrète du composant.

Spécification de service

La spécification de service décrit ce qui est requis pour l'exécution d'un service : définitions des types et des opérations utilisées. Les opérations peuvent avoir des contraintes tels que les types, les pré et postconditions, les propriétés comportementales et relatives aux temps. Dans le monde UML 2.0, un service est associé avec la définition d'une interface qui spécifie la méthode qui peut être exécutée. Notre modèle de composants doit supporter la spécification de propriétés comportementales et temporelles et garder les formalismes souvent utilisés pour les niveaux de contrat 2 (logique de prédicat) et 3 (logique temporelle classique) tel que définis dans [BEU 99]. Pour cela, nous choississons TCTL (Timed Computation Tree Logic) [ALU 93], qui est une extension de CTL avec des opérateurs temporels quantitatifs. Les contrats temporisés en TCTL sont capables d'améliorer les contraintes temporelles sur les évenements de service. Un cas classique et très commun est la propriété de temps de réponse : le temps entre l'invocation du service et la fin du service doit être inférieur à une valeur connue à l'avance. Cet propriété peut être écrite en TCTL : invocation ⇒ ∀3 <temps de reponse reponse

[1]

Spécification du composant

Une spécification du composant est un recueil des services fournis par celui-ci : elle donne des contraintes supplémentaires sur la coordination et les interactions entre les services. Une spécification de composant définit l'ensemble minimum de fonctionnalités et de propriétés que l'implémentation du composant doit proposer.

Implémentation abstraite du composant

La prochaine étape dans le cycle de conception d'un composant est l'implémentation abstraite du composant. Une implémentation abstraite du composant doit adhérer à une spécification de composant pour implémenter un ensemble de services ; cette implémentation abstraite publie des informations additionnelles spécifiques à l'implémentation, telles que l'ensemble des services requis pour effectuer ses tâches et les bornes des propriétés quantitatives des services fournis. Ces bornes dépendent généralement des propriétés quantitatives de l'environnement. Une implémentation abstraite cache tous les détails spécifiques à la plate-forme : c'est une description 

Implémentation concrète du composant

Une implémentation concrète du composant est une entité au niveau code qui est exécutable sur un système d'exécution pour composants. Elle doit fournir les services de ses implémentations abstraites de composant, avec les propriétés associées. Elle est réalisée en utilisant les langages de programmation traditionnels, tels que Java et C++, compatibles avec le cadre logiciel Giotto [HEN 03]. Comme détaillé dans la figure 2, nous définissons trois niveaux dans l'implémentation concrète : fonctionnel, interaction temporelle et plate-forme. Les composants métiers générés à partir de la spécification des services et de l'implémentation abstraite se trouvent au niveau 1. Dans la figure 1, nous ne représentons pas la réponse à chaque transition pour simplifier l'automate. Les communications sont synchrones.

Figure 2. Modèle d'implémentation concrète de composant

fonctionnel. Notre implémentation concrète de composant utilise le paradigme des connecteurs exogènes [ARB 03, LAU 05] qui encapsulent complètement le contrôle entre les composants dans des connecteurs. Les connecteurs exogènes générés à partir des automates temporisés et des contraintes de temps se trouvent au niveau de l'interaction temporelle. Ces connecteurs sont générés par transformation de modèles en partant méta-modèle des automates temporisés vers le méta-modèle de Giotto. Finalement, au niveau plate-forme, nous trouvons la spécification des plates-formes comme la topologie des CPU et réseaux ainsi que de la performance.

Chaîne de validation

Notre approche consiste à fournir une suite complète d'outils de validation qui aide l'architecte à chaque étape du développement logiciel. Cette suite est construite à partir des trois étapes illustrées dans la figure 3 : la vérification de la cohérence de l'architecture pour les concepts de temps, cohérence entre la conception et les exigences et finalement, la cohérence de l'implémentation concrète sur une plate-forme.

Cohérence de la composition des composants connectés. Dans le modèle de composants, le comportement de chaque composant primitif est défini par un automate temporisé. Le comportement d'un composite est obtenu par synchronisation des automates temporisés de ses fils. Dans ce contexte, IFx [GRA 05] permet de vérifier les conditions de la cohérence comme les interblocages ou les blocages temporels. IFx génére les traces de diagnostic qui aident l'architecte à construire et déverminer l'application en utilisant le simulateur.

Cohérence exigence/architecture. Le comportement de chaque composant primitif est modélisé par un automate temporisé et les exigences sont exprimées dans les contrats temporisés en TCTL. A partir de ces données, Kronos [BOZ 98] vérifie si un automate temporisé satisfait une formule TCTL ou non.

Cohérence de l'implémentation concrète. Notre approche vise à supprimer le fossé entre les techniques utilisés par les développeurs pour implémenter leur application et le modèle utilisé par le concepteur pour spécifier et analyser leur système. L'utilisation des techniques de transformation de modèles garantira que l'implémentation concrète a les mêmes contraintes temporelles que la spécification et l'implémentation abstraite. Au niveau de l'implémentation concrète, la couche "connecteurs exogènes" est responsable de la vérification du respect des contraintes. Ensuite, l'utilisation de Giotto comme cible d'implémentation concrète permet à l'architecte de vérifier si la 

Conclusion et perspectives

Le fossé entre le modèle de spécification et le modèle d'implémentation est souvent une source d'erreurs lors de la conception et l'implémentation d'un système temps-réel. Dans cet article, nous avons proposé une approche unifiée pour concevoir et implémenter des systèmes à base de composants. Cette approche a pour but d'assister les architectes dans le développement de systèmes temps-réel en leur fournissant un ensemble d'outils qui vérifie l'exactitude de ces systèmes. L'approche est basée sur le standard UML 2.0 étendu pour concevoir les services fournis par composant, pour spécifier le composant et pour donner une première implémentation abstraite du système. De plus, en utilisant l'ingénierie dirigée par les modèles, l'approche fournit des possibilités de génération de code qui sépare clairement le niveau fonctionnel, les interactions temporelles et le niveau plate-forme.

Les travaux futurs consistent à prouver l'exactitude du processus de transformation. La preuve devra inclure la vérification que le mécanisme de composition, au niveau de l'implémentation concrète, est valide par rapport au mécanisme de com-position abstrait en vue de préserver les résultats obtenus par validation de la phase d'implémentation abstraite. De plus, nous devons prouver la cohérence de la transformation de modèle exprimée en Kermeta [MUL 05]. Enfin, nous validerons notre approche sur une étude de cas industrielle.

Figure 3 .

 3 Figure 3. Chaîne de validation

  Le comportement temporel d'un composant permet de définir les interactions du composant avec son environnement. Ce comportement est représenté par un automate temporisé [ALU 94]. L'automate décrit les séquences de messages qui peuvent être échangés entre le composant et son environnement. Un automate temporisé est un automate étendu avec un ensemble fini d'horloges, utilisé pour exprimer les contraintes temporelles. Une transition est tirable seulement si la contrainte temporelle qui lui est associée est satisfaite par les valeurs courantes des horloges. La figure 1 illustre le modèle avec un exemple de composant AudioP layer. La partie gauche montre la représentation structurelle du composant en UML 2.0. Le centre de la figure montre un automate A 1 décrivant tous les comportements possibles AudioP layer 1 . Nous introduisons du temps dans A 1 et nous obtenons A 2 .

	void stop() void launch() void sound()	Spécifcation de services Spécifcation	A 1	S0	A 2	S0
	OutSound	de composant		?launch		?launch,x:=0
	AudioPlayer			launched S1		?getSound,x<inter,x:=0 launched S1
	Implémentation		?getSound		S2 receipt
	void stop() void launch()	abstraite de AudioPlayer		S2 receipt		y:=0
	OutSound void sound()		!sound	?getSound	S21	?getSound,x<inter,x:=0
	AudioPlayer		S3 sent ?stop	!sound,y<tpsexec	S3 sent
	InSound			S4		?stop
	void getSound()					S4

Figure 1. Exemple du composant AudioPlayer adaptée en vue de la validation formelle et pour le calcul des propriétés de la composition.