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Abstract— To fully understand the behavior of a program, itis during the trace analysis.
crucial to have ef_ficient techniques toreverse dynami_c vie\_/vs of The contribution of this paper consists in proposing an
the program. In this paper, we focus on thereverse engineering of - 5h5105ch to capture the program state during the trace analysis

UML 2.0 sequence diagrams showing loops and alternatives from in order to preciselv reverse engineer sequence diagrams. We
execution traces. To build these complete sequence diagrams, we P y 9 q g )

need to capture the systems state through dynamic analysis. We alS0 present and adaptable tool for trace analysis. _
propose to build state vectors through trace analysis and we The rest of the paper is organised as follows: Section I

precisely discuss how the state of an object-oriented system canintroduces our approach; Section Il explains how to catch the
?he tc\i‘lptllf]re\?- (YVS ?'30 dptresexnt Er‘lrr‘n agta{;‘tati’('je tracre a”rﬁ'yj'isn tt?]?' program state; Section IV discusses the tracing methods that
a we have developed fo expernime € \deas presente S can be used to retrieve the needed informations; Finaly Sect.

work. . .
V concludes the discussion.
. INTRODUCTION Il. REVERSING SEQUENCEDIAGRAMS
OFTWARE maintenancg is a major concern in the indu UR WORK takes place in the process described in [2]
ry as software are getting more and more complex a and focuses on the two first steps of the process. The

bigger. Due to high level languages and mechanism such fgst step consists in tracing the program to produce basic

inheritance or polymorphism it is very difficult to understandequence diagrams and the second step consists in combining
the behavior of a program just by reading its source codghe sequence diagrams obtained in the first step to obtain high

Moreover the constant evolution of softwares and technologigs/e| sequence diagrams.

often makes documentations obsolete and difficult to maintain.High level sequence diagrams are opposed to basic (or

Reverse-engineering can help maintainers understandingigple) sequence diagrams. High level sequence diagrams
complex system by retrieving models and documentation frogescribe a more complex behavior by using the UML 2.0
a program. This is the process defined as redocumentatiorfiigments. Those fragments show alternatiwgst (fragment)

[1]. UML is a good target language for the reverse engineering loops ( oop fragement). Basic sequence diagrams do not
of models since it is largely used and offers different diagramshow those kind of behavior.

The reverse-engineering of UML static diagrams — like class To obtain high level sequence diagrams we annote basic
diagrams — has been studied and is now implemented in sevas@fuence diagrams with informations on the state of the
tools. Static views of the system allow engineers to understapgbgram before and after each message. We then use this state
its structure but it does not show the behavior of the softwariaformations to combine the sequence diagrams and obtain a
To fully understand its behavior, dynamic models are needdtigh level sequence diagram with the combination operators
such as sequence diagrams or statecharts. from UML 2.0. This method is our main contribution and it

But for now, little work has been done on the reversds detailed in the rest of the section.
engineering of UML dynamic diagrams. Our work is inspired Although generating basic sequence diagrams is easy, gen-
by [2]. We focus on trace analysis for the reverse engineerimgating high level sequence diagrams is a complex task. A
of sequence diagrams. basic sequence diagram can be directly extracted from an

Simple sequence diagrams can be retrieved by a simgeecution trace. Figure 1 shows an example of Java code
analysis of the messages exchanged between the objects.Wife two classes. If an instance & executes the method
concentrate on the generation of UML 2.0 sequence diagramd, then it callsm2 on an instance oB; so the sequence
which model loops and alternatives. To retrieve those infodiagram corresponding to that execution must have a message
mations we need informations about the state of the systen2 from the instance oA to the instance oB, as shown in



public class A {
B b; aA b:B

public void m() {
b. ;
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public class B { I
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Fig. 1. An example of Java code | |
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I I Fig. 3. A sequence diagram annoted with state vectors.
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Fig. 2. A sequence diagram obtained by tracing the example from Fig. 1 - - - - = = = L
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Fig. 2. On the other hand, composing basic sequence diagramg L L

to generate a higher level sequence diagram is a difficult task : . .
the detection of iterations or optional messages is not obvious, I I
even with many basic sequence diagrams.
We propose to use state vectors for the generation of higly. 4. A sequence diagram obtained by transforming the diagram of Fig.
level sequence diagrams. A state vector is a vector of variabkes
that characterizes the system state. State vectors are useful to
detect iteration or conditional message.
State vectors can be extracted at runtime before and affdgure 4 shows a transformation of the sequence diagram of
each message. Then we can combine several basic sequdrige3 With the UML 2.0l oop andal t fragments.
diagrams. With state vectors we can detect when two differentDifferent sequence diagrams can be combined to obtain a
sequence diagrams are in the same state, or we can detect where detailed sequence diagram. For instance, Fig. 5 is the
there is an iteration on a single sequence diagram. In Sect. mgisult of a second trace analysis of the program traced in Fig.
we detail how to catch the system state in a state vector. 3. We can combine those two annoted sequence diagrams to
Capturing the program state is not simple and we propogétain the sequence diagram from Fig. 6. The combination
a precise analysis ot the state notion in Sect. Ill. of sequence diagrams, as well as the detection of loops and
A sequence diagram can be annoted with state vectéernatives, can be automated.
before and after each message. Then this sequence diagradlthough our method has similarities with the work of [3],
can be transformed to show loops or alternatives. For instandiegy are very different. Both methods rely on state vectors
Fig. 3 shows a sequence diagram annoted with state vectdrgt in [3] the goal is to transform sequence diagrams into
The sequence of the messagé and m2 can be iterated as Statecharts. Moreover in [3] the authors deduce the state
the vector state before the sendingnaf and the state vector vectors from preconditions and post-conditions on the message
after the sending ofm2 are the same. The messagé can Wwhereas we extract the state vectors from trace executions.
also be iterated as it does not change the state of the systenin the next section we define the state vectors we want to



public class Boiler {
aA b:B private int tenperature;

public static void main(String[] args) {

}

|
|
{a.state=0} mi »' {a.state=1}
| if (tenperature > 180)
| Ca
I if (tenmperature < 50)
{a.state=0} |- m4 | {astate=1} Ce
I I el se
| |
| m3 |
{a.state=0} |-t ; {a.state=0}
|
|
|

Fig. 7. An example of a Java class with a state characterized by a large
domain attribute.
Fig. 5. An other annoted sequence diagram.

characterized by a set of attributes. We can reasonably suppose
aA b:B that if a statechart can describe the behaviour of the system,
then a set of attributes that characterizes the program can be
loo |
P alt J I ml

T
] found.

| The attributes of the state vector can be of several different

| types, and they must be considered differently. Mainly we

can divide the different attribute types into three groups: the

alt 44 m2 ' primitive values on a small domain, the primitive values on a

I

I

I

|

large domain and the values that refer to an object.

S
| < m4 A. Small domain attributes
| The attributes with a primitive value on a small domain
| . - - = = A are essentially boolean, character or enumeration attributes .
| "3 They all have a few different values. Boolean and enumeration

character attributes or rarely used for the state of the program.

Small domain attributes are easy to capture. Comparing their
values is enough to distinguish two states. So the trace must
Fig. 6. A sequence diagram obtained by combining the diagrams from FJIY Store the_value of those attributes at each considered event
3 and 5. of the execution.

I

| g | attributes often characterize the state of the program, but
|
|

B. Large domain attributes

capture and how to capture them. The attributes with a primitive value on a large domain, like
integers or floats, are very difficult to catch. Mainly two cases
can occur:
« the attribute takes only a few different values
lIl. CAPTURING THE PROGRAM STATE THROUGH TRACE « the attribute takes its values on a very large part of the
ANALYSIS domain

APTURING the state of a program is an essential part of If they take only a few different values then they can be
our approach as it is based on state vectors. Therefore v@nsidered as primitive values on short domains: comparing
must have precise and consistent informations about the stiteir values is enough to distinguish two states.
of the program at several points of the program. We propose toBut if they take a lot of different values the state is harder
catch the program state during the execution before and aftercatch. Instead of being characterized by the exact value of
each message. We also propose a methodology to extract tee attributes — like short domain attributes —, the state of the
desired sequence diagrams. program can be characterized by the intervals containing the
Sate Vector: A state vector is a vector of values ofvalues of the attributes.
attributes of the system that characterizes the state of the~or instance, Fig. 7 shows a Java class representing a boiler.
program. This implies that the state of the program can B instance of the clas3oiler can be in three different states:



A % B D. Methodology

In order to produce relevant sequence diagrams the state

-b. B Z“A 't vector must be precise and easy to compare with other state
' vectors. A state vector with all the attributes of all objects of
the program does not characterize the state of the program
-d properly. So the state vector must only contain the object
C [ D attributes that characterize the state of the program.
-4 D To extract relevant state vectors we propose an interactive

approach and detail a methodology. This method is based on a
sequence of exchanges between the user and the tracing tool.
The user specifies which attributes must be part of the state
vector. This cannot be easily done with little knowledge of the
system, but we propose a methodology to avoid this problem.
Our methodology consists in several interactions between
the user and the tracing tool. At first the user will likely not
know which attributes to choose. She can either try to guess the
relevant attributes or select all the attributes. The first result

when the temperature is greater than 180 degrees, when i@ little chance to be meaningful. Then the user must try
temperature is between 50 and 180 degrees and when &l remove some attributes from the state vector. If the result
temperature is less than 50. Distinguishing the state is difficuf§. Worse then the removed attribute should be put back in
the temperature can have two different values in the same stdfi€ vector state, otherwise the user must continue and try to
To solve this problem we must know the intervals of interedgMoVve other attributes. This method will quickly converge to

in regard of the state. Either those intervals must be specifigdninimal state vector where all the attributes characterizing
by the user, either we must infer them. the state are present, and only those attributes.

statel state? state3

Fig. 8. A UML class diagram. Although the clagsand C both have an
attribute referencing an object, they must be catched differently.

C. Object reference attributes

Attributes referencing an object can describe the state vector |\ TrRaACING OBJECT ORIENTED PROGRAMS

in two different ways: . )
HE DIFFICULT part of that method is to determine

« the state of the program is characterized by the attribute§ \,hether a result is better than an other or not. First a

of the referenced object _ result showing a new alternative or iteration is better because

« the state of the program is characterized by the real tyRéyescribes a more precise behavior. Also if after removing

of the referenced object an attribute from the vector state the result has not changed,

If the state of the program is characterized by the attributétsis likely that the attribute does not characterize the state of
of the referenced object, we must capture the values of thase program.
attributes. For example in Fig. 8, the cla&das an attribute  In the worst case the result is a basic sequence diagram
b of type B. The state of the program is characterized bwithout the UML 2.0 fragments. If the user cannot find a
the attributes ofB, so those attributes must be captured. Toorrect state vector — either because of the difficulty of the
avoid cross-reference problems and to keep the state veatsk or the lack of correct state vector — the method neither
simple we suggest to capture only the primitive attributes @hprove nor worsen the sequence diagram. This means that
the object. Figure 8 shows an example of cross-reference: iia result differs from the basic sequence diagram, then this
instance ofA and an instance d® can reference each other. result is better.

The state of the program can be characterized by the realA second contribution of our work is to develop an adapt-
type of the object. This is often the case when using specitible tool for execution trace analysis. This tool is based on the
design patterns like the state pattern. In this pattern the state of a debugging tool called JTracor that is developped at
of an object is characterized by the real type of an attributRISA. It traces Java program and was initially used for code
declared with an abstract type. For instance in Fig. 8 the classverage [4] and fault localization [5] purposes.

C has an object reference attribute declared with type D. TheWe have extended JTracor for reverse-engineering. Figure 9
class D is an abstract class extended by three different classsisows the UML class diagram of JTracor. It relies on the Java
the state ofC is characterized by the real type of its attributédebug Interface (JDI), an API provided by Sun Microsystems.
d. The classTraceProvider executes the program and at each

To handle the case of state characterized by the real tygeent (e.g. method entry or exit, exception) it calls a method
of an object, we propose to extract the name of the real typa its listeners. The listeners are instance of a class imple-
as the relevant information for the attribute declared with amenting the interfacdrace. The trace produced depends on
abstract type. The state pattern can be handled easily like thige implementation ofrace. For exampleéCodeCoverageTrace
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Java Debug
Interface (JDI)
A
fF= == = = = = l
: <<interface>>
. Trace
TraceProvider
#listeners: Trace +handl eSt ep()
+execut e() +handl eCal | ()
+addLi st ener (Tr ace) +handl eRet ()
+handl eExcepti on()
+hand| eEnd()
CodeCoverageTrace SequenceDiagramTrace

Fig. 9. UML class diagram of JTracor

produces code coverage statistics. This allows JTracor to [Bg J. Whittle and J. Schumann, “Generating statechart designs from scenar-
used in many different cases. ios,” in proceedings of the 22*¢ |nternational Conference on Software

. . Engineering, 2000.
The Squm(_:eD'agramTrace class generates sequence dI[4] C. Nebut, F. Fleurey, Y. Le Traon, and J.-Mez3quel, “Requirements
agrams with informations on state vectors. The user must by contracts allow automated system testing,Pinc. of the 14" . IEEE

specify the classes and the method to appear in the sequencénternational Symposium on Software Reliability Engineering (ISSRE'03),
diagram. She must also specify for each class the attribuf?ﬁ B. Ba-udry, F. Fleurey, and Y. Le Traon, “Improving test suites for efficient
whose value must be catched in the state vectors. At each fault localization,” in Proceedings of the 28" International Conference
method entry, a message is created in the sequence diagramon Software Engineering (ICSE 06). ACM, 2006.

The values of the watched attributes of the source object and

the class object are read and put in the state vector. When

the method returns, the attributes of the target are read again.

Exceptions are handled too, because method exit may occur

when an exception is thrown.

V. CONCLUSION

UR WORK consists in generating UML 2.0 sequence

diagrams from execution traces, as described in [2]. We
propose a method based on state vectors that allows loops and
alternatives detection within a single sequence diagrams and
combination of several sequence diagrams. The state vectors
are retrieved at runtime and we present a methodology to
obtain meaningful sequence diagrams by finding a precise state
vector.

For trace analysis we use a tool developed at IRISA,
JTracor, and we are currently experimenting with several dif-
ferent situations. Future works include more experimentations
and some case-studies to confirm our methodology and our
hypothesis.
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