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A key objective for ubiquitous environments is to enabletaysinteroperability between system’s
components that are highly heterogeneous. In particllarchallenge is to embed in the system
architecture the necessary support to cope with behaxdovaitsity in order to allow components to
coordinate and communicate. The continuously evolvingrenment further asks for an automated
and on-the-fly approach. In this paper we present the desitiryy blocks for the dynamic and
on-the-fly interoperability between heterogeneous corapts Specifically, we describe an Archi-
tectural Pattern calleMediating Connectarthat is the key enabler for communication. In addition,
we present a set ddasic MediatorPatterns, that describe the basic mismatches which cam occu
when components try to interact, and their correspondingisos.

1 Introduction

A multitude of heterogeneous networked devices are toddyedded in the Ubiquitous networked en-
vironment [6] where a key objective is to enable system agerability between system’s components
that are highly heterogeneous.

Tremendous work has been done in the middleware field to emti@rse networked systems to ac-
tually work together, especially to respond to the new néadsduced by the ubiquitous environments.
Devices need to automatically detect services availabllearenvironment and adapt their own commu-
nication protocols to interoperate with them since netwdréipplications are developed on top of diverse
middleware. However, the proposed solutions only addréddleware-layer interoperability letting still
open the interoperability at application-layer that cédismediating connectorsr mediatorsfor short.

The mediator concept was initially introduced to cope with integration of heterogeneous data
sources|[2, 22], and as design pattern [26]. Moreover, ab@di have received an increasing atten-
tion within the Web Services and Semantic Web contexts. Wighsignificant development of Web
technologies, a big effort has been devoted to mediate maigydgeneity dimensions, spanning![16]:
terminology, representation format and transfer promduoinctionality and application-layer protocols.
Protocol mediation is further concerned with behavioranmatches that may occur during interactions.
Other approaches that share the same formal settings as@rotediation have been proposed to solve
mismatches in the field of supervisory control theory of e event systemss [14]. More recently, in the
field of software architectures ad hoc wrappers have begropenl to address communication problems
as for example data translation, connectors combinatide addition, extra functional deficiencies [15].
A lot of work has been also devoted to behavioral adaptal@)25,[29] to mention few. Automated me-
diation has deserved attention, especially in the conteWfaty services and Semantic Web technologies

*This work is an extension of our previous work [8].
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[12,113,7]9]. More recently the challenge is to provide gahsolutions to the behavioral diversities at
runtime and on-the-fly, to respond to the continuous ewvatudif the environment [10].

All these problems call for an approach to protocol medmatiased on the categorization of the
types of protocol mismatches that may occur and that mustlvedsin order to provide corresponding
solutions to these recurring problems. This immediatefyingls of patterns |1,/4, 20, 26]. In this paper
we present a set of design building blocks for the interdgbty between heterogeneous components.
A catalogue of problems and their related solutions wouldsatve all the possible mismatches but it
would certainly facilitate the solution.

The contributions of this paper are: (1) an Architecturatéta calledMediating Connectqrthat is
the key enabler for communication; (2) a seBafsic MediatorPatterns that describe: (i) the basic mis-
matches which can occur while components try to interaat,(@ntheir corresponding solutions. This
work extends a preliminary version| [8] with: the introdwactiof a related work section, the introduction
of a detailed description of basic mismatch patterns andemdrd description of the example including
a new section on the patterns application on it. This worlai$ pf the CONNECT European Project [10]
where we investigate an overall framework for the seamlessarking of heterogeneous systems.

The remaining of the paper is organized as follows. In Se@iave introduce a motivating example
for protocol mediation. In Sectidd 3, we describe a patt&xsed approach which we envision for the
automatic synthesis of mediating connectors for the ubigsi networked environment. We illustrate
the Mediating Connector Architectural Pattern in SeclibhrdSectiorl 5, we illustrate the Basic Medi-
ator Patterns including the basic interoperability misthas, which can occur when two heterogeneous
components try to interoperate, and their respective isolsit In Section 6, we show the application of
the mediator patterns to the example to solve the interbpityamismatches. Then, we discuss related
work in Sectiori ¥ and we conclude, in Sectidn 8, by also autjrfiuture work.

2 ExampleMotivating the M ediation need

To better illustrateprotocol mediationand to make the underlying problem more concrete, in the fol
lowing we describe the example usedlin|[18] where we have bemlying the problem and first results
on the theory our approach is based on appeared. An extended@e complete version of the theory
can be found [17]. We consider the simple yet challengingrpta of instant messaging. Various instant
messaging systems are now in use, facilitating communitatimong people. However, although those
systems implement similar functionalities, end-usergineaise the very same system to communicate
due to behavioral mismatches of the respective protocols.

For instance, consider Windows MesseE]gétM), and Jabber MessenaejM). Figure[1 models
the respective behaviors of the associated protocols Wsibgled Transition Systems (LT$) [23]. LTSs
constitute a widely used model for concurrent computatiod are often used as a semantic model
for formal behavioral languages such as process algebrasusé/ the usual convention that actions
with overbar denote output actions while the ones with nolmedenote input actions. These systems
should be able to interoperate since they both amount toostipg authentication with their servers
and then message exchanges among peers. However mediaingespective protocols to achieve
interoperability is far from trivial, especially if one wemnto achieve a general solution.

An effort has been done ih [19] to mediate instant messagiop@ol mismatches allowing commu-
nication between any two clients. Unfortunately, the psgabsolution requires the implementation of

lwindows Live Messenger, http://www.messenger.it/
2Jabber Software Foundations, http://www.jabber.org/
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(a) Windows Messenger protocol (b) Jabber protocol

Figure 1: Behavioral modeling of two instant messagingquols

the translation from any client protocol (to be supporteda reference exchange protocol to be given,
and vice versa. This obviously affects the generality aedatlitomation of the approach. Several works
have devoted attention to protocol mediation in the contéXteb services using patterns [5],[2].[30].
In particular the latter provides tools to developers tghekem to identify protocol mismatches and
to compose mediators. However, this remains quite limitét vespect to enabling interoperability in
today’s networking environments that are highly dynamided, mediators need to be synthesized on
demand so as to allow interactions with networked systemtsatte not known in advance. Such a con-
cern is in particular recognized by the Web service reseamoimunity that has been studying solutions
to the automatic mediation of business processes in thatrgears.

3 A Pattern-based Approach for Interoperability Mismatches

In this section we describe our proposal for an automatepabased approach. It is based on first
results describing a theory of mediators at a high level.[EJr the sake of this paper, we make some
assumptions and we investigate the related underling nedsgaoblems as part of GNNECT. We as-
sume to know the interaction protocols run by two networkathgonents as Labeled Transition Systems
(LTS) and the components’ interfaces with which to intermsctdvertised or as result of learning tech-
niques [11[ 2B8]. We also assume a semantic correspondeheedrethe messages exchanged among
components exploiting ontologies. The first step is to dstalvhether the components guetentially
compatible that is, if it makes sense for them iwteroperatethrough the Mediating Connector. This
amounts to understand if the components slaents (traces), i.e., if, modulo some adaptation, they
show complementary sequences of messages visible atiteddvel. To do this we envision (1) a de-
composition strategy/tool to decompose the whole comgshbahavior (LTS) intoelementary behav-
iors (traces) representinglementary intentsf the components and (2) an automatic analyzer to identify
mismatches between elementary behaviors of the diffe@mponents as done in other research areas
[3,124]. Once discovered the components compatibilityiagl their interoperability means solving the
behavioral mismatches that they exhibit. Then it is necgssa (3) define a mismatches manager to
solve the identified mismatches between elementary beisavi) define a composition approach to
build elementary mediating behaviors (mediating traceset on the identified mismatches and their
relative solutions; (5) define a composition strategy tdcbaimediating connector’s behavior starting
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from the elementary mediating behaviors.

The above described approach is far from trivial, espgcialachieve automatically. However, in the
following we show its feasibility. To address steps (1) dbixtie approach makes use of a compositional
strategy to decompose components interaction protocdnaces and compose mediating connectors
interaction protocol from mediating traces respectivdfyrthermore, we describe six Basic Mediator
Patterns that are the building blocks on which the stepg32)and (4) can be built upon.

4 Mediating Connector Architectural Pattern

The interoperability problem between diverse componeopsifating the ubiquitous environment and its
related solution is characterized aMadiating Connector Architectural Pattetrasing on the template
used in[[4] that contains the following fields: Name, Also MmoAs, Example, Context, Problem, Solu-
tion, Structure, Dynamics, Implementation, Example Resmhl Variants, Consequences. The Mediating
Connector is a behavioral pattern and represents the ectlmial building block embedding the neces-
sary support to dynamically cope with components’ behalidiversity.

Name. M ediating Connector.

Also Known As. Mediator.

Example. Consider the ubiquitous environment that embeds netwodestites from a multitude of
applications domain, for example consumer electronicsalil® and personal computing devices. Sup-
pose thapotentially compatibl@pplications running on various devices wantiteroperate Potentially
compatible applications are applications that may sharesutentresulting in complementary portions
of their interaction protocolsi.e., complementary sequences of messages visible dairgdevel. In
principle those applications should be able to interogeratit because of sonieehavioral differences
that they exhibit, they are not compatible. With interoperae mearcoordinateandcommunicate (i.e.
synchronize) For example, consider the instant messaging applicatiessribed in Sectidn 2. Users of
different messengers may want to communicate and in ptantifis should be possible since the two
different messengers implement similar functionalitié®owever they do it in different ways and this
prevents the communication.

Context. The environment is distributed and changes continuousitetdgeneous (mismatching) sys-
tems populating the environment require seamless codigimand communication.

Problem. In order to support existing and future systems’ interopiitg, some means of mediation
is required. From the components’ perspective, there dhioeilno difference whether interacting with
a peer component, i.e, using the very same interaction gobtor interacting through a mediator with
another component that uses a different interaction pobtothe component should not need to know
anything about the protocol of the other one while contiguim”speak” its own protocol.

Using the Mediating Connector, the followirfgrces(aspects of the problem that should be con-
sidered when solving it [4]) need to be balanced: (a) theedifit components should continue to use
their own interaction protocols. That is components shautigkact as if the Mediating Connector were
transparent; (b) the followindpasic interaction protocol mismatchesiould be solved in order for a
set of components to coordinate and communicate (a de@d@scription of these mismatches is given
within Sectiorb): 1) Extra Send/Missing Receive MismaZhMissing Send/Extra Receive Mismatch;
3) Signature Mismatch; 4) Ordering Mismatch; 5) One SendyvReceive/Many Receive-One Send
Mismatch; 6) Many Send-One Receive/One Receive-Many Saach#ch
Solution. The introduction of a Mediating Connector to manage theréduiion behavioral differences
between potentially compatible components. The idea bihis pattern is that, by using the Mediating
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Connector, components that would need some interacticilognis adaptation to become compatible,
and hence to interoperate, are able to coordinate and coioateimchieving their goals/intents without
undergoing any modification.

The Mediating Connector is one (or a set of) component()ritzamage the behavioral mismatches
listed above. It directly communicates with each compotgntsing the component’s proper protocol.
The mediator forwards the interaction messages from ongoopent to the other by making opportune
translation/adaptation of protocols when/if needed.

Structure. The Mediating Connector Pattern comprises three typesrtitjpating components: com-
municating components, potentially compatible componantl mediators.

The communicating componenisiplement already compatible components, i.e. comporeits to
interact and evolve following their usual interaction baba The potentially compatible components
implement the application level entities (whose behawerfaces’ description and semantic correspon-
dences are known). Each component wants to reach its iftigmsgeracting with other components able
to satisfy its needs, i.e. required/provided functioidit However the components are unable to directly
interact because of protocol mismatches. Thus, the patntiompatible components can only evolve
following their usual interaction behavior, without anyarige. Themediatorsare entities responsible
for the mediated communication between the componentss mbans that the role of the mediator is
to make compatible components that are mismatching. That isediator must receive and properly
forward requests and responses between potentially cdrtgpabmponents that want to interoperate.
Figurel2 shows the object involved in a mediated system.

Communicating Communicating
Component —|_ Component
Mediating Connector

Potentially Compatible | [ Potentially Compatible
Component Component
Figure 2: Entities involved in a mediated system

Dynamics. Figure[3 illustrates the interactions between three compisnand one mediator belonging
to the messengers example. Triggered by a user, the WM pitoteigure[1(a)) performs one of its
possible behavior: it authenticates after an handshakedsgeceives several messages, and closes. The
mediator should: (1) forward the handshake and autheiticatessages as they are between the WM
and its authentication server (communicating compongftsfranslate and forward messages between
the WM and JM (potentially compatible components), and ¢8)vard the closing messages as they are
between the WM and its server (communicating componentgh the term “translation” we mean not
just a language translation but also a “behavioral traiasia{see Sectiof]5 for details).

Implementation. The implementation of this pattern implies the definitioranfapproach/tool (we have
proposed one in Sectidn 3) to automatically synthesize ¢ador of the Mediating Connector which
allows the potentially compatible components to interafeemediating their interactions.

Example Resolved. The Mediating Connector’s concrete protocol for the examiplshown in Figure
[10. Once established that they are potentially compatildetbey have some complementary portion of
interaction protocols), the mediating connector mandgesomponents’ behavioral mismatches allow-
ing them to have a mediated coordination and communication.

Variants. Distributed Mediating Connector. Itis possible to implerinis pattern either as a centralized
component or as distributed components, that is by a nunflemaller components. This introduces a
synchronization issue that has to be taken into considerathile building the mediator behavior.
Consequences. The mainbenefitof the Mediating Connector Pattern is that it allows inten@bility
between components that otherwise would not be able to decduse of their behavioral differences.
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Figure 3: Scenario on the relevant operation of a Mediator

These components do not use the very same observable pgsotoabthis prevents their cooperation
while, implementing similar functionalities, they shoudd able to interact. The maliability that the
Mediating Connector Pattern imposes is that systems usig islower than the ones able to directly
interact because of the indirection layer that the Medig@onnector Pattern introduces. However the
severity of this drawback is mitigate and made acceptablidyact that such systems, without media-
tor, are not able at all to interoperate.

5 Basic Mediator Patterns

In the previous sections we characterized the Mediatingh€ctor pattern and we sketched an approach
for the automatic synthesis of its behavior.

In this section, we concentrate on six finer grBimsic Mediator Patternsvhich represent a system-
atic approach to solve interoperability mismatches thataacur during components’ interaction. The
Basic Mediator Patterns are constituted by basic inteedpkitly mismatches with their corresponding
solutions and are: (1) Message Consumer Pattern, (2) Messagucer Pattern, (3) Message Translator
Pattern, (4) Messages Ordering Pattern, (5) MessageispRattern, (6) Messages Merger Pattern.

The mismatches, inspired by service composition mismatalepresent send/receive problems that
can occur while synchronizing two traces. In this paper veerat considering parameters mismatches
which are extensively addressed elsewheré [27]. Figureowsithe basic interoperability mismatches
that we explain in detail in the following. For each basienmaperability mismatch, we consider two
traces (left and right) coming from two potentially compégicomponents. All the considered traces are
the most elementary with respect to the messages exchandemhkly visible messages are shown.

It is obvious that, in real cases, the traces may also coptaitions of behavior already compatible
(abstracted by dots in the figure) and may amount to any catibm of the presented mismatches.
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Figure 4: Basic interoperability mismatches

message;

message

messagez

messages

Then an appropriate strategy to detect and manage this dedeelhe considered basic mismatches
are addressed by the basic solutions (elementary medizdimayiors) illustrated in Figufé 5 where only
their visible messages are shown (messages that they gechatin the components).

The six Basic Mediator Patterns share the context, i.e.sithation in which they may apply and
have a unique intent.
Context. Considering two traces (left and right) expressing sintamplementary functionalities. Fo-
cus on one of their semantically equivalent elementaryasti
Intent. To allow synchronization between the two traces lettingrtteolve together which otherwise
would not be possible because of behavioral mismatches.
(1) MESSAGE CONSUMER PATTERN.
Problem. (1) Extra send/missing receive mismatch ((1) in Figure 4enrghthe extra send action is
messagg). One of the two considered traces either contains an egtrd action or a receive action is
missing.
Example. Consider two traces implementing the abstract action “geggpectively receive) message”.
For example, in the mismatch (1) of Figlide 4 the right tracpléments only the sending of the message
while the left trace implements the receiving of the message the sending of an acknowledgment
(messags).
Solution. Introducing amessage consumésolution of mismatch (1) in Figurg 5) that is made by an
action that, “consumes” the identified extra send actionymglsronizing with it, letting the two traces
communicate.
Example Resolved. First the two traces synchronize on the sending/receivitigegomessagenfessagg
and then the left trace synchronizes its sending of the adetgment nessagg with the message
consumer that receives it.
Variants. Possible variants and respective solutions are represankggure 6 and are:
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SOLUTION OF MISMATCH (1) SOLUTION OF MISMATCH (2) SOLUTION OF MISMATCH (3)
message;
messages messagez T
messages |
SOLUTION OF MISMATCH (4) SOLUTION OF MISMATCH (5) SOLUTION OF MISMATCH (6)

K ol
message message;
message;

message; -

message;

messagez

messages d :.

message;

messages message

»
- J
N

Figure 5: Basic solutions for the basic mismatches

(a) messagghas exchanged send/receive type within the two tracesthieeleft trace is the sequence
messagemessage While the right trace is justnessagge In this case the message consumer
remains the samer(essagg.

(b) messaggeis the extra send message insteathefsage The left trace is the sequengESSagemessage
while the right trace is made byessage In this case the message consumer perfarmassage

(c) the extra send messagenmEssage the left trace is the sequentEessage message while the
right trace ismessage In this case the message consumer is madadgsage

(2) MESSAGE PRODUCER PATTERN.

Problem. (2) Missing send/extra receive mismatch ((2) in Figure 4erehthe missing send action is
messagg). One of the two considered traces either contains an extigivie action or a send action is
missing in it. This is the dual problem of mismatch (1).

Example. Consider two traces implementing the abstract action “gesspectively receive) message”.
In the mismatch (2) of Figurie 4, the right trace implemen&dbnding of the messagaé€ssagg and
the receiving of an acknowledgmenmnhéssagg while the left trace implements just the receiving the
messageniessagg.

Solution. Introducing amessage consumgolution of mismatch (2) in Figuid 5) made by an action that
“produces” the missing send action corresponding to thetifiled extra receive action and let the two
traces synchronize.

Example Resolved. The two traces first synchronize on the sending/receivirtheomessageriessagg
and then the right trace synchronize its receive of the aglgdgment (nessage with the message

consumer mediator that sends it.

Variants. Possible variants and respective solutions are shown uréfifjand are:
(a) messagghas exchanged send/receive type within the two tracesthe left trace igmessage
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VARIANT (a) OF MISMATCH (1) | VARIANT (b) OF MISMATCH (1)| VARIANT (¢) OF MISMATCH (1)

message; H messagey H message;

: messagel | : message? H message?

message; message, - message;

SOLUTION OF MISMATCH (1) (a)| SOLUTION OF MISMATCH (1) (b)| SOLUTION OF MISMATCH (1) (c)

messages message; message;

Figure 6: Variants of the Basic Mediator Pattern (1)

while the right trace is the sequeno@ssagemessage In this case the message producer per-
formsmessage

(b) the missing send messageamessagg instead of beingnessagg the right trace is the sequence
messagemessagewhile the left trace is made hyessagge In this case the message producer is
made bymessage

(c) the missing send messagemgssagg the left trace ignessage while the right trace is the se-
guencemessagemessage In this case the message producer is madmegsage

VARIANT (a) OF MISMATCH (2) | VARIANT (b) OF MISMATCH (2)| VARIANT (c) OF MISMATCH (2)

messagel messagel = messagel

message; messages

message;

messages messages H rmessages

SOLUTION OF MISMATCH (2) (a) SOLUTION OF MISMATCH (2) (b)| SOLUTION OF MISMATCH (2) (c)

messages message; message;

Figure 7: Variants of the Basic Mediator Pattern (2)

(3) MESSAGE TRANSLATOR PATTERN.
Problem. (3) Signature mismatch (upper right box of Figlhte 4). The tvaoes represent semantically
complementary actions but with different signatures. Witnature we mean only the action name.
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Example. Consider two traces implementing the abstract action “$exgpectively receive) information
request”. Instantiating the mismatch (3) of Figlrémessagecould be the send of a messdgérma-
tion while messaggthe receive of &Requestmessage.

Solution. Introducing amessage translatdsolution of mismatch (3) in Figufé 5). It receives the rexjue
and sends it after a proper translation. We assume the iecésté# some entity able to do the transldfion
Referring to the example, the translator mediator tracenesssagemessage

Example Resolved. First the messagkformationis exchanged between one trace and the mediator.
After its translation, &equesinessage is sent by the mediator to the other trace. The nectsaaglator
performs:InformationRequest
Variants. A possible variant with its solution is shown in Figlie 8 antbaint to exchange sender/receiver
roles between the two traces, imessageandmessageand the solution is made byessagemessage

(4) MESSAGESORDERING PATTERN.

VARIANT OF MISMATCH (3) |SOLUTION OF MISMATCH (3)

messages
messagel messagez

Figure 8: Variants of the Basic Mediator Pattern (3)

Problem. (4) Ordering mismatch ((4) in Figureé 4, where both tracefoper complementary (send/receive)
messageandmessaggbut in different order). Both traces consist of complempntanctionalities but
they perform the actions in different orders. Nevertheteissmismatch can be considered also as a com-
bination of extra/missing send/receive actions mismat¢he and (2), however we choose to consider
it as a first class mismatch. Generally speaking, it may hapipat not all the ordering problems are
solvable due to the infinite length of the traces. However idinot our case.

Example. Consider two traces implementing the abstract action “qesespectively receive) name”.
message and message in the mismatch (4) of Figurel 4, for example, correspondritstNameand
LastNamerespectively. Then, one sends the sequdricet NamelLastNamewhile the other receives
LastName=irstName

Solution. Introducing amessages orderingsolution of mismatch (4) in Figuld 5). This pattern has a
compatible behavior for both the traces. The pattern is nbhgdetrace that receives the messages and,
after a proper reordering, resends them.

Example Resolved. Referring to the example, the messages ordering tracenéssagemessage .
message. messagethat is FirstNamelLastNamd.ast- NameFirstName That is, first one trace syn-
chronizes with the mediator which receives the messageshandthe mediator reorders the messages
and sends them to the other trace.

Variants. Possible variantsand respective solutions are shown uréf@and are:

(a) left trace has exchanged sender/receiver role witreptdp the right trace, i.e., the left trace is

3Technically the message translator synchronizes twick thi¢ involved components using different messages and this
implements a translation.
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the sequencmessagemessagewhile the right trace is the sequentessagemessage In this
case the messages ordering is the sequeEssage messagemessagemessage

(b) in both traces the first action is a send while the secoralrisceive. That is, the left trace is

messagk message while the right ismessagé. message. In this case the message ordering is
the sequencmessagemessage Messagemessage

(c) in both traces the first action is the receive followedtsy $end. That is, the left tracensessage
. message while the right ismessagemessagg In this case the basic solution to solve the
mismatch is not the messages ordering. It is a proper conityinaf messages producers and con-
sumers (message producer followed by message consuméeflft trace followed by message

producer followed by message consumer for the right tradegt is,messagemessaggefollowed
by messagemessage

VARIANT (a) OF MISMATCH (4)| VARIANT (b) OF MISMATCH (4)| VARIANT (c) OF MISMATCH (4)

messagexz message; |

message;

messages

message; | messages

OO0~
O<—OO<—O

nessage; message; | messages message; ‘message; | ‘message;

SOLUTION OF MISMATCH (4) (a) SOLUTION OF MISMATCH (4) (b)| SOLUTION OF MISMATCH (4) (c)

messagesz message; message;

message; rmessages message;

message; messages messages

messages message; message;

Figure 9: Variants of the Basic Mediator Pattern (4)

(5) MESSAGE SPLITTING PATTERN.

Problem. (5) One send-many receive/many receive-one send mism@&ci (Figure 4). The two con-
sidered traces represent a semantically complementactidanality but one expresses it with one action
and the other with two actions.

Example. Consider two traces implementing the abstract action “¢erapectively receive) name”. In-
stantiating the one send-many receive mismatch (5) of E[dufor examplemessagean be the send

of one messagEirstLastNamevhile messageandmessageare the receive of two separate messages
FirstNameandLastName

Solution. Introducing amessages splittinsolution of mismatch (5) in Figuifé 5). It receives one mes-
sage from one side, splits it properly, and sends the spbsages to the other. We assume the existence
of some entity able to do the splitting operaﬂorReferring to the example, the trace of the message

4Technically the message splitting synchronizes severadiwith the involved components using different messagds a
this implements a split.
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splitting (5) is: messag@énessagemessage

Example Resolved. With respect to the example, the mediator first performs egeive, then a split-
ting, and subsequently sends two messages. Thatksrsif astName-irstNamelLastName

(6) MESSAGE MERGER PATTERN.

Problem. (6) Many send-one receive/one receive-many send mism@gim(Figurel4). The two con-
sidered traces represent a semantically complementacjidnality but they express it with a different
number of actions. This is the dual problem of mismatch (5).

Example. Consider two traces implementing the abstract action “¢esbectively receive) name”. In-
stantiating the many send-one receive (6) of Figlire 4, fanmgle messageandmessageare the send-
ing of two separate messadeasstN ameandLastNamavhile messagés the receiving oFirstLastName
Solution. Introducing amessages mergingolution of mismatch (6) in Figuri@ 5). It receives two mes-
sages from one side, merges them properly, and sends thedne@ssages to the other. We assume
the existence of some entity able to do the merge operatieferfg to the example, the trace of the
messages merging imessagemessagemessage

Example Resolved. With respect to the example, the mediator first performs weeives, then a merge,
and subsequently sends one message. Thair&gNamelLastNameFirstLastName

6 Application of the Patternsto the example

The aim of this section is to show the patterns at work, pgttigether all the jigsaws puzzle. Thanks to
the compatibility analyzer, we discover that the two megsesicomponents are potentially compatible,
i.e., our instant messengers share some intent having eameplary portion of interaction protocols.
Hence, it makes sense to use the architectural Mediatingh€xbor Pattern to mediate their conver-
sations. Following the pattern-based approach describ&ectior B, the messengers behavior is de-
composed into traces representing elementary behavidrsn, The traces are analyzed and their basic
mismatches are identified thanks to the basic mediatorsrpatt Subsequently, a composition strategy
is applied to build elementary mediators, i.e., mediatacds, exploiting the basic mediators patterns.
Finally, in order to automatically synthesize the behawicthe whole Mediating Connector for the mes-
sengers, a composition approach aggregates the elemergdigtors so to have a mediated coordination
and communication.

Figure[10 shows the behavior of the Mediating Connectorfferrhessengers. The mediator, in this

N

close

handshake authentication

handshake close

s I
handshake_ok
S:)

message close_ok

close_ok_

msg_A5)
@

Z ack (2

Figure 10: Behavioral description of the Mediating Conoefbr the messengers example
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example, allows the interaction between the two differeassengers by translating conversations from
one protocol into the other and forwarding them while onlgafarding the interactions between each
messenger and its server. In particular, the Windows Megsarses acknowledged messages while the
Jabber Messenger does not use acknowledges. This is detetwdesolved by the mediator thanks to
the application of the Message Consumer Pattern and Me&sadacer Pattern, from which messages
“ack’ and “ack’ originate respectively.

7 Related work

In the last decades the notion of mediators has been inagstign several contexts. Initially introduced
to cope with the integration of heterogeneous data souHg22] and as design patterin_[26], it has
been subsequently studied within the Web context to cogemitny heterogeneity dimensions[[16] and
with behavioral mismatches that may occur during inteoastibetween business processes (protocol
mediation). An approach to protocol mediation is to categothe types of protocol mismatches that
may occur and that must be solved in order to provide corregipg solutions to these recurring prob-
lems. This immediately reminds of patterns whose pioneer Ataxander([l]. Patterns have received
attention in several research areas: for example Bushntaain [g] have defined patterns for software
architectures; more recently in [20] a pattern languageébkaga proposed revisiting existing architectural
patterns; and the “gang of four” in_[26] have defined desigttepas. Between all, two design patterns
are related to our: the Mediator Design Pattern, which iskeawieral pattern, and the Adapter which
is structural. The first one is similar because it serves @snrediary for coordinating the interactions
among groups of objects but it is different because its mamisito decrease the complexity of inter-
actions. The second is similar because it adapts the intsrfaf the objects while it differs because our
mediator is not just an interface translator.

In the Web services context several works have introducett lpattern mismatches and the cor-
responding template solutions to help the developers tgposem mediators [2,15, 80, 31]. The Web
Services research community has been also studying swutinthe automatic mediation of business
processes in recent years|[[12} 13,17, 9]. A lot of work has ladgsmndevoted to behavioral adaptation that
is related to our work among which, for instance, [3]. It ppepes a matching approach based on heuristic
algorithms to match services for the adapter generatioingakto account both the interfaces and the
behavioral descriptions. Our matching, as sketched in@€8t is driven by the ontology and is better
described in[[18] where the theory underlying our approaatescribed at a high level and in [17] where
a more detailed version of the theory can be found. The wdbk Pesents an algebra over services
behavioral interfaces to solve six mismatches and a visatation for interface mapping. The proposed
algebra describes with a different formalism solutionsilsinio our basic patterns LTSs and this can be
of inspiration for us in the direction of the reasoning. Hinan [29] the authors propose an approach for
software adaptation which takes as input components bedahinterfaces and adaptation contracts and
automatically builds an adaptor such that the composedmsyistdeadlock-free. The adaptor generation
is also tool supported. Similarly to us, they also solve sommmatches. A difference, instead, is that
our aim is to achieve communication without adding extrast@mnts while they say that their main
goal is to ensure deadlock freedom and addresses systegradégbtation specified through policies and
properties.
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8 Conclusion

The Ubiquitous environment, embedding a big number of bgreous system’s components, puts for-
ward an ever growing need of mediation entities for comptgerteroperability purpose. The challenge
is to embedmediatorscomponents able to solve the component’s behavioral giaoes, into the sys-
tem architecture allowing components to coordinate andaonicate. Moreover, due to the continuous
evolution of such environments, recently has also emergedssue of dynamic and on the fly solu-
tions to behavioral diversities letting hence arise thdlehge of automatic approaches to cope whit this
problem.

To respond to these two challenges, we first illustrated tadikting Connector Architectural Pattern
which, encapsulating the necessary support, is the keyarfabthe communication between mismatch-
ing components. Indeed, it solves the interoperabilitybfmms between heterogeneous and potentially
compatible components. With respect to the second challemg proposed an automatic pattern based
approach detailing, in particular, a set of Basic Mediatatté?ns, including basic mismatches and re-
spective solutions, which represent the basic buildingkdan which an automatic approach can build
upon.

As future works, we intend to: define a theoretical composil strategy to allow reasoning on
mismatches and to build the mediating connector behavioareber we also aim at providing the
“concrete” Basic Mediator Patterns, i.e., the skeletoreaoafresponding to the “abstract” ones presented
in this work and present the actual code for the componeert®yior decomposition and the mediating
connector behavior building.
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