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Fabule : Un environnement de recherche pour l'animation et la simulation

R esum e

La plate-forme de d eveloppement Fabule a et e mise au point p o u r r epondre aux besoins communs du groupe animation d'iMAGIS. Cet environnement nous permet de factoriser les e orts de programmation de chacun dans un cadre coh erent et, autant que possible, complet.

Le but premier du syst eme est de r eduire les d elais entre la conceptualisation d'un algorithme nouveau, les tests et l'exp erimentation dans un cadre interactif, et pour nir la production d'une s equence vid eo illustrant l e s r esultats. Pour que plusieurs chercheurs puissent e x p erimenter de nouveaux mod eles (il s'agit principalement d'animation par \mod eles physiques") dans le cadre de Fabule nous avons opt e pour une biblioth eque logicielle orient ee objet, interfac ee avec un langage interpr et e de mani ere a faciliter la g en eration de d emonstrateurs.

Cette pr esentation, qui d etaille l'architecture logicielle que nous avons mise en place, s'articule autour des points suivants : buts et architecture globale du syst eme, primitives graphiques, et modules d'animation.

1 Buts et Architecture Fabule est un environnement d e d eveloppement d edi e a l a recherche en animation, au sein d'une equipe qui s'int eresse plus particuli erement a la mise au point d e \ m o d eles physiques" pour l'animation e t l a s i m ulation. Les principales consid erations qui ont accompagn ees la conception de Fabule etaient d ' a voir un syst eme qui permette a u n g r o u p e d e c hercheurs d'impl ementer de nouveaux mod eles et algorithmes pour l'animation, de les tester dans des conditions vari ees, et de produire rapidement d e s s equences vid eo montrant aussi bien des cas d' ecole que des situations complexes.

Plus pr ecis ement, les points suivants ont g u i d es la conception du syst eme : Ces buts ont et e concili e dans Fabule par l'utilisation de l'architecture suivante (Figure 2 

Primitives graphiques

Nous avons choisi d' ecrire Fabule au dessus de la base de donn ee graphique interactive OpenInventor, ecrite en C++. Cette biblioth eque, bas e s u r OpenGL, a et e i n troduite par Silicon Graphics dans le même consortium, et doit donc permettre une large portabilit e d u l o g i c i e l ( DEC, IBM, Microsoft, et aussi Sun, HP, Macintosh...).

Nous avons ecrit une interface Tcl pour cette biblioth eque, ce qui permet d'avoir un langage interpr et e puissant, qui peut manipuler la base de donn ees graphique (voir les exemples dans le reste de l'article).

La base de donn ees OpenInventor

La base de donn ees est constitu e de n uds, que l'on organise en arbres ou en graphes orient es acycliques (c'est a dire que l'on peut partager des sous-arbres).

Les n uds terminaux (feuilles) permettent d e s p eci er :

{ des donn ees: coordonn ees, normales, textures, ... { des attributs: couleurs, mod ele de lumi ere, transformation, type d'interpolation, ... { des primitives g eom etriques: cubes, sph eres, liste de triangles, splines, NURBS avec des d ecoupes, ... L'a chage, pris en charge par OpenInventor, s'e ectue lors d'un parcours en profondeur d'abord du graphe acyclique. Les n uds internes permettent d e c hoisir quand et comment les sous-graphes sont a prendre en compte (Group, Multiple-Copy, Switch, LevelOfDetail, ...).

L'exemple ci-dessous ( ecrit en Tcl) d e nit une proc edure qui construit un papillon multicolore, et retourne le pointeur vers le sommet du graphe correspondant : proc butterfly {} { set fly SoSeparator] # Une liste de sommets $fly addChild SoCoordinate3 { point 0 0 0, -.2 1 . 1 , -1 1.2 .5, -1.2 .2 .6, -.8 -.3 .4, 0 0 0, -.7 -.2 .08, -1 -.6 .1, -.7 -.8 .1, -.1 -1 0, 0 0 0 , .1 -1 0, .7 -. 

Animation

A partir de cette base de donn ees, une animation interactive p e u t être r ealis ee simplement, par mises a jours successives des n uds de coordonn ee et de transformation du graphe d ecrivant l a s c ene.

Mouvements de base

Pour produire un mouvement, Fabule propose la notion de g en erateur. C e s entit es g en erent le mouvement d'un rep ere local au cours du temps. soit par interpolation entre positions cl es (animation descriptive), soit en int egrant les equations du mouvement d'un mod ele (animation par \mod ele physiques").

Fabule propose les g en erateurs de base suivants : KeyFrame L'animateur sp eci e un jeu de positions (translations et orientations), qui sont i n terpol ees par des splines de Hermite (en utilisant les logarithmes de quaternions pour les orientations). Les tangentes peuvent être calcul ees automatiquement, avec des coe cients simpli es (Tension, Continuit e et Biais), ou manipul ees directement ( v oir le rapport de DEA 1]). PointDynamic L'int egration des forces (continues ou instantan ees) et l'utilisation de la dynamique du point permet de g en erer des mouvement r ealistes (les objets bougent s u i v ant leur poids, leur inertie, ...). Dynamic L'introduction de couples et de tenseurs d'inertie permet de simuler les rotations, en utilisant l a m ecanique du solide. D'autre part, il y a plusieurs mani eres d'agir sur un g en erateur pour modi er sont mouvement. L'utilisation de forces, par une int egration du second ordre, permet d'engendrer des \mouvements lisses".

Dans des situations particuli eres (par exemple la simulation de choc rigides entre objets), on d esire avoir des changements brusques de vitesse. Les forces ne donnent pas de bon r esultats dans ces conditions puisque le caract ere instantann e d e l a r eponse implique l'utilisation de forces tr es grandes, donc peu pr ecises et di cilement i n t egrables. L'utilisation d'impulsions, grandeur du même ordre de grandeur que les vitesses, et demandant une int egration du premier ordre seulement. Ce qui permet d'engendrer des mouvement continus, mais qui changent brusquement d e direction ou de vitesse.

En n les contraintes g eom etriques que nous utilisons, par exemple pour maintenir des articulations, doivent imposer des ajustement dans les positions relatives des g en erateurs les uns par rapport aux autres. Plutô t q u e d e p a s s e r p a r d e s d erivations suivies d'une int egration, les \contraintes de d eplacement" 2] proposent d'ajuster directement la position des g en erateurs.

Mouvements complexes

Fabule permet de simuler des objets complexes en reliant plusieurs g en erateurs. Deux notions sont utilis ees : { U n e liaison permet de mod eliser une int eraction sp eci que entre deux g en erateurs. On retrouve dans ce groupe des ressorts (ou des contrôleurs) qui produisent des forces, des chocs qui produisent des impulsions, et des contraintes qui produisent d e s d eplacements.

{ D a n s l e s syst emes de particules, a u c o n traire, chaque g en erateur calcule ses interactions avec les autres g en erateurs a partir de ses propres param etres. Les interactions peuvent être globales (particules a grand rayon d'int eraction), ou r eduites a quelques voisins (topologie x ee).

La boucle d'animation

L'interpr eteur Fabule utilise OSF/Motif, et sa boucle de traitement d e s ev enements. Pour simuler un pas de temps, il faut donc produire les ev enements correspondants. Fabule utilise la classe OpenInventor SoTimerSensor q u i s e b a s e s u r ce m ecanisme pour d eclencher l'ex ecution de la boucle de simulation principale, r esum ee sur la gure 3.

Les di erents modules de la simulation s'encha^ nent. Ce sch ema de r esolution utilise un interval de temps adaptatif: si l'un quelconque des modules d etecte que le pas de simulation (dt) et trop petit pour rester dans des marges d'erreur acceptable, il renvois une erreur \pas de temps trop grand". On divise alors dt par deux, et on recommence la simulation. Si une autre erreur se produit, on stoppe la simulation: l'animateur peut alors examiner ce qu'il se passe et/ou relancer la simulation. Si la simulation termine sans erreur, et ce plusieurs fois de suite, alors on augmente dt (jusqu' a un certain maximum, t ypiquement 1 / 2 5 eme de second, pour obtenir les images d'un lm d'animation), de fa con a r e v enir automatiquement a u n i n tervale de simulation aussi grand que possible.

Cr eation de d emonstrations

Comme indiqu e a u d ebut, le but de Fabule est non seulement de permettre aux chercheurs de faire leurs recherches, mais aussi de montrer leurs r esultats.

Interface Utilisateur

La premi ere approche consiste a ecrire un (petit) d emonstrateur, qui peut d'ailleurs servir aussi a l a m i s e a u p o i n t des algorithmes. Il faut alors avoir la possibilit e de d ecrire rapidement une interface graphique. L a encore, l'approche langage interpr et e ( Tcl) permet de prototyper rapidement des dialogues, menus, etc.

L'exemple suivant permet de tester l'animation par position clef sur un cas d'ecole. Quelques lignes de Tcl su sent a de nir la trajectoire, le mobile, et a appeller l'interface : proc makeScene {} { # Creation du chemin par position clefs set p FaPath] $p insertKey 0 FaKey "0 0 0 0 0 0 1 " ] $p insertKey 1 FaKey "1 -1 0 0 0 .707 .707"] $p insertKey 2 FaKey "2 0 0 0 0 1 0 " ] $p insertKey 3 FaKey "1 1 0 0 0 .707 -.707"] $p insertKey 4 FaKey "0 0 0 0 0 0 1 " ] # utilisation dans un generateur c y c l i c , set g FaKeyFrame] $g setPath $p $g setCyclicTime 4.0 0.0 # qui anime un petit cube.

set La deuxi eme approche consiste a utiliser les technologies emergeantes n ees du croisement d u m ulti-m edia et de la vid eo num erique. L'id ee consiste a produire une s equence d'image (par exemple QuickTime) sur la station de travail, et a faire le montage avec un logiciel du type Adobe Premiere sur un Macintosh. Depuis l' et e 1994, on trouve des cartes graphiques et des disques rapides qui permettent d e \jouer" le montage obtenu en pleine r esolution, voire en qualit e broadcast.

Dans Fabule, on peut calculer les images en utilisant OpenInventor, a vec eventuellement u n m o d ele, un d ecor, un environnement e t u n e r esolution di erents de ceux utilis es en mode interactif.

On peut aussi sauver des chiers pour des programmes de rendu externes. Ainsi, la totalit e des lms produits dans l' equipe ont et e r ealis es avec le logiciel de lancer de rayons RayShade.
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 1 Fig. 1 -F abule : les di erentes biblioth eques de l'interpr eteur. Le langage tient la place c entrale, entour e p ar les interfaces graphiques (2D a gauche, 3D a d r oite). En gris e, la biblioth eque d'animation et les interfaces que nous avons d evelopp ees.

Fig. 3 -

 3 Fig. 3 -La \ b oucle" d'animation : le traitement d'un pas de simulation, qui s'insere dans la boucle de traitement des ev enements OSF/Motif.

  En plus d'une repr esentation e cace et tr es compl ete de donn ees, OpenInventor propose aussi des outils pour cr eer des interfaces interactives : { Des fenêtres (\Widgets" X-toolkit) permettant de visualiser un sous-graphe, avec la possibilit e d e c hoisir le point d e v u e a la souris, et de s electionner des objets. L'exemple suivant (toujours en Tcl) d e nit une proc edure qui ouvre une nouvelle fenêtre OSF/Motif, e t a c he dedans une sc ene OpenInventor quelconque. L'utilisateur peut alors interagir avec la souris pour changer le point de vue, le zoom, etc. Des editeurs sp ecialis es pour choisir une couleur, un mat eriau, ou les param etres d'une transformation. La proc edure suivante recherche un n ud de d e nition de mat eriau, et s'il le trouve ouvre une nouvelle fenêtre OSF/Motif, a vec le dialogue standard Des \dragger" et des manipulateurspour interagir a l a s o u r i s a vec la base de donn ees (s electionner, d eplacer, d eformer, ...). Dans l'exemple suivant, on utilise un tel \widget 3D" pour d eplacer interactivement u n p o i n t d ' u n n u d de coordonn ees :

	d' edition:	
		proc editMaterial {node index} {	
		set mat searchType $node SoMaterial]
		if {$mat != {}} {	
		topLevelShell . s h	
		SoXtMaterialEditor .sh.edit
		.sh.edit attach $mat $index
		.sh.edit show	
		.sh popup	
		}	
		}	8 .1, 1	-.6 .1, .7 -.2 .08,
		0 0 0 , . 8 -.3 .4, 1.2 -.2 .6, 1	1.2 .5, .2 1 .1]
		}]	
	# Une couleur pour chacun (modulo 5)	
		$fly addChild SoMaterial {	
		diffuseColor 0 0 0, 0.2 0 1, 0.06 0.6 1, 0 1 0.4, 1 0.9 0.0]
	}] proc dragPoint {scene index} { # et on construit un polygone (qui interpole les couleurs) : global root $fly addChild SoMaterialBinding {value PER_VERTEX}] $fly addChild SoFaceSet] # On recherche un noeud de type "table de sommets"
	}	set coord searchType $scene SoCoordinate3] return $fly if {$coord == {}} {error "No coordinate node found"} # Si on le trouve, on y attache un ``dragger'',
		set drag SoDragPointDragger]	
	$drag translation $coord point($index)] # dont le deplacement deplace le dit sommet, Interactivit e
		$drag addMotionCallback "setPoint $drag $coord $index"
		# et qui disparaitra tout seul.	
		$drag addFinishCallback "$root removeChild $drag"
		$root addChild $drag	
		}	
		proc setPoint {dragger coord index} {
		$dragger point($index) $dragger translation]
		}	
		proc view {scene} {	
		# Creation d'une fenetre Inventor independante :
		topLevelShell .view	
		SoXtExaminerViewer .view.viewer
		# Initialisations (la scene a afficher, le zoom initial, ...)
		.view.viewer setSceneGraph $scene
		.view.viewer viewAll	
		.view.viewer saveHomePosition	
		.view.viewer s h o w	
		.view popup	
		}	

{ {

  On doit aussi pouvoir cr eer des s equences d'images a partir d'une animation interactive. Trois types d'approches sont possible. La premi ere consiste a enregistrer directement la vid eo a partir d'une application interactive sur la station de travail. L' equipement n ecessaire pour prendre les s equences est minimum (juste la station et le magn etoscope), mais sans studio vid eo, il est di cile de faire un montage complet, de bonne qualit e.

	}
	# Procedure predefini ouvrant une fenetre standard,
	# et montrant la graphe construit par "makeScene"
	simpleDemo
	S equences Vid eo et montage
	solid FaRigidSolid]
	$solid setGenerator $g
	set solid_gr SoSeparator]
	$solid_gr addChild SoCube {width .4 height .4 depth .4}]
	$solid setPrimitive $solid_gr
	# Calcul d'un polygone montrant le chemin (avec
	# 10 points entre chaque position clefs),
	set coord SoCoordinate3]
	$p computeDrawing $coord 10
	set line SoSeparator]
	$line addChild $coord
	$line addChild SoLineSet]
	# que l'on met dans le graphe a afficher.
	global root
	$root addChild $line
	return $solid_gr

: L'institut d'Informatique et de Math ematiques Appliqu ees de Grenoble est une f ed eration de laboratoires CNRS, INPG et UJF.

Fabule aujourd'hui Pour conclure, quelques chi res sur le noyau d'animation de Fabule. L e d eveloppement d e l a v ersion actuelle a d ebut e d ebut 1994, et comporte actuellement 16.000 lignes de C++, et 1.500 lignes de Tcl.Di erents modules de recherche sont v enus s'int egrer a c e n o yau: des syst emes de particules (orient ees ou non) (1500 lignes de C++) 3], la mod elisation et l'animation d'objets implicites (5.000 lignes de C++ et 2.000 de Tcl) 4, 5

, 6] , e t d e s m ethodes de contrôle dynamique de trajectoires (1.500

lignes) 7, 8].