Unit testing for the Web

Testing a Web application: User operations:

• Get the welcome page

• Click on a link

• Fill a form

• Check the pages

• etc

Features expected:

• Support of Javascript/AJAX <wunit:fill-form form="{$wunit:document//FORM[@name='login']}"> <xcl:param name="user" value="Bill"/> <xcl:param name="password" value="Sesame"/> </wunit:fill-form>

▪POST datas:

<wunit:POST url="http://www.example.com/login.html"> <xcl:param name="user" value="Bill"/> <xcl:param name="password" value="Sesame"/> </wunit:POST> ▪Check HTTP headers (and cookies):

<xunit:assert-number-equals expected="200" result="{value($wunit:frame/@wunit:response-code)}"/> <xunit:assert-string-equals expected="text/html" result="{string($wunit:frame/@wunit:mime-type)}"/> Tag libraries available (from Active Tags and RefleX): ▪WUnit: <wunit:GET>, <wunit:click>, $wunit:document, etc ▪XUnit: <xunit:test-case>, <xunit:assert-node-equals>, etc ▪XCL (the XML Control Language): <xcl:if>, <xcl:then>, <xcl:else>, <xcl:parse>, <xcl:transform> (XSLT), etc ▪I/O: io:file(), #io:input, etc ▪Web: <web:mapping>, $web:session, #web:x-session, web:mime-type() ▪etc (SQL, XQuery...)

Hundreds of active materials are available

Modules in Active Tags and RefleX

▪WUnit is just a module (a library) from a larger framework called Active Tags that allows to design XML-based applications.

▪RefleX is an implementation of Active Tags in Java.

Each module can define active tags <my:elem>, XPath functions my:funct(), XPath variables $my:var, foreign attributes @my:attr, data types #my:data-types

Screenshots of our Web application: an image gallery

AJAX autocompleter

Intrusive unit testing for Web applications by Philippe Poulard 8 <!--set the boundary of the test case--> <xunit:test-case name="report/1-gallery-welcome" label="[Web] Welcome page"> <!--start to discuss with the servlet emulator--> <wunit:conversation application="../webapp/WEB-INF/web.xml" uri="http://www.example.com/"> <!--get the welcome page hosted in our server emulator--> <wunit:GET url="http://www.example.com/"/> <!--do we have it ?

we ask to the $wunit:frame predefined property what is the HTTP response code--> <xunit:assert-number-equals result="{ value( $wunit:frame/@wunit:response-code ) }" expected="200"/> <!--is it an HTML page ?--> <xunit:assert-string-equals result="{ string( $wunit:frame/@wunit:mime-type ) }" expected="text/html"/> <!--parse the static welcome page from the file system...--> <xcl:parse-html source="../webapp/index.html" name="expected"/> <!--...and compare it with those returned by the server.

$wunit:document is a predefined property that refers to the DOM of the HTML document of the current page--> <xunit:assert-node-equals result="{ $wunit:document }" expected="{ $expected }"/> </wunit:conversation> </xunit:test-case> result="{ value( $wunit:frame/@wunit:response-code ) }" expected="200"/> <xunit:assert-string-equals result="{ string( $wunit:frame/@wunit:mime-type ) }" expected="text/html"/> <!--we should have 2 rows--> <xunit:assert-number-equals result="{ count( $wunit:document//TR ) }" expected="2"/> <!--first row--> <xunit:assert-string-equals result="{ $wunit:document//TR[1]/TD[1] }" expected="item1"/> <xunit:assert-string-equals result="{ $wunit:document//TR[1]/TD[2]/IMG/@src }" expected="images/item1"/> <!--second row--> <xunit:assert-string-equals result="{ $wunit:document//TR[2]/TD[1] }" expected="item2"/> <xunit:assert-string-equals result="{ $wunit:document//TR[2]/TD[2]/IMG/@src }" expected="images/item2"/> </wunit:conversation>

Other tests

Upload a file and test if it's in the Web server Other tests to consider: ▪The AJAX autocompleter (please refer to the RefleX web site) ▪A complete scenario (please refer to the RefleX web site) ▪Checking database updates: this could be perform with a direct SQL or XQuery query to the database.

Error report

Tools for running all the test cases, aggregating the results in a single XML report, and an XSLT styleshet are supplied

Feature not (yet) covered ▪SSL and certificates: Could use a dummy certificate server-side ▪JNDI support: Would allow to have a testing environment that includes test databases (SQL, XQuery, etc) that could be initialized by the test suite Right now: use the production database or duplicate the Web application ▪WUnit/XUnit as an output language for Selenium ? ▪A better error report (with HTML rendered fragments in the output)

  

Test of the Welcome page
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The implementation

•110,000 lines of code (stripped from comments and blank lines)

•Jar size: 1.3MB

Questions ?

Free, open source