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Abstract

We describe the PerDiS persistent distributed store and its garbage col-
lection algorithm. The PerDiS store behaves like an object-oriented persis-
tent shared memory, and is accessed transactionally. Applications get direct
access to persistent data in their own memory, and use the usual C/C++
pointer dereferencing and assignment to navigate and modify the object graph.
PerDiS provides persistence by reachability based on the Larchant algorithm.
We focus on the issues of implementation for large-scale sharing. The main
problems we face involve concurrency, ordering and consistency. We also ad-
dress performance/modularity trade-offs.

1 Introduction

This article describes the integration of the Larchant distributed garbage collection
algorithm [8] into PerDiS, a persistent distributed store. PerDiS [16, 22] is a Long
Term Research ESPRIT project, aiming at the design and implementation of a
large-scale PERsistent DIstributed Store, for cooperative engineering applications.

Persistence is based on reachability [2]. This relieves the programmer of the
burden of file and memory management; it is inherently safe and efficient, contrary
to manual approaches. Each application gets access to shared objects directly in its
own memory (provided it has sufficient access rights), giving a simple, secure and
efficient way of sharing data.

Scalability is a major factor of the design. Applications share a huge amount
of data on a large-scale network, where possibly thousands of computers exchange
data via a network such as the Internet. An important assumption to make this
work is that concurrent write access to the same data is infrequent; when it does
occur, it is within a small, well-connected area. This assumption is justified by the
social structure of large design projects [19].

This paper addresses the implementation of the garbage collector in the PerDiS
platform. It is organized as follows. After this introduction, Section 2 describes
the PerDiS platform and explains the needs for a distributed garbage collector.
Section 3 describes the Larchant garbage collection algorithm. Section 4 examines
the implementation of the collector’s constructive component; Section 5 does the
same for the destructive component. Section 6 examines related work. Section 7
concludes and describes future work.



2 The PerDiS design

In this section, we describe the design of the PerDiS platform. The result of the
first year of the project is an implementation called the Preliminary Platform im-
plementation or PPF (available for download at http://www.perdis.esprit.ec.org/
download/). In order to ease the first implementation, we made some simplifi-
cations', sometimes at odds with scalability. Two more full releases are planned at
one-year intervals.

2.1 Basic components

The PerDiS platform supports shared objects connected by references. Entry points
into this object graph are known as roots. An application program can access a root
by naming its URL, and is then able to navigate the graph by following references
from object to object.

Objects are grouped into clusters. A cluster is an arbitrary set of logically-related
objects. Applications explicitely allocate objects in clusters. Whereas objects con-
stitute the basic access unit for applications, clusters are the system management
unit. A cluster has a name and protection attributes; it is the user-visible unit of
memory management, storage, caching, sharing and protection. A cluster is man-
aged like a distributed shared memory, i.e., it is cached by each client application
that opened it. A cluster maybe of inifinite size, but only the part of it accessed by
applications are cached at a given site?.

For an application program, a reference is simply a pointer in memory. The
PerDiS memory manager, based on the Larchant design [7, 8, 21], distinguishes
intra-cluster references (connecting objects within a single cluster) from inter-cluster
references (crossing cluster boundaries). An inter-cluster reference is represented by
a stub of the source cluster, and by a scion in the target cluster. A stub contains the
location of the corresponding scion; this information is used to swizzle persistent
addresses.® A scion serves as a root for partitioned garbage collection. It identifies
the cluster where the reference originates. There is a one-to-one correspondence
between stubs and scions.* Stubs and scions are internal to the memory manage-
ment subsystem and are invisible to application programs; in particular, there is no
run-time overhead in dereferencing an inter-cluster reference: the application only
sees raw pointers.

2.2 Architecture

The PerDiS architecture, shown in Figure 1, is based on two main components: the
User Level Library (ULL) and the PerDiS Demon (PD). The ULL is linked to the
application code, providing the PerDiS execution environment. The PD provides
the applications with the PerDiS functionalities. There may be several applications
but a single PD per site. Data is cached at both the ULL and the PD levels.

The ULL has an API module that interfaces to a Cluster Module and a Trans-
action module; they in turn talk to other modules in charge of caching, memory
management, swizzling, etc. Relevant to garbage collection is the Stub/Scion Cre-
ation module described later. The PD is composed of a Transaction Module, a

1Simplifications are described in footnotes when needed.

2As a simplifying assumption, the garbage collector may cause an entire cluster to be cached.
This is dicussed in Section 7.

3Swizzling refers to the translation of a persistent address in the store, into a virtual address
in the application addressing space. The virtual address is computed only once and placed in the
corresponding pointer, so the application can dereference the pointer with no overhead.

4However, as we will see later, the creation and destruction of a scion may be delayed with
respect to the creation and destruction of stubs.
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Figure 1: PerDiS architecture: application processes link the User Level Library
(ULL), which connects to the PerDiS Dzmon (PD) on the same machine. A PD
connects to storage and to other PDs.

Cache Module, a Cluster Module, a Storage Module, and a Garbage Reclamation
Module. The Cluster Module (of which there is a copy in both the ULL and the PD)
is solely aware of the storage format of clusters. A Cluster Module has interfaces
to allocate an object in the cluster, to discover the type of an object, etc. Clus-
ter Modules communicate with one another via Cache Modules; a Cache Module
carries and caches uninterpreted pages, and manages page locks, applying a policy
described in Section 2.3.

In the current implementation, swizzling [14], i.e. translating persistent addresses
in the store into virtual addresses in the application addressing space, is performed
by the ULL when an application takes a lock on an address range, similarly to
swizzling at page fault time in the Texas system [26]. For future releases, we are
considering moving the swizzler into the PD to improve performance. As a matter
of fact, swizzling into the PD will reduce the number of swizzling operation, since
the ULLs will be asked to map the same pages always at the same virtual addresses,
if possible.

Distributed garbage collection is split into a “Stub/Scion Creation” component,
that protects potentially reachable objects, and a “Garbage Reclamation” compo-
nent, that detects and deletes garbage objects in the persistent store. Stub/Scion
Creation discovers new pointers by analyzing modified data, as it is propagated
between caches; in the current implementation it executes in the ULL, intercept-
ing data sent to the PD when a transaction commits. In contrast and by design,
Garbage Reclamation runs in the PD, because that is where the persistent store is
managed.®

This article is about the implementation of the garbage collector for the persis-
tent store. We therefore ignore what happens in the ULL, apart from Stub/Scion
Creation, and focus on the operation of the PD. Since there is a single PD per site,
we use the words PD and site interchangeably.

5We are interested in garbage collection of the persistent store only. This is distinct from
collecting the transient memory of application processes. The former is part of the system, whereas
supporting the latter or not is a language or application policy.



2.3 Data sharing

A PD caches a cluster®, in order to provide local applications access to its data. PDs
maintain consistency between replicas of a cluster, by using techniques taken from
distributed shared memories. More specifically, PDs maintain “entry consistency”
[4] among replicas of a cluster. An application can write in a cluster only if the PD
holds the write token for that cluster, and can read only if the PD holds one of the
read tokens.” At any time and for a given cluster, there can be either a single write
token, or any number of read tokens.

Two PDs, the home site and the owner site play a special role. Each cluster
has a statically-assigned home site, in charge of safe-guarding the definitive version
of the cluster on disk. The owner site is dynamic, and defined to be the last site to
hold a write token for that cluster; therefore, it is unique. The owner is guaranteed
to hold in its cache the most recently-commited version of the cluster; the owner
communicates it to the cluster’s home as part of commit processing. In the absence
of failures, the cached copy of the cluster at the owner and the on-disk copy at the
home are equal.

Finding the owner of a cluster follows Li and Hudak’s Dynamic Distributed
Manager algorithm [13]. Each site maintains for each cluster a probOwner field,
which refers to another site that may be the owner site, or which will forward
requests, using its own probOwner. A request eventually reaches the owner site,
which shortcuts the chain by directly answering the requesting site.®

It is important to underline that the DSM techniques used here are meant to
replicate data among the PDs. Data are then available to the application linked to
the ULL, in order for it to run a transaction onto them. Currently, transactions rely
on the consistency mechanisms to perform their own locks, hence decreasing the ef-
ficiency of both transaction and caching. We are currently working on the feasibility
of separating transaction locks from the locks of the replication mechanism.

3 The Larchant Garbage Collection algorithm

When the object graph is complex, manual memory management is very difficult.
It is well-nigh impossible if the application is parallel, distributed and data is per-
sistent.

By freeing only unreachable objects, a garbage collector (GC) guarantees that
a program can safely use any pointer it can access. This property, called referen-
tial integrity, is essential for program correctness; it also improves performance by
removing any need for run-time checks. Furthermore, GC avoids memory leaks by
automatically deallocating unused memory.

Our system uses the Larchant GC algorithm [8, 9], designed for a shared, repli-
cated memory. It is distributed and minimizes induced I/O, communication and
synchronization costs.

Larchant uses partitioned GC [5] (also called hybrid GC [17]), with reference
listing for inter-partition references, and tracing for intra-partition references. A
partition includes a varying number of clusters.

Larchant imposes minimal consistency and synchronization requirements, as
shown by Ferreira and Shapiro [7]. A given cluster can be replicated at any number
of sites. Larchant remains correct even if the replicas are not mutually coherent.

6As we said above, this is a simplifying assumption for the preliminary platform.

7The user running the application must also hold appropriate access rights, but this is another
story.

8 A site does not need to record the probOwner of every cluster. To access a cluster without the
probOwner information, it suffices to ask the home site, which is fixed and well-known. The home
site does maintain the probOwner information and is able to forward requests correctly.



This is because Larchant applies the so-called Union Rule, whereby an object is
garbage only if it is unreachable in the union of all replicas [9].

3.1 Reference listing and tracing

Larchant runs a tracing GC algorithm on every site. The trace can use either
mark-and-sweep or copy-collection [12, 25]. It collects each cluster independently
from others; furthermore, each replica of a cluster is traced independently of other
replicas. The root of a trace is the set of scions along with PerDiS root objects.
Since we are collecting the persistent store (not an application’s private replica), we
do not have to worry about mutator roots, such as stacks or local variables.

Inter-cluster references are managed using reference listing.? The scions of a
cluster represent incoming references. After an application process creates a new
inter-cluster reference (by pointer assignment), the corresponding stub-scion pair
must eventually be created. In our design, a component called Stub/Scion Creation
traces modified pointers to discover new inter-cluster references and to create stubs
and scions. Every modified pointer must be scanned by Stub/Scion Creation before
being stored on disk or being propagated to some other site.

Conversely, removing an outgoing reference eventually deletes the corresponding
stub and scion. Thereafter, this deleted scion is no longer a root for the intra-cluster
collection, enabling the algorithm to spot more garbage objects. The component
that deletes unreachable stubs and scions and actually collects garbage object is
called Garbage Reclamation. By design, Garbage Reclamation runs inside the PD.

A race condition between a scion creation message and a scion deletion message
could lead to the following scenario: first, the scion is deleted; then, the object
referred to by the scion is also deleted; finally, a new scion is created, which refers
to the deleted object. To avoid this, the Larchant algorithm imposes ordering
constraints on stub/scion creation and deletion, as described by Ferreira and Shapiro
[9]. At any site, and for each GC cycle, all scion creations must occur before any
scion deletion. Furthermore, GC-related messages related to a given cluster must
be delivered in causal order.

3.2 Inter-cluster cycles of garbage

Reference listing, just like reference counting, does not collect garbage cycles. More
precisely, in our case we miss inter-cluster garbage cycles. To solve this problem,
the Larchant algorithm group-collects several clusters at one time. Such clusters
are grouped with an heuristic that tries to minimize extra I/Q: we trace the group
of cluster replicas that is currently in the local cache.

This group heuristic does not guarantee to collect all persistent cycles of garbage.
Indeed, if a cycle is distributed among two clusters that never appear together
in a same cache, we miss it. We have started a series of measurements [18] of
real applications to evaluate the frequency and impact of such occurence. If the
missed cycles turn out to be a real problem, we will study more agressive heuristics,
for instance forcing some other clusters into the cache to improve the probability
of holding complete cycles on a single node, this to ensure completeness of the
reclamation.

9Reference listing [17] is an extension of reference counting, where the count of an object is
replaced by the list of the locations of originating references. Using our vocabulary, each scion
represents an element in this list.



3.3 Improving the Larchant algorithm

The Larchant algorithm ensures safety and completeness of the garbage collection.
Nevertheless, it does not address specific implementations issues, such as concurrent
accesses to clusters by a collector and applications, and efficient propagation of stubs
and scions. The algorithm describes in this article addresses more specifically this
issue.

4 Stub/Scion Creation

In this section, we describe how stub/scion creation is implemented in the PerDiS
platform. Stubs and scions must be created in a way that makes them available
in any replica of the cluster. Hence, we decided to create stubs and scions at the
owner.

Stub creation is trivial. Creating a stub in a cluster occurs if an outgoing refer-
ence has been added to this cluster, i.e. this cluster has been write-accessed. Since
the coherence algorithm is based on single-writer /multiple-readers concurrency con-
trol, this occurs only at the owner replica. So, before a transaction releases its locks,
the stub/scion creation component of the ULL walks the graph of each write-locked
cluster from its scions, thereby discovering new outgoing references and creating
the corresponding stubs. At the same time, references are “unswizzled” from their
in-memory representation (a pointer) to their persistent one (a cluster identifier and
an object identifier within the cluster). Since this owner replica was write-accessed,
there are no other replicas.
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Figure 2: An example of the need of a remote scion creation

Unfortunately, the local site cannot directly create the corresponding scions.
Indeed, the cluster to contain the nascent scion is not necessarily owned locally; it
might not even be cached locally.

The example in Figure 2 illustrates this situation. Site 1 accesses two clusters,
Cluster 1 and Cluster 2. The latter contains one object y, with a reference to the
object z in Cluster 3, owned by Site 2. Let us assume that Site 1 performs operation
z := y, where z is in Cluster 1. Cluster 1 now has an outgoing reference to z, drawn
as a dotted line in the figure. Stub/scion creation at Site 1 will create the new stub
locally, but the scion (drawn in bold) must be created on Site 2. Therefore Site 1
sends a create-scion message to the PD at Site 2.

To avoid distributed races, the Larchant algorithm imposes ordering constraints
on scion creation and deletion, as mentioned in Section 3. So, before the transaction



that created the new reference releases its locks, the Stub/Scion Creation module
transmits create-scion requests to the owner sites of the target clusters. It waits for
an acknowledgement in order to ensure causal ordering!®.

When an owner site receives a scion creation request, it must not cause conflicts
with any concurrent applications. The request is queued and acknowledged. Later,
when no application holds a write lock on this cluster, but before propagating this
cluster to another site or to disk, and before the next garbage reclamation round,
the request is dequeued and the scion created.

Cluster 1 75“8 3
(master replica) Cluster 1
(new replica)
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®
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Site 1
Site 2 ]
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Cluster 3 Cluster 3
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Figure 3: An example of a missing scion

Remote stub creation messages create the possibility of a race with coherence
messages. Consider the example in Figure 3. Site 3 uses the clusters of the example
in Figure 2. Since Cluster 1 was write-accessed on Site 1, by entry consistency
its replica on Site 3 must be up-to-date (any old replica would have been invali-
dated). On the other hand, suppose that previously some application on Site 3 read
Cluster 3, which now remains, unmodified, in the cache. The data in Cluster 3 is
up-to-date, but not the metadata; in particular, scion x — z is not yet present.
Now some application at Site 3 reads Cluster 1 on Site 3. As it follows the reference
from z, the Cluster Manager at Site 3 accesses the newly created stub, but does
not find the scion in Cluster 3.

This race condition is easily resolved. When the Cluster Manager detects the
missing scion, it retrieves up-to-date meta-data from the owner of Cluster 3.
Meta-data is propagated lazily but safely.

5 Garbage Reclamation

Now we describe how Garbage Reclamation is implemented in the PerDiS platform.
The two main issues were limiting inter-module dependencies, and consistency prob-
lems.

10This causes the transaction commit, hence the application, to be blocked until all acknowl-
edgemnts have been received, an unacceptably expensive operation. We are currently working on
sending create-scion messages when the transaction is applied rather than at commit time.

HEach stub-scion pair has a unique identification, ensuring that a missing scion can be detected.



5.1 Garbage collection interfaces

We want the garbage collector to be independent of other modules as possible, i.e.
we do not want that modifying a module implies a modification to the garbage
collector. Garbage collection is a complex operation with many dependencies, so
the internals of module operations are hidden from the collector, thanks to the
interfaces described here, which do not depend on a particular implementation of a
module.

For instance, garbage reclamation depends on the Cache Module for the list of
clusters currently cached at this site, for collecting inter-cluster cyclic garbage, as
explained in Section 3.2. It depends on the Cluster Module for access to meta-
data such as stubs, scions, type information, free list, etc. Therefore, it would
seem natural to add reclamation to its list of functions; however the code would
be very intricate and difficult to modify. Our decision was to favour independence
over performance and to define clear interfaces between garbage collection, cluster
management, and caching. The added cost is probably negligeable compared to
expensive operations such as swizzling or transmitting data over the network.

In the rest of this section, we provide the full list of interfaces between the
garbage collection modules (stub/scion creation and garbage reclamation) and the
other modules. Note that the current collector implementation assumes that clusters
are found in swizzled form. Furthermore, garbage reclamation assumes that all
pointers are valid, having been checked at the time of stub/scion creation. If either
of these assumptions were untrue, a further interface, for de-referencing pointers,
would be needed.

5.1.1 General interfaces

The following interfaces allow the collector to create or delete a stub or a scion in

a cluster:
bool cluster::new_stub (...values...);

bool cluster::new_scion (...values...);
bool cluster::delete_scion (scion* sc);
bool cluster::delete_stub (stubx st);
The parameter list ...values... represents the initialization values of the data type.
In the following list, each pair constitutes an iterator, over objects in a cluster,
and over pointers in an object, respectively:
scionx cluster::first_scion ();
scionx cluster::next_scion ();
voidx cluster::first_allocated_object ();
void# cluster::next_allocated_ object ();
voidx cluster::first_reference (void* obj);
void« cluster::next_reference (voidx obj);
The following interface:
voids cluster::start_address_of (voidx ptr);
converts an arbitrary pointer, possibly pointing inside an object instead of to its
beginning,into a pointer to the beginning of the object.
The following group of interfaces allow GC to test the status of a cluster.
bool cache::is_cluster_locally_owned (cluster_id &cid);
bool cache::is_cluster_locked (cluster_id &cid);
The first one tells whether the master site of the cluster is the local site or not. The
second one checks whether a cluster is locked by a transaction or not.



5.1.2 Stub/Scion Creation interface

Stub/scion creation is triggered in the ULL, at commit time, and continues in the
PD. Before a transaction sends modified data towards the associated log in the PD,
it calls the following procedure:
bool ss_module::process_dirty_cluster (clusterx c, transactionx t);

which walks the graph reachable from this cluster’s scions. If any new outgoing
pointers have appeared, then it creates the corresponding stub with cluster::new_
stub, then calls:

bool perdis_gc::process_new_stub (const stub& st, cluster_id& cid);
This procedure generates the create-scion message to the owner of the pointed-to
cluster.

When a PD receives create-scion, it takes a latch —a notification lock, as de-
scribed in Section 5.1.3— on the cluster where the scion is to be created. If
the cluster is locally owned (checked with cache::is_cluster_locally_owned), then it
creates the scion. Otherwise, it forwards the message to the owner, using the
cache::cluster_owner interface.

5.1.3 Garbage Reclamation interface

Garbage Reclamation does a group trace of all clusters currently cached at this site
for which there is no write conflict. It uses the following interfaces to manage this
group:
int cache::latch_cached_clusters ();
bool cache::list_cached_clusters (cluster_id xcllist);
bool cache::unlatch_cluster (cluster_id &cid);
The first primitive puts a notification latch on all clusters in the cache, and returns
the number of such clusters. The second returns the list of notification-latched
clusters. The third releases the notification latch on a cluster.
The following procedure:
bool perdis_gc::conflict_notification (cluster_id &cid);
is a call-back from the cache, to notify garbage reclamation that an application
is trying to write-lock the cluster, or that this cluster is invalidated. The cache
must wait until conflict_notification this function returns before continuing. In the
current implementation, gc_notify aborts reclamation. In the future, this static call-
back function will be replaced by registering a function dynamically, which could
backtrack changes done to this cluster only.
Finally:
bool cluster::reclaim_object (void* obj);
is used by garbage reclamation to reclaim the space of an unreachable object.
The cache implements the invalidation latch and the write latch needed by the
reclaimer.

5.2 Consistency issues

As explained in Section 3, the Larchant GC algorithm is correct independently of
coherence. In other words, the collector at some site is satisfied with whatever
replicas it finds locally, whether they are up-to-date with remote replicas or not.

However, we are not totally free of consistency worries. The collector accesses
clusters in the Cache Module in order to garbage collect them. The Cache Module
has an interface based on pages; it does not guarantee internal consistency unless
these pages are locked.

If an object straddles a page boundary, behaviour would be undefined if the
first page is an old version and the second page a new version. Similarly, consider
a pointer contained in some page, pointing to an object on a separate page; if the



target object does not appear in the second page, dereferencing the pointer could
cause an error. Thus, although a cluster needs not be coherent, data and meta-data
must be internally consistent.

Meta-data such as free lists, type descriptors and stubs must also be consistent
with the cluster’s data. Scions are managed differently, since a scion incoming into
a cluster may be created or deleted without any write access to the cluster. As was
explained in Section 4, scion creation and deletion do not need to be acted upon
immediately at all replicas.

In the rest of this section, we examine these problems in more detail. Sec-
tion 5.2.1 deals with the application modifying data concurrently with the collector.
Section 5.2.2 deals with the collector modifying data concurrently with applications.
Section 5.2.3 examines how replication impacts reclamation.

5.2.1 Concurrent updates by applications

One problem is concurrent writing of a cluster by an application, while the garbage
reclamation is reading the same data and meta-data. One possible solution would be
for garbage reclamation to take an ordinary transactional lock on clusters it reads.
However, since garbage reclamation is designed to eagerly read all the data present
in the cache, this approach could potentially block many applications. Another
solution, which we proposed in an earlier design [21], is to run garbage reclamation
inside an optimistic transaction; it would not block concurrent applications, and
would abort in case of a concurrent write by an application. The current platform
implements this solution in a simplified form, using the notification latches described
hereafter.

For future versions of the platform, we are planning a slightly more subtle solu-
tion. Garbage reclamation only takes local, non-transactional locks (latches). This
works as follows: when garbage reclamation starts, it asks the Cache for all locally
replicated clusters that are not write-locked by an application. They are protected
by a local notification latch. A notification latch does not prevent applications from
accessing the cluster; however if a local application write-locks such a cluster, the
cache sends a notification, forbidding garbage reclamation to consider this cluster.
If garbage reclamation had deallocated any objects in this cluster, the deallocation
is undone (only for this cluster, without aborting the whole collector). There is no
danger of unsafe reclamation thanks to the Larchant safety rules [9], which ensure
that scion creation always precedes reclamation.

When garbage reclamation is over, it takes an exclusive write-latch on any cluster
it modified. It updates the cache with the cleaned clusters. The write latch suspends
temporarily applications trying to read- or write-lock a cluster. Then the persistent
store itself is updated, in order to make garbage reclamation persistent. Note that
the latch is local and does not cause remote caches to be invalidated, even though
clusters are written by garbage reclamation. The latch only serializes local writes
performed by garbage reclamation, avoiding that an application reads a half-written
cluster.

5.2.2 Improved concurrent deallocation

In the case of an in-place garbage collector, we propose an even more efficient
solution, that allows the collector to reclaim garbage even while an application has
a write lock.

The problem we address is concurrency between an application allocating ob-
jects, while garbage reclamation is concurrently deallocating. Write conflicts are
limited to the free list. Although garbage reclamation reads all sorts of data and



meta-data, an in-place collector’s only writes are to add a garbage object to its
cluster’s free list.

To solve this problem without slowing down applications, we use a semantical
concurrency control, based on the knowledge of the semantics of accesses performed
by garbage reclamation. Therefore we designed the free list for concurrent updates
without relying on transactions.

To allocate an object, an application takes a write lock. To deallocate, garbage
reclamation simply appends a deallocation record on a local, secondary free list.
The next process to take the write lock merges together the main free list and any
secondary free lists.

This optimization is not yet implemented in the current platform.

5.2.3 Local deallocation

We still have the problem of propagating the work done by garbage reclamation
to all existing replicas. An important decision is to update only clusters for which
this cache holds the owner replica. This way, we are sure the modifications will be
propagated, since a site needing a replica of a cluster asks its current owner.

However, if the local site detects garbage in a cluster that is not locally owned,
its work is wasted. In the case of cyclic garbage, this is not much of a problem.
Even if we do not reclaim an entire garbage cycle, we break it, by suppressing the
locally owned garbage objects of the cycle.

6 Related work

We describe here various work dealing with some distributed persistent stores and
their garbage collection.

6.1 Other distributed persistent stores

Certainly, the most widespread distributed persistent stores are the various dis-
tributed filesystems, for instance NFS [20] or AFS [11]. They enable several users
working on different machines to access and share remote filesystems. They provide,
to a certain extent, fault-tolerance and coherence. Like our system, they are based
on the assumption of low write contention. However, they lack transactional seman-
tics. Their interface is file-oriented, which is not adapted to the storage of complex
data structures, such as the ones used in the cooperative engineering applications
supported by PerDiS. Obviously, they do not provide garbage collection.

Object-oriented client-server databases, such as Os [6], provide distributed ac-
cess to shared data. They provide superior interfaces enabling complex data struc-
tures. However, they do not scale well, because data is centralized at a single server.
In a large-scale environment, such as a co-operative design project distributed over
the Internet, the central server is a bottleneck. Furthermore, maintaining several
database servers with security in mind is quite difficult. In contrast, PerDiS has
been designed to be scalable, and security was also a guideline of the design from
the very beginning.

Several powerful persistent stores exist, but most of them, such as Texas [23],
are not distributed. Furthermore, security support was not a major concern during
the design of these stores.

The PerDiS design borrows many ideas from these various stores. Our goal is
to integrate the advantages of each system in order to have a persistent distributed
store fitting the needs of our target domain, cooperative CAD applications.



6.2 Garbage collecting a persistent store

A number of distributed garbage collection algorithms have been proposed [17].
Until recently, none took into account issues of caching, replication and coherence.
Recently, Yu and Cox proposed a conservative collector for the TreadMarks (non-
persistent) DSM system, which has some similarities to Larchant. Garbage collec-
tion algorithms for client-server databases [1, 5, 10, 24] are usually non-distributed,
being executed at the database server.

The PerDiS garbage collector is based on the Larchant design [8, 9]. Many of
the other Larchant concepts, such as dividing the memory into clusters, replicating
clusters, and the stub and scion data structures, were carried into the PerDiS design.
The Larchant system was a small-scale research prototype. An important outcome
of PerDiS will be to provide a strenghthened, large-scale implementation useable
for actual industrial applications.

The consistency issues described in Section 5.2 are closely related to concurrent
garbage collection. Several studies have been done in this field; however they do
not consider the impact of replication and memory coherence on garbage collection.
Some recent results include Baker’s Treadmill [3], which is fairly efficient, but has
the drawback of causing unpredictable delays because, in some cases, a collection
must be finished before accessing the data. O’Toole at al. propose transaction-
based collector for a persistent heap [15]. Our garbage reclamation algorithm is
closely inspired by theirs. To improve performance, we replaced transaction locks
by notifications, and implemented reclamation using secondary free lists.

7 Conclusion

We presented the way we fitted an existing distributed garbage collector algorithm
into a persistent distributed store. We noticed that such an operation raises a
lot of ordering and consistency problems. We also noticed that lowering module
dependencies is a trade-off between modularity and performance.

A version of the platform, which does not yet provide swizzling but already
include garbage collection, is available for download [16].

Future work includes elaborating the design of the secondary free lists, to enable
concurrent writes. We will also have to deal with future evolutions of the PerDiS
platform, mainly fine-grain locking, fault-tolerance and security. We managed to
have a flexible enough design for the garbage collector, in order to be able to inte-
grate these evolutions into future PerDiS garbage collector, with only minor changes
to the general design.

The major drawback of our current GC design is that it needs to have a whole
cluster to perform garbage reclamation. Consequently, any first access to a cluster
generates a huge amount of communication, in order to get a replica of the whole
cluster. This is at odds with our concern for scalability. To fix this problem, we plan
to divide a cluster in several bunches, which can be seen as sub-clusters, each with
its own free list and stub and scion lists. Bunch structure and size will be discussed
on the basis of real applications measurements, in order to fit the performance needs
of these applications.
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