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A bstract: In this report, we show how to use the Sinple Fluent Calculus
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T his approach isused to de ne a m ethod for extending a pva based CHR—
platform calleld CHROM E (C onstraint H andling Rule O nline M odeldriven En-
gine) w ith an extensible generic tracer. The m ethod includes a tracer speci —
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CHROM E, resulting in the platform CHROM E-REF (for Reasoning E xplana-
tion Facilities), which is a constraint solving and rule based reasoning engine
w ith explanatory traces.
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Tow ards a G eneric Fram ew ork to G enerate
E xplanatory Traces of C onstraint Solving and
RuleB ased R easoning

Resum e : Dans ce rapport, nous m ontrons com m ent utiliser le calcul des
uents sin ple (SFC ) pour speci er des traceurs generiques, c’est-a-dire quipro—
duisent des traces generiques. Une trace generique est une trace quipeut étre
produite pardi erentes in plam entationsdun com posant logicielet étre utilisees
Independam m ent du com posant trace.
C ette approche est utilisee pour de nir une m ethode pour introduire dans
une platforme CHR- basee Java et appelee CHROM E (C onstraint H andling
Rule O nlineM odeldriven Engine) un traceur generique extensible. La m ethode
com prend une speci cation du traceuren SEC , unem ethodologie d ‘extension, et
leur in plantation dansCHROM E, a n d’obtenir la plateforme CHROM E-REF
(R aisonnem ent E xplicatif Facilite), quiest un solveur de contraintes et m oteur
de raisonnem ent a base de regles avec des traces d 'exp lications.

M ots—cles : trace, CHR, CHR-, CHROME, CHROME-REF, MDE, tra-
ceur, m eta-theorie, pilote de tracer, analyseur, outils d ‘analyse, analyse de pro—
gramm e, analyse dynam ique, sem antique observationnelle, com posant logiciel,
deboggage, environnem ent de program m ation, program m ation en logique, vali-
dation
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1 Introduction

In this report we de ne a m ethod for extending a java based CHR-! platfom
called CHROM E (Constraint Handling Rule O nline M odeldriven Engine) w ith
an extensible generic tracer. CHROM E is presently developed at the Federal
U niversity ofPermmam buc b6]w ith the purpose to allow the developm ent of large
softw are using CHR paradigm .

Them ethod consists of rstly to build a form al speci cation of a tracer for
CHR—, the kemel of the system , and to extend it according to further CHR-
extensions. T he speci cation de nes a generic trace which is as independent as
possible from a particular CHR platform or speci c usages. T hen, secondly, it
is suggested to use this speci cation as a guideline to extend the M DE schem e
developm ent of CHROM E, with a tracer schem e developm ent, resulting in the
plateform CHROM E-REF (REF stands for Reasoning E xplanation Facilities),
which is a constraint solving and rule based reasoning engine w ith explanatory
traces.

T his report is aln ost based on the intemship work of R . O liveira 38]. W e
Introduce rst som e contextual aspects of this work.

11 TheCHR W ord

T he language CHR hasm atured over the last decade to a pow erfiil and elegant
generalpurpose language w ith a wide spectrum of application dom ains [B2].
The interest in CHR- stemm ed from past research having shown that:

e CHR is sin ultaneously a Turing-com plete declarative program m ing lan—
guage and an expressive know ledge representation language w ith declara—
tive form al sem antics in classical rst-order logic [22];

e CHR integratesand subsum esthe threem ain rulebased program m ing and
know ledge representation paradigm s, ie., (conditional) term rew rite rules
24], (guarded) production rules B5] and (constraint) logic program m ing
rules [1];

e A CHR- inference engine can support an unm atched variety of practi-
calautom ated reasoning tasks, including constraint solving w ith variables
from arbitrary dom ains, satis ability [22], entailm ent [50], abduction [1],
agent action planning [H0] and agent belief update B0] and revision [B5].
In addition, it support several of these tasks under logical (0], plausibilis-
tic B]and probabilistic epistem ological [42] assum ptions. [10]addsdefault
reasoning to this list, by show Ing how to represent default logic theories
in CHRY . Tt also discusses how to leverage this representation together
w ith the wellknow correspondence between default logic and N egation A s
Failire NAF) in logic program m ing, to propose an extension CHRY #af
of CHRY allow ing NAF in the rule heads. And R0] adds concurrency.

The Figure 1 show s the several autom atic reasoning services that are sub—
sum ed by CHR- and extensions.

For all its above strengths, CHR rem ained until recently a language for
K now ledge R epresentation and Programm Ing (KR & P ) In-the-am allm ainly used

ICHR stands for C onstraint H andling Rule [22], CHR- for CHR w ith disjunction.

RR n°® 7165
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Figure 1: Rulebased Constraint P rogram m ing and A utom ated R easoning Ser—
vices

to fast prototype intelligent, innovative system s. The ORCA S profct 2, consti-
tutesa rst and prelin inary step tow ards the long term goal, to tum CHR into
a platform for KR& P in-the-large industrial strength, operationally deployed
system s. It addressed one key KR &P in-the-large requirem ent, namely rule
base engineering scalability through rule base encapsulation and assem bly In
reusable softw are com ponents.

12 From CHROME toCHROM E-REF

CHROME stands for C onstraint H andling Rule Online M odeldriven
Engine, isam odeldriven, com ponent-based, scalable, online, Java-hosted CHR—
engine to lay at the bottom of the fram ework as the m ost w idely reused auto-
m ated reasoning com ponent. The dea of CHROM E is also to dem onstrate how
a standard set of languages and processes prescribed by M DA can be used to
design concrete artefacts, such as: a versatile nference engine for CHR- and its
com piler com ponent that generates from a CHR- base the source code of Java
classes.

ThepropctCHROM EREF (ConstraintH andlingRule O nlineM odelD riven
Engine with Reasoning E xplanation Facilities) constitutes a prelin inary step,
towards extending CHR and CHR engihes with a form ally founded, exible
and user-friendly reasoning explanation facility. The need for exible and user-
friendly explanatory reasoning tracing facilities for rulebased system s has been
recognized since the initial success of production rule expert system s in the 80s.
H ow ever, the expressive power of CHR being far superior than that of a m ere
production system , through the addition of functional tem s, rew rite rules and
backtracking search, m akes debugging a CHR rule base also m ore com plex than
debugging a production rule base. In tum, this added com plexity m akes the

’http://www.cin.ufpe.br/~jr/mysite/C4RBCPProject .html
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need for sophisticated rule engine tracing facilities m ore crucial and the issues
In their design and in plem entation m ore challenging.

T hispropct ispioneering the investigation ofthese issues. CHROM E assem —
bles CHR base independent run-tim e com ponents for constraint store m anage—
ment, red ruled history m anagem ent, constraint entailm ent, query processing
and intelligent search, w ith optin ized com ponents resulting from the com pila—
tion of the CHR base. Follow ing the K obrA 2 m odeldriven, com ponentlased,
orthographic softw are engineering m ethod [4, 5], CHROM E was built by st
gpoecifying a re ned P latform -Independent M odel PIM ) in the OM G standards
UM L2/ OCL2 (Unied M odeling Language / Objct Constraint Language).
ThisPIM was then in plem ented in Java.

The fact that CHROM E com piling a declarative CHR base into in perative
Java ob fcts is crucial for its reasoning perform ance. H ow ever, it m akes tracing
far m ore com plex since it introduces a m ism atch between, on the one hand, the
abstract, high-levelrule interpretation operational sem antics that the developer
follow s when conceiving a CHR base, and, on the other hand, the concrete,
low —level ob ct m ethod call operational sem antics e ectively executed by the
engine. To help the developer debug the rule base, the tracer m ust thus generate
a high-levelrule interpretation trace sim ulation from the low —levelob fctm ethod
calls executed by the com piled code.

O ur ob pctive here is to integrate the independently constructed tracer ar-
chitecture w ithin the com ponentdased architecture of CHROM E follow ing the
K obrA 2 m ethod.

1.3 Towards G eneric Trace

D espite the fact that CHR- provides an elegant generalpurpose language w ith
a w ide spectrum of application dom ains, a key issue is how easily you can w rite
and m aintain program s. Several studies [48, 45] [7] b] show that m aintenance
is the m ost expensive phase of software developm ent: the initial developm ent
represents only 20% of the cost, whereas error xing and addition of new fea-
tures after the rst release represent, each, 40% of the cost. Thus, 80% of the
cost is due the to the m aintenance phase. Debugging is said to be the least
established area in software developm ent: Industrial developers have no clear
deas about general debugging m ethods or e ective and sm art debugging tools,
yet they debug program s anyw ay. T here are severalw ays to analyze a program ,
for Instance: program analysis tools help program m ers understand program s,
type checkers [37] help understand data inconsistencies, slicing tools B0] help
understand dependencies am ong parts of a program . Tracers give insights into
program executions.

At present, there exists a num ber of useful debugging tools for CHR, for
exam ple, ECLP Se Prolog R], SW IProlog B8] or CHROM E [B6]. But, these
tools were designed and In plem ented In a speci ¢ way for each solver, not all
toolsbene t from allthe existing tool. T he F igure 2 show s this current cenario,
for each CHR solver a speci ¢ In plem entation of the debugging tool.

Thisway each In plem entation results In a set of one-to-one specialized con—
nections between a solver and its tools. If we want to interchange data betw een
each solver, hookshave to be added into the solver code in order to be able to do
it. Furthem ore, the types of basic inform ation required by a given debugging

RR n°® 7165
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Figure 2: Current situation: each solver is strictly connected to its debugging

CHR
ECLiPSe Prolog

Debugging Tool

(ECLiPSe Prolog)
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SWI-Prolog

Debugging Tool

(SWI-Prolog)

CHR
CHROME

Debugging Tool

(CHROME)

tool. F igure adapted from [31]
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‘ CHRY
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ECLiPSe Prolog ECLiPSe Prolog 1 |
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CHR Extraction CHRY i oriver L. Analyser
SWI-Prolog SWI-Prolog Trace ; i 7| (DebuggingTool)
L H 1
CHR Extraction
CHROME CHROME :
J

f
Observational

| \—Y—)

Interpretative

Semantics Semantics

Figure 3: O ur approach: a generic trace schem a enableswork and m aintain just
one process of debugging

toolis not often m ade explicit and m ay have to be reverse-engineered. This isa
non neglectable part of the cost of porting debugging tool from one constraint
program m ing platform to another.

Tn order to solve the abovem entioned problem and im prove analysis and
m aintenance of rulebased constraint program s, lkke CHR—, there is a need for
user-friendly reasoning explanatory facilities that are exdble and portable.

G ven this scenario we take advantage of the recent research In trace en—
gineering [16, 14, 15] to propose a generic architecture that produces generic
debugging Inform ations for CHR- and potential extensions. In that way, any
debugging tool changes its focus to generic traces, instead of to be concermed In
soeci c platform im plem entations.

T he F igure 3 illustrates the idea of \generic trace", which is as independent
as possible from a particular CHR pltform or speci ¢ usages. It show s the
structure of a tracing process which can be decom posed into three lkely \in—
dependent" com ponents: trace extraction, full trace lering according to som e
query, and reconstruction of a sub-trace to be used. It show s also the several
aspects which must be speci ed: a sem antics for the generic trace (called O b-

INRIA
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CHR-OS_ C\
CHROME-REF
/ UML

ML

CHROME
U

Figure 4: TowardsCHROM EREF

servational Sem antics), a query language to select the sub-trace of interest to
be used, and a sam antics to Interpret the selected trace (called Interpretative
Sem antics).

A generic trace needs to be understood independently from the observed
process. For this reason it is necessary to be able to give it a sem antics as
precise as possble. This is the purpose of the O bservational Sem antics. Tt
will allow for validation tests and studies of som e trace properties before and
after I plem enting it. In this report we focus on the observational sem antics of
traces.

TheFluentCalculus (FC) isa logicbased representation language for know -
edge about actions, change, and causality [b4]. A s an extension of the classical
Situation Calculus @3], F uent Calculus provides a general fram ew ork for the
developm ent of axiom atic sem antics for dynam ic dom ains. It appears to be well
suited to describe the O bservational Sem antics and, though its F lux In plem en—
tation [B3], to be a lkely executable speci cation.

1.4 Connecting all the P ieces

The CHROM E projct focuses on extending CHR w ith ruledbase encapsula-
tion in software com ponents for reuse by assem bly across applications. It has
as intention to produce the rst dom ain-independent fram ework highly reusable
debugging tool, supporting a variety of reasoning explanation facilities. The
m ain contribution is to pem it any CHR- engine to be extensible wih com -
ponents for com prehensive, exible and e cient reasoning explanation trace

generation and user-friendly trace query speci cation and trace visualization.
To achieve this is necessary to Integrate design pattems for tracing facilities
such as tracer driver w ith design pattems for G raphical U ser Interface (GU I)
such as M odelV iew -Controller M VC) within an overallM odelD riven A rchi-
tecture M DA ) fram ework [B]. Itw illalso involve de ning a com prehensive trace
query language, as well as experin ents to em pirically evaluate the engineering
productivity gains obtained through the use of the tracing com ponents.

In the report w e describe the approach illustrated by the F igure 4. Tt consists

rst In an observational sem antics of the extensible generic trace of CHR which
is speci ed In Fluent Calculus. This sem antics is thus m apped Into the PIM

description of CHROM E , leadingtoa completePIM of CHROME-REF nUML,

the constraint solving and rule based reasoning engine w ith explanatory traces.

RR n°® 7165



8 D eransart & O liveira

The CHROM E-REF environm ent w ill be built such an editor as a Eclipse
P lugin for rapid prototyping deployed with a GU I to interactively subm it re—
quests and ingpect solution explanations at various levels of details.

T he rest of this report is organized in three m ain sections.

T he Section 2 presents a restricted trace m eta-theory focused on trace pro—
duction com ponents and com position. It introduces also the observational se—
m antics of a trace and its representation in the sinpli ed uent calculus.

T he Section 3 presents the observational sem antics of CHR- in uent cal-
culus ncluding tracer and extraction schem es.

T he Section 4 show s the Introduction of the tracer n the PIM of CHROM E
using the K obrA 2 m ethod and resulting n a PIM of CHROM E-REF wih a
very rst inm plem entation.

Four annexes give regoectively a description of the O bservational Sem antics
of CHR In SFC, the XM L schem e of a generic trace of CHR—, a short exam ple
of trace produced by the fva compiled CHROM E-REF, and the OS of an
application.

2http://www eclipse.org/

INRIA
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2 Specifying Tracers

The Trace M eta-Theory (TM T) [15] provides a set of de nitions about how to
design a trace for a speci ¢ dom ain of observation.

A trace may be interpreted as a sequence of com m unication actions that
m ay take place between an observer and an observed process. It consists of

nite unbounded sequences trace events. T here isalso the tracer thatm eansthe
generator of trace. A ccording to [14], the TM T focusesparticularly on providing
sem antics to tracers and the produced traces as independent as possible from
those of the processes or from the ways the tracers produce them .

T here are two concepts of trace [14] (cf. the Figure 5 and the Section 2 2).
The rst one is the virtual trace, it represents a sequence of events show ing
the evolution of a virtual state which contains all that one can or wants to
know about the observed process. The second one is called actual trace, it
represents the generated trace in the form ofsom e encoding ofthe current virtual
state. Finally, there is the idea of full trace if the param eters chosen to be
observed about the process represent the totality of usefiil know ledge regarding
it (explicitly or in plicitly).

2.1 Components of Trace G eneration and U se

The Figure 6 shows the di erent com ponents related to a unigque trace. W e
distinguish 5 com ponents, In this order.

1. O bserved process

T he observed process is assum ed m ore or less abstracted In such a way that
his behavior can be described by a virtualtrace, that is to say, a sequence
of (partial) states. A form aldescription of the process, if possible, can be
considered as a form alsem antics, w hich can be used to describe the actual
trace extraction.

Windows

Program executed in a OS (Windows)

CHR program compiled into Prolog

Virtual Trace

1

CHR |

Program 1 Rebuild
|

]
1
Program written in CHR |
1
|
L}

1
- ActualTrace |
Extraction 1 1

Figure 5: Virtualand A ctual Trace.

2. E xtractor

This com ponent is the extraction function of the actual trace from the
virtual trace. From a theoretical point of view , we can see it asa speci ¢

RR n°® 7165
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query
Obs. ™ Tw | T™w! _ ™
= Extractor| -~~~ -->| Driver coeoeeeooo>|Rebuilder——=| Analyser
Process Eull Full Partial Partial
os Filtering IS

Figure 6: Com ponents of the TM T

query
|
S T"w Tw S
Full Tv oo >| Driver |- S =| Partial Tv
Tw extraction Full Partial Rebuilding

Figure 7: Fom al concepts related to the generation and use of a trace

com ponent, but in practice it corresoonds to the tracer w hose realization,
In the case of a program m Ing language, usually requires m odifying the
code of the process.

3. Filter

The role of the Iter com ponent, or driver [32], is to select a usefill sub—
trace. This com ponent requires a goeci ¢ study. It is assum ed here that
it operates on the actual trace (that produced by the tracer). The fact
ofm aking it as a proper com ponent corresponds to the speci ¢ approach
adopted here, which m plies that the extracted actual trace is full. The
ITtering depends on the speci ¢ application, in plying that the full trace
already contains all the inform ation potentially needed for various uses.

. Rebuilder

T he reconstruction com ponent perform s the reverse operation of the ex—
traction, at least for a subpart of the trace, and then reconstructs a se—
quence of partial virtual states. If the trace is faithful (ie. no inform ation
is Jost by the driver) [15], this ensures that the virtual trace reconstruc—
tion ispossible. In this case also, the separation between two com ponents
(rebuilder and analyzer) is essentially theoretical; these two com ponents
m ay be In practice very entangled.

. Analyzer

T he com ponent using a trace m ay be a trace analyzer or any application.

W ith these com ponents it m ay be associated three m ain gpeci cation steps,

as illustrated on the F igure 7.

— O bservational Sem antics (O S)

INRIA
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The O S describes form ally the observed process (or a fam ily of processes) and
the actual trace extraction. This agpect will be studied deeper In the Sec—
tion 2 2. T he intention here is to express the O S using sin ple uent calculus.

- Querying
Due to the sgparation in several com ponents, the actual trace m ay be ex—
pressed in any language. W e suggest using XM L. T his allow s to use standard
querying techniquesde ned for XM L. T his agpect w ill not be developed here,
but we chose to express the trace In XM L and give In the Appendix B the
corresponding XM L schem a.

— Interpretative Sem antics (IS)

T he interpretation of a trace, ie. the capacity of reconstructing the sequence
of virtual states from an actualtrace, is form ally described by the Interpreta—
tive Sem antics. In the TM T no particular application is de ned; its ob fctive
is just to m ake sure that the original observed sem antics of the process has
been fully com m unicated to the application, independently of what the appli-
cation does.

2.2 Contiguous Full Traces

W e Introduce here the two traces which m ay be associated to a single process
equipped with a tracer. W e recall here the de nitionsused In [15].

2.2.1 Virtual Trace

A full virtual trace is de ned on a dom ain of states. Given P a nite set of
(nam es) of param eters p; de ned on the domainsP;. The P; are dom ains of
obects of any kind. They may also have relations (finctional or otherw ise)
between them and they can be in nite In size.

A dom ain of states S is de ned on the C artesian product of the param eter
domains: S P; i Pg.

De nition 1 (Contiguous FullV irtual Trace) A contiguous fullvirtualtrace
is a sequence of trace events of the form e : (G;r;s:); € 1, where:

e t: is the chrono, speci ¢ time of the trace. It is an integer increased
by one unit in each successive event. To point a particular value of the
chrono, we will tak alout m om ent of the trace.

e r.: an identi er of action characterizing the type of actions undertaken
to m ake the transition from state s. 1 to state s:.

e s.: is an element of the state domain. s = pPi;t;i5Pn;e s the current
state reached atm om ent t, and the p;;. are values of the param eters p;
atmoment t. s; is the current full virtual state.

A nitevirtualtraceovert (£> 0) eventsw illbe denoted T =< sp;€; >, where
sp is the Initial full virtual state and & represents the sequence e; :::e; 1::iec.

T he fullvirtualtrace is contiguous Insofar as allthe m om ents in the Interval
[L::t] are present in the trace T/ =< sp;& > .

RR n°® 7165



12 D eransart & O liveira

2.2.2 Actual Trace

The full virtual trace represents w hat we want or w hat ispossble to observe of
a process. It describes the developm ent stages of this process in the form ofthe
evolution of a state which contains the observables. A s the current virtual state
of a process can be fully represented in this trace, one cannot expect neither
to produce it nor to com m unicate it e ciently. In practice we w ill perform a
kind of \com pression" of the inform ation conveyed by the virtual states and
their evolution, tranam itted or com m unicable to the process observers, and one
shall ensure that these processes are able to \decom press" it. This actually
com m unicated nform ation is the actual trace.

An actualfulltrace isde ned on an actualstatedom ain. LetA bea nite sst
of (nam es of) attributes a; de ned on dom ains of attributes A ;. T he attributes
m ay have relationships (they are not necessarily independent) and they can be
In nite In size.

An actualstate dom ain A isde ned on the C artesian product of attributes
domains: A A, 2 AL

D e nition 2 (Contiguous FullA ctual Trace) An actualtrace isa sequence
of trace events of the form w+ : (;ar); t 1, where:

t is the chrono and ar 2 A denotesa nite sequence of attributes values. at is
the current actualstate. T he num ber of atiributes of a trace event is bound by n..
Each state ar contains at m ost n attributes whose num ber depends exclusively
on the type of action which produced it.

An actualtrace with t (£> 0) events is denoted T =< sp;W¢ >, where 57 is
the Initial virtual state comm on to both traces and Wi represents the sequence
Wi iiiWsijiii;We.

2.3 Generic Trace and C om position

W e study here the m ethodology of generic full trace developm ent for a m uli-
layer based application.

2.3.1 Generic Trace of a Fam illy of O bserved P rocesses

Consider again the Figure 3 in the introduction. Tt illustrates the fact that
di erent In plem entations of CHR can be abstracted by a unique sim plerm odel.
This comm on m odel is used to specify the unique virtual and actual traces of
these in plam entations. T his illustrates the way we w ill proceed to get a generic
trace of CHR : starting from an abstract theoretical, general but su ciently
re ned, sem antics of CHR which is (@lm ost) the sam e lnplem ented n allCHR
platform s.

2.3.2 Com position of Traces

Now we consider the case of an application written in CHR . It m ay be for
exam ple a particular constraints solver ke CLP (FD ). In this case there exists
already a generic trace called GenTradCP [12]. T his trace is generic form ost of
the CLP (D) existing constraints solvers. T herefore a tracer of CLP (D ) solver
Inplem ented n CHR should also produce this trace. But wem ay be Interested
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TV CHR TAW | Trw: Filter | TV CHR Analysis
CHR Extractor|- -~~~ = |Driver CHR ------ -+~ -= _
Full Full - Partial Rebuildet partial | 1001

OS CHR - Querying CHR trace IS CHR

TV APL T™W T W Filter TAv APL
APL Extractor| -~ >|Driver APL------ > ] API
Full Full : Partial Rebuilder  paytial

OS APL Querying APL IS APL

APLin | Tay APL Thw Driver |\ apL+cHr| Filter | Tav APL

CHR Extractor|-----------=>| APL+ | LS NEIEIS ' API

+ CHR Full CHR Partial Rebuildel + CHR

OS APL + CHR Querying APL + CHR IS APL + CHR

Figure 8: C om position of G eneric Full Traces for a two Layers A pplication

In re ning the trace considering that there are two layers: the layer of the
application (CLP (D)) and the layer of the language in which it is in plem ented
(CHR).Them ost re ned trace w ill then be the trace In the GenTrad4CP form at
extended w ith elem ents of the generic full trace ofCHR alone. T he generic ull
trace of CLP (FD ) on CHR is an extension of the application trace taking into
account details of low er layers.

T his is illustrated by the Figure 8 in the case of two layers: an application
(ke CLP (FD ) forexam ple) In plem ented in CHR . T hism ethod can be general-
ized to applications w ith several layers of software. The Figure 5 show s In fact
at least 4 layers.

In our com ponents based approach it m eans that we m ay de ne separately
and independently speci ¢ generic full traces for each layer, and, so In this case
for the application (A PL) and the under-ayer of CHR . T he generic full trace
APL on CHR is a kind of com position of traces and w ill be obtained by som e
m erging ofboth generic fi1ll traces nto a unique one. T he resultm ay not exactly
be a union of all actions, param eters and attributes, but it is not our purpose
here to study m ore deeply this agoect. For m ore details see [15].

2.4 ODbservational Sem antics

T he O bservationalSem antics (O S) isa description ofa possibly unbounded data

ow w ithout explicit reference to the operational sem antics of the process w hich
produced it [16]. The O S m ay be considered as a abstract m odel of process, n
the case of a single observed process or it can be an abstraction of the sem antics
to severalprocesses. It is de ned as a Labelled Transition System s (LT S) [25].
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2.4.1 Representation of the O bservational Sem antics

T he O bservational Sem antics has two parts: a state transition function and a
trace extraction function.

The rstpart isa form alm odel on the way successive events of the virtual
trace are related. It is a virtual trace sam antics in the sense that, given a full
virtual trace
T) =< sg;& >, it explains the sequence of events e, by a transition finction?
recursively applied from an initial virtual state.

T he second part, the function ofextraction, producesw hat isactually \broad—
casted" outside from the observed process. T his function has as argum ents the
current state and the type of action, and produces the attributes of the actual
trace.

D e nition 3 (O bservational Sem antics (O S)) An O bservational Sem antics
is de ned by the tupke < S;Ro ;A E ;T;So >, where

e S is a virtual state dom ain, where each state is described by a set of
param eters.

e Ry isa nite set of action types, set of identi ers used as lakels for tran-—
sitions.

e A is a actual state dom ain, where each state is described by a set of at—
tributes.

e E is the ocal extraction fiinction of the actual state a, perform ed by tran—
sition of action type r issued from state s, E :R xS ! A, which satis es
by de nition: E (r;s) = a (@ 2 A, set of actual states). M ore precisely,
the set of atiributes a: of the event t of the actual trace is derived from
the current state at moment t 1 of the virtual trace and the transition
lalelled by the action type r, ie.

E (teise 1) = ac
e T state transition function T :R x ! S, ie.
T (reise 1) = st
e Sy S, setof initial states.
The O S may be represented by \rules", one for each action, describbing the

transition and the actual trace event extraction corresponding to the action. A
rule has 4 item s.

e AType:an action denti err2 R

e ACond: f som e auxiliary com putations on the current virtual state and
condition for executing the action corresponding to the transition: a rst-
order logic form ula using predicates on the param eters g

3Tt is fact a relation since the transitions m ay be nondeterm inistic.
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e V SE ect: f thee ect of the action r on the current state s, resulting in
anew state s°, and som e auxiliary com putations relative to the attributes
of the trace event g

e E trace: f the attrbutes of the trace event produced by the action r: a,
new extracted actual trace event g

Exam ple 2.1: the Fibonacci Function
Idealized (biologically unrealistic) rabbit population.

The OS < S;Ir;Ro ;A;E ;T;Sy >, describes the determ inistic transition
function T;.

S:N, (positive integers list), s: is the com plete evolution of the population

Ro : fm gg (m onthly grow ing)

A:N,,a: isthepopulation atmoment t+ 1 (popu(t+ 1)).

E :E (mg;s) = plast(s) + last(s). There is one ruke only to describe E .

Ti: Tmg;s) = s o plast(s) + last(s)] (regpectively before last and last
elem ents of the list ss, o denote lists concatenation). The new virtualstate t is
the previous state to which the sum of the two last elem ents is appended.

So: Sp = [1,'1}.

AType:mg

ACond: f trueg

VSE ect:fv plast(s)+ last(s)” s so Wlg

E trace: fvg

Traces:
To =< ;1) [Amg; 1;1;2]); 2mgr [1;1;2;3]) 700
(4;mqg;[1;1;2;3;5;8]); O5;mg;[1;1;2;3;5;8;13]) 1>
TS =< [L;11;0;2);(2;3);(3;5)7 (4:8); (5;13) 1>

242 Simple Fluent Calculus

The Fluent Calculus (FC) is a logicbased representation language for know -
edge about actions, change, and causality [b4]. A s an extension of the classical
Situation Calculus @3], F uent C alculus provides a general fram ew ork for the
developm ent of axiom atic sem antics for dynam ic dom ains.

The simple uent calculus (SFC) has the follow Ing appealing qualities:

— Sinpli cation of the description, since the notions of virtual state and actual
trace are \naturally" em bedded in the uent calculus (the situation corre—
soonding to a state can be viewed as a representation of the actualtrace).

— Reasoning on transitionsm ay be sin pler, as it supports handling partial vir-
tual states (w ith appropriate axiom atisation). Form alproofs becom e sin pler
n the SFC (less deductions, at least for \direct closed" e ects, see [54, 51]).
Tt ollow s that properties lke \faithfiilness" [16] should be easier to prove
form ally. The Symm etry of \state axiom s" allow s forw ard and backw ard rea—
soning. W ith the sim plicity of the representation of state changes, this should
m ake such proofs sin pler.

RR n°® 7165



16 D eransart & O liveira

— The description In SFC m akes such speci cation potentially executable In
F lux. T here is som e 1in its to the executability, related to the partial axiom a—
tisation ofthe observationalsem antics and executability of form alspeci cation
in general. However such fram ew ork m ay facilitate som e sin ulations.

The Fluent Calculus is a sorted logic language with four standard sorts:
FLUENT, STATE, ACTION, and SIT (which stands for situation). A uent
describes a single state property thatm ay change by them eans of the actions of
som e agent. A state is a collection of uents. Adopted from Situation Calculus,
the standard sort SIT describes sequences of actions.

The prede ned constant ; : STATE stands for the em pty state. Each term
of sort FLUENT is also an (atom ic) STATE, and the function :STATE
STATE 7 STATE, written In in x notation, represents the com position of
tw o states. T he follow ing abbreviation H olds (f;z) isused to expressthat uent
f holds in state z:

Holds(f;z) =ger 9z0)f 2=z 1)

The behavior of function \ " is govermned by the foundational axiom s of
F luent Calculus, which essentially characterize states as sets of uents.

(zn 2) 3=z (2 3) @)

Z1 2= 22 2 3)

z z=7z2 (4)

Z1 ;= Z )

Holds(f;f1 z) f_ Holds(f;z) )

States can be updated by adding and/or rem oving one or m ore uents.
Addition of a sub-state z to a state z; is sinply expressed as z; = 71 z,
and rem ovalisde ned by

Zp = 71 Z=ger Holds(f;z,) Holds(f;z;)” :H olds(f;z)) (7)

T he standard predicate Poss :ACTION STATE in Fluent Calculus is
used to axiom atize the conditions under which an action is possible in a state,
ie., the situations In which the pre-condition of this actions is satis ed.

The prede ned constant Sy : SIT is the initial (ie., before the execution
of any action) situation. The function Do :ACTION SIT 7 SIT denotes
the addition of an action to a situation. T he standard function State :SIT 7
STATE isused to denote the state, ie., the uents that hold in a situation,
after a sequence of actions. This allow s to extend m acro Holds and predicate
Poss to SITUAT ION argum ents as follow s.

H olds(f;s) = ger H 0lds (f;State(s)) (8)

P oss(a;s) = ger P 0Ss(a;State(s)) ©)
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In a Fluent Calculus A xiom atization, beyond the de nition of the dom ain
sorts, functions and predicates, we can de ne a set of axiom s that m ust follow
three prede ned axiom schem as: the precondition axiom s, the state update
axiom s and the state constraint axiom s.

D e nition 4 (Pure State Form ula) A Pure State Form ul is a F irst O rder
formula (z)

e There is only one free state variabk z

e Tt is com posed of atom ic form ulas in the form :
H olds( ;z), where isofthe sort FLUENT
atom s which do not use any reserved predicate of F uent C alculus

De nition 5 (Precondition A xiom ) A precondition axiom follows the schem a:
Poss@ (x);z) (%;z), where (¢;z) is a Pure State Form ula.

This kind of axiom states that the execution of the action A w ith the pa—
ram eters x is possible in the state z iffand only if » (¢;z) is true.

De nition 6 (State U pdate A xiom ) A state update axiom follows the schem a:

Poss@ (2);State(s)) ™ (x;State(s)) (State(© oA (%);s));State(s))
where

(State(D o@ (x);s));State(s)) = State@ o @ (®);s)) = State(s) # #
where

#* and # are partial states.

243 Observational Sem antics in SIm ple F luent C alculus

A virtual state of the observed process corresponds to a state in SFC described
by a set of uents (this correspondence m ust be explicitly soeci ed).

Each type of action in the O S is an action nam e In the SFC . A particular
action is denoted R in the follow ing.

A ctual states are elem ents of the Cartesian product of attribute dom ains
(this dom ain m ust be explicitly speci ed).

Transition and extraction function (or relation) are described using both
fundam ental follow Ing schem es (fundam ental axiom s of the F luent calculus)

1. Pre-Condition A xiom s:
PossR ;%;z) (2;2)
2. State Update A xiom s
PossR;x;State(s)) ~ (xxy;State(s))
r (State@ oR ;w (xy;State(s));s));State(s))

where w x %;State(s)) is an actual trace event associated w ith the tran-
sition, and derived from the current state (usihg localvariables too).
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T here are asm any pre-conditionsand state update axiom sasthere are action
typesR in the OS. g may be a disjunction. It de nes the new virtual state
and the corresoonding extracted actual trace event attributesw (x ;S tate(s)).

Nota: a situation s contains the sequence of actions In the O S executed to
reach the current virtual state z = State(s), and also the sequence of extracted
actual trace events such that TY = E (TV).

An actualtrace T" isthe sequence ofw i, w ith chrono, found in the situation

S=DORn;ZniWn;DORn 1 %y 1 jWn 1 5:5S0) )
Tt m ay be com puted according to the follow Ing axiom s:
E xtraction (0;S) =S
E xtractionn + 1;DoR ;x;w;s)) = (nh+ 1)w)E xtraction (n;s)

Exam ple 2.2: O S for Fibonacci

The virtual state contains only one uent F ib=1 of type List(Int) >
F luent, and there is only one type of action M g. The actual state contains
Just 2 attributes, respectively of type String and Int. A vector is represented
by a sequence (Prolog list syntax).

So = Fib([L;1])
PossM™ g; [pll;z) H oldsF ib(l;plk]);z)

PossM™ g; [pll;State(s)) * v= 1+ pl
State@ oM™ g; M g;v];s)) = State(s) Fib(v;Lplk]) F io([plik])

2.5 Trace Query and A nalysis Tools

Trace query and analysis tools are considered here as separate com ponents,
as illustrated In the Figure 6. A lthough they are part of the CHROM EREF
profgct, they are not studied m ore deeply here. Instead, we propose a rst
repesentation of the actual CHR trace using XM L. The XM L schem a is given
In the Appendix B, and an exam pl of produced trace in the XM L form at in
the Appendix C .
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3 Tracing RuleBased Constraint P rogram m ing

C onstraint H andling R ules em erges in the context of C onstraint L ogic P rogram —
m Ing (CLP) asa language for describbing C onstraint Solvers. In CLP, a problem

is stated as a set of constraints, a sst of predicates and a set of logical rules.
Problem s in CLP are generally solved by the interaction of a logical inference
engine and constraint solving com ponents. T he logicalrules (written in a host
language) are interpreted by the logical inference engine and the constraint
soling tasks are delegated to the constraint solvers.

31 CHR by Example
T he follow Ing rule base handles the less-than-orequalproblem :

reflexivity rl@ leg(X,Y) <=> X=Y j true.

antisymmetry r2@ leqg(X,Y) , leq(Y,X) <=> X=Y.

idempotence r3@ leq(X,Y) n leq(X,Y) <=> true.
) (Y,2

transitivity r4@ leqg (X,Y , leg ) <=> leq(X,Z2).

This CHR program speci es how leq sinpli es and propagates as a con—
straint. The rules In plam ent re exivity, antisym m etry, idem potence and tran—
sitivity in a straightforward way. CHR ref lexivity states that leg(X ;Y ) sim pli-

es to true, provided it is the case that X = Y . This test form s the (optional)
guard of a rule, a precondition on the applicability of the rule. H ence, w henever
we see a constraint of the form leg(X ;X ) we can sin plify it to true.

Therul antisym m etry m eans that fwe nd legX ;Y ) aswellas leq(Y ;X )
n the constraint store, we can replace it by the logically equivalent X = Y .
Note the di erent use of X = Y in the two rules: in the ref lexivity rule the
equality isa precondition (test) on the rule, while in the antisym m etry rule it is
enforced when the rule res. (The re exivity rule could also have been w ritten
as ref lexivity@ leqX ;X ) <=> true:)

The rules ref lexivity and antisym m etry are sin pli cation CHR . In such
rules, the constraint found are rem oved when the rul applies and res. The
rule idem potence is a sim pagation CHR , only the constraint in the right part of
the head will be rem oved. The ruk says that f we nd legX ;Y ) and another
legX ;Y ) in the constraint store, we can rem ove one.

F inally, the rule transitivity states that the conjunction leqX ;Y );leq(Y;Z)
mplies leqX ;7). Operationally, we add leqX ;Z ) as (redundant) constraint.
w ithout rem oving the constraints leqX ;Y );leq(Y;Z2 ). This kind of CHR is
called propagation CHR .

The CHR rules are Interpreted by a CHR Inference engine by rew riting the
nitial set of constraints by the iterative application of the rules. Tts extension
w ith disjunctive bodies, CHR~ boosts its expressiveness pow er, tuming it into
a generalprogram m ing language (w ith no need of an host language).

3.2 Observational Sem antics of CHR

T he observational sem antics of a tracer is based on a sinpli ed abstract se-
m antics of the observed process. In the case of CHR-, we suggest to use an
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adaptation of the re ned theoretical sem antics of CHR as presented in [17]. To
start w ith, we show how to build an observational sem antics for CHR based on
the theoretical operational sem antics !+ 22]. The description of !+ in SFC is
borrowed from [P].

3.2.1 Theoretical O perational Sem antics !¢ of CHR

W ede neCT asthe constraint theory which de nesthe sem antic of the built=n
constraints and thus m odels the Intermal solver which is in charge of handling
them . W e assum e it supports at least the equality built=n. We use H T ] to
Indicate the rst H ) and the rem aining (T) term s In a list, + + for sequence
concatenation and [] for em pty sequences.

allow repeats. W euse [ for set union and ] for bag union, and fg to represent
both the em pty bag and the empty sst. The identi ed constraints have the
form c# i, where ¢ is a user-de ned constraint and ia natural num ber. They
di erentiate am ong copies of the sam e constraint in a bag. W e also assum e the
functions chr (c# i) = cand id(c# i) = 1.

An execution state is a tuple D ;U ;B ;P i,, where Q is the Goal, a bag of
constraints to be executed; U isthe UDCS (User De ned Constraint Store), a
bag of denti ed user de ned constraints; B is the BICS (Built-n Constraint
Store), a conjunction of constraints; P is the Propagation H istory, a set of
sequences, each recording the identities of the userde ned constraints which

red a rule; n is the next free naturalused to num ber an identi ed constraint.

T he initial state is represented by the tuple 0 ; [J;true; [in . T he transitions
are applied non-determ inistically untilno transition is applicable or the current
built—in constraint store is inconsistent. T hese transitions are de ned as follow s:

Solve hfag] Q;U;B;P1, 7 QD ;U;c” B;Pi, where c is
built—n

Introduce hfog] Q;U;B ;P iy 7 1O ;fc# ng] U;B ;P iy, 1
where ¢ is userde ned constraint
Apply D ;H,]H,]U;B;Pi, 7 IC]Q;H,]1U;e"B ;P %,
where existsaruler@H 9nH 9, gbC and a m atching sub-
stitution e, such that chr(H) = e X);chrH,) = e® D)
and CT 5 B 9 ” g); and the sequence iIdH ) +
+idH,)+ +idk]@ P;and P%= P [ idH )+ +idH ) +
+ ]

Exam ple 3.1 The follow ing is a (term hating) derivation under ! for the
query legq@ ;B );leq® ;C);leq(C ;A ) executed on the leqg program in Exam ple
3.1. For brevity, P have been rem oved from each tuple.
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hfleq@® ;B );leq® ;C);leq(C ;A )g;;iiL @
T introqudafleq® ;C);leq(C ;A )g;fleq® ;B )# 1g;; i, @)
7 introqudafleq(C ;A )gifleqd ;B )# 1;1leq® ;C)# 2955 1; @)
(ransitivity r4 X = A~ Y = T .55y hfleq(CR)jleq® ;C)g;ifleq® ;B )# 1;1eq® ;C)# 29771 (4)
B"Z=C)
T introqudafleq(C ;A )gifleq® ;B )# 1;1eq® ;C)# 2;leq® ;C)# 39;;1s ©)
7 introaudy ;£leq@ ;B )# 1;1eq® ;C)# 2;leq® ;C)# 3;1leq(C ;A )# 4g;;is  (6)
(antisymmetry r2 X = C *~ 7 450 hi;fleq@;B)# 1;1eq® ;C)# 29;fA = Cgis (7)
Y =2)
(antisymmetry r2 X = C ~ 7 o5y hy;7;fA = C;C = Bgis 8)
Y =2)

N o m ore transition rules are possible, so this is the nalstate.

3.2.2 Theoretical O perational Sem antics !¢ of CHR in SFC

T he follow ing is the description of the theoretical operational sem antics !¢ in
term s of the sorts, relations, functions and axiom s of the sin ple uent calculus.

(@) Dom ain Sorts

-NATURAL, naturalnum bers;
- RULE ,the sort of CHR rulesand RULE _ID the sort of the rule identi-
ers;

—CON STRAIN T, the sort of constraints, w ith the follow ing subsorts:
B IC (the built—=n constraints), with the subsort EQ (constraints in the
form x = y),and UD C (the userde ned constraints), w ith the follow Ing
subsort: IDEN TIF IED (constraints in the form cf i). In short:

EQ < BIC < CONSTRAINT and
IDENTIFIED < UDC < CONSTRAINT;
—-PROPHISTORY = SegWATURAL) RULE , the elem ents of the
P ropagation H istory, tuples of a sequence of naturalnum bers and a rule;
Foreach de ned sortX ,threenew sorts: SeqX ),SetX )andBagX )
containing the sequences, the sets and the bags ofelem ents of X . W e use
[] for the em pty sequence and fg for the em pty set and the em pty bag.

- CHRACTION < ACTION, the subsort of ACTION containing only
the actions in the CHR sam antics.
(b) Predicates

- Query :Bag(CON STRAIN T),Query(q) hodsi g isthe initial query;

— Consistent :STATE , holds i the B ICS of the state is consistent (ie.,
if it does not entail false).

— M atch (hy ;hg ju;;us;e;z) hods i (i) u; and uy, arein the UDCS of z
and (i) the set ofm atching equations e is such that chr(u;) = ety ) and
chr(uy) = ethg);

—Entails : Set® IC) SetEQ) Bag@®IC), Entails;e;g) holds if
CT b! 9€”q).
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(c) Functions
—-# :UDC NATURAL Y7 IDEN TIFIED,de nesthe syntactic sugar
for de ning denti ed constraints In the form cf i;
—-makeRule :

RULE ID Bag@UDC) Bag@UDC) Bag@®IC) Bag@UDC) 7
RULE,

m akes a rule from its com ponents. W e de ne the syntactic sugar for rules
asrig@hgnhg $ glh= makeRule(ry;hk ;hr ;9;0);

-Bics :STATE 7 Set®IC),whereBics(z) = fcH olds(InB ics(c);z)g;
—id :SetUDC)7T7 SetNATURAL),whereid®H )= if# i2 H

— The usual set, sequence and bag operations: 2 for element, [ for set
union, ] for bag union, + + for sequence concatenation, j for sequence
head and tail Ex: headjail]) and n for set subtraction.

d) Fluents

-Goal:Bag@UDC)7 FLUEN T, Goal(q) hodsi g isthe current goal;

—Udcs :Bag(IDENTIFIED )7 FLUENT,Udcs@) hods i u is the
current UDCS;

- InBics:BIC 7T FLUEN T, InB ics(c) hodsi cisin the current BICS;

— InP ropH istory :PROPH ISTORY 7 FLUEN T, InP ropH istory (o)
holds i p is In the current P ropagation H istory;

—Nextld :NATURAL 7 FLUENT, N extIdn) holds 1 n is the next
natural num ber to be usaed to identify a identi ed constraint.

(e) A ctions

—Solve :BIC 7T CHR_ACTION, Do(Solve(c);s) executes the Solve
transition w ith the built=in constraint c;

— Introduce :UDC 7 CHR_ACTION , D o(Introduce(c);s) executes the
Introduce transition w ith the user-de ned constraint c;
-Apply :RULE Bag(UDC) Bag@UDC)7 CHR_ACTION,

D o@pply (r;u; ;us);s) executes the Apply transition m atching the con—
straints u; and u2 n the UDCS with the kept and rem oved heads of
r.

(f) Axiom s

—Query(q) ! State(S0)= Goal(@ Udcs(fg) N extId(l),
The Initial State A xiom states that In the initial state, the goal contains
the constraints in the query, the user de ned constraint store is em pty
and the next ID for identi ed constraints is 1;

Solve
—Poss(Solve(c);z) (9g) H olds (G oal@);z) * c2 q)
The Solve Precondition A xiom states that the only precondition for the

Solve action on the built-in constraint c is that this constraint should be
in the goal.
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—Poss(Solve(c);s) ~ Holds(Goallg] fog);State(s))
State(D o(Solve(c);s)) = State(s) Goall@ InB ics(c)
Goal(q] faog)
T he Solve State Update A xiom states that the result of the Solve action
over the constraint c is that this constraint is rem oved from goal and
added to InB ics list In current state;

Introduce
— P oss(Introduce(c);z) (9g) H olds (G oall@);z) ~ c2 q)
— Poss(Introduce(c);s) ~ H olds(Goal(g] c);State(s))”
H olds(Udcs(u);State(s)) ~ H olds N extIdn);State(s))
StateD o(Introduce(c);s)) = State(s) Goall@ Udcs(u ] ckn)
N extIdn + 1)
Goal(g] fog) Udecs(u) N extId(@n)

Apply
—Poss@pply @ hknhR $ g@d;u;;us);z)
(9e) 9b) M atch ik jhr juijuz;e;z)”
: H olds (InP ropH istory (id (uy);id (U2 );r);z)" B ics (b;z) " E ntails (o;e;9))
—Poss@pply (r@ hknhR $ g;u;;us);State(s))”
Holds(Udcs (i ] uy ] u);State(s)) ~ H olds (G oal(qg);State(s))”
M atch (hy ;hr juiiuz2;€;2)
State D o @ pply (r@ hknhR $ gi;u;;uy);s)) = State(s) Goald] q)
Udcs@ml]u) InBics(e) InBics(g) InInP ropH istory (id{y;id(uy);r)
Goal(g) Udcs@l] u2] u)

3.2.3 Observational Sem antics of CHR based on !¢

T he follow Ing is the description of the observational sem antics of CHR using
the sinple uent calculus with m odi ed axiom s of the Section 2.4.3. Sorts,
P redicates, Functions and F luents are the sam e as In the previous section; there
is on additional item for the attrbutes.

T he actions are now constants and we m ake explicit 4 actions:
Init;Solve; Introduce;F ail.

(e) A ctions

—Init:7 CHR_ACTION , D o(Init; [goal(@) Rl;s) executes the top-level ini-
tial transition (starting the resolution) with som e query g In the current
state (a stands for other attributes list in the associated trace event);

—Solve T CHR_ACTION ,Do(Solve; bic(c)r];s) executes the Solve tran—
sition w ith the built-in constraint c;

— Introduce 7 CHR_ACTION , Do(Introduce; fudc(c)®l;s) executes the
Introduce transition w ith the userde ned constraint c;

~-Apply ¥ CHR_ACTION,

D oA pply; Fule(r)tl];s) executes the A pply transition w ith rule r m atching
the constraints in the UD C S w ith the kept and rem oved heads;
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-Fail7 CHRACTION,Do(F ail;goallg)®rl;s) ifno Apply ispossble.

T here are also 5 attrbutes in the actual trace: goal;udc;bic;hind;rule.
(f) A ttributes

- goal:CON STRAINTS T ATTRIBUTE, is the set of constraints In the
current G oal;

—udc :CONSTRAINTS 7 ATTRIBUTE, is the set of constraints in the
current U ser D e ned C onstraints Store;

—bic :CONSTRAINTS 7 ATTRIBUTE, is the set of constraints in the
current Built-In C onstraints Store ;

—hind 7 IN TEGER, isthe new propagation history index (increm ented by
Introduce);

—rule:RULE 7 ATTRIBUTE, isthe rule applied to reach this state.

Apply
W e just comm ent the adaptation of one rule, the full description is In Ap-
pendix A .

() A xiom s of the O bservational Sem antics

—Poss@pply; Icihy ;hr jg7ur;uz];z)
9e) Ob) M atch (hy ;hr juijuz;e;z)”
: H olds (InP ropH istory (id (u;);id (uy);r);z) ~ B ics(o;z)"
E ntails (o;e;9))
- Poss@pply; Ihy jhr jgjur;uz l;State(s)”
Holds(Udcs(ui ] uz ] u);State(s)) ~ H olds (G oal(g);State(s))”
M atch (hy ;hr juijuz;e;z)
State(D oA pply;
bprply, rule (@ hynhy $ gH;ui;uz);g0ald] q);udcul] u);bic(g)l;s)) =
State(s) Goald] g) Udcs@l] u) InBics() InBics(g)
InP ropH istory (id (up);id (uy);r)
Goal(q) Udecs@ml] u2] u)

T he observational sem antics of CHR- can be form alized sin ilarly with 11
actions (hence 11 di erent kinds of trace events),
initS tate; solve;activate; reactivate;drop; sim plif y;propagate;derive;
clean ;split;fail,
using the re ned operational sem antics ! -, according to [17, 91.
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33 Towards FullG eneric Trace of CHR -

A s suggested In the Section 232, a full trace will be progressively obtained
by com posing several layers of traces and several potential applications in such
a way that as m any as possible of potential uses can be satis ed by such a
trace. The Figure 5 suggests 4 levels of re nem ents corresponding to 4 layers
of In plem entations, ie. from bottom to top: environm ent of execution W in—
dow s/Linux/M ac...), In plem entation language (m ost of CHR are im plem ented
In Prolog), CHR, and application written In CHR . There m ay be other lower
levels, like W AM abstract m achine In plem ented in Java for the Prolog level,
etc... Even if each layer has its own level of abstraction and m ost of the CHR
users don t care about low er softw are layers, it m ay be interesting to keep som e
trace of them in the \full" trace.

If we consider the point of view of debugging som e application written in
CHR, here are som e Inform ation which could be usefully found in a trace used
by a debugging tool.

e E xecution environm ent: activation of system com m ands during interac—
tions

e Tm plem entation languages (there m ay be several layers): speci ¢ local
error m essages, activated layer, ...

e CHR :name of used rules

W e m ean here that, at som e point, it m ay be usefulto nd In the trace of
the application som e inform ation regarding di erent layers of In plem entation
n order a debugging tool to be able to \understand" som e bugs.

Let us consider an exam pl of application. In the Annex D we give the
observational sem antics In SEC ofa sin ple application of [B3]. ThisO S speci es
possible traces of actions perform ed by robots (here there isonly one). W em ay
assum e that this sm allworld is programm ed in CHR and therefore the trace of
the whole system is a kind of com bination of both traces: the one of the robot
and the trace corresponding to the CHR program execution. The resulting
full trace corresponds to the trace com position described In the Section 232
(com prehensively treated in [15]).

If one wants just to follow what the robots are doing, then the sub-trace
consisting ofthe trace events regarding the robot’sactions issu ciently relevant.
But, at least at the stage ofdebugging, som e dysfiinction observed in the robot’s
trace (for exam ple crossing a closed door) can be understood only by looking at
am ore com plete trace w hich Includeseventsrelated to the CHR layerbehaviour.

Finally there is one more level, which corresponds to the speci city and
versatility of CHR : the m any extensions and applications which are em bedded
In CHR with CHR as im plem entation language, quoted as the \CHR world"
n the introduction. Here are som e of them [22]: Boolean algebra for circuit
analysis, resolution of linear polinom ialequations —~CLP R )*—w ith application
In nances and non linear equations, nite dom ain solers -CLP (D) —with
applications in puzzles, scheduling and optim isation, but m any others as quoted
at the beginning of the report.

4CLP stands for C onstraint Logic P rogram m ing.
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A fullCHR- trace should probably include traces related to several exten-—
sions Jke CLR (X ) where X stands for som e constraint dom ain, and CHRY #af
for exam ple. T his ispossible, but there is stilla need to gpecify an observational
sem antics for several of these extensions.
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4 TowardsCHROME-REF

T his section details the architecture of CHROM EREF, the extensible inple-
m entation of a generic tracer for C onstraint Solving and RuleB ased R easoning.
Each com ponentofthe CHROM EREF isdescribed in term sof UM L2.1 accord-
Ing the K obrA 2 m ethodology [4, 5]. W e rst give a briefoverview of CHROM E .

41 CHROME

CHROME stands for C onstraint H andling Rule Online M odeldriven
Engine, isam odelkdriven, com ponent-based, scalable, online, Java-hosted CHR—
engine to lay at the bottom of the fram ew ork as the m ost w idely reused auto—
m ated reasoning com ponent. The idea of CHROM E is also to dem onstrate how
a standard set of languages and processes prescribed by M DA can be used to
design concrete artefacts, such as: a versatile nference engine for CHR- and its
com piler com ponent that generates from a CHR- base the source code of Java
classes.

411 Goalsand Design Principles

Them ain goalofCHROM E ifto take CHR engines a step beyond, by designing
a new CHR- engine and a corresponding com piler using a com ponent-based
m odeldriven approach. CHROME is a CHR- engine with an e cient and
com plete search algorithm (eg. the con ict-directed backjim ping algorithm ),
the st versatile rulebased engine, integrating production rules, rew rite rules,
itsbuilt-n beliefrevision m echanian (reused for handling disjunctions) and C LP
rules to run on top of a mainstream Objct Oriented (OO0 ) platform Java).
Because it is a rulebased engine follow ng a com ponentbased m odeldriven
approach, it allow s easy port to other O O platform s such asPython, JSP,C+ +
and others. Finally the com piler is the rst that uses a m odel transform ation
pipeline to transform from a source relationaldeclarative language into a OO
In perative paradigm language.

The CHROM E architecture is divided into two m ain sub-com ponents (see
the Figure 9):

i) TheAT L-pipeline com piler (CHR Com piler com ponent) that takesas input
a relational declarative CHR—- base and produces an e clent constraint
handling in perative ob fct-oriented com ponent assem bly.

i) The CHROM E run-tim e engine (shown in the Figure 9 as the Q ueryP ro-
cessor com ponent) that provides the services and data structures necessary
to execute a CHR - base given a particular query (collection of constraints).

The Figure 10 shows the complete M OF metam odel of CHR—-. At this
abstract syntax levelallCHR- rules are generalized as sin pagation rules. T he
m eta-associations keep and del from the CHR- meta—class to the Constraint
m eta—class regpectively represent the propagated and simpli ed heads of the
rule. The heads must be instances of RDCs (Rule De ned Constraints). A
guard ofa rule m ust be a collection ofBIC s BuiltTh Constraints). Both RDC s
and B IC s are specializations of C onstraint m eta—class.

RR n°® 7165



28 D eransart & O liveira

«RealizationStructuralClassServices

CHROME.RSCS
«componentClass»
«subject, componentClazss ConstraintStore
CHROME
+ getPartners ( ¢ : Constraint ) : Constraint []
+ compile { chrb ; CHRBase ) +del ( c: Constraint )
+ solvedll (query: Constraint) : Selution [*] SRS +add ( c: Constraint)
+ salveNext () : Constraint [*] es |+ setfailurelustif (s : Justification )
+ solverOne ( query i Constraint [*] ) : Solution 1|4 getFailurelustif () : Justification
+ del (s : Justification ) + clearfailurelustif ()
+ getstore () : Constraint [*] + dellustCsReturnC=ToPutBack (js : Justification, jp : Integer, csToAd : Constraint [*]) : Constraint [*]
+ clearStore () + getStore () : Constraint [*]
+ clearStore ()
anests 7 Y
anestss el gt
) ® «acqless
4t
«companentClass- ccompanentClass» - |
Compiler QueryProcessor FEHRConstructors:Constraint
+ compile (cb: CHRBase ) : CHRBase [*] + solveAll { query: Constraint []] | Solution [7]
+ solvehlext () : Salution
+salveOne ( query : Constraint [*]) : Solution AR
+ del (s : Justification )
Figure 9: CHROM E
Justificatioen inv: if ocliskindOf (FunctionalTerm) then
e ooty self.oclAsType(FunctionalT erm).arg->forAll{acllsKin dOf(GroundTerm))
§ — else
conjBodies 1+ Constraint self ocllsTypeOf(Constant)
18 — endif
conj .
body| 1 I~
) Dy s Term
RDC L. (disioint,completel [\
‘ arg
keep AN
Simpagation M BIC i ‘ lmLJommePete} o
L_IFunctionalTermy
quard
Variable
i
v NonFunctionalTerm|
Equality False True
Lﬁ Constant
SsymbolicConstant]
NamedElement [NumericConstant|
HElattributes—
+namesString[1]

Figure 10: M eta-m odelof CHR- and CHR data structures.
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The body of a CHR— rulk is a collection of alternative conjinctions. Con-
Junctions are com posed by both RDC or BIC, eg. a collection of instances of
m eta—<class Constraint. The origihal CHR— base has a specialRDC (OR) to
Indicate disjunctions in the body. T he collection of allrules ofa CHR program
isa CHR Base.

E ach constraint is com posed by a constraint sym boland a collection of zero
or m ore argum ents, eg. a collection of term s (m eta—<class Term ). A Termm
further specializes into: functional term s, non-functional term s, ground temm s
and non-ground tem s. A Constant isboth a non-finctionalterm and a ground
term and a Vardable is a non-ground tem and a non-flinctional tem . F inally
a functional term is further com posed by a Function Sym bol and a collection
of zero orm ore argum ents, which are in tum recursively de ned as instances of
m eta—<classTem . T he constraint dom ain m eta—class aggregatesallterm sym bols
allowed.

The m etam odel displays also the intemal structures of the engine, nam ely:
the constraint store and the constraint queue. The st stores the constraints
added by ring rules, the second is a processing queue that tracks which is the
next constraint to be processed.

4.1.2 Strengths and Lim itations

CHROME isthe rstJava CHR- engine: none ofthe related CHR Java engines
allow disjunctive rules. Com pilation In Java m akes it easier to reuse and de-
ploy full CHR~- bases in applications In need of autom ated reasoning services.
Tt is one of the largest case study to date to Integrate M DE technology w ith
m odel transform ations (4358 ATL lines) and com ponents. It however su ers
som e lim itations, as it provides only three built=in constraints: the syntactical
equality, true and false, and it has no visualtracing D E . T his m akes practical
applications still too cum bersom e to In plem ent, being tracing a fundam ental
part of large autom ated reasoning developm ent.

42 CHROME-REF Components

The Figure 11 show s a ob pct-oriented representation of the observational se—
m antics of CHR- as descrbed in the Section 32.1. It contains ve sort of
extracted trace events (E Trace): an initial state (£ InitialState), userde ned
contraint store introduced E Introduce), built=n ntroduced E Solve), rule ap—
plied E Apply) and rule failed EF ail).

The top=Zevel CHROM E-REF com ponent encapsulates all sub-com ponents
that com pose the CHROM E environm ent. The F igure 12 show s them ain com -
ponent and its three sub-com ponents as de ned In what ollow s. T hey provide
m ethods to com pik a rule base, to solve a query (displaying one or m ore soli—
tions for such query), to adapt a solution when a given set of jasti ed constraints
is deleted and to clear the constraint store for processing a new query.

T he D river com ponent is a interm ediator between CHROM E and A nalyzer,
its function is to m anager the com m unication of trace event sent by the engine
and lter the requested inform ation to the analyzer. Finally, the Analyzer
com ponent, In our case, is a debugging tool for CHR .

T he next sub-sections describe each com ponent.

RR n°® 7165



30 D eransart & O liveira

[ ETrace
- label ; String
[ ElnitialState [ Elntroduce [ ESolve = EApply = EFail
rudes
- query, 1 |-rde
El Cnnstlraini L o @ RDC
1
- bic
- builtlng

Figure 11: 00 Representation ofthe O S of the CHR- Tracer

«RealizationStructuralClassServices
EJ CHROME-REF.RSCS

esubject, compenentClasss
= cHROME-REF

emiaes enestss «nesiss
1
1
3
zcomponentClass, GUls zcomponentClasss zcomponentClasss
Q CHROME QTracaDrivar QAnalyzer

+ stepByStep : Boolean = true
+ compile { chrb : CHRBase ) + registerAnalyzer { a - Analyzer) + notification (& : ETrace )
+ solveAll { query : Contraint) : Solution [7] + notifyAnalyzers ( e : ETrace )
+ solveNext () : Constraint [7] + newStep ()
+solveOne (query: Constraint[']) : Selution | 4 |pdateFilter { a - Analyzer, query : TraceQuery)
+del { Js : Justification ) )
+ getStore () : Constraint [*] «acquiress «acquiress
+ clearStore () 1 1

Figure 12: CHROM E-REF threem ain C om ponents
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«RealizationStructural ClassServices
CHROMERSCS

«componentClasss

asubject, companentClasss ConstraintStore
CHROME

+ getPartners (c: Constraint ) ; Constraint [*]
+ compile ( chrb ; CHRBase ) +del ( c; Constraint)
+ solvell ( query : Constraint) : Selution [*] anestss +add (c: Constraint)
+ solveNext () : Constraint [*] o | +setfalurelustf (js: Justification )
+ solverOne (query : Constraint [*]) : Selution + getFailureustif () : Justification
+del (5 Justification ) + clearFailurelustif ()
+ getStore () ; Constraint [*] + dellustCsReturnC:ToPutBack (js : Justification, jp : Integer, ¢sToAd : Constraint [*]} : Canstraint [*]
+ clearStare () + getStore () : Canstraint [*]

+clearStore ()

«nestsn
v L wed| 1
nests: . ‘
1 cacqiess = observed
scompanentClasse
L QueryProcessor «acquireso +newStep ()
«companentClasss “Lonstraint *stop ()

+ solveAl ( query : Constraint [*]) : Salution [*]
+ solveNext () ; Solution

+ compile ( cb ; CHRBase ) ; CHRBase [*] 5 ;““"(EO”J‘ (?F“"{ C‘;"m'”t Pl ssligan
+ el (s : Justification

Compiler

«componentClacss
E TraceExtraction

+genElnitialStats (ap : QuerProcsssor) : ETrace

+ genElntroduce ( ¢: Constraint, qp : QueryProcessor) : ETrace
+ genESolve (bic: Consiraint, qp : QueryProcessor) : ETrace
+ genEApply (rule : RDC) : ETrace

1 | +genEFail (rule: RDC) : ETrace

- extraction
anestes

Figure 13: Insertion of the Trace E xtraction C om ponent into CHROM E

4.2.1 Extraction

The Figure 13 shows the CHROM E com ponent w ith a new com ponent called
TraceExtraction,which in plem ents the generic CHR trace asdescribed in the
Section 32 3.

W e have added two in provem ents to the CHROM E to integrate w ith our
proposal: a new com ponente called Trace E xtraction that receives as input som e
param eters (C onstraint;Q ueryP rocessorandR D C ) and produces the trace events
(E Trace); and, we Included new rules nto the CHROM E com piler to send the
previous param eters to the Trace Extraction during the execution of a CHR
program .

The follow ng OCL rules explain how a trace event w ill be produced from
received param eters:

context TraceExtraction ::genEInitialState (gp:QueryProcessor) : -

Etrace

post:
let eInitialState:EInitialState = oclIsNew ()
in

eInitialState .query = gp.goal and
result = eInitialState

context TraceExtraction ::genEIntroduce (c:Constraint, gp: -
QueryProcessor) :Etrace

post:
let eIntroduce :EIntroduce = oclIsNew ()
in
eIntroduce .c = c and
eIntroduce .udcs = gp.cs .getStore () and
result = elIntroduce

context TraceExtraction ::genESolve (bic :Constraint, gp: -
QueryProcessor) :Etrace

post:
let eSolve :ESolve = oclIsNew ()
in
eSolve .bic = bic and
eSolve .builtIns = gp.allVars and
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wrealizationStructuralClassServices
TraceDriver RSCS

«subject, componentClass=
E31}aceDrwer
- stepByStep : Boolean = true
+ reqgisterdnalyzer ( a : Analyser)
+ notifvAnalyzers ( eTrace : ETrace )
+ newStep ()
+ updateFilter { a : Analyzer, request: Request)
-filterTrace (r: Request, etrace : ETrace ) : ETrace

Figure 14: Trace D river M eta-m odel

result = eSolve

context TraceExtraction ::genEApply (rule :RDC) :Etrace
post:
let eApply :EApply = oclIsNew ()
in
eApply .rule = rule and
result = eApply

context TraceExtraction ::genEFail (rule :RDC) :Etrace

post:
let eFail :EFail = oclIsNew ()
in
eFail .rule = rule and
result = eFatil

4.2.2 Driver

The Trace Driver com ponent is an interm ediator between a process and an
analyzer. Tt com ponent has the follow ing functions  igure 14):

e to decide w hether the underlying process (in ourcass CHROM E ) w ill send
trace events step by step or all at once. This inform ation is represented
by m eans of the ag stepB yS tep;

e to registeran analyzer that w illw atch the trace events from the underlying
process;

e to notify all connected analyzers soon after a trace event to be produced;
e to ask for a new trace event (only if the ag stepB yStep is true); and,

e to lter a trace event by m eans of a trace query sent from a analyzer.

T he follow ing O CL rules describe the post-condition of each m ethod:
context TraceDriver ::registerAnalyzer (a:Analyzer)
post: analyzer > includes (d)

context TraceDriver ::notifyDriver (eTrace :ETrace)
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sspecificationStructuralClassTypes
TraceDriver.SSCT

asubject, componentClasss

TraceDriver - analyzers R

* | + notification { eTrace : ETrace )

- currentRequest
1- observed [*] Request
Q Observed

+ newStep ()
+stop ()

Figure 15: M eta-m odel of the Analyzer and C om m unication w ith the D river

post: analyzers > forAll (a j a”notification(filterTrace (a.request , -
eTrace)))

context TraceDriver ::newStep ()
post: observed .newStep ()

context TraceDriver ::updateFilter (a:Analyzer , request :Request)
post: a.request = request

A s saild before, the Trace D river com ponent is a interm ediator that receives
trace events from a process and sends it to the analyzer. T he Figure 15 show s
the relationships between these com ponents.

A trace driver is connected to an observed process which sends the trace
events, and it has a list of analyzers to which to the trace events. E ach analyzer
is associated to a query, which says which inform ation the driver will send to
the analyzer.

423 Analyzer

T he trace analyzer speci es to the driver which events are needed by m eans
of queries. T he requests that an analyzer can send to the tracer driver are of
three kind. F irstly, the analyzer can ask for additionaldata about the current
event. Secondly, the analyzer can m odify the query to be checked by the driver.
T hirdly, the analyzer can notify the driver to pause, continue or end the process
execution.

In this propct, in order to exem plify the whole proposed fram ework, we
have created two sinple view s to show a pretty-printing of a CHR execution.
The Figure 16 presents these two kind of analyzers: the Trace V iew shows
the evolution of the CHR param eters (G oal, C onstraint Store, Built-ns, etc),
de ned in the generic trace; and the P rogram V iew is just to focus in a speci ¢
rule when this rule is triggered.

W e lustrate these view s w ith an execution of the LEQ exam ple.

reflexivity @ leg(X,Y) <=> X=Y Jj true.
antisymetry @ leg(X,Y) , leg(Y,X) <=> X=Y.
idempotence @ leg(X,Y) n leqg(X,Y) <=> true.
transitivity @ leg(X,Y) , leg(Y,Z) <=> leq(X,Z).

w ith the query:

RR n°® 7165



34 D eransart & O liveira

InBics = |

% CHRDebug

~>Apply{ r2@leq(C, == 1eq(C,B))

Goal = [leq2(B,O))l=52(C B File Help

Utdes = [leq2(AB, 1eq2(C A B0 =

InBics =) - =5
¥ Debug =

~=Introduce

1 @leqlX,Y) === true

Goal = [18q2(C,B)) 12 @ leait,Y), leaiY,2) === leq(X.2)
Udcs = [leq2(CA), leq2(AB)], [leq2(8, C)] 3@ leaey), lealyX) <==X=Y.
InBies = 4 @ leq(iY) VleqelY) <=> frue.

~=Apply{ r2@leq(B.C), leq(C A) ==> leq(BA) )
Goal = [len2(C,B)lllen2(E A

Udes = [leq2(C.A), leq2(AB), leq2(B,C)]
InBics =

[ o

~>Introduce

Goal = [leq2(BA)]

Udes = [leq2(C.A), leq2(AB), leq2(B,C)), llea2(C, )|
InBics =

=~>Appiy{ r2@leq(C.B), lea(®,C) === leq(C.C))
Goal =[leq2(BA)llen2(C,C))

Udes = [1eq2(C.A), leq2(AB), leq2(B.C), leq2(C.B)]
InBies =1

~>Apply({r3@Ieq(C.B), leq®.C) <=> C=B.)

Goal = [leq2(BA), lea2(C.C)]

Udes = [leq2(C.A), leq2(A.B), leq2(B,C), len2(C,B)]
InBics = QIC=E]

P —

Figure 16: A Sinple GUIto Analyze a Program E xecution Looking at its Trace

leq (A,B), leg(B,C), leg(C,A).

Finally, we get the XM L Instance produced by CHROM E for this exam plke
(see com plete trace w ith all attrbutes in the Appendix C).

<?xml version="1.0" encoding="UTF 8"2>
< chrv
xmlns="http :// orcas .org .br/chrv"
xmlns :xsi="http ://www .w3 .0rg/2001/XM LSchem a instance"
xsil :schemaLocation=
"http :// orcas .org .br/chrv chrv .xsd">
<event chrono="1">
<initialState>
<goal>leq(A,B), leq(B,C), leg(C,A)</goal>
</initialState>
< /event>
<event chrono="2">
<introduce>
<udc> leq (A,B)< /udc>
<goal>leqg(B,C), leg(C,A)</goal>
< /introduce>
< /event>
<event chrono="3">
<introduce>
<udc>leg (A,B), leqg(B,C)< /udc>
<goal>leqg (C,A)< /goal>

< /chr.v.>.
At this stage of the in plem entation, such view s are principally helpfil to
help to develop the generic trace.
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5 Conclusion

In thisreport we have presented an ongoing w ork asa roadm ap towardsCHROM E -
REF, and we have de ned the m ethods and tools to reach this goal. They con-—
sists of a form al speci cation (called observational sem antics —O S) of a generic
tracer for CHR— usihg an adaptation of the sin ple uent calculus (SFC) which
we have presented, and its in plem entation, over and inside CHROM E, using
the K obrA 2 m ethod, and resultingin aPIMM of CHROME-REF .

W e have tested the approach w ith a sm all trace pretty printing GUI. W e
also indicated how to work on extensions of the very rst trace we presented
(using the sinple ! ¥ sem antics of CHR ), before including other actions and at—
tributes inspired by m ore re ned sam antics of CHR - and variousCHR dom ains
extensions.

Several other issues how ever rem ain to be explored.

F irst the use of the SFC to describe the observational sem antics of tracers.
A s quoted In the report, we m ay expect several advantages of its use: facili-
tation of trace extension speci cation, or re nem ent, by m erging observational
sem antics of several CHR extensions or sublayers, and facilitation of veri cation
of form alproperties of the trace. W e did not reach the point to be In condition
to sin ulate production of traces trying to execute this O S using Flux. Such
execution would require som e in plem entation of com plex functions or predi-
cates. Since the O S m ay be a sn ooth abstraction of a fam ily of solvers, it is
n principle possible to develop som e sin ulation producing supersets of possible
traces. This can be usefiil to analyse som e properties of the traces to in prove
their design. However it w ill becom e worth and m ore interesting when a m ore
re ned full trace w il be ready.

A nother point which rem ains unsolved is the way to relate the observational
sem antics of the tracer and the design of the CHROM EREF PIM . Both are
form s of partial form alspeci cation. The O S because it is an abstraction of the
sem antics of the observed process —hence a partial speci cation—, the later be—
cause it is a partially form al gpeci cation. Even if it is clear that the description
of the tracer in SFC is a clear requirem ent which serves as guideline to design
this PIM , there is no way to guarantee a form al corresoondence.

O ne proposed approach istom ap the logicalm odelof SFC used here nto an
O bjct-O riented (00 ) m odel (OO SFC ), and to lin it the \in plem entation step"
to amerging of PIM s. Thisway to proceed is ilustrated on the Figure 17. This
approach ain s at reducing the com plexity ofm apping between the two di erent
descriptions, by iIntroducing a Interm ediary step denoted CHR-O Sgosrc -

W e have started to specify the O S In OO SFC [39], but this question is still
open whether this step is really helping, or whether the construction of the
tracer part of the CHROM E-REF PIM in UM L is better achieved just using
the SFC speci cation of the O S. Tt could be also interesting to com pare several
approaches of extending existing codes, lke pliging aspects in the CHROM E
Bva code. In any cases the question of the relationships w ith the speci cation
is still w orth posing.

Finally a third unsolved point concems the validation of the im plem enta—
tion. C onsidering the design and in plem entation used m ethod, there isno way
to m ake form al proof of adequation between the speci cation and the i ple-
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CHR—OSFC<7 --= CHR-0S
oos:c:\

ML

CHROME-REF
UML

CHROME
U

Figure 17: An Interm ediate Step towards CHROM E-REF

CHR-OS < --------- > CHROME-REF
FC semi-formal
CHR-OS_ < ----=-------- > CHROME-REF
Flux tests Java
CHR trace

Figure 18: Validating di erent operational sem antics

m entation, but this point need m ore study. At this stage, we are lim ited to
perform tests. T he Figure 18 illustrates this point.

e Sem iform alproof: It is to show that CHR-O Sp¢ is equivalent to the
CHROME-REFyy 1 - But,asUM L isa sam iHom allanguage [33], so that,
UM L isnot stricly form alin sense of a purely syntactic derivation using a
very precise and circum scribed form al set of rules of inference, no form al
proof can be perform ed.

e Testdbased validation: Let CHR-O Sp¢ with its equivalent in plem en—
tation CHR-O Sp 1y« n Flux, and CHROM EREFyy 1 wih itsequivalent
In plem entation In Java CHROM E-REF 5,4, them ethod consists of com —
paring the produced traces to check whether they are equivalent.

T here is stilla longway to get a fullgeneric trace for CHR . Indeed, as quoted
n the Section 3.3, such goal In plies the existence of generic traces for several
CHR extensions. Sihce we already have som e (for nite dom ain solvers, or for
P rolog under-layer for exam plk), we are far to cover all existing extensions of
CHR quoted at the beginning of this paper. But the com position of traces and
the m ethod of In plem enting tracer presented here give a possible road tow ards
a full generic trace for CHR—- and m any of its extensions.
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A Appendix —0 bservational Sem antics of CHR

T he follow ing is the description of the observational sem antics of CHR based
on its theoretical operational sem antics !+ and the sinple uent calculus w ith
m odi ed axiom s of the Section 2.4 3.

(@) Dom ain Sorts

-NATURAL, naturalnum bers;
—RULE ,the sort of CHR rulesand RULE _ID the sort of the rule identi-
ers;

—CON STRAIN T, the sort of constraints, with the follow ing subsorts:
B IC (the built—=n constraints), with the subsort EQ (constraints in the
form x = y),and UD C (the userde ned constraints), w ith the follow ing
subsort: IDEN TIF IED (constraints in the form c# i). In short:

EQ < BIC < CONSTRAINT and
IDENTIFIED < UDC < CONSTRAINT;

-PROPHISTORY = SegqWATURAL) RULE , the elem ents of the
P ropagation H istory, tuples of a sequence of naturalnum bers and a rule.
For each de ned sort X , three new sorts: SegqX ), SetX ) and BagX )
containing the sequences, the sets and the bags ofelem ents of X . W e use
[l for the em pty sequence and fg for the em pty set and the em pty bag.

- CHRACTION < ACTION, the subsort of ACTION containing only
the actions iIn the CHR sam antics.
(b) Predicates

- Query :Bag(CON STRAIN T),Query(q) hodsi g isthe initial query;

— Consistent :STATE , holds i the B ICS of the state is consistent (ie.,
if it does not entail alse);

— M atch (hyx ;hg ;ui;us;e;z) hodsi (i) u; and uy, arein the UDC S of z
and (i) the set ofm atching equations e is such that chr(u;) = ety ) and
chr(uy) = ehr);

- Entails : SetBIC) Set®EQ) Bag®BIC), Entails(o;e;g) holds if
CT 5 b! 9" 9).
(c) Functions
-# :UDC NATURAL 7 IDEN TIF IED, de nes the syntactic sugar
for de ning identi ed constraints In the form cif i;

—-makeRule :

RULE ID Bag@WDC) Bag@UDC) Bag@®IC) Bag@UDC) 7
RULE ,makesa rule from its com ponents. W e de ne the syntactic sugar
forrulesasriy@hgnhg $ gp= m akeRule(rig;hy ;hr ;9;0);

-Bics :STATE 7 Set®IC),whereBics(z) = fcH olds(InB ics(c);z)g;
—id :SetUDC)7T7 SetNATURAL),whereid®H )= if# i2 H
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— The usual set, sequence and bag operations: 2 for pertinence, [ for set
union, ] for bag union, + + for sequence concatenation, j for sequence
head and tail Ex: headjail]) and n for set subtraction.

(d) Fluents
-Query :BagUDC) 7 FLUENT, Query(q) holds i g is the Iniial
toplevel goal;
-Goal:Bag@UDC )7 FLUEN T, Goal(q) hodsi g isthe current goal;

—Udcs :Bag(IDENTIFIED )7 FLUENT,Udcs@) hods i u is the
current UDCS;

—InBics:BIC 7 FLUEN T, InB ics(c) hodsi cisin the current BICS;

— InPropH istory :PROPH ISTORY 7 FLUEN T, InP ropH istory (o)
holds i p is In the current P ropagation H istory;

-Nextld :NATURAL 7 FLUENT, N extIldn) holds 1 n is the next
naturalnum ber to be used to dentify a denti ed constraint.
(e) Actions

—Init 7 CHR_ACTION, Do(Init; goal(q)®l;s) executes the toplevel
initial transition (starting the resolution) w ith som e query g in the current
state (a stands for other attributes list In the associated trace event);

—Solve T CHR_ACTION , Do(Solve; bic(c)hl;s) executes the Solve
transition w ith the built-in constraint c;

— Introduce ;7 CHR_ACTION , D o(Introduce; fudc(c)hl;s) executes the
Introduce transition w ith the userde ned constraint c;

- Apply 7 CHR_ACTION,

D o@pply; frule(r)fl];s) executes the A pply transition w ith rule r m atch—
ing the constraints In the UD C S w ith the kept and rem oved heads;

—-Fail:” CHRACTION, Do(Init; lgoal(@) Rl;s) executes the toplevel
initial transition (starting the resolution) w ith som e query g in the current
state (a stands for other attributes list In the associated trace event);

(f) A ttributes
-goal :CONSTRAINTS 7 ATTRIBUTE, is the set of constraints in

the current G oal;

—udc :CONSTRAINTS 7 ATTRIBUTE, is the set of constraints in
the current U ser D e ned Constraints Store;

—bic:CONSTRAINTS 7T ATTRIBUTE, isthe set of constraints in the
current Built-In C onstraints Store ;

—hind {7 IN TEGER, is the new propagation history index (increm ented
by Introduce);

—rule:RULE 7 ATTRIBUTE, isthe rule applied to reach this state.
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(g) A xiom s of the O bservational Sem antics

Init

- Poss(Init; [gl;z) H oldsQuery(@);z)
- Poss(Init; gl;State(s)) State(D o(Init;[initState;goal(q);hind (1)];s)) =
State(s) Udcs(fg) Goal(lgq) N extlid(l)
Query (@)
The Initial State A xiom states that in the initial state, the goalcontains

the constraints in the query, the user de ned constraint store is em pty
and the next ID for identi ed constraints is 1;

Solve

- Poss(Solve; [c];z) (9g) H olds (G oallq] fag);z)
The Solve Precondition A xiom states that the only precondition for the
Solve action on the built-n constraint c is that this constraint should be
in the goal.
— P oss(Solve; [c];s)
State (D o(Solve; [solve;bic(c);goal(@)];s)) =
State(s) Goall@ InBics(c) Goallg] fog)
T he Solve State Update A xiom states that the result of the Solve action

over the constraint ¢ is that this constraint is rem oved from goal and
added to InB ics list In current state;

Introduce
— P oss (Introduce; [c];z) (9g) H oclds (G oal@);z) ~ c2 q)
— P oss(Introduce; [c];State(s)) ® H olds (U dcs(u);State(s))”
H olds (N extId(n);State(s))
State (D o (Introduce; [introduce;udc(c);goal(q);hindn + 1)];s)) =
State(s) Goall@ Udcs@u] chn) Nextldn+ 1)
Goal(g] fag) Udcs@u) N extId(n)

Apply

- Poss@pply; Iihy thr jg5ur;uz];2)
(9e) 9b) M atch (hy ;hr jurjuz;e;z)”
: H olds (InP ropH istory (id (u;);id (uz);r);z) * B ics(o;z)”
E ntails (o;e;9))

- Poss@pply; I;hy thr jg5ur;us ] State(s))”
Holds(Udcs (i ] uz ] u);State(s)) ~ H olds (G ocal(g);State(s))”
M atch (hy ;hr juiiuz;e;z)
State(D oA pply;
Epply, rule (@ hynhg $ gi;ui;uz);90ald] g);udcl] u);biclg)l;s)) =
State(s) Goald] gq) Udcs@l] u) InBics() InBics()

InP ropH istory (id (u; );id (s ) ;1)
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Goal(q) Udcs@ml] u2] u)

Fail
- Poss( ail;gl;z) H olds(goal(q);z)” @P oss@Apply; [c;hy she jg5ui5u2);2)

- Poss(F ail; @l;s)
State D o ail; [fail;goal(@)];s)) = State(s)
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B Appendix — XM L schem a for G eneric CHR
Trace

<?xm 1l version="1.0" encoding="UTFEF 8" 2>
< xs:schema xm Ins:xs="http://www .w3.0rg/2001/XM LSchema"
targetN am espace="http://orcas .org .br/chrv" xm Ins="http://orcas -
.org .br/chrv"
elem entForm D efault="qgualified ">
< xs:elem ent name="chrv">
< xs:com plexT ype>
< Xxsisequence>
<xs:elem ent name="event" m inO ccurs="0" m axO ccurs="unbounded"
>
< xs:com plexT ype>
< xs:choice>
< xs:elem ent name="1initialState" m inOccurs="1" m axO ccurss" -
i
< xs:com plexT ype>
< xs:isequence>
<xs:elem ent name= "goal" type="xs:string" />
< xs:elem ent name="hind" type="xs:integer" />
< /xs:sequence>
< /xs:com plexT ype>
< /xs:elem ent>
< xs:elem ent name="introduce" m inO ccurs="1" m axO ccurs="1">
< xs:com plexT ype>
< Xxs:isequence>
< xs:elem ent name="udc" type="xs:string" />
<xs:elem ent name= "goal" type="xs:string" />
< xs:elem ent name="hind" type="xs:integer" />
< /xs:isequence>
< /xs:com plexT ype>
< /xs:elem ent>
< xs:elem ent name="solve" m inO ccurs="1" m axO ccurs="1">
< xs:com plexT ype>
< xs:isequence>
< xs:elem ent name="bic" type="xs:string" />
<xs:elem ent name= "goal" type="xs:string" />
< /xsisequence>
< /xs:com plexT ype>
< /xs:elem ent>
< xs:elem ent name="apply" m inO ccurs="1" m axO ccurs="1">
< xs:com plexT ype>
< Xxs:isequence>
< xs:elem ent nam
< xs:elem ent nam
< xs:elem ent nam
< xs:elem ent nam
< /xs:sequence>
< /xs:com plexT ype>
< /xs:elem ent>
<xs:elem ent name="fail" m inO ccurs="1" m axO ccurs="1">
< xs:com plexT ype>
< xs:isequence>
< xs:elem ent name="rule" type="xs:string" />
< /xs:isequence>
< /xs:com plexT ype>
< /xs:elem ent>
< /xs:choice>

"rule" type="xs:string" />
"goal" type="xs:string" />
"udc" type="xs:string" />

P
=
=
e="bic" type="xs:string" />
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< xs:attribute name="chrono" type="xs:string" use=" -

required" />
< /xs:com plexT ype>
< /xs:elem ent>
< /xs:sequence>
< /xs:com plexT ype>
<xs:muunigue name="chronoKey" />
< xs:selector xpath="event" />
< xs:field xpath="@ chrono" />
</xs:munique>
< /xs:elem ent>
< /xs:schem a>
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C Appendix —LEQ Exam ple Execution Trace

H ere isthe trace ofexecution ofthe LEQ theExam ple 3.1 executed NCHROM E -
REF.

<?xm 1l version="1.0" encoding="UTFEF 8" 2>
< chrv
xm Ins="http://orcas .org .br/chrv"
xm Ins:xsi="http://www .w3 .0rg/2001/XM LSchem a instance"
xsiischem al ocation=
"http://orcas .org .br/chrv chrv2 .xsd"™>
<event chrono="1">
< initialState>
<goal» legq(A,B), leqg(B,C), leq(C,A) </goal
<hind> 1 </hind>
</initialState>
</event>
<event chrono="2">
< introduce>
<udc> leg (A,B) </udc
<goal» leqg(B,C), leg(C,A) </goal>
<hind> 2 </hind>
< /introduce>
</event>
<event chrono="3">
< introduce>
<udc> leg(A,B), leg(B,C) </udc
<goal» leg(C,A)) </goal>
<hind> 3 </hind>
< /introduce>
</event>
<event chrono="4">

< apply>
<rule> r4Q@ leq(A,B), leg(B,C) ==> leqg(A,C) </rule>
<goal» leg(C,A), leg(A,C) </goal>

</apply>

< /event>
<event chrono="5">
< introduce>
<udce> leq(A,B), leg(B,C), leg(A,C) </udc
<goal>leqg (C,A)</goal>
<hind> 4 </hind>
< /introduce>
< /event>
<event chrono="6">
< introduce>
<udce leg(A,B), leg(B,C), leg(A,C), leg(C,A) </udc
<goal> </goal
<hind> 5 </hind>
< /introduce>
</event>
<event chrono="7">
< apply>
<rule> r2@ leg(A,C), leq(C,A) ==> A=C </rule>
<goal> </goal
<udce> leq(C,B), leg(B,C) </udc
<bic> A=C </bic>
< /apply>
< /event>
<event chrono="8">

< apply>
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<rule> r2Q@ leq(C,B), legq(B,C) ==> C=B </rule>
<goal> </goal>

<udce> < /udc>

<bic> A=C, C=B </bic>

< /apply>
< /event>
< /chrv>

Nomore LEQ program rulem ay apply.

U sing a representation where attrbutes have the functional form used in
the O bservationalSem antics, it corresponds to the trace (attributes w ith em pty
argum ent are om itted):

See Appendix A for the m eaning of the attributes.

1 initialState goal ((leq(A,B), leq(B,C), leq(C,A))))

2 introduce
3 introduce
4 apply
5 introduce
6 introduce
7 apply
8 apply

hind (1)

udc ( (leqg(A,B)))
goal ((leq(B,C), leq(C,A)))
hind(2)

udc ((leg(A,B), leg(B,C)))
goal ((leq(C,n)))
hind(3)

rule((r4@ leg(A,B), leg(B,C) ==> leq(A,C)))
goal ((leq(C,n), leq(a,C)))

udc ((leg(A,B), leq(B,C), leq(A,C)))
goal ((leq(C,B)))
hind (4)

udc ((leg(A,B), leq(B,C), leg(A,C), leg(C,A)))
hind(5)

rule((r2@ leg(A,C), leg(C,A) ==> A=C)),
udc (leq(C,B), leq(B,C))
bic((A=C))

rule((r2@ leq(C,B), leg(B,C) ==> C=B)),
bic((A=C, C=B ))
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D Appendix —0S of a Robots A pplication in
SEC

T hisworld consists ofagents (the robots) m oving in a space structured by room s
connected by doors, able to carry ob fcts they nd in the room s. A requisition
is an order to seek for ob fcts and carry them from som e place to an other one.
T he scene description at som e m om ent is the current state and consists ofa set
of facts. A \situation" corresponds to a succession of trace events. T he current
state corresponding to a given situation is obtained here by the reconstruction
function (interpretation sem antics).

In uentcalculus, factsarenam ed \ uents" and requisitions (or requests) are
sim ilar to Prolog goals. T he way the requisitions are com puted is not described
by the observational sem antics. T he requests are thus treated as in uence fac-
tors.

W e descrbe a sin pli ed version of the exam ple of [53] w ith 3 room s.
The sin pli ed robot’s world is depicted on F igure 19.

Figure 19: A sin ple robot world

Tnitially there is one ob Fct and one robot both located in the sam e room ,
and the door d12 is locked. T he robot has its key.

W epresentan im plem entation ofthe O S In Flux. A current state isdescribed
by a set of atom s.

ACTIONS TYPES

pickup pick an objct (ifany)

drop drop the carried obfct (if any)

gotodoor go to the quoted door (if any)

enteroom enter the quoted room (if the door is open)
open open the door (if it is closed)

TRACE EVENTS [attributes]

A ttribute a stands for \agent"
A ttribbute o stands for \ob fct"
A ttribute r stands for \room "
A ttribute d stands for \door"

pickup a o r
drop aor
walk ad
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walk ar
open ad

e Dom ains

D om ain Sorts
AGENT Al
ROOM R1;R2;R3
DOOR D 12;D 13
opJgecT | 01;02;03

e Param eters

P aram eters versus F luents
param eter type m eaning
AgentInR oom AGENT ROOM 7 FLUENT the agent is in room r
AtD ocor AGENT DOOR 7 FLUENT the agent is at door d
Closed DOOR 7 FLUENT door d is closed
Carries AGENT OBJECT 7 FLUENT agent carries ob jct o
HasK eyC ode AGENT DOOR 7 FLUENT agent has the key code for door d
ObjctinRoom | 0BJECT ROOM 7 FLUENT the obFct is iIn room r
Request ROOM OBJECT ROOM 7 FLUENT |there isa request to deliver
objct o from room r; to room r2

E ach param eterm ay be represented by several uents. (Request is treated

as external)

T he initial state is form alized by this term below .

H olds@ gentInRoom A 1;R2);Sp)"H olds (O bjectInRoom (O 1;R3);S0)"
H olds (O bjectInRoom (O 2;R 1);Sg)"H olds (O bjectInRoom (O 3;R 2);S¢)"

H olds(C losed (D 12);Sg) ~ H olds(H asK eyCode @ 1;D 13);Sqg) "
H oldsRequest®R 3;01;R2);Sg) ~ H oldsRequest®R 1;02;R3);Sg) "
H oldsRequest®R 2;03;R1);Sg) " (8x):H olds(C arries@1;x);S¢)

e Auxiliary Predicates

Auxiliary P redicates

predicate

type

m eaning

C onnects

ROOM

DOOR

ROOM

door d connectsroom sr 1 and 1,

A ctions and A ctual state A ttributes

A ctions
action attributes action m eaning
P ickup pickup AGENT OBJECT ROOM lpick up obFct o
D rop drop AGENT DOOR ROOM drop obfct o
GoToDoor | wak AGENT DOOR go to door d
EnterR oom walk AGENT ROOM enter room r
O pen open DOOR open door d
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T he param eters of the actions in a condition are just used for com m unica-
tion of particular values and thus avoid rew riting of \H olds" conditions in the
follow ing axiom .

O bservational Sem antics

Pickup

P oss (P ickup; B;o;r];s)
H olds @ gentInRoom (a;r);s) ~ H olds (O bjectInR oom (0;r);s)”
:H olds (C arries(a;o)))

P oss (P ickup; [&;0;r];s)
State (D o (P ickup; pickup;a;o;rl;s)) = State(s) Carries(a;o)

Drop
P oss (D rop; B;o0;r];s)
H olds(C arries(a;o)) ©~ H olds A gentInR oom (a;r);s)

P oss(D rop; [a;0;r];s)
State(D o (D rop; drop;a;o;rl;s)) = State(s) Carries(a;o)

GoToDoor
P oss(GoT oD oor; la;d;rl;s)  H olds@®gentInRoom (a;r);s)”
Or%c onnects (r;d;r% ~ : (9d9)H olds @ tD oor (@;d%;s)

P oss(GoT oD oor; [g;d;r];s)
State(D o(GoT oD oor; wWalk;a;d];s)) = State(s) AtD oor(a;d)

EnterRoom
P ossE nterRoom ; B;r;d;r’];s)  H olds @ gentInRoom (a;r))"
H olds (A tD oor (@;d);s) ©~ C onnects (r;d;ro) ~ +H olds(C losed (d);s))

P oss E nterR oom ; |;r;d;r%;s)
State(D oE nterR oom ; Wwalk;a;r’];s)) = State(s) AgentInRoom (a;F)
AgentInRoom (a;r)

Open

P oss (O pen; ;d];s)
H olds (& tD oor (@;d);s) ® H olds H asK eyC ode (a;d);s)”
H olds (C losed (d);s)

P oss(Open; a;dl;s)
State(D oOpen; lopen;a;d];s)) = State(s) C losed(d)
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E xam ple of trace:

pickup
walk
open
walk
walk
walk
drop
pickup
drop
walk

al
al
al
al
al
al
al
al
al
al

ol
dlz
dlz
r2
dl2
rl
ol
ol
ol
dl3

rl

rl
rl
rl
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