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Abstract: We believe that it is possible to put the whole work of Bourbaki into a computer.
One of the objectives of the Gaia project concerns homological algebra (theory as well as al-
gorithms); in a first step we want to implement all nine chapters of the book Algebra. But this
requires a theory of sets (with axiom of choice, etc.) more powerful than what is provided by
Ensembles; we have chosen the work of Carlos Simpson as basis. This reports lists and com-
ments all definitions and theorems of the Chapter “Ordered Sets, Cardinals, Integers”.

Version 6 includes the Veblen hierarchy of ordinals, the Schiitte function psi, and a bit of the-
ory of models. Version 7 includes rational and real numbers. Versions 8 and 9 include more
theorems about ordinal numbers. Version 9 includes Sperner’s theorem, and corrects a mis-
take in the size of one. The code (including some exercises) is available on the Web, under
http://www-sop.inria.fr/marelle/gaia.
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Implémentation de la théorie des ensembles de Bourbaki dans Coq
partie 2
Ensembles Ordonnés, cardinaux, nombres entiers

Résumé : Nous pensons qu’il est possible de mettre dans un ordinateur 'ensemble de
I'ceuvre de Bourbaki. L'un des objectifs du projet Gaia concerne I'algebre homologique (thée-
orie et algorithmes); dans une premiere étape nous voulons implémenter les neuf chapitres
du livre Algebre. Au préalable, il faut implémenter la théorie des ensembles. Nous utilisons
I'’Assistant de Preuve Coq; les choix fondamentaux et axiomes sont ceux proposés par Car-
los Simpson. Ce rapport liste et commente toutes les définitions et théoremes du Chapitre
“Ensembles ordonnés, cardinaux, nombres entiers”. Une partie des exercises a été résolue.
La version 9 de ce document décrit la bibliothéque a la fin de 'année 2017. Le code est
disponible sur le site Web http://www-sop.inria.fr/marelle/gaia.
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Chapter 1

Introduction

1.1 Objectives

Our objective (it will be called the Bourbaki Project in what follows) is to show that it
is possible to implement the work of N. Bourbaki, “Eléments de Mathématiques”[5], into a
computer, and we have chosen the Coq Proof Assistant, see [25| [3]. All references are given
to the English version “Elements of Mathematics”[4], which is a translation of the French
version (the only major difference is that Bourbaki uses an axiom for the ordered pair in
the English version and a theorem in the French one). We start with the first book: theory
of sets. It is divided into four chapters, the first one describes formal mathematics (logical
connectors, quantifiers, axioms, theorems). Chapters II describes sets, unions, intersections,
functions, products, equivalences; Chapter III defines orders, integers, cardinals, limits. The
last chapter describes structures. The first part of this report[I1] describes Chapter I and
Chapter II, we consider here Chapter III.

1.2 Content of this document

This document describes the code found in the files set5.v, set6.v, set7.v, set8.v, set9.v,
and set10.v, corresponding to sections 1 to 6 of Chapter III. The first section describes order
relations and associated properties (like upper bounds, greatest elements, increasing func-
tions, order isomorphisms). The second section studies well-ordered sets, and introduces
the notion of transfinite induction. We show Zermelo’s theorem (which is equivalent to the
axiom of choice). Section 3 defines cardinals, addition, multiplication and order on cardi-
nals (a cardinal is a representative of a class of equipotent sets; this class is not a set, and
the axiom of choice is required). Section 4 defines natural integers as cardinals x such that
x # x+ 1. It introduces induction on natural integers, so that a natural integer is any cardinal
obtained by applying a “finite” number of times x — x + 1 to the empty set. More formally,
if E is a set containing zero and stable by x — x + 1, it contains all natural integers. If E is
any set with cardinal x, the set E U {E} has cardinal x + 1. As a consequence, one can de-
fine a mapping n — E, that associates to each natural number 7 a set E,, of cardinal n (by
transfinite induction, one can do this for any cardinal n). This set E,, is called an ordinal in
[14] (For Bourbaki, an ordinal is a representative of well-ordered sets). It allows one to define
finite cardinals without the use of the axiom of choice. There is no set containing all car-
dinals (thus no set containing all ordinals) but given a cardinal (or ordinal) a, there is a set
containing all cardinals (or ordinals) less than a, and it is well-ordered. Every finite ordinal
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is a natural integer; infinite ordinals possess strange properties (addition and multiplication
are non-commutative) studied in the Exercises. Section 5 studies some properties of integers
(for instance division, expansion to base b) and computes the number of elements of various
sets (for instance the number of subsets of p elements of a set of n elements, the number of
permutations, etc). Section 6 studies infinite sets. If there exists an infinite set, then there
exists a set N containing all natural integers. An axiom is required in Bourbaki; in Coq, there
is an infinite set, namely nat, and it is canonically isomorphic to the set of natural integers.
We use this isomorphism in section 5 (for instance, the factorial function and binomial co-
efficient are defined by induction on the Coq type nat, then shown to satisfy the Bourbaki
definitions). There are few infinite cardinals (i.e., for any cardinal x there is a cardinal y such
that y > x, for instance 2%, but one could add an axiom saying that y > x implies y = 2%), so
that one gets result like: the number of permutations of E is the number of mapping N — E,
itis also the number of orderings on E (see Exercices).

Section 6 defines direct limits and inverse limits. It is implemented in file sset19, not
described here. There are many exercises, two third of them are solved.

In the current version of this document, we use von Neumann ordinals to define cardi-
nals. This means that file set7.v contains the definition and basic properties of ordinal num-
bers (including comparison). An ordinal equipotent to its successor is called infinite; the
least infinite ordinal is called w (it exists since nat is infinite). The cardinal of a set is defined
to be the least ordinal equipotent to it; a finite ordinal is a finite cardinal, so that N = w is the
set of all integers. We moved the definition and basic properties of addition; multiplication
and exponentiation from file set7.v into file set8.v.

Several additional files sset11.v, sset12.v, sset13.v, sset14.v, sset15.v ssetl6.v, ssetl7.v study
properties of ordinal numbers (addition, multiplication, exponentiation, Cantor Normal Form)
and also of infinite cardinals (cofinality, regular cardinals, inaccessible cardinals, the Gener-
alized Continuum Hypothesis).

We also introduces the set Z in file ssetz.v, the set Q in files ssetql.v and ssetq2.v, and
the set R in file ssetr.v. These definitions in these sets are very different from those given by
Bourbaki in other Books.

The reader is invited to read the introduction of the first part. It explains some imple-
mentation details (for instance, what is a set? what formulation of the axiom of choice is
used?).

1.3 Terminology

Chapter III is much less formal that Chapter II. Let’s for instance quote Definition 9 [4,
p. 146]: “Two elements of a preordered set E are said comparable if the relation “x < y or
y < x” is true. A set E is said to be totally ordered if it is ordered and if any two elements of E
are comparable. The ordering on E is then said to be a total ordering and the corresponding
order relation a total order relation.”

One has to understand this as follows. A preordered set is a correspondence I' = (G, E, E),
that satisfies some properties, The notation x < y stands for (x, y) € G. An ordered set is a pre-
ordered set where additional conditions are required. The ordering is I', the corresponding
order relation is “(x, y) € G”. The quantity G is called a preorder, or an order. By definition,
E is uniquely determined by G. Instead of saying that E is totally ordered, one can say: G is
a total orderi if it is an order and for every x and y in the substrate of G one has “(x,y) € G
or (y,x) € G”. This non ambiguous, and will be our definition. The following sentence is am-
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biguous “The set R of real numbers is totally ordered”, since the order is not specified. Note
that a sentence like “(R, <) is totally ordered” is ambiguous since < can denote any order-
ing. One must say “The set R of real numbers is totally ordered by the usual order on real
numbers.” We shall use the notation x <g y; an alternative would be x < y (mod R) as in
[14].

Bourbaki says: “a well-ordered set is totally ordered”. This is a short-hand for: for every T,
if " is a well-ordering on E, then I' is a total ordering on E (we restate this as: for every G, if G
is awell-order on E, then G is a total order on E). It is impossible to say “for every equivalence
relation R we have...” since relations cannot be quantified; there is only one theorem in E.II.6,
the chapter on equivalence relations. It is of the form: a correspondence I" between X and
X is an equivalence if and only if... This might explain why Bourbaki defines an order as a
correspondence, rather than a graph. As a consequence, there are few criteria (C59 to C63
define normal and transfinite induction).

1.4 Notations

The set of natural numbers is denoted N by Bourbaki. In the code it will be Nat, in order to
distinguish it from the set nat of Coq integers (these two sets are naturally isomorphic). This
is also the least infinite ordinal, usually written w or omegaO in this document. The cardinal
product is sometimes denoted IEI a,.

A lemma whose name starts with 0S_ (respectively, CS_ and NS_) says that some quantity
is an ordinal number, a cardinal number, or a natural integer.

Alemmawhose name ends with R, S, A or T says that some relation is reflexive, symmetric,
antisymmetric, or transitive.

A lemma whose name ends with C, A, D, or I says that an operation is commutative, asso-
ciative, distributive or involutive.

The cardinal sum is denoted by csum, and properties of the sum are given in theorems
starting with csum. Similarly, the ordinal product is denoted by oprod, and properties of the
product are given in theorems starting with oprod. A suffix 2 is sometimes added in the case
of a binary operation. Note that csum_Cn states commutativity of the cardinal sum in the
case of arbitrary number of arguments.

A suffix M may indicate monotony; for instance csum_Mlele says how a+ b and a’ + b’
compare whena<a' andb<b'.

We start with set-theoretic notations.

Notation "a -s b" := (complement a b) (at level 50).
Notation "a -s1 b" := (a -s (singleton b)) (at level 50).
Notation "a \cup b" := (union2 a b) (at level 50).
Notation "a +sl1 b" := (a \cup (singleton b)) (at level 50).
Notation "a \cap b" := (intersection2 a b) (at level 50).
Notation "a *s1 b" := (indexed a b) (at level 50).
Notation "A \times B" := (product A B) (at level 40).
Notation "\Po E" := (powerset E) (at level 40).

Notation J := Pair.pair_ctor.

Notation P := Pair.first_proj.

Notation Q := Pair.second_proj.
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These complicated notations are described in the first part of the report.

Notation "{ ’inc’ 4 , P }" :=

(prop_incl d (inPhantom P))

(at level 0, format "{ ’inc’ d , P }") : type_scope.
Notation "{ ’inc’ d1 & d2 , P }" :=

(prop_incll d1 d2 (inPhantom P))

(at level 0, format "{ ’inc’ d1 & d2 , P }") : type_scope.
Notation "{ ’inc’ 4 & , P }" :=

(prop_inc2 d (inPhantom P))

(at level 0, format "{ ’inc’ d & , P }") : type_scope.

Notation "{ ’when’ 4 , P }" :=

(prop_whenl d (inPhantom P))

(at level 0, format "{ ’when’ d , P }") : type_scope.
Notation "{ ’when’ d1 & d2 , P }" :=

(prop_whenll d1 d2 (inPhantom P))

(at level O, format "{ ’when’ d1 & d2 , P }") : type_scope.
Notation "{ ’when’ d & , P }" :=

(prop_when2 d (inPhantom P))

(at level 0, format "{ ’when’ d & , P }") : type_scope.
Notation "{ ’when’ : 4 , P }" :=

(prop_when22 d (inPhantom P))

(at level 0, format "{ ’when’ : d , P }") : type_scope.

Notation "{ ’compat’ f : x / p >-> q }" :=
(compatible_1 f (fun x => p) (fun x => q))
(at level 0, f at level 99, x ident,
format "{ ’compat’ f :x / p >> q }") : type_scope.
Notation "{ ’compat’ f : x / p }" :=
(compatible_1 f (fun x => p) (fun x => p))
(at level 0, f at level 99, x ident,
format "{ ’compat’ f : x / p }") : type_scope.
Notation "{ ’compat’ f : xy / p >> q }" :=
(compatible_2 f (fun x y => p) (fun x y => q))
(at level 0, f at level 99, x ident, y ident,
format "{ ’compat’ f :x y / p >> q }") : type_scope.
Notation "{ ’compat’ f : xy / p }" :=
(compatible_2 f (fun x y => p) (fun x y => p))
(at level 0, f at level 99, x ident, y ident,
format "{ ’compat’ f : x y / p }") : type_scope.
Notation "{ ’compat’ f : x & / p >> q }" :=
(compatible_3 f (fun x => p) (fun x => q))
(at level 0, f at level 99, x ident,
format "{ ’compat’ f :x & / p >> q }") : type_scope.
Notation "{ ’compat’ f : x & / p }" :=
(compatible_3 f (fun x => p) (fun x => p))
(at level 0, f at level 99, x ident,
format "{ ’compat’ f :x & / p }") : type_scope.

Notations for functions and functional objects.

Notation "f1 =1g f2" := (same_Vg f1 £2)
Notation "f1 =1f f2" := (same_Vf f1 £2)
Notation "f =1lo g" := (forall x, ordinalp x -> f x = g x)
(at level 70, format "’[hv’ f °/ > =1lo g ’]’", no associativity).
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Notation "f =20 g" := (forall x y, ordinalp x -> ordinalpy ->fx y =g x V)
(at level 70, format "’[hv’ f ’/ > =20 g ’]°", no associativity).

Notation "x \cf y" := (composef x y) (at level 50).

Notation "x \cg y" := (composeg x y) (at level 50).

Notation "f1 \co f2" := (compose f1 f2) (at level 50).

Notation "x \cfP y" := (composablef x y) (at level 50).

Notation "f1 \coP f2" := (composable f1 £2) (at level 50).

Notation "f \ftimes g" := (ext_to_prod f g) (at level 40).

Notation "\Pof f" := (extension_to_parts f) (at level 40).

Notation "\Oo" := ord_zero.

Notation "\Oc" := card_zero.

Notation "\1lo" := ord_one.

Notation "\1c" := card_one.

Notation "\20" := ord_two.

Notation "\2c" := card_two.

Notation "\3c" := card_three.

Notation "\4c" := card_four.

Notation "\5c" := card_five.

Notation "\6c¢c" := card_six.

Notation "\7c" := card_seven.

Notation "\9c" := card_nine.

Notation "\10c" := card_ten.

The following notations introduce some alternate names.

Notation "\oinf" intersection (only parsing).
Notation "\osup" := union (only parsing).
Notation "\csup" union (only parsing).
Notation "\omega" := omega_fct.

Notation "\aleph" := omega_fct (only parsing).

Comparison of ordinals and cardinals

(ordinal_1t x y) (at level 60).
(ordinal_le x y) (at level 60).
(ord_negl x y) (at level 60).

Notation "x <o y
Notation "x <=0 y"
Notation "x <<o y"

Notation "x <=t y" := (order_type_le x y) (at level 60).
Notation "x <=0 y" := (order_le x y) (at level 60).
Notation "x <=s y" := (set_le x y) (at level 60).
Notation "x <s y" := (set_lt x y) (at level 60).
Notation "x =c y" := (cardinal x = cardinal y)

Notation "x <=c y" := (cardinal_le x y) (at level 60).
Notation "x <c y" := (cardinal_lt x y) (at level 60).
Notation "x <=N y" := (Nat_le x y) (at level 60).
Notation "x <N y" := (Nat_lt x y) (at level 60).

Operations on cardinals and ordinals

Notation "x +c y" := (csum2 x y) (at level 50).
Notation "x *c y" (cprod2 x y) (at level 40).
Notation "x ~c y" (cpow x y) (at level 30).
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Notation "x -c y" := (cdiff x y) (at level 50).
Notation "x %/c y" := (cquo x y) (at level 40).
Notation "x %kc y" := (crem x y) (at level 40).
Notation "x %lc y" := (cdivides x y) (at level 40).
Notation "x “<c y" := (cpow_less x y) (at level 30).
Notation "m = n %clmod d 1" := (m %kc d = n %%c d)
Notation "n “_c m" := (falling_factorial n m) (at level 30, right associativity).
Notation "x +o y" := (osum2 x y) (at level 50).
Notation "x *o y" := (oprod2 x y) (at level 40).
Notation "x -o y" := (odiff x y) (at level 50).
Notation "x "o y" := (opow x y) (at level 30).
Notation "x +#o y" := (natural_sum x y) (at level 50).
Notation "x "0 y" := (ord_powa x y) (at level 30).

Notation "x +t y"
Notation "x *t y"

(OT_sum2 x y) (at level 50).
(0T_prod2 x y) (at level 40).

Notation for the modulo.

otation "m = n %c[mod d 1" := (m %%c d = n %%c d)
(at level 70, n at next level,
format "’[hv * m ’/’ = n ’/’ Y%clmod d 1 ’1°").

These notations are used for Z.

Notation BZ_val := P (only parsing).
Notation BZ_sg := Q (only parsing).

Notation "\Oz" := BZ_zero.

Notation "\1z" := BZ_one.

Notation "\2z" := BZ_two.

Notation "\3z" := BZ_three.

Notation "\4z" := BZ_four.

Notation "\1mz" := BZ_mone.

Notation "x <=z y" := (BZ_le x y) (at level 60).
Notation "x <z y" := (BZ_1lt x y) (at level 60).
Notation "x +z y" := (BZsum x y) (at level 50).
Notation "x *z y" := (BZprod x y) (at level 40).
Notation "x -z y" := (BZdiff x y) (at level 50).
Notation "x %/z y" := (BZquo x y) (at level 40).
Notation "x %%z y" := (BZrem x y) (at level 40).
Notation "x %lz y" := (BZdivides x y) (at level 40).

These notations are used for Q.

Notation "\Oq" := BQ_zero.
Notation "\1q" := BQ_one.

Notation "\2q" := BQ_two.

Notation "\3q" := BQ_three.
Notation "\4q" := BQ_four.
Notation "\1mq" := BQ_mone.
Notation "\2hq" := BQ_half.
Notation Quum := P (only parsing).

Notation Qden :

]
o

(only parsing).
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Notation "x <=q y" := (BQ_le x y) (at level 60).
Notation "x <q y" := (BQ_lt x y) (at level 60).
Notation "x +q y" := (BQsum x y) (at level 50).
Notation "x -q y" := (BQdiff x y) (at level 50).
Notation "x *q y" := (BQprod x y) (at level 40).
Notation "x /q y" := (BQdiv x y) (at level 40).

These notations are used for R.

Notation "\Or" := BR_zero.

Notation "\1r" := BR_one.

Notation "\2r" := BR_two.

Notation "\3r" := BR_three.

Notation "\4r" := BR_four.

Notation "\5r" := BR_five.

Notation "\imr" := BR_mone.

Notation "\2hr" := BR_half.

Notation "x <=r y" := (BR_le x y) (at level 60).
Notation "x <r y" := (BR_1t x y) (at level 60).
Notation "x +r y" := (BRsum x y) (at level 50).
Notation "x -r y" := (BRdiff x y) (at level 50).
Notation "x *r y" := (BRprod x y) (at level 40).
Notation "x /r y" := (BRdiv x y) (at level 40).
Notation "x “r y" := (BRnpow x y) (at level 30).

Other notations

Notation CNF_coefficients := CNF_exponents (only parsing).

Notation "\cf x" := (cofinality x) (at level 49).
Notation "x \Eq y" := (equipotent x y) (at level 50).
Notation "x \Is y" := (order_isomorphic x y) (at level 50).

1.5 Tactics

We give here the list of tactics that are defined in the files associated to this document .
This is now the tactic that exploits properties of order relations.

Ltac order_tac:=
match goal with

| H1: gle ?r ?x _ |- inc 7x (substrate ?7r)
=> exact: (argl_sr H1)

| H1: glt ?r ?x _ |- inc ?x (substrate 7?r)
=> move: H1 => [H1 _] ; order_tac

| Hl:gle ?r _ ?x |- inc 7x (substrate 7r)
=> exact: (arf2_sr H1)

| Hl:glt ?r _ ?x |- inc 7x (substrate 7r)
=> move: H1 => [H1 _]; order_tac

| H: order ?r, H1: inc 7u (substrate 7r) |- related 7r 7u 7u
=> apply/(order_reflexivity H)

| H: order ?r |- inc (J 7u 7u) 7r

=> apply /(order_reflexivityP H)
| H: order 7r |- gle 7r 7u 7u

=> apply /(order_reflexivityP H)
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| H1: gle ?r ?x 7y, H2: gle 7r 7y 7x, H:order 7r |-
?x = 7y => exact: (order_antisymmetry H H1 H2)

| H:order ?r, Hl:related 7r ?x 7y, H2: related 7r 7y ?x |- 7x = 7y
=> apply (order_antisymmetry H H1 H2)
| H:order ?r, Hi: inc (J 7?x ?7y) ?r , H2: inc (J ?y ?x) 7r |- 7x = 7y

=> apply (order_antisymmetry H H1 H2)

| H:order ?r, Hl:related 7r 7u 7v, H2: related ?r 7v 7w
|- related 7r 7u ?w
=> apply (order_transitivity H H1 H2)

| H:order ?r, Hl:gle 7r 7u 7v, H2: gle ?r ?v 7w |- gle 7r 7u 7w
=> apply (order_transitivity H H1 H2)

| H: order ?r, H1: inc (J ?u ?v) ?r, H2: inc (J ?v ?w) 7r |-
inc (J 7u 7w) 7r
=> apply (order_transitivity H H1 H2)

| Hi: gle ?r 7x 7y, H2: glt ?r 7y 7x, H: order 7r |-
=> case: (not_le_gt H H1 H2)

| Hl:glt ?r ?x 7y, H2: glt ?r ?y ?x, H:order 7r |- _
=> move: H1 => [H1 _] ; case: (not_le_gt H H1 H2)

| Hi:order ?r, H2:glt ?r 7x 7y, H3: gle ?r 7y 7z |- glt ?r 7x 7z
=> exact: (1t_leq_trans H1 H2 H3)

| Hl:order 7r, H2:gle 7r 7x 7y, H3: glt 7r 7y 7z |- glt 7r 7x 7z
=> exact: (leq_lt_trans H1 H2 H3)

| Hl:order ?r, H2:glt ?r ?x 7y, H3: glt ?r ?y 7z |- glt ?r ?x 7z
=> exact: (1t_1t_trans H1 H2 H3)

| Hl:order 7r, H2:gle 7r 7x 7y |- glt 7r 7x 7y
=> gplit =>//

| H:glt ?r 7x 7y |- gle 7r 7x 7y
=> by move: H=> []

end.

This is used for intervals.

Ltac zztac2 v := set_extens v ;
try (move/setI2_P=>[] /Zo_P [pa pbl /Zo_P [pc pdl; apply: Zo_i => //);
try (move /Zo_P => [ pa pbl; apply /setI2_P; split; apply: Zo_i => //).
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Chapter 2

Order relations. Ordered sets

This chapter defines order relations and studies some properties of sets and subsets or-
dered by a relation. We define the notion of maximal element, greatest element, upper
bound, least upper bound. Some ordered sets may be qualified as directed, lattice or totally
ordered, or intervals. Functions weakly compatible with the order are called “increasing”,
and functions strongly compatible are called “order isomorphisms”.

2.1 Definition of an order relation

We introduce here some sets that will be used later on. We have already seen the set of
functions A — B, the set of partial functions A — B, the set of bijections a — B, the set of
permutations of A. We add the set of injections A — B, the set of surjections A — B, the set of
partitions of E, the set of functional graphs X — Y.

Definition injections E F :=
Zo (functions E F)(injection).
Definition surjections E F :=
Zo (functions E F) (surjection).
Definition partitions E :=
Zo (\Po(\Po E)) (fun z => partition_s z E).
Definition fgraphs x y :=
Zo (\Po (x \times y)) fgraph.

Lemma injectionsP E F f: inc f (injections E F) <-> injection_prop f E F.
Lemma surjectionsP E F f: inc f (surjections E F) <-> surjection_prop f E F.
Lemma partitionsP p E: inc p (partitions E) <-> partition_s p E.
Lemma fgraphsP X Y f:

inc f (fgraphs X Y) <-> [/\ fgraph f, sub (domain f) X & sub (range f) Y].

In Bourbaki, there are two kinds of objects: sets and relations. For instance, ¢ and {@}
are two sets, while @ c {@} is a relation (that happens to be true), and {®} c @ is a relation
that happens to be false. The objects x < x and (Vx)(x < x) are true relations. The first one
contains the letter x (which is a set); the second one does not contain x and is identical to
(Vy)(y < y). In a context where x is not a constant, x c x is equivalent to (Vx)(x < x), and
one can deduce E c E whenever E is a set (either a constant, a letter, or an expression with
variables).
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In our implementation of Bourbaki in COQ, we have much more types. @ is a set, and has
type Set; ¢ c {@} is arelation and has type Prop; x — {x} is of type Set—Set, in short fterm;
x— x ¢ x is of type Set—Prop, in short property; (x,y) — xU y is a shorthand for x — (y —
x U y) of type Set—Set—Set, in short fterm2; (x, y) — x c y is of type Set—Set—Prop, in
short relation. Bourbaki uses first order logic. This really means that in x — P or (Vx)P, the
variable x is a set. For instance, “if P then 0 else 1” cannot be considered as a function of P.

Bourbaki says: «Let Rix, yi be arelation, x and y being distinct letters. R is said to be an
order relation with respect to the letters x and y (or between x and y) if »

2.1 (Rix, yi and Riy, z{) = Rix, zi,
2.2) (Rix,yi{and Riy, xt = (x=1y),
(2.3) Rix,yi = (Rix, xiand Riy, yi).

Examples: «The relation of equality, x = y, is an order relation» (implicitly with respect to x
and y, because x comes before y in the notation), «The relation X c Y is an order relation
between X and Y.» «If A is a set, the relation “X cY and X c A and Y € A” is an order relation
between subsets of A » (as A is qualified as “set”, it is a constant, and the variables are X and Y).
So, an order relation is given by a relation (that may depend on some letters a, x, X, whatever)
and two such letters. Assume that the chosen letters are u and v. Then R$0, 1{ is the relation
obtained by replacing u by 0 and v by 1 (substitution is done in parallel so that Riv, uf is R
with u and v exchanged). An order relation must satisfy the three relations (2.1), 2.2), 2.3).
Relation in the case of equality says: x = y and y = x implies x = y. To say that this is true
means (Vx)(Vy)(x = yAy=x = x = y). The third example involves three variables A, X and
Y; so that we have to choose two of them, for instance A and X and obtain a result of the form;
forall Y (or for no Y, or for some Y) the relation is an order. See discussion on page It can
happen that R has less than two free variables; it can also happen that z is a free variable in R.
In this case the letter z in should be replaced by a letter that does not appear in R (and
quantification is over the three letters); see[534|what can go wrong. In Chapter II, definition
of an equivalence relation, Bourbaki explicitly states that z cannot appear in R.

Definitions. In the last chapter of the first part of this document, we studied equivalence
relations, that were reflexive, symmetric and transitive. We also introduced the notion of a
preorder relation, which is reflexive and transitive and of an order relation, which is reflexive,
antisymmetric and transitive. Here “relation” means relation as explained above, so is a
function with two arguments, and R(x, y) is the result of applying R to x as first argument
and y as second argument. The set G of all pairs (x, y) that are related by the relation is called
the graph of the relation when it exists; otherwise the relation is said to be “without graph”.
The set E of all x such that there is y such that (x,y) € G or (¥, x) € G is called the substrate.
If all x € E are related to themselves, the relation is called “reflexive on E”; if it is an order
relation, it is called an order relation on E. A preorder or an order is a graph G such that the
relation (x, y) € G between x and y is a preorder or order relation. Such a relation has a graph.
Any relation that has a graph is of this form.

It is sometimes convenient to use an infix notation for a relation; say xRy instead of
R(x,y). It is customary to use, a symbol rather than a letter. For instance x = y and x c y
are order relations without graph (there is no set that contains all sets). One generally writes
x < y in the case of an order relation, x < y in the case of a preorder relation. By abuse of
language, one may identify the relation R and its associated notation <. If G is a graph and
x < y anotation for (x, y) € G, by abuse of language, one may identify G and the notation <.

If x < y is a preorder or an order relation, the opposite relation (the relation (y, x) — x < y,
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denoted in general y > x) is of the same kind. If G is the graph of x < y then G~ is the graph
of y < x; for this reason, G™! is called the opposite graph of G.

Definition opposite_relation (r:relation) := fun xy =>r y x.
Definition opp_order := inverse_graph.

Lemma equality_order_r: order_r (fun x y => x = y).

Lemma sub_order_r: order_r sub.

Lemma opposite_preorder_r r: preorder_r r -> preorder_r (opposite_relation r).
Lemma opposite_order_r r: order_r r -> order_r (opposite_relation r).

Consider a relation x < y and a set E. The set of all (x, y) € E x E such that x < y is called
the graph of < on E, and is sometimes denoted E-. We have already shown that this is an
order on E if the relation “x € E and y € E and x < y” is an order relation. We prove here a
variant.

Lemma order_from rell r x:
transitive_r r ->
(foralluv, incux >incvx->ruv->rvu->u=yv) —>
(forall u, incu x -> r u u) ->
order (graph_on r x).

If G is a graph, we sometimes write x <g y instead of (x,y) € G, and x <g y as short for
“x =g y and x # y”. The CoQ notations are ‘gle G x y and ‘glt G x y.

Definition gle r x y := related r x y.
Definition glt r x y :=gler xy /\ x <> y.

Lemma order_reflexivityP r: order r —>

forall a, (inc a (substrate r) <-> gle r a a).
Lemma order_antisymmetry r a b:

order r -> gler ab ->glerba->a-=hb.
Lemma order_transitivity r a b c:

order r -> gler ab ->glerbc->gler ac.
Lemma 1t_le_trans r x y z:

order r > glt rxy ->gleryz->gltrx z.
Lemma le_lt_trans r x y z:

order r -> glerxy ->gltryz->gltrx z.
Lemma 1t_lt_trans r a b c:

order r -> glt rab ->glt rbc->gltrac.
Lemma not_le_gt r x y:

order r -> gle r x y -> glt r y x -> False.
Lemma order_exten r r’: order r -> order r’ ->

(forall x y, gler x y <>gler’ xy) > (r =r1").
Lemma order_cpO r r’: order r -> order r’ ->

((sub r r’) <> (forall xy, gler xy -> gler’ x y)).

Some properties of opposite order.

Lemma opp_gleP r x y: gle (opp_order r) x y <-> gle r y x.
Lemma opp_gltP r x y: glt (opp_order r) x y <-> glt r y x.
Lemma opp_osr r: order r -> order_on (opp_order r) (substrate r).
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Inclusion suborder. The relation “x € A and y € A and x c y” is an order relation on A. If
A =S[(E), then x € A can be replaced by x c E.

Definition sub_order := graph_on sub.
Definition subp_order E := sub_order (\Po E).

Lemma sub_osr A: order_on (sub_order A) A.
Lemma subp_osr E: order_on (subp_order E) (+Po E).
Lemma sub_gleP A u v:
gle (sub_order A) u v <-> [/\ inc u A, inc v A & sub u v].
Lemma subp_gleP E u v:
gle (subp_order E) u v <-> [/\ sub u E, sub v E & sub u v].

Extension order for functions. Let E and F be two sets, ®(E, F) the set of functions from a
subset of E to F, and S(f), T(f) and G(f), the source, target and graph of the function f. Since
G is injective on @, the relation G(f) < G(g) induces an order on ®. Note that G(f) < G(g) is
the same as “g extends [, it is equivalent to f(x) = g(x) for any x in the source of f.

Definition extension_order E F :=
graph_on extends (sub_functions E F).

Lemma extension_osr E F:
order_on (extension_order E F) (sub_functions E F).
Lemma extension_orderP E F f g:
gle (extension_order E F) g f <->
[/\ inc g (sub_functions E F), inc f (sub_functions E F)
& extends g f].
Lemma extension_order P1 E F f g:
gle (extension_order E F) g f <->
(inc g (sub_functions E F) /\ inc f (sub_functions E F)
/\ sub (graph f) (graph g)).
Lemma extension_order P2 E F f g:
gle (opp_order (extension_order E F)) g f <->
[/\ inc g (sub_functions E F), inc f (sub_functions E F)
& sub (graph f) (graph g)].
Lemma extension_order_pr E F f g:
gle (opp_order (extension_order E F)) f g ->
{inc source f, f =1f g}.

Coarser partitions. Let E be a set. Recall that a partition ® of E is a set of sets whose union
is E, the empty set is not in ®, the elements of ® are mutually disjoint. We shall denote by Wg
the set of all partitions of E.

Note that ® <*B(E), and @ € B (B(E)). Thus, x € ® implies x € P (E). We can consider the
canonical injection ® — B (E); this is the function defined on ® that maps x € ® to itself. The
graph of this function is a partition (in the sense that the union of the elements of the graph
is E, and these elements are mutually disjoint).

Section Partition.
Definition part_fun p E := canonical_injection p (\Po E).

Lemma partition_set_in PP p E:
partition_s p E -> inc p (\Po (\Po E)).
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Lemma pfs_f p E: partition_s p E -> function (part_fun p E).
Lemma pfs_V p E a: partition_s p E -> inc a p -> Vf (part_fun p E) a = a.
Lemma pfs_partition y x:

partition_s y x -> partition_w_fam (graph (part_fun y x)) x.

Recall that X is coarser than Y if for any y € Y there exists x € X such that x c y. We have
already shown that this relation satisfies all the properties of an order; we have even found
the greatest and least elements.

Definition coarser x := graph_on coarser_cs (partitions x).
Lemma coarser_gleP x y y’:

gle (coarser x) y y’ <->

[/\ partition_s y x, partition_s y’ x & coarser_cs y y’]
Lemma coarser_osr x: order_on (coarser x) (partitions x).
Lemma least_partition_is_least x y:

nonempty x ->

partition_s y x -> gle (coarser x) (least_partition x) y.
Lemma greatest_partition_is_greatest x y:

partition_s y x -> gle (coarser x) y (greatest_partition x).

Let @ be a partition; consider the set formed of all Ax A with A € ®; let ® be the union of all
these sets. We pretend that this set is the graph of the equivalence associated to the partition.
The relation “®@ coarser than @"” is equivalent to ® > ®'. Bourbaki says that this shows that
coarser is an order. The nontrivial point is antisymmetry: we must show that ® = ®' implies
® = @'. This is a consequence of the fact that the sets A x A are mutually disjoint. If @ and b
are in the same element of ® and in A and B for @', the pair (a, b) is in ®, hence in @', hence
in A x A and B x B, so that the intersection of A and B is not empty, and A = B.

Definition partition_relset_aux y x :=

Zo (\Po (coarse x)) (fun z => exists2 a, inc a y & z = coarse a).
Definition partition_relset y x :=

partition_relation (part_fun y x) x.

Lemma prs_is_equivalence y x:

partition_s y x -> equivalence (part_relset y x).
Lemma partition_relset_prl y x a:

partition_s y x —>

inc a y -> inc (coarse a) (partition_relset_aux y x).
Lemma partition_relset_pr y x:

partition_s y x ->

partition_relset y x = union (partition_relset_aux y x).
Lemma sub_part_relsetX y x:

partition_s y x -> sub (partition_relset y x) (coarse x).
Lemma partition_relset_order x y y’:

partition_s y x -> partition_s y’ x —>

(sub (partition_relset y’ x)(partition_relset y x) <->

gle (coarser x) y y’).

Lemma part_relset_anti x y y’:

partition_s y x -> partition_s y’ x —>

(partition_relset y’ x = partition_relset y x) ->

y=y-
The order structure. Let G be a set. We have shown that relation “GoG=Gand G=G " is
equivalent to say that G is the graph of an equivalence relation. We give here the correspond-

ing property for an order. Let A be the diagonal of the substrate of G. If G is a graph, then G is
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a preorder if and only if A € G and Go G c G. These relations imply Go G = G. Antisymmetry
is GNG™! c A. Reflexivity is also A ¢ G™!, so that G is an order if and only Go G = G, and
GNG™! = A. This is Proposition 1 of Bourbaki [4} p. 132].

The “order structure” on a set A is characterized by its object s, whose typification is
seB(A xA) and the axiom is “sos = s and sn s = Ap” Tt follows that A is the substrate
of s, so that s is an order on A.

Lemma preorder_propl g:

sgraph g —->
sub (diagonal (substrate g)) g -> sub (g \cg g) g —>
g\cgg=g

Lemma preorderP g: sgraph g —>

(preorder g <-> (sub (diagonal (substrate g)) g /\ sub (g \cg g) g)).
Theorem orderP r:

order r <->

(r \cgr =1 /\ 1 \cap (opp_order r) = diagonal (substrate r)).

Lemma order_structure s a:

inc s (\Po (coarse a)) ->

s \cg s = s -> s \cap (inverse_graph s) = diagonal a ->

a = substrate s.

2.2 Preorder relations

A non-trivial example of a preorder relation is the following: in the set of all coverings of a
set E, the relation “R is coarser than R’” is reflexive and transitive, but neither symmetric nor
antisymmetric. For instance, consider a covering R. Assume that there are two subsets X and
Y of Esuch that X <Y, Y€ R, and X ¢ R. Let R = RU {X}. This is a covering which is coarser
than R. Moreover, our set X is chosen such that R is coarser than R’ and R # R’.

Here are some basic properties.

Lemma preorder_reflexivity r a:

preorder r -> (inc a (substrate r) <-> gle r a a).
Lemma opposite_is_preorderl r:

preorder r -> preorder (opp_order r).

Equivalence associated to a preorder. The relation “x < y and y < x” is an equivalence
relation if < is a preorder relation. Denote it by ~. Then x < y is compatible with x ~ x’ and
y ~ y'. This means that if these three relations hold, then we have also x’ < y’. If < has a
graph G, then ~ has a graph, which is GnG™!.

Definition equivalence_associated_o r := r \cap(opp_order r).
Definition symmetrize (r: relation) := funxy =>rxy /\ry x.

Lemma equivalence_preorder r:

preorder_r r -> equivalence_r (symmetrize r).
Lemma compatible_equivalence_preorder r (s := symmetrize r):

preorder_ r r -> forall x y x’ y’, rxy >sxx’” >syy —>rx’y.
Lemma eao P r x y:

related (equivalence_associated_o r) x y <-> symmetrize (gle r) x y.
Lemma equivalence_preorderl r:

preorder r —>

Inria



Bourbaki: Theory of sets in Cogq, II (v10-2018) 17

equivalence (equivalence_associated_o r).
Lemma equivalence_associated_o_sr r:

preorder r —>

substrate (equivalence_associated_o r) = substrate r.
Lemma compatible_equivalence_preorderl r u v x y:

preorder r -> related r x y —>

related (equivalence_associated_o r) x u ->

related (equivalence_associated_o r) y v->

related r u v.

Order associated to a preorder. Let < be a preorder on asetE, ~ the equivalence associated
to it, and © be the canonical projection E — E/~. Given two objects of the form u = n(x)
and v = n(y) in the quotient, we can compare u and v via x < y, this is independent of the
representatives x and y. This relation has a graph, namely SoGoS~!, where S is the graph of
7t. This set is also (7t x w)(G), where m x m maps E x E into (E/~) x (E/~). This relation is an
order on the quotient; it is called the order relation associated with <.

Definition order_associated r :=
let s := graph (canon_proj (equivalence_associated_o r)) in
(s \cg 1) \cg (opp_order s).

Lemma oap_graph r:
sgraph (order_associated r).
Lemma compose3_relP s r u v:
related ((s \cg r) \cg (opp_order s)) u v <->
exists x y, [/\ related s x u, related s y v & related r x y].

Here are the propeties.

Section OrderAssociated.
Variable (r:Set).
Hypothesis pr: preorder r.

Lemma oap_relPl u v:
related (order_associated r) u v <->
[/\ inc u (quotient (equivalence_associated_o r)),
inc v (quotient (equivalence_associated_o r)) ,
exists x y, [/\ inc x u, inc y v & related r x yl].
Lemma oap_relP2 u v:
related (order_associated r) u v <->
[/\ inc u (quotient (equivalence_associated_o r)),
inc v (quotient (equivalence_associated_o r)) &
forall x y, inc x u -> inc y v -> related r x y].
Lemma oap_osr:
order_on (order_associated r) (quotient (equivalence_associated_o r)).

Lemma oap_pr:
order_associated r =
Vfs ( canon_proj (equivalence_associated_o r) \ftimes
(canon_proj (equivalence_associated_o r))) r.
End OrderAssociated.
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2.3 Notation and terminology

The purpose of this section is to explain the abuses of language and notations in sen-
tences like: «Let E be an ordered set. An element a € E is said to be the greatest element of E
if for all x € E we have x < a. Let X be a subset of E. Any element x € E such that x < y for all
y € X1is called alower bound of X in E; an element of E is said to be the infimum of X in E if it
is the greatest element of the set of lower bounds of X in E.»

Bourbaki says: «an ordering on a set E is a correspondence I" = (G, E, E) with E as source
and as target, and such that the relation (x, y) € G is an order relation on E. By abuse of
language we shall sometimes refer to the graph G of I as an ordering on E.»

An example of abuse of language is the following: «let E be a set ordered by an ordering
T', with graph G; for each subset A of E, GN (A x A) is an ordering on A». Here “ordering” has
the two meanings. We shall write G as short for Gn (A x A).

In what follows, we shall use the word “ordering” for I and “order” for G. Given an order-
ing T, the source E is pr; (pr,(I"), and the graph G is pr; (I'). On the other hand, if G is a graph,
we denote its substrate by S and write x < y instead of (x, y) € G. If this is an order relation
on Sg, then (G, Sg,Sg) is a correspondence and an ordering. Moreover Sg is the set of all x
such that x <g x. This means that the two notions of “order” and “ordering” are equivalent,
and we shall use only the simple one.

Let G be an order. We say that a is the greatest element of G if a € Sg and for all x € Sg we
have x < a. Let X be a subset of Sg. Any element x € Sg such that x <g y for all y € Xiis called
a lower bound of X for G; an element is said to be the infimum of X for G if it is the greatest
element of Gy, where W is the set of lower bounds of X for G. We get the Bourbaki definition
by omitting the indices on <, and writing E instead of Sg and G.

Bourbaki says «The definitions to be given in the remainder of this section apply to an
arbitrary order relation Rix, yi between x and y, but will be used mainly in the case where
Rix, yi is written x < y. [...] Then y = x is synonymous with x < y. [...] We shall write x < y for
the relation “x < y and x # y” [...] The conditions for a relation written x < y to be an order
relation on a set E are as follows:

(ROy) Therelation “x < y and y < z” implies x < z.

(ROy) Therelation “x < yand y < x” implies x = y.

(ROqp) The relation x < y implies “x < xand y < y”.

(ROry) The relation x < x is equivalent to x € E.

If we leave out the condition (ROy;), we have the conditions for x < y to be a preorder relation
on E.»

We implement this statement as:

Definition order_axioms r s :=
[/\ (forall y x z, gler xy -> gleryz->gler x 2z),
(forall x y, gler xy -> gleryx->x=y),
(forall x y, gler x y -> (inc x s /\ inc y s)),
(forall x, gle r x x <> inc x 8) &
sgraph r].

Lemma axioms_of_order r: order r <-> (order_axioms r (substrate r)).

In Bourbaki’s framework, one can state theorems of the form: VT, if T is an ordering on E
with graph G, if (x, y) € Gis written x < y, and x < y means x < y and x # y, then (Vx)(Vy)(x €
E = (x=y < (x<yorx=y))). However one cannot quantify over relations. So one has
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to say: whenever we have a relation between two variables, denoted by a < b, then whatever
x, whatever y, it is true that .... This is called a criterion. Example C58: Let < be an order
relation, and let x, y be two distinct letters. The relation x < y is equivalentto “x <y orx=7y".

” o«

Each of the relations “x<yandy < z’, “x< y and y < z” implies x < z.

Bourbaki says: «The first assertion follows from the criterion A = ((A and (not B)) or B)
(Chapter I, §3, Criterion C24).» In fact, by excluded middle, A is equivalent to (A and (B or not
B); using distributivity and simplification shows = ; the converse implication is false. Thus
the criterion is false (if x = y then x < x only if x belongs to some set E for which the relation
is reflexive on E, but E is not mentioned in the criterion, and x € E is missing.) Note also that
the criterion assumes that x and y are distinct letters, but says nothing of z.

Bourbaki writes «In order to make matters easier and to replace metamathematical cri-
teria by mathematical theorems, we shall usually consider a theory 9 which contains the
axioms and axiom schemes of the theory of sets, and in addition, two constants E and I" sat-
isfying the axiom “T" is an ordering on the set E”. We shall denote by x < y the relation y € I'(x),
and we shall say that E is ordered by the ordering I" (or by the order relation y € I'(x)). [...] In
some situations the theories which we shall consider are a little more complicated. We shall
leave it to the reader to make explicit the constants and axioms of such theories».

Note that G is not mentioned (this would be a third constant to add to the theory) and
y € I'(x) is an abuse of notations for y € I'({x}) which is short for y € G({x}) which is equivalent
to (x,y) €G.

This kind of machinery is quite complicated, and not needed. All that needs to be done
is to replace statements as “let E be an ordered set” by “Let G be an order, let E denote its
substrate and x < y the relation (x, y) € G”; in some cases (as in “the least element of E”) E
has to be replaced by G, that’s all.

Order morphisms. We say that f is a morphism for two orders denoted <g or <p on E and
F if f is a function from E to F compatible with the orders (if x and y are in E, then x <g y
is equivalent to f(x) < f(y)). Such a function is injective. If x and y are in E, then x <g y is
equivalent to f(x) <g f(y). Thus x <g y implies f(x) <p f(y) and x <g y implies f(x) <g f(y).
If a morphism is bijective, it is called an isomorphism. Two orders are called isomorphic if
there is an isomorphism.

Definition fincr_prop f r r’ :=
forall xy, glerxy ->glexr’ (VE fx) (VI f y).
Definition fsincr_prop f r r’ :=
forall x y, gltrxy ->gltr’ (Vff x) (Vf f y).
Definition fiso_prop f r r’ :=
forall x y, inc x (source f) -> inc y (source f) ->
(gler x y <> gle r> (Vf £ x) (Vf £ y)).
Definition fsiso_prop f r r’ :=
forall x y, inc x (source f) -> inc y (source f) ->
(glt r x y <> glt r> (Vf £ x) (VEf £ y)).

Definition order_isomorphism f r r’ :=
[/\ order r, order r’, bijection_prop f (substrate r) (substrate r’)&
fiso_prop f r r’].

Definition order_morphism f r r’ :=

[/\ order r, order r’, function_prop f (substrate r) (substrate r’) &
fiso_prop f r r’].
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Definition order_isomorphic r r’:=
exists f, order_isomorphism f r r’.
Notation "x \Is y" := (order_isomorphic x y) (at level 50).

We list some basic properties.

Lemma order_morphism_fi f r r’: order_morphism f r r’->

injection f.
Lemma order_isomorphism_w r r’ f:

order_isomorphism f r r’ -> order_morphism f r r’.
Lemma order_isomorphism_ws r r’ f:

bijection f -> order_morphism f r r’ -> order_isomorphism f r r’.
Lemma order_morphism_incr f r r’: order_morphism f r r’ -> fincr_prop f r r’.
Lemma order_morphism_sincr f r r’: order_morphism f r r’ -> fsincr_prop f r r’.
Lemma order_isomorphism_incr f r r’:

order_isomorphism f r r’ -> fincr_prop f r r’.
Lemma order_isomorphism_sincr f r r’:

order_isomorphism f r r’ -> fsincr_prop f r r’.
Lemma order_morphism_siso f r r’: order_morphism f r r’ -> fsiso_prop f r r’.
Lemma order_isomorphism_siso f r r’: order_isomorphism f r r’ ->

fsiso_prop f r r’.

A morphism is an isomorphism on its range. The composition of two morphisms (iso-
morphisms) is a morphism (resp., an isomorphism). The inverse of an isomorphism is an
isomorphism.

Lemma identity_is r: order r —>
order_isomorphism (identity (substrate r)) r r.
Lemma identity_morphism r: order r —>
order_morphism (identity (substrate r)) r r.
Lemma inverse_order_is r r’ f:
order_isomorphism f r r’ -> order_isomorphism (inverse_fun f) r’ r.
Lemma compose_order_morphism r r’ r’’ f f’:
£’ \coP f -> order_morphism f r r’ -> order_morphism f’ r’ r’’ ->
order_morphism (£’ \co f) r r’’.
Lemma compose_order_is r r’ r’’ f f’:
order_isomorphism f r r’ -> order_isomorphism f’ r’ r’’ ->
order_isomorphism (f’ \co f) r r’’.

We can summarize the previous lemmas as: being order isomorphic is an equivalence
relation (this relation has no graph, since every set can be ordered).

Lemma orderIR r: order r -> r \Is r.
Lemma orderIS r r’: r \Is r’ -=> r’ \Is r.
Lemma orderIT r’ r r’’: r \Is r’> -=> r’> \Isr’’ -=>r \Is r’’.

2.4 Ordered subsets. Product of ordered sets

Induced order. Let G and A be two sets. Define Ga = Gn (A x A). If G is an order on E and
A c E, then G, is an order on A. It is called the order induced by G. If the order relation
associated to G is denoted x < y, then the order relation associated to Gy is denoted x <p y
or x < y by abuse of notations. By abuse of language, we say that A is an “ordered subset” of
E, if we consider that A is ordered by Ga and E is ordered by G. Note: if G is a preorder or an
equivalence) on E, then Gy is a preorder or an equivalence on A.
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Definition induced_order r a := r \cap (coarse a).

Lemma iorder_gleP r a x y:

gle (induced_order r a) x y <-> [/\ inc x a, inc y a & gle r x y].
Lemma iorder_gltP r a x y:

glt (induced_order r a) x y <-> [/\ inc x a, inc y a & glt r x y]..

Lemma iorder_gleOP r a x y: inc x a —> inc y a —>
(gle (induced_order r a) x y <-> gle r x y).
Lemma iorder_glel r a x y:
gle (induced_order r a) x y -> gle r x y.
Lemma iorder_gle2 r a X y:
glt (induced_order r a) x y -> glt r x y.
Lemma iorder_gle3 r a x y:
gle (induced_order r a) x y -> (inc x a /\ inc y a).
Lemma iorder_gle4 r a x y:
glt (induced_order r a) x y -> (inc x a /\ inc y a).

If A is the substrate of G, then Ga = G. If B< A then (Ga)g = Gg. Moreover G;' = (Ga) ™.

Lemma iorder_equivalence r x: sub x (substrate r) -> equivalence r ->
equivalence (induced_order r x).
Lemma iorder_preorder r a:
sub a (substrate r) ->
preorder r -> preorder (induced_order r a).
Lemma iorder_osr r a: order r -> sub a (substrate r) ->
order_on (induced_order r a) a.
Lemma iorder_substrate r:
order r -> induced_order r (substrate r) = r.
Lemma iorder_opposite r x: order r ->
commutes_at (induced_order ~~ x) (opp_order) r.
Lemma iorder_trans a b c: sub c b ->
induced_order (induced_order a b) ¢ = induced_order a c.

Example of functional graphs. Let ®(E,F) be the set of all mappings of subsets of E into
F (this is the union of all &#(I;F), for I c E). Denote by W (E,F) the set of functional graphs
included in E x F; this is the union of all F! for I c E. Let f — G(f) be the function that maps
a function to its graph. This is a bijection .Z (I;F) — F!, and extends to a bijection ®(E,F) —
W(E,F). This is an order isomorphism, if we compare partial functions by “g extends f” and

graphsby fc g.

Definition graph_of_function x y :=
Lf graph (sub_functions x y) (fgraphs x y).

Lemma set_of_graphs_pr x y z:

inc z (sub_functions x y) -> inc (graph z) (fgraphs x y).
Lemma graph_of_fonction_f x y:

function (graph_of_function x y).
Lemma graph_of_function_ V x y f:

inc £ (sub_functions x y) -> Vf (graph_of_function x y) f = graph f.
Lemma graph_of_function_fb x y:

bijective (graph_of_function x y).
Lemma graph_of_function_is x y:

order_isomorphism (graph_of_function x y)

(opp_order (extension_order x y))
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(sub_order (fgraphs x y)).

Example of partitions. IfE is a set, we consider the mapping ® — ®, that maps a partition
to the graph of the associated equivalence. We know that “® coarser than ®'” is equivalent to
® > @'. This mapping is an isomorphism on its image (when the source is endowed with the
opposite of the coarse relation, and the target with c). The source is the set of partitions, the
target is some subset of P (E x E).

Definition graph_of_partition x :=
Lf(fun y => partition_relset y x) (partitions x) (\Po (coarse x)).

Lemma gop_axiom x:
1f_axiom (fun y => partition_relset y x)
(partitions x) (\Po (coarse x)).
Lemma gop_V x y:
partition_s y x ->
Vf (graph_of_partition x) y = partition_relset y x.
Lemma gop_morphism x:
order_morphism (graph_of_partition x) (coarser x)
(opp_order (subp_order (coarse x))).

Example of preorders. On the set of all graphs that are preorders on a set E, we may con-
sider the order induced by c. If s c £, then s is ﬁnelﬂthan t. This amounts to say that elements
related by s are also related by .

Definition preorder_on r E := preorder r /\ substrate r = E.
Definition preorders x := Zo (\Po (coarse x)) (preorder_on ~~ x).
Definition coarser_preorder x := sub_order (preorders x).

Lemma preordersP x z:
inc z (preorders x) <-> (preorder_on z x).

Lemma coarser_preorder_osr Xx:

order_on (coarser_preorder x) (preorders x).
Lemma coarser_preorder_gleP x u v:

gle (coarser_preorder x) u v <->

[/\ preorder u, preorder v, substrate u = x, substrate v = x & sub u v].
Lemma coarser_preorder_glePl x u v:

gle (coarser_preorder x) u v <->

[/\ preorder u, preorder v, substrate u = x, substrate v = x &

forall a b, inc a x -> inc b x -> related u a b -> related v a b].

Product of orders. Let (G,),c1 be a family of graphs with substrate E, and E = []E,. Consider
the relation “for all t € I, (x,, ) € G,”, and its graph on E. This is called the product of the
graphs (in order to avoid confusion with []G,, we sometimes call it “order product” although
the product of equivalences is an equivalence).

Definition fam_of_substrates g :=
Lg (domain g) (fun i => substrate (Vg g i)).
Definition fam_of _opp g := Lg (domain g) (fun i => opp_order (Vg g i)).

Lthis is written “coarser” in the code
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Definition prod_of_substrates g := productb (fam_of_substrates g).
Definition order_fam g := allf g order.
Definition order_product_r g x x’ :=

forall i, inc i (domain g) -> gle (Vg g i) (Vg x i) (Vg x’ 1i).
Definition order_product g :=

graph_on (order_product_r g) (prod_of_substrates g).

Lemma fos_graph f: fgraph (fam_of_substrates f).
Lemma fos_d f: domain (fam_of_substrates f) = domain f.
Lemma fos_V f x: inc x (domain f) ->
Vg (fam_of_substrates f) x = substrate (Vg f x).
Lemma fam_of_opp_sr g: allf g sgraph —>
fam_of_substrates g = fam_of_substrates (fam_of_opp g).
Lemma fam_of_opp_or g: order_fam g -> order_fam (fam_of_opp g).
Lemma prod_of_substratesP g x:
inc x (prod_of_substrates g) <->
[/\ fgraph x, domain x = domain g &
forall i, inc i (domain g) -> inc (Vg x i) (substrate (Vg g i))].
Lemma prod_of_substrates_gi g f:
(forall i, inc i (domain g) -> inc (f i) (substrate (Vg g i))) —->
inc (Lg (domain g) f) (prod_of_substrates g).
Lemma prod_of_substrates_p g x i:
inc x (prod_of_substrates g) ->
inc i (domain g) -> inc (Vg i x) (substrate (Vg g i)).
Lemma order_product_gleP g x x’:
(gle (order_product g) x x’ <->
[/\ inc x (prod_of_substrates g), inc x’ (prod_of_substrates g) &
forall i, inc i (domain g) -> gle (Vg g i) (Vg x i) (Vg x’ 1)]).

If each G, is an order, so is the product. Note that the product is []G, transported from
[T(E, x E)) to []E, x []E, via the canonical bijection. We get the opposite order by taking the
opposite order of each factor.

Lemma order_product_osr g:
order_fam g -> order_on (order_product g) (prod_of_substrates g).
Lemma order_product_opp_osr g: order_fam g ->
order_on (order_product (fam_of_opp g)) (prod_of_substrates g) /\
order_product (fam_of_opp g) = opp_order (order_product g).
Lemma product_order_def g (f := fam_of_substrates g):
order_fam g —->
Vfs (prod_of_products_canon f f) (order_product g) = (productb g).

In the special case of two sets, there is a simpler definition, studied in the first part of this
report, especially in the case of equivalence relations; the product of two orders is an order
and (x,y) < (x/,y’) when x <g x’ and y <g ¥’ [we leave it as an exercise to the reader to show
that this is order isomorphic to the definition given above].

Definition order_product2 f g := prod_of_relation f g.

Lemma order_product2 P f g x x’:
gle (order_product2 f g) x x’ <->
[/\ inc x ((substrate f) \times (substrate g)),
inc x’ ((substrate f)\times (substrate g)) &
gle f (P x) (P x’) /\ gle g (Q x) (Q x)I.
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Comparing functions. Since FF is a product, an order on F gives an order on the set of
graphs of functions. We have f < g whenever Vi, f; < g;. Similarly, we can compare two
functions f and g:E — Fvia Vx € E, f(x) < g(x). This gives a natural order on % (E;F). The
function that associates to a function of & (E; F) its graph in FE is an order isomorphism.

Definition order_graph r x r z z’ :=
forall i, inc i x -> gle r (Vg z i) (Vg =z’ i).

Definition order_graph x y r :=
graph_on (order_graph_r x r) (gfunctions x y).

Definition order_function r x yr £ g :=
[/\ function_prop f x y, function_prop g x y &
forall i, inc i x -> gle r (Vf £ i) (Vf g i)].

Definition order_function x y r :=
graph_on (order_function_r x y r) (functions x y).

Now some properties of graph order.

Lemma order_fam_cst x r: order r -> order_fam (cst_graph x r).
Lemma order_graph r P x r z z’:

order_graph r x r z z’ <->

order_product_r (cst_graph x r) z z’.

Section OrderGraph.
Variables (x y g: Set).
Hypothesis (sr: substrate g = y).

Lemma order_graph_prl:
gfunctions x y = prod_of_substrates (cst_graph x g).
Lemma order_graph_pr:
order_graph x y g = order_product (cst_graph x g).
Lemma order_graph_osr: order g ->
order_on (order_graph x y g) (gfunctions x y).
End OrderGraph.

Now some properties of function order.

Section OrderFunction.
Variables (x y r: Set).
Hypothesis (or: order r) (sr: substrate r = y).
Lemma order_functionP f f’:
gle (order_function x y r) f f’ <->
(inc f (functions x y) /\
inc £’ (functions x y) /\
forall i, inc i x -> gle r (Vf £ i) (Vf £’ i)).
Lemma order_function_osr: order_on (order_function x y r)(functions x y).
Lemma function_order_is:
order_isomorphism (Lf graph (functions x y) (gfunctions x y))
(order_function x y r) (order_graph x y r).

The last theorem can be weakened to: the two ordered sets % (E; F) and FE are order iso-
morphic.

Lemma order_function_isl: (order_function x y r) \Is (order_graph x y r).
End OrderFunction.
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2.5 Increasing mappings

Consider two sets E and F ordered by <g and <r and a function f : E — F. We say that f
is increasing if x <g y implies f(x) <g f(y) and decreasing if x <g y implies f(x) =¢ f(y). A
function is strictly increasing or strictly decreasing if x < y implies f(x) < f(y) or f(x) > f(y).
A function that is increasing or decreasing is monotone.

Definition increasing fun f r r’ :=
[/\ order r, order r’, function_prop f (substrate r) (substrate r’)
& fincr_prop f r r’].
Definition decreasing fun f r r’ :=
[/\ order r, order r’, function_prop f (substrate r) (substrate r’)
& forall xy, glerxy ->gler’ (Vffy) (Vf f x)].

Definition monotone_fun f r r’ :=
increasing fun f r r’ \/ decreasing fun f r r’.
Definition strict_increasing fun f r r’ :=
[/\ order r, order r’, function_prop f (substrate r) (substrate r’)
& fsincr_prop f r r’].
Definition strict_decreasing fun f r r’ :=
[/\ order r, order r’, function_prop f (substrate r) (substrate r’)
& forall xy, gltrxy ->gltr’ (Vffy) (VE £ x)].
Definition strict_monotone_fun f r r’ :=
strict_increasing_fun f r r’ \/ strict_decreasing fun f r r’.

Some consequences when we replace one order by its opposite.

Lemma increasing_fun_reva f r r’:

increasing_fun f r r’ -> decreasing_fun f r (opp_order r’).
Lemma increasing_fun_revb f r r’:

increasing fun f r r’ -> decreasing fun f (opp_order r) r’.
Lemma decreasing_fun_reva f r r’:

decreasing_fun f r r’ -> increasing_fun f r (opp_order r’).
Lemma decreasing_fun_revb f r r’:

decreasing_fun f r r’ -> increasing_fun f (opp_order r) r’.
Lemma monotone_fun reva f r r’:

monotone_fun f r r’ -> monotone_fun f r (opp_order r’).
Lemma monotone_fun revb f r r’:

monotone_fun f r r’ -> monotone_fun f (opp_order r) r’.

Same for strictly monotone.

Lemma strict_increasing fun reva f r r’:

strict_increasing_fun f r r’ -> strict_decreasing_fun f r (opp_order r’).
Lemma strict_increasing fun_revb f r r’,:

strict_increasing_fun f r r’ -> strict_decreasing_fun f (opp_order r) r’.
Lemma strict_decreasing_fun_reva f r r’:

strict_decreasing_fun f r r’ -> strict_increasing fun f r (opp_order r’).
Lemma strict_decreasing_fun_revb f r r’:

strict_decreasing fun f r r’ -> strict_increasing_fun f (opp_order r) r’.
Lemma strict_monotone_fun_reva f r r’:

strict_monotone_fun f r r’ -> strict_monotone_fun f r (opp_order r’).
Lemma strict_monotone_fun_revb f r r’:

strict_monotone_fun f r r’ -> strict_monotone_fun f (opp_order r) r’.

A strictly increasing function is increasing. An order morphism is strictly increasing.
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Lemma strict_increasing w f r r’:
strict_increasing_fun f r r’ -> increasing fun f r r’.
Lemma strict_decreasing w f r r’:
strict_decreasing fun f r r’ -> decreasing fun f r r’.
Lemma increasing_compose f g r r’ r’’:
increasing_fun f r r’ -> increasing fun g r’ r’’ ->
[/\ g \coP f,
(forall x, inc x (source f) -> Vf (g \co f) x = Vf g (Vf £ x))
& increasing fun (g \co f) r r’’].

Lemma increasing _compose3 f gh r r’ r’’ r’’’:
strict_increasing_fun f r r’ -> increasing fun g r’ r’’ ->
strict_increasing _fun h r’’ r’’’ ->
[/\ inc res (functions (source f) (target h)),
(forall x, inc x (source f) -> Vf res x = Vf h (Vf g(Vf f x))) &
increasing_fun res r r’’’].

Lemma order_isomorphism_increasing f r r’:
order_isomorphism f r r’ ->
strict_increasing fun f r r’.

Lemma order_morphism_increasing f r r’:
order_morphism f r r’ ->
strict_increasing fun f r r’.

Examples. A constant function is increasing and decreasing (conversely, a function that is
increasing and decreasing is constant on all classes of the equivalence relation “x and y are
comparable”; it is constant if the set is totally ordered). The identity function is increasing
and decreasing on a set ordered by equality (this function is not constant when the set has
more than one element). Let E be a set, f : B(E) — P(E) the function that maps X c E to its
complement. This is an order isomorphism if ‘B(E) is ordered by c and > (different orders
on source and target) and is strictly decreasing if the same order is chosen on the source and
the target.

Lemma constant_fun_increasing f r r’:
order r —-> order r’ -> substrate r = source f ->
substrate r’ = target f -> constantfp f —>
increasing_fun f r r’ /\ decreasing fun f r r’.
Lemma identity_increasing_decreasing x (r := diagonal x)
(increasing_fun (identity x) r r /\ decreasing fun (identity x) r r).
Lemma setC_decreasing E:
strict_decreasing_fun (Lf (fun X => E -s X) (\Po E) (\Po E))
(subp_order E) (subp_order E).
Lemma setC_isomorphism E:
order_isomorphism (Lf (complement E) (\Po E)(\Po E))
(subp_order E) (opp_order (subp_order E)).

Let U, be the set of upper bounds of {x}. We have x < y if and only if U, < Uy. The
function x — Uy is thus strictly decreasing.

Definition upper_boundsl r x :=
Zo (substrate r)(fun y => gle r x y).
Lemma upper_boundsl P x y r:
order r -> inc x (substrate r) -> inc y (substrate r) ->
(gle r x y <-> sub (upper_boundsl r y) (upper_boundsl r x)).
Lemma upper_boundsl_decreasing r:
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order r ->

strict_decreasing_fun
(Lf (upper_boundsl r) (substrate r)(\Po (substrate r)))
r (subp_order (substrate r)).

If a function is injective, monotone implies strictly monotone. If a function is bijective, it
is an isomorphism if and only if the function and its inverse are increasing. An isomorphism
remains one if the orders on the source and target are replaced by the opposite ones.

Lemma strict_increasing_from_injective f r r’:

injection f -> increasing fun f r r’ -> strict_increasing fun f r r’.
Lemma strict_decreasing_from_injective f r r’:

injection f -> decreasing fun f r r’ -> strict_decreasing fun f r r’.
Lemma strict_monotone_from_injective f r r’:

injection f -> monotone_fun f r r’ -> strict_monotone_fun f r r’.

Lemma order_isomorphism P f r r’:

order r -> order r’ ->

bijection f -> substrate r = source f -> substrate r’ = target f ->

(order_isomorphism f r r’ <->

(increasing_fun f r r’ /\ increasing_fun (inverse_fun f) r’ r)).

Lemma order_isomorphism_opposite g r r’:

order_isomorphism g r r’ ->

order_isomorphism g (opp_order r) (opp_order r’).

Assume that we have two ordered sets E and E’, decreasing functions « and v from E to E’
and E’ to E. Assume u(v(x)) = x and v(u(x)) = x’ for all x and x'. Fix x, and let y = v(u(v(x))).
Since v is decreasing, the first relation says y < v(x). The second relation says y = v(x), so
that y = v(x). We deduce Proposition 2 [4} p. 139], that states uovou=uand vouov=v.

Theorem decreasing_composition u v r r’:
decreasing_fun u r r’ -> decreasing fun v r’ r ->
(forall x, inc x (substrate r) -> gle r (Vf v (Vf u x)) x) —>
(forall x’, inc x’ (substrate r’) -> gle r’ (Vf u (Vf v x’)) x’) —->
(u \co v \cou=u/\v \cou\l\cov=rv).

2.6 Maximal and minimal elements

Bourbaki says: if E is a set with a preorder, then a € E is minimal (resp. maximal) in E if
X < a (resp. x = a) implies x = a. Our definition applies to any graph.

Definition maximal r a :=
inc a (substrate r) /\ forall x, gler a x -> x = a.
Definition minimal r a :=
inc a (substrate r) /\ forall x, gle r x a > x

1]
)

Examples. In *3(E), the empty set is the least element for inclusion. If we remove it, min-
imal elements are singletons. On the set of partial functions ordered by extension, maximal
elements are total functions (because non-total functions can be extended).

Lemma maximal_opp r: order r -> forall x,
(maximal (opp_order r) x <-> minimal r x).
Lemma minimal_opp r: order r -> forall x,
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(minimal (opp_order r) x <-> maximal r x).

Lemma minimal_inclusion E y (F:= (\Po E) -sl1 emptyset):
inc y F -> (minimal (sub_order F) y <-> singletonp y).
Lemma maximal_extensionP E F x:
nonempty F -> inc x (sub_functions E F) ->
(maximal (opp_order (extension_order E F)) x <-> (source x = E)).

2.7 Greatest element and least element

Given an order relation < on a set E, we say that a is a greatest or least element of E, if
a € E and for all x € E, a < x (respectively, x < a) implies x = a. By antisymmetry, there is
at most one such element. This allows us to define the greatest and the least element of E.
(technically, it is the order, not the substrate, that has a least element).

Definition greatest r a :=

inc a (substrate r) /\ forall x, inc x (substrate r) -> gle r x a.
Definition least r a :=

inc a (substrate r) /\ forall x, inc x (substrate r) -> gle r a x.
Definition has_least r (exists u, least r u).
Definition has_greatest := (exists u, greatest r u).
Definition the_least r := select (least r) (substrate r).
Definition the_greatest r := select (greatest r) (substrate r).

]

Section GreatestProperties.
Variable (r: Set).
Hypothesis (or: order r).

Lemma unique_greatest: uniqueness (greatest r).

Lemma unique_least: uniqueness (least r).

Lemma the_least_pr: has_least r -> least r (the_least r).

Lemma the_greatest_p: has_greatest r -> greatest r (the_greatest r).
Lemma the_least_pr2 x: 1least r x -> the_least r = x.

Lemma the_greatest_pr2 x: greatest r x —-> the_greatest r = x.

If an element of E is least and greatest then E has a single element.

Lemma least_and_greatest x: least r x -> greatest r x ->
singletonp (substrate r).

Lemma least_minimal a: least r a -> minimal r a.

Lemma greatest_maximal a: greatest r a -> maximal r a.

End GreatestProperties.

If E is an ordered set and E’ c E, then (by abuse of language) the least element of E’ is
the least of the order induced on E’ by that of E. This is the least element of E if E has a least
element that belongs to E'.

Definition the_least_induced r x := the_least (induced_order r x).
Lemma greatest_of_induced r s x:

order r -> sub s (substrate r) -> inc x s —>
greatest r x —>
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the_greatest r = the_greatest (induced_order r s).
Lemma least_of_induced r s x:

order r -> sub s (substrate r) -> inc x s —>

least r x ->

the_least r = the_least_induced r s.

More simple properties.

Lemma greatest_opposite a r:
order r -> greatest r a -> least (opp_order r) a.
Lemma least_opposite a r:
order r -> least r a -> greatest (opp_order r) a.
Lemma the_greatest_opposite r: order r —>
(has_least r) ->
the_greatest (opp_order r) = the_least r.
Lemma the_least_opposite r: order r —>
(has_greatest r) ->
the_least (opp_order r) = the_greatest r.
Lemma greatest_unique_maximal a b r:
greatest r a -> maximal r b -> a = b.
Lemma least_unique_minimal a b r:
least r a -> minimal r b -> a = b.

Greatest and least elements of inclusion. If G is a subset of 3(E), ordered by inclusion, the
least upper bound and greatest lower bound (defined below) are the intersection and union.
This implies the following fact: if there is a greatest element, it is the union, and the union is
the greatest element if it is in the set.

Lemma least_is_setl s a:

least (sub_order s) a -> a = intersection s.
Lemma greatest_is_setU s a:

greatest (sub_order s) a -> a = union s.
Lemma setI_least s:

inc (intersection s) s ->

least (sub_order s) (intersection s).
Lemma setU_greatest s:

inc (union s) s -> greatest (sub_order s) (union s).
Lemma emptyset_least E:

least (subp_order E) emptyset.
Lemma wholeset_greatest E:

greatest (subp_order E) E.

Greatest and least partial function. On the set of partial functions from E to F, where f < g
means that g extends f, the least element is the empty function. If E is non-empty and F has
at least two elements, there is no greatest element (let x € E, y € F, a a greatest element, b
the constant function with value y; from b < a we deduce a(x) = y; this implies that F has a
single element).

Lemma least_extension E F:

least (opp_order (extension_order E F)) (empty_function_tg F).
Lemma greatest_extension E F x:

greatest (opp_order (extension_order E F)) x ->

nonempty E -> small_set F.
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Least equivalence. Let E be a set; consider the subset X of B(E x E) formed of all preorders
(or all equivalences) ordered by c. Then the diagonal A of E is the least element of X (obvi-
ously, A € X; we show here that, if A € X, more generally, if A is reflexive with substrate E, then
AcA).

Lemma least_equivalence r:
reflexivep r -> sub (diagonal (substrate r)) r.

Extending an order. Proposition 3 [4, p. 140] in Bourbaki says: Let E be an ordered set and
let E' be the disjoint union of E and a set {a} consisting of a single element. Then there exists
a unique ordering on E' which induces the given ordering on E and for which a is the greatest
element of E'.

What Bourbaki proves is: «assume a ¢ E, and let E' = Eu {a}. Let G be the graph of the
ordering; there is a unique ordering, satisfying the stated conditions; its graph is GU(E x {a}).»

Ifwe remove ther assumption a ¢ E, we get a similar result (modulo some identificarions),
and one can restate it as: each order-type has a successor. This will be explained later.

Lemma order_transportation f r (r’:= Vfs (f \ftimes f) r)
bijection f -> order_on r (source f) ->
order_isomorphism f r r’. (* 53 *)

Definition order_with_greatest r a :=
r \cap (((substrate r) +sl a) *sl a).
Lemma order_with_greatest_pr
r a (r’:=order_with_greatest r a)
order r -> ~ (inc a (substrate r)) ->
[/\ order_on r’ ((substrate r) +si1 a),
r = induced_order r’ (substrate r) & greatest r’ al.
Theorem adjoin_greatest r a E:
order r -> substrate r = E -> ~ (inc a E) ->
exists! r’, (fun r’ => [/\ order_on r’ (E +sl1 a),
r = induced_order r’ E & greatest r’ al).

Cofinality. If r is an order (denoted by <) on E, we say that a subset A of E is cofinal (or
coinitial) if for all x € E there is a y € A such that x < y (or y < x). Bourbaki says «To say that
an ordered set E has a greatest element therefore means that E has a cofinal subset consisting
of a single element». Note that there is no need to assume that r is an order here.

Definition cofinal r a :=

sub a (substrate r) /\

(forall x, inc x (substrate r) -> exists2 y, inc y a & gle r x y).
Definition coinitial r a :=

sub a (substrate r) /\

(forall x, inc x (substrate r) -> exists2 y, inc y a & gle r y x).
Lemma exists_greatest_cofinalP r:

(has_greatest r) <->

(exists2 a, cofinal r a & singletonp a).
Lemma exists_least_coinitialP r:

(has_least r) <->

(exists2 a, coinitial r a & singletonp a).
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2.8 Upper and lower bounds

Given arelation r (an order or a preorder) on a set E denoted by < and a set X, an element
x € E is said to be an upper bound for r and X if y € X implies y < x. A lower bound is an
element x € E such that y € X implies x < y.

Definition upper_bound r X x :=

inc x (substrate r) /\ forall y, inc y X -> gle r y x.
Definition lower_bound r X x :=

inc x (substrate r) /\ forall y, inc y X -> gler x y.

The first properties given here are trivial. If we have an order on E and if X is a subset
of E, we can consider the order induced on X; this may have a least element m or a greatest
element M. If these quantities exist, they are in X and are an upper or lower bound of X for
the relation on E. Converse holds: if X has an upper bound in X, it is M.

Lemma opposite_upper_boundP r: order r -> forall X x,
(upper_bound r X x <-> lower_bound (opp_order r) X x).
Lemma opposite_lower_boundP r: order r -> forall X x,
(lower_bound r X x <-> upper_bound (opp_order r) X x).
Lemma smaller_lower_bound x y X r: preorder r ->
lower_bound r X x -> gle r y x -> lower_bound r X y.
Lemma greater_upper_bound x y X r: preorder r ->
upper_bound r X x -> gle r x y —> upper_bound r X y.
Lemma sub_lower_bound x X Y r:
lower_bound r X x -> sub Y X -> lower_bound r Y x.
Lemma sub_upper_bound x X Y r:
upper_bound r X x -> sub Y X -> upper_bound r Y x.
Lemma least_elementP X r: order r -> sub X (substrate r) ->
((has_least (induced_order r X)) <->
(exists2 x, lower_bound r X x & inc x X)).
Lemma greatest_elementP X r: order r -> sub X (substrate r) ->
( (has_greatest (induced_order r X)) <->
(exists2 x, upper_bound r X x & inc x X)).

We consider now bounded sets, that are sets that have a bound.

Definition bounded_above r X := exists x, upper_bound r X x.
Definition bounded_below r X := exists x, lower_bound r X x.
Definition bounded_both r X := bounded_above r X /\ bounded_below r X.

Lemma bounded_above_sub X Y r:
sub Y X -> bounded_above r X -> bounded_above r Y.
Lemma bounded_below_sub X Y r:
sub Y X -> bounded_below r X -> bounded_below r Y.
Lemma bounded_both_sub X Y r:
sub Y X -> bounded_both r X -> bounded_both r Y.
Lemma singleton_bounded x r:
singletonp x -> order r -> sub x (substrate r) -> bounded_both r x.

2.9 Least upper bound and greatest lower bound

The Bourbaki definition is: let E be an ordered set and let X be a subset of E. An element
of E is said to be the greatest lower bound of X in E if it is the greatest element of the set of
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lower bounds of X in E (for the ordering induced by that of E). If it exists, it is unique, since
there is at most one greatest element. We can avoid introducing the set of lower bounds and
its induced ordering by noticing that x is the greatest lower bound if, and only if, it is a lower
bound, and if z is another lower bound we have z < x. Similarly, x is the least upper bound of
X, if it is the least element of the set of upper bounds of X in E. This is equivalent to: x is an
upper bound such that if z is another upper bound, then x < z.

Definition greatest_induced r X x := greatest (induced_order r X) x.
Definition least_induced r X x := least (induced_order r X) x.
Definition greatest_lower_bound r X x :=

greatest_induced r (Zo (substrate r) (lower_bound r X)) x.
Definition least_upper_bound r X x :=

least_induced r (Zo (substrate r) (upper_bound r X)) x.

Lemma glbP r X:
order r -> sub X (substrate r) -> forall x,
(greatest_lower_bound r X x <-> (lower_bound r X x
/\ forall z, lower_bound r X z -> gle r z x)).
Lemma 1lubP r X:
order r -> sub X (substrate r) -> forall x,
(least_upper_bound r X x <-> (upper_bound r X x
/\ forall z, upper_bound r X z -> gle r x z)).

The greatest lower bound and least upper bound are also called supremum and infimum
and denoted by supp X and infg X. As usual, the order is < and the substrate is E; in some
cases the set E is not mentioned. If X = {x, y} we often write sup(x, y) and inf(x, y). The sup
does not always exists, but is unique since there is a unique least element.

Lemma supremum_unique X r: order r -> uniqueness (least_upper_bound r X).
Lemma infimum_unique X r: order r -> uniqueness (greatest_lower_bound r X).
Definition infimum r X :=

the_greatest (induced_order r (Zo (substrate r) (lower_bound r X))).
Definition supremum r X :=

the_least (induced_order r (Zo (substrate r) (upper_bound r X))).
Definition has_supremum r X :=(exists x, least_upper_bound r X x).
Definition has_infimum r X :=(exists x, greatest_lower_bound r X x).
Definition sup r x y := supremum r (doubleton x y).
Definition inf r x y := infimum r (doubleton x y).

Lemma supremum_prl X r:
has_supremum r X ->
least_upper_bound r X (supremum r X).

Lemma infimum_prl X r:
has_infimum r X ->
greatest_lower_bound r X (infimum r X).

Lemma supremum_pr2 r X a: order r ->
least_upper_bound r X a -> a = supremum r X.

Lemma infimum_pr2 r X a: order r ->
greatest_lower_bound r X a -> a = infimum r X.

Lemma inc_supremum_substrate X r:
order r -> sub X (substrate r) -> has_supremum r X ->
inc (supremum r X) (substrate r).

Lemma inc_infimum_substrate X r:
order r -> sub X (substrate r) -> has_infimum r X ->
inc (infimum r X) (substrate r).
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Lemma supremum_pr X r:
order r -> sub X (substrate r) -> has_supremum r X ->
(upper_bound r X (supremum r X) /\
forall z, upper_bound r X z -> gle r (supremum r X) z).
Lemma infimum_pr X r:
order r -> sub X (substrate r) -> has_infimum r X ->
(lower_bound r X (infimum r X) /\
forall z, lower_bound r X z -> gle r z (infimum r X)).
Lemma sup_pr a b r:
order r -> inc a (substrate r) -> inc b (substrate r) ->
has_supremum r (doubleton a b) ->
[/\ glera (suprab), glerb (supr ab)i&
forall z, gleraz -> glerbz ->gler (supr ab) z).
Lemma inf _pr a b r:
order r -> inc a (substrate r) -> inc b (substrate r) ->
has_infimum r (doubleton a b) ->
[/\ gle r (inf r a b) a, gler (inf r a b) b &
forall z, glerza -> gler zb ->gler z (inf r a b)).
Lemma lub_set2 r x y z:
order r -> gler xz ->gleryz —>
(forall t, gler xt >gleryt ->gler zt) ->
least_upper_bound r (doubleton x y) z.
Lemma glb_set2 r x y z:
order r -> gler zx ->glerzy >
(forall t, glert x > gler ty ->glert z) —>
greatest_lower_bound r (doubleton x y) z.

We show here the following claim: if a subset X of E has a greatest element a, then a is the
least upper bound of X in E.

Lemma greatest_is_sup r X a:
order r -> sub X (substrate r) ->
greatest_induced r X a -> least_upper_bound r X a.
Lemma least_is_inf r X a:
order r -> sub X (substrate r) ->
least_induced r X a -> greatest_lower_bound r X a.

The roles of inf and sup are exchanged if we replace the order by its opposite.

Lemma inf_sup_oppP r X:

order r -> sub X (substrate r) -> forall a,

(greatest_lower_bound r X a <-> least_upper_bound (opp_order r) X a).
Lemma sup_inf_oppP r X:

order r -> sub X (substrate r) -> forall a,

(least_upper_bound r X a <-> greatest_lower_bound (opp_order r) X a).
Lemma sup_inf_opp r X:

order r -> sub X (substrate r) -> has_supremum r X ->

(has_infimum (opp_order r) X /\ infimum (opp_order r) X = supremum r X).
Lemma inf_sup_opp r X:

order r -> sub X (substrate r) -> has_infimum r X ->

(has_supremum (opp_order r) X /\ supremum (opp_order r) X = infimum r X).

Examples. We study the sup and inf of the empty set.
Lemma set_of_lower_bounds_setO r :
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Zo (substrate r) (lower_bound r emptyset) = substrate r.
Lemma set_of_upper_bounds_setO r:

Zo (substrate r) (upper_bound r emptyset) = substrate r.
Lemma lub_setO r: order r -> forall x,

(least_upper_bound r emptyset x = least r x).
Lemma glb_setO r: order r -> forall x;

greatest_lower_bound r emptyset x = greatest r x.

Case of setinclusion. If G is a subset of 3(E), then the upper and lower bounds of & are the
union and intersection, as claimed before. If G is empty, the intersection is empty, and the
greatest lower bound is the greatest element, namely E. Assume & c § and § < ‘B(E); then
the upper and lower bounds of G in § are the union and intersection, provided that these
elements are in §.

Lemma setI_inf s E: sub s (\Po E) —>
greatest_lower_bound (subp_order E) s
(Yo (nonempty s) (intersection s) E).
Lemma setU_sup s E: sub s (\Po E) ->
least_upper_bound (subp_order E) s (union s).
Lemma setU_supl s F E:
sub F (\Po E) ->
sub s F -> inc (union s) F —>
least_upper_bound (sub_order F) s (union s).
Lemma setI_infl s F E (T := (Yo (nonempty s) (intersection s) E)):
sub F (\Po E) ->
sub s F -> inc T F ->
greatest_lower_bound (sub_order F) s T.

Case of function extension order. Consider the set ®(E,F) of partial functions from E to
F, ordered by f extends g. A set of functions has a least upper bound only if, for any two
functions © and v in the set, we have u(x) = v(x) for any x in the intersection of the sources
of u and v. If this condition holds, there is a unique function f defined on the union of the
source, that agrees with each v. This function is then the supremum.

Lemma sup_extension_orderl E F T f£:
sub T (sub_functions E F) ->
least_upper_bound (opp_order (extension_order E F)) T f ->
forall u v x, inc u T -> inc v T -> inc x (source u) -> inc x (source v) ->
Vf uw x = Vf v x.
Lemma sup_extension_order2 E F T:
sub T (sub_functions E F) ->
(forall u v x, inc u T -> inc v T -> inc x (source u) -> inc x (source v) ->
Vf ux = Vf v x) ->
exists x, [/\ least_upper_bound (opp_order (extension_order E F)) T x,
(source x = unionb (Lg T source)),
(Imf x = unionb (Lg T (fun u => (Imf u)))) &
(graph x) = unionb (Lg T graph)].

Supremum of functions. If f is a function with source A and if its target is an ordered set,
the supremum of the image f(A) is denoted by sup f(x). The infimum is denoted by in£ fx).
X€EA X€

Definition sup_funp r f := least_upper_bound r (Imf f).
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Definition inf_funp r f := greatest_lower_bound r (Imf f).

Lemma sup_funP r f: order r -> substrate r = target f ->
function £ -> forall x,
(sup_funp r £ x <-> [/\ inc x (target f),
(forall a, inc a (source f) -> gle r (Vf f a) x)
&forall z, inc z (target f) -> (forall a, inc a (source f)
-> gler (Vf f a) z) > gler x z]).
Lemma inf_funP r f: order r -> substrate r = target f ->
function £ -> forall x,
(inf_funp r £ x <>
[/\ inc x (target f),
(forall a, inc a (source f) -> gle r x (Vf f a))
& forall z, inc z (target f) -> (forall a, inc a (source f)
> glerz (VEt £ a)) > gler z x]).

Supremum of functional graphs. The supremum of a functional graph is the supremum of
its range.

least_upper_bound r (range f).
greatest_lower_bound r (range f).

Definition sup_graphp r f :
Definition inf_graphp r f :

Definition has_sup_graph r f := has_supremum r (range f).
Definition has_inf_graph r f := has_infimum r (range f).
Definition sup_graph r f := supremum r (range f).
Definition inf_graph r f := infimum r (range f).

Here are the characteristic properties.

Lemma sup_graph_prl r f:
order r -> sub (range f) (substrate r) -> has_sup_graph r f ->
least_upper_bound r (range f) (sup_graph r f).

Lemma inf_graph prl r f:
order r -> sub (range f) (substrate r) -> has_inf_graph r f ->
greatest_lower_bound r (range f) (inf_graph r f).

Lemma sup_graphP r f: order r -> sub (range f) (substrate r) ->
fgraph f -> forall x,
(sup_graphp r f x <-> [/\ inc x (substrate r),
(forall a, inc a (domain f) -> gle r (Vg f a) x)
& forall z, inc z (substrate r) -> (forall a, inc a (domain f)
> gler (Vg f a) z) > gler x z]).
Lemma inf_graphP r f: order r -> sub (range f) (substrate r) ->
fgraph f -> forall x,
(inf_graphp r £ x <> [/\ inc x (substrate r),
(forall a, inc a (domain f) -> gle r x (Vg f a))
& forall z, inc z (substrate r) -> (forall a, inc a (domain f)
> glerz (Vg f a)) ->gler zx]).

Monotonicity properties. Assume that A C E is a set that has an infimum and a supremum.
If A is empty, we know that these elements are the least and greatest elements; otherwise, if
y € Awe have inf(A) < y < sup(A), hence inf(A) < sup(A). This is Proposition 4 [4} p. 142].

Theorem compare_inf_supl r A: order r -> sub A (substrate r) ->
has_supremum r A -> has_infimum r A >
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A = emptyset >

(greatest r (infimum r A) /\ 1least r (supremum r A)).
Theorem compare_inf_sup2 r A: order r -> sub A (substrate r) ->

has_supremum r A -> has_infimum r A ->

nonempty A -> gle r (infimum r A) (supremum r A).

Proposition 5 [4} p. 142] says that sup is increasing and inf is decreasing (formally, let r be
an order on E, W the set of subsets of E that have a least upper bound, ordered by inclusion.
Then the supremum is an increasing function W — E). As a corollary, consider a family (x,) e

and J c I; we have sup x, < sup x, if both quantities are defined. Note that the first term is the
13] el

supremum of the restriction of the family to J.

Theorem sup_increasing r A B: order r -> sub A (substrate r) ->
sub B (substrate r) -> sub A B ->
has_supremum r A -> has_supremum r B ->
gle r (supremum r A) (supremum r B).
Theorem inf_decreasing r A B: order r -> sub A (substrate r) ->
sub B (substrate r) -> sub A B ->
has_infimum r A -> has_infimum r B ->
gle r (infimum r B) (infimum r A)
Lemma sup_increasing_gen r
(W := Zo (\Po (substrate r)) (fun z => has_supremum r z)):
order r —>
increasing_fun (Lf (supremum r) W (substrate r)) (sub_order W) r.
Lemma inf_decreasing_gen r
(W := Zo (\Po (substrate r)) (fun z => has_infimum r z)):
order r —>
decreasing_fun (Lf (infimum r) W (substrate r)) (sub_order W) r.
Lemma sup_increasingl r f j:
order r -> fgraph f -> sub (range f) (substrate r) -> sub j (domain f) ->
has_sup_graph r £ -> has_sup_graph r (restr f j) ->
gle r (sup_graph r (restr f j)) (sup_graph r f).
Lemma inf_decreasingl r f j:
order r -> fgraph f -> sub (range f) (substrate r) -> sub j (domain f) ->
has_inf_graph r £ -> has_inf_graph r (restr f j) ->
gle r (inf_graph r f) (inf_graph r (restr f j))

Proposition 6 [4} p. 143] says thatif f and g are two functions of type F — E, if f(x) < g(x)
for all x € F then sup f < sup g, provided that both quantities are defined. In fact, it is stated
as:

(Vielx < y) = supx, <supy, and infx, <infy,.
1€l el el el

Lemma sup_increasing2 r f f’:
order r -> fgraph f -> fgraph f’ -> domain f = domain f’ ->
sub (range f) (substrate r) -> sub (range f’) (substrate r) ->
has_sup_graph r £ -> has_sup_graph r £’ ->
(forall x , inc x (domain f) -> gle r (Vg f x) (Vg £’ x)) —->
gle r (sup_graph r f) (sup_graph r f’).

Lemma inf_increasing2 r f f’:
order r -> fgraph f -> fgraph f’ -> domain f = domain f’ ->
sub (range f) (substrate r) -> sub (range f’) (substrate r) ->
has_inf_graph r £ -> has_inf_graph r f’ ->
(forall x , inc x (domain f) -> gle r (Vg £ x) (Vg £’ x)) —->
gle r (inf_graph r f) (inf_graph r £’).
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As as above we can restate this as: some function is increasing.

Lemma sup_increasing2 _gen r X
(W := Zo (gfunctions X (substrate r)) (has_sup_graph r))
order r —>
increasing_fun (Lf (sup_graph r) W (substrate r))
(induced_order (order_graph X (substrate r) r) W) r.
Lemma inf_increasing2 _gen r X
(W := Zo (gfunctions X (substrate r)) (has_inf_graph r))
order r —>
increasing_fun (Lf (inf_graph r) W (substrate r))
(induced_order (order_graph X (substrate r) r) W) r.

Associativity properties. Proposition 7 [4} p. 143] is the following. Consider a family (x,)e1,
and let (J))aer, be a coveringﬂ of I. The family (x,).ej, is the restriction of (x,) to J,; we as-

sume that it has a supremum sup x;, and we consider the family (sup x,)ycr.. This family has a
L€Jx Leln
supremum if and only if (x,),c1 has one, and the values are the same. The second equality in

(2.4) is true under similar conditions; the proof is similar, but a shorter proof is obtained by
considering opposite orders (and replace inf by sup).

2.4 sup x, = sup | sup x,J, infx, = inf(inf x, ).
. o Aef(lell; ) inf )\EL(IEIA J

The first lemma here says that if x is a least upper bound for one family, it is also the least
upper bound for the other one. Finally, since the supremum is a least upper bound, we get
the result by uniqueness.

Section supAssoc.
Variables r f c: Set.
Hypothesis (or:order r) (fgf: fgraph f)
(rf: sub (range f) (substrate r)) (df: domain f = unionb c).

Lemma sup_A x:
(forall 1, inc 1 (domain c¢) -> has_sup_graph r (restr £ (Vg c 1))) —->
(sup_graphp r £ x <>
sup_graphp r (Lg (domain c¢) (fun 1 => sup_graph r (restr £ (Vg c 1)))) x).
Lemma inf A x:
(forall 1, inc 1 (domain c¢) -> has_inf_graph r (restr f (Vg c 1))) ->
(inf_graphp r f x <->
inf_graphp r (Lg (domain c¢) (fun 1 => inf_graph r (restr £ (Vg c 1)))) x).

Lemma sup_A1l:
(forall 1, inc 1 (domain c¢) -> has_sup_graph r (restr f (Vg c 1))) ->
(has_sup_graph r f <->
has_sup_graph r (Lg (domain c) (fun 1 => sup_graph r (restr £ (Vg c 1))))).
Lemma inf Al:
(forall 1, inc 1 (domain c¢) -> has_inf_graph r (restr f (Vg c 1))) ->
(has_inf_graph r f <->
has_inf_graph r (Lg (domain c) (fun 1 => inf_graph r (restr £ (Vg c 1))))).

Theorem sup_A2:
(forall 1, inc 1 (domain c¢) -> has_sup_graph r (restr £ (Vg c 1))) ->
((has_sup_graph r f <->

2In fact, the union of J) has to be exactly I
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has_sup_graph r (Lg (domain c) (fun 1 => sup_graph r (restr £ (Vg c 1)))))
/\
(has_sup_graph r f -> sup_graph r f
sup_graph r (Lg (domain c) (fun 1 => sup_graph r (restr £ (Vg c 1)))))).
Theorem inf A2:
(forall 1, inc 1 (domain c¢) -> has_inf_graph r (restr f (Vg c 1))) ->
((has_inf_graph r f <->
has_inf_graph r (Lg (domain c) (fun 1 => inf_graph r (restr £ (Vg c 1)))))
/\
(has_inf_graph r f -> inf_graph r f =
inf_graph r (Lg (domain c) (fun 1 => inf_graph r (restr £ (Vg c 1)))))).
End supAssoc.

Corollary. Let (x)p) A, perxm be a double family of elements of an ordered set E such that
for each p € M the family (xp,) e has a least upper bound in E. This family is the restriction
of the double family to L x {u}. For the double family to have a least upper bound in E it is
necessary and sufficient that (supy¢ Xap)uem has a least upper bound, and the bounds are
the same. The second equality in holds under similar conditions.

(2.5) sup Xy =sup(supxpy), inf x),=inf (infx),,).
(A, peLxM M HEM( Ael H) (A, WeLxM H peM()\EL ll)
Definition partial_fun f x m := restr £ (x *sl m).

Lemma sup A3 r f x y:
order r -> fgraph f -> sub (range f) (substrate r) ->
domain f = x \times y ->
(forall m, inc m y -> has_sup_graph r (partial_fun f x m)) ->
((has_sup_graph r f <->
has_sup_graph r (Lg y (fun m => sup_graph r (partial_fun f x m)))) /\
(has_sup_graph r f -> sup_graph r f =
sup_graph r (Lg y (fun m => sup_graph r (partial_fun f x m))))).
Lemma inf A3 r f x y r:
order r -> fgraph f -> sub (range f) (substrate r) ->
domain f = x \times y ->
(forall m, inc m y -> has_inf_graph r (partial_fun f x m)) ->
((has_inf_graph r f <->
has_inf_graph r (Lg y (fun m => inf_graph r (partial_fun f x m)))) /\
(has_inf_graph r f -> inf_graph r f =
inf_graph r (Lg y (fun m => inf_graph r (partial_fun f x m))))).

Case of aproduct. Proposition 8 [4} p. 144] says that if we have a family of ordered sets E,, a
subset A of []E,, and if A| = pr,A, then A has aleast upper bound of the form (x,), if and only if
each A, has one, and there is equality; a similar property holds for the greatest lower bound.

supA = (supA,)er = (suppr,x), . infA = (infA,),e1 = (inf pr x) ;.
YeEA X€EA
Lemma sup_in_product_aux g A (f := fam_of_substrates g)
(Ai:= fun i => (Vfs (pr_i f i) A)):
order_fam g -> sub A (productb f) ->
forall i, inc i (domain g) -> sub (Ai i) (substrate (Vg g i)).

Theorem sup_in_product g A (* 77 %)
(f := fam_of_substrates g)
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(Ai:= fun i => (Vfs (pr_i f i) A))
(has_sup := forall i, inc i (domain g) -> has_supremum (Vg g i) (Ai i)):
order_fam g -> sub A (productb f) ->
((has_sup <-> has_supremum (order_product g) A) /\
(has_sup -> supremum (order_product g) A =
Lg (domain g) (fun i => supremum (Vg g i) (Ai i)))).

Theorem inf_in_product g A
(f := fam_of_substrates g)
(Ai:= fun i => (Vfs (pr_i f i) A))
(has_inf := forall i, inc i (domain g) -> has_infimum (Vg g i) (Ai i)):
order_fam g -> sub A (productb f) ->
((has_inf <-> has_infimum (order_product g) A) /\
(has_inf -> infimum (order_product g) A =
Lg (domain g) (fun i => infimum (Vg g i) (Ai 1)))).

Case of induced order. Proposition 9 [4, p. 144] assumes that E is an ordered set, F is a
subset of E and A is a subset of F. It can happen that one of supg A and suppA exists, but not
the other; they may be unequal. If the objects exist we have

Supg A < SupgA, infg = infp A (FcE).

If supg A exists and is in F, it is supgp A.

Theorem sup_inducedl r A F: order r -> sub F (substrate r) -> sub A F ->
has_supremum r A -> has_supremum (induced_order r F) A ->
gle r (supremum r A) (supremum (induced_order r F) A).
Theorem inf_inducedl r A F: order r -> sub F (substrate r) -> sub A F —>
has_infimum r A -> has_infimum (induced_order r F) A ->
gle r (infimum (induced_order r F) A) (infimum r A).
Theorem sup_induced2 r A F: order r -> sub F (substrate r) -> sub A F ->
has_supremum r A -> inc (supremum r A) F ->
(has_supremum (induced_order r F) A /\
supremum r A = supremum (induced_order r F) A).
Theorem inf_induced2 r A F: order r -> sub F (substrate r) -> sub A F —>
has_infimum r A -> inc (infimum r A) F ->
(has_infimum (induced_order r F) A /\
infimum r A = infimum (induced_order r F) A).

2.10 Directed sets

An ordered set is said left or right directed if every doubleton is bounded (above or below).

Definition right_directed_prop r :=
forall x y, inc x (substrate r) -> inc y (substrate r) ->
exists z, gler x z /\ gle r y z.
Definition right_directed r :=
order r /\ forall x y, inc x (substrate r) -> inc y (substrate r) ->
bounded_above r (doubleton x y).
Definition left_directed r :=
order r /\ forall x y, inc x (substrate r) -> inc y (substrate r) ->
bounded_below r (doubleton x y).
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We rewrite the definition as: for all x and y there is a z such that x < zand y < z. A set
that has a greatest element is right directed. A product of directed sets is directe(ﬂ A cofinal
set of a directed set is directed for the induced order.

Lemma right_directedP r:
right_directed r <-> (order r /\ right_directed_prop r).
Lemma left_directedP r:
left_directed r <-> (order r /\
forall x y, inc x (substrate r) -> inc y (substrate r) -> exists z,
glerzx /\ gler zy).

Lemma greatest_right_directed r: order r ->
has_greatest r -> right_directed r.
Lemma least_left_directed r: order r ->
has_least r -> left_directed r.
Lemma opposite_right_directedP r: sgraph r ->
(right_directed r <-> left_directed(opp_order r)).
Lemma opposite_left_directedP r: sgraph r ->
(left_directed r <-> right_directed(opp_order r)).
Lemma setX_right_directed g:
order_fam g -> (allf g right_directed) ->
right_directed (order_product g).
Lemma setX_left_directed g:
order_fam g -> (allf g left_directed) ->
left_directed (order_product g).
Lemma cofinal_right_directed r A:
right_directed r -> cofinal r A -> right_directed (induced_order r A).
Lemma coinitial_left_directed r A:
left_directed r -> coinitial r A -> left_directed (induced_order r A).

Proposition 10 [4} p. 145] says that in a right directed set, a maximal element is the great-
est element.

Theorem right_directed_maximal r x:
right_directed r -> maximal r x -> greatest r x.
Theorem left_directed_minimal r x:
left_directed r -> minimal r x -> least r x.

2.11 Lattices

A latticeis an ordered set on which each pair has aleast upper bound and a greatest lower
bound.

Definition lattice r := order r /\
forall x y, inc x (substrate r) -> inc y (substrate r) ->
(has_supremum r (doubleton x y) /\ has_infimum r (doubleton x y)).

Lemma lattice_sup_pr r a b:
lattice r -> inc a (substrate r) -> inc b (substrate r) ->
[/\ gler a (supr ab), glerb (supr ab)&
forall z, gler a ->gler bz ->gler (supr ab) z].
Lemma lattice_inf_pr r a b:

3This requires the axiom of choice
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lattice r -> inc a (substrate r) -> inc b (substrate r) ->
[/\ gle r (inf r a b) a, gler (inf r a b) b
forall z, gler za -> gler zb ->gler z (inf r a b)].

The power set is a lattice for inclusion. In fact each set has a supremum and an infimum.

Lemma inf_inclusion A x y: sub x A -> suby A >
greatest_lower_bound (subp_order A) (doubleton x y) (x \cap y).
Lemma sup_inclusion A x y: sub x A -> sub y A ->
least_upper_bound (subp_order A) (doubleton x y) (x \cup y).
Lemma setP_lattice A: lattice (subp_order A).
Lemma setP_lattice_pr A x y (r := subp_order A):
inc x (\Po A) -> inc y (\Po A) —>
(supr xy=x\cupy /\ inf r x y = x \cap y).

The product of lattices is a lattice. This is an easy consequence of Proposition 8, and the
fact that pr,A is a doubleton if A is a doubleton. A lattice is a directed set.

Lemma setX_lattice g:
order_fam g -> (allf g lattice) ->
lattice (order_product g).
Lemma lattice_directed r:
lattice r -> (right_directed r /\ left_directed r).

Other examples. The set of integers, with the order “x divides y” is a lattice. The set
of subgroups of a group (ordered by inclusion) is a lattice. The set of topologies on a set
is a lattice. The set of real functions on an interval is a lattice. (We shall not prove these
properties). The opposite of a lattice is a lattice.

Lemma lattice_opposite r: lattice r -> lattice (opp_order r).

2.12 Totally ordered sets

Two elements of an ordered set E are said comparable if the relation “x < y or y < x”
is true. A set E is said to be totally ordered if is is ordered and if any two elements of E are
comparable.

Definition ocomparable r x y := gler x y \/ gle r y x.
Definition total_order r :=
order r /\ {inc (substrate r) &, (forall x y, ocomparable r x y)}.

We know that G is an order if Go G = G and GNnG™! = Ag. It is total if moreover GUG™! =
E x E, where E is the substrate of G. If the relation < is total, then for any x, y in E we have
x<yorx>yorx=y; wealsohave x < y or y < x. A subset of a totally ordered set is totally
ordered. A small set is totally ordered. The opposite of a totally ordered set is totally ordered.

Lemma total_orderP r:
total_order r <->

[/Nr \cg r =,
r \cap (inverse_graph r) = diagonal (substrate r) &
r \cup (inverse_graph r) = coarse (substrate r) ].
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Lemma total_order_prl r x y:
total_order r -> inc x (substrate r) -> inc y (substrate r) ->
(\/ gltrxy, gltryx | x=y].
Lemma total_order_pr2 r x y:
total_order r -> inc x (substrate r) -> inc y (substrate r) ->
(glt rxy \/ gleryx.

Lemma total_order_sub r x:

total_order r -> sub x (substrate r) -> total_order (induced_order r x).
Lemma total_order_opposite r:

total_order r -> total_order (opp_order r).

If x < y, then sup(x, y) = y and inf(x, y) = x, hence a totally ordered set is a lattice. Con-
sider a doubleton X = {a, b} and E = P3(X) ordered by inclusion. Assume a # b. Then {a} and
{b} are non-comparable. Thus E is a non-totally ordered lattice.

Lemma sup_comparable r x y: gler x y —>

order r -> least_upper_bound r (doubleton x y) y.
Lemma inf_comparable r x y: gle r x y —>

order r -> greatest_lower_bound r (doubleton x y) x.
Lemma sup_comparablel r x y: order r -> gler xy > supr xy =y.
Lemma inf_comparablel r x y: order r -> gle r x y -> inf r x y = x.
Lemma infimum_singleton r x:

order r -> inc x (substrate r) -> infimum r (singleton x)
Lemma supremum_singleton r x:

order r -> inc x (substrate r) -> supremum r (singleton x) = x.
Lemma total_order_lattice r: total_order r -> lattice r.
Lemma total_order_counterexample (r := (subp_order C2)):

lattice r /\ ~ (total_order r).
Lemma total_order_directed r:

total_order r -> (right_directed r /\ left_directed r).

I
o]

Obviously, sup and inf are commutative. If E has a least (or greatest) element e, we can
always compute sup(x, e) and inf(x, e).

Lemma inf C r x y: inf r x y = inf r y x.

Lemma sup_ Cr x y: supr X y = sup r y X.

Lemma least_greatest_pr r (E := substrate r): order r ->
[/\ (has_least r —>

forall a, inc a E -> sup r (the_least r) a = a),
(has_greatest r ->
forall a, inc a E -> inf r a (the_greatest r) = a),

(has_least r ->

forall a, inc a E -> inf r (the_least r) a = (the_least r))&
(has_greatest r ->

forall a, inc a E -> sup r a (the_greatest r) = (the_greatest r))].

Consider now a property p and arelation, denoted <. We assume that < is antisymmetric,
transitive, reflexive on p and total on p (i.e., p(x) implies x < x, p(x) and p(y) imply x < y or
y < x). Note: in case p(x) is equivalent to x € E for some set R, the assumptions say that E
is totally ordered, In this case, the quantities min and max introduced here are equal to the
binary inf and sup.

Section Gminmax.
Variable p:property.
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Variable r:relation.

Hypothesis orA: forall x y, T Xy ->ry x —> X =Y.
Hypothesis orR: forall a, p a ->r a a.

Hypothesis orT:forall bac, rab ->rbc->rac.
Hypothesis orTe: forall a b, pa ->pb->rab\/rba.

We define max(x, y) as y if x < y, as x otherwise. If x and y satisfy g, so does max(x, y); we
consider three special cases: ¢ is p, or g says that its argument is in a set E, or g says that the
argument is < z. If x < y then max(x, y) = y by definition and max(y, x) = y by antisymmetry.
We define min(x, y) similarly; the same properties hold.

Definition Gmax x y:= Yo (r x y) y x.
Definition Gmin x y:= Yo (r x y) x y.

Lemma Gmax_S x y: px -> py —> p (Gmax x y).

Lemma Gmin S x y: px > py —> p (Gmin x y).

Lemma Gmax_E x y E: inc x E -> inc y E -> inc (Gmax x y) E.
Lemma Gmin_E x y E: inc x E -> inc y E -> inc (Gmin x y) E.
Lemma Gmax_p0 x y z: r x 2z > r y z -> r (Gmax x y) z.
Lemma Gmin_p0 x y z: rzx ->r zy ->r z (Gmin x y).
Lemma Gmax_xy x y: r Xy —> Gmax x y = y.

Lemma Gmax_yx x y: r y x -> Gmax x y = X.

Lemma Gmin_xy x y: r x y -> Gmin X y = X.

Lemma Gmin_yx x y: r y x -> Gmin X y = y.

Assume that x and y satisfy p. Since the order is total, we have max(x, y) = max(y, x);
x < max(x,y), y < max(x, y). We have associativity, and a distributivity property between
max and min.

Lemma GmaxC x y: p x -> p y -> Gmax x y = Gmax y Xx.
Lemma GminC x y: p x -> p y —> Gmin x y = Gmin y x.
Lemma Gmax_pl x y: px > py > r x (Gmax x y) /\ r y (Gmax x y).
Lemma Gmin_pl x y: px > py ->r (Gmin x y) x /\ r (Gmin x y) y.
Lemma GmaxA x y z: pX ->py —>pz —>

Gmax x (Gmax y z) = Gmax (Gmax x y) z.
Lemma GminA x y z: pX ->py —>pz —>

Gmin x (Gmin y z) = Gmin (Gmin x y) z.

Lemma Gminmax x y z:

PX->py-—>pz->

Gmin x (Gmax y z) = Gmax (Gmin x y) (Gmin x 2z).
Lemma Gmaxmin x y z: px ->py —>p z —>

Gmax x (Gmin y z) = Gmin (Gmax x y) (Gmax x z).
End Gminmax.

We show here additional properties of a lattice. In particular, we have associativity of sup
and inf. Note that sup(inf(x, y), y) = y, and inf(inf(x, y), y) = inf(x, y), since inf(x, y) < y. If X
has a supremum, then XU {a} has a supremum.

Section LatticeProps.
Variables (r: Set).

Hypothesis 1lr: lattice r.
Let E := substrate r.
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Lemma lattice_props:
( (forall x y, inc x E-> inc y E -> inc (sup r x y) E)
/\ (forall x y, inc x E-> inc y E -> inc (inf r x y) E)
/\ (forall x y, inc x E-> inc yE ->supr (inf rxy) y = y)
E->
X

/\ (forall x y, inc x inc yE > inf r (suprxy)y=y)
/\ (forall x y z, inc x E-> inc y E -> inc z E —>
supr x (supryz) =supr (supr xy) z)
/\ (forall x y z, inc x E-> inc y E -> inc z E >
inf r x (inf r y z) = inf r (inf r x y) 2z)
/\ (forall x, inc x E -> sup r x x = x)
/\ (forall x, inc x E -> inf r x x = x)
/\ (forall x y, inc x E-> inc yE ->supr (supr xy) x = sup r x y)
/\ (forall x y, inc x E-> inc y E -> inf r (inf r x y) x = inf r x y)

o]

).
Lemma sup_monotone a b c:
incaE ->glerbc->gler (suprab) (supr ac).
Lemma inf monotone a b c:
inc a E -> gler b c->gler (inf r a b) (inf r a c).
Lemma lattice_finite_supl X x a:
sub X E -> least_upper_bound r X x -> inc a E >
least_upper_bound r (X +s1 a) (sup r x a).
Lemma lattice_finite_infl X x a:
sub X E -> greatest_lower_bound r X x -> inc a E ->
greatest_lower_bound r (X +s1 a) (inf r x a).

End LatticeProps.

We say that a lattice is distributive if there is a distributive law between inf and sup (there
is a symmetry between the two operators). We give here equivalent properties.

Definition distributive_latticel r :=
forall x y z, inc x (substrate r) ->inc y (substrate r) ->
inc z (substrate r) ->
supr x (dnf r y 2z) = inf r (supr x y) (sup r x 2).

Definition distributive_lattice2 r :=
forall x y z, inc x (substrate r) ->inc y (substrate r) ->
inc z (substrate r) ->
inf r x (sup r y z) = sup r (inf r x y) (inf r x 2).
Definition distributive_lattice3 r :=
forall x y z, inc x (substrate r) ->inc y (substrate r) ->
inc z (substrate r) ->
sup r (inf r x y) (sup r (inf r y z) (dnf r z x)) =
inf r (sup r x y) (inf r (sup r y z) (sup r z x)).
Definition distributive_latticed4 r :=
forall x y z, inc x (substrate r) ->inc y (substrate r) ->
inc z (substrate r) ->
glerzx >suprz (@nf rxy)=1idnf r x (supry z).
Definition distributive_latticeb r:=
forall x y z, inc x (substrate r) ->inc y (substrate r) ->
inc z (substrate r) —>
gler (inf r z (sup r x y)) (sup r x (inf r y z)).
Definition distributive_lattice6 r :=
forall x y z, inc x (substrate r) ->inc y (substrate r) ->
inc z (substrate r) —>
inf r (sup r x y) (sup r z (inf r x y))
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=supr (inf r x y) (sup r (inf r y z) (inf r z x)).

A total order is distributive.

Lemma total_order_dlattice r:
total_order r -> distributive_latticel r.

Section DistributivelLattice.
Variable r: Set.
Hypothesis 1lr: lattice r.

Lemma distributive_lattice_propl:

( (distributive_latticel r -> distributive_lattice3 r) /\

(distributive_lattice2 r -> distributive_lattice3 r)).
Lemma distributive_lattice_prop2:

[/\ (distributive_lattice3 r -> distributive_lattice4d r),
(distributive_lattice3 r -> distributive_latticel r) &
(distributive_lattice3 r -> distributive_lattice2 r)].

Lemma distributive_lattice_prop3:

(distributive_lattice3 r <-> distributive_latticeb r).
Lemma distributive_lattice_prop4:

(distributive_lattice3 r <-> distributive_lattice6 r).
End DistributivelLattice.

Proposition 11 [4} p. 147] says that if f is strictly monotone and the order on the source
is total, then f is injective. If f is strictly increasing, it is a morphism (an isomorphism onto
the image). If f is injective and increasing, it is a morphism.

Theorem total_order_monotone_injective f r r’:
total_order r -> strict_monotone_fun f r r’ -> injection f.
Theorem total_order_increasing _morphism f r r’:
total_order r -> strict_increasing_fun f r r’ -> order_morphism f r r’.
Lemma total_order_morphism f r r’:
total_order r -> order r’ ->
injection f -> substrate r = source f -> substrate r’
{inc source f &, fincr_prop f r r’} —>
order_morphism f r r’.
Lemma total_order_isomorphism f r r’:
total_order r -> order r’ ->
bijection f -> substrate r = source f -> substrate r’
{inc source f &, fincr_prop f r r’} ->
order_isomorphism f r r’.

target £ >

target £ >

Proposition 12 [4, p. 147] says that in a totally ordered set E, an element x is the least
upper bound of a subset X if and only if it is an upper bound and, for all y < x, thereisa ze X
such that y<zand z < x.

Theorem sup_in_total_order r X x: total_order r -> sub X (substrate r)->
(least_upper_bound r X x <-> (upper_bound r X x /\
(forall y, glt r y x -> exists z, [/\ inc z X, glt r y z & gle r z x]))).
Theorem inf_in_total_order r X x: total_order r -> sub X (substrate r)->
(greatest_lower_bound r X x <-> (lower_bound r X x /\
(forall y, glt r x y -> exists z, [/\ inc z X, glt r z y & gle r x 2]))).
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2.13 Intervals

There are many definitions of an interval. The set of all x such that a < x < b is called
the closed interval and denoted [a, b]; the set of all x such that a < x < b is called the open
interval and denoted ]a, b[; intervals can be semi open. One can drop one of the conditions,
for instance the set of all x such that x < bis denoted by ], b|, this is an unbounded interval.

The letters o, ¢, u stand for open, close, and unbounded.

Definition interval oo r a b :=

Zo(substrate r)(fun z => glt r a z /\ glt r z b).
Definition interval _oc r a b :=

Zo(substrate r)(fun z => glt r a z /\ gle r z b).
Definition interval _ou r a :=

Zo (substrate r) (fun z => glt r a z).
Definition interval co r a b :=

Zo(substrate r)(fun z => gle r a z /\ glt r z b).
Definition interval cc r a b :=

Zo(substrate r)(fun z => gle r a z /\ gle r z b).

Definition interval_cu r a := Zo (substrate r) (fun z => gle r a z).
Definition interval_uo r b := Zo (substrate r) (fun z => glt r z b).
Definition interval_uc r b := Zo (substrate r) (fun z => gle r =z b).
Definition interval _uu r := Zo (substrate r) (fun z => True).
Definition closed_interval r x := exists a b,

[/\ inc a (substrate r), inc b (substrate r), gler a b &
x = interval_cc r a b].
Definition open_interval r x := exists a b,
[/\ inc a (substrate r), inc b (substrate r), gler a b &
X = interval_oo r a b].
Definition semi_open_interval r x := exists a b,
[/\ inc a (substrate r), inc b (substrate r), gler a b &
(x = interval_ oc r a b \/ x = interval_co r a b)].
Definition bounded_interval r x := closed_interval r x \/
open_interval r x \/ semi_open_interval r x.
Definition left_unbounded_interval r x :=
exists2 b, inc b (substrate r)& (x = interval _ uc r b \/ x
Definition right_unbounded_interval r x :=
exists2 a, inc a (substrate r)& (x = interval_cu r a \/ x
Definition unbounded_interval r x :=
left_unbounded_interval r x \/ right_unbounded_interval r x \/
x = interval_uu r.
Definition interval r x :=
bounded_interval r x \/ unbounded_interval r Xx.

interval uo r b).

interval_ou r a).

A non-empty interval [a, b] has a least and greatest elements, which are a and b respec-
tively.

Lemma the_least_interval r a b: order r ->
gle r a b -> (the_least_induced r (interval_cc r a b)) = a.
Lemma the_greatest_interval r a b: order r ->
gle r a b -> the_greatest (induced_order r (interval_cc r a b)) = b.

A closed interval is never empty; however [a, al, 1a, al and ]a, a[ are empty.
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Lemma nonempty_closed_interval r x:

order r -> closed_interval r x —-> nonempty Xx.
Lemma singleton_interval r a:

order r -> inc a (substrate r) -> singletonp (interval_cc r a a).
Lemma empty_interval r a:

order r -> inc a (substrate r) ->

[/\ empty (interval_co r a a), empty (interval_oc r a a) &

empty (interval_oo r a a)l.

The only non trivial result here is Proposition 13 [4} p. 148] that says that, in a lattice, the
intersection of two intervals is an interval.

Let’s say that an interval is of type Lif it is left unbounded, of type R ifit is right unbounded
(the interval U =] —, — [ is of both types, and U nX = X for any interval X). Obviously, each
interval is the intersection of two intervals of type L and R (if the interval is unbounded,
consider intersection with U). The intersection of two intervals is thus of the form (L; nR;)n
LonRy) =@ NnL)N R NRy). This is of the form L3 NRs.

Definition lu_interval r x :=

X = interval_uu r \/ left_unbounded_interval r x.
Definition ru_interval r x :=

x = interval_uu r \/ right_unbounded_interval r x.

Lemma setI_il r x:
interval r x -> x \cap (interval_uu r) = x.

Lemma setl_i2 r x:
interval r x ->
(exists u v, [/\ lu_interval r u, ru_interval r v &

u \cap v = x]).

Lemma setI_i3 r x y: lattice r ->
left_unbounded_interval r x -> left_unbounded_interval r y ->
left_unbounded_interval r (x \cap y).

Theorem setI_interval r x y:
lattice r -> interval r x -> interval r y —>
interval r (x \cap y).
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Chapter 3

Well-ordered sets

This chapter defines the notion of a well-ordering, and the lexicographic ordering of a
product of ordered sets. We show Zermelo’s theorem (there exists a well-ordering) and Zorn’s
lemma (every inductive ordered set has a maximal element). These theorems are equivalent
to the axiom of choice, thus are non-constructive. We introduce the principle of transfinite
induction: given a well-ordered set and a term T, there exists a unique function f such that
f(x) is T(f}), where f} is the restriction of f to the set of all y such that y < x.

3.1 Segments of a well-ordered set

The Bourbaki definition is the following:

«A relation Rix, yi is said to be a well-ordering relation between x and y if R is an order
relation between x and y and if for each non-empty set E on which Rix, y{ induces an order
relation, E, ordered by this relation, has a least element. A set E ordered by an ordering I" is
said to be well-ordered if the relation y € I'(x) is a well-ordering between x and y; I is then
said to be a well-ordering on E.»

Recall that an ordering I' is a correspondence, whose graph G is an order. The relation
y € I'(x) is the same as (x,y) € G. We shall not consider I' in what follows. The condition
“Rix, y{ induces an order relation on E” is equivalent to “if x € E then Rix, x{”. We can then
restate the definitions as:

Arelation x < y is a well-order relation, if it is an order relation, and whenever E is a non-
empty set such that x € E implies x < x, then < has a least element. A graph G is a well-order
on X if it is an order on X, and for any non-empty subset E of X, Gg has a least element.
Here <g is the order on E, induced by < and Gg is the order on E induced by G. These two
definitions are related by: if < is a well-order relation, if x € E implies x < x, then < is a
well-order on E.

Definition worder_r (r: relation) :=
order_r r /\ forall x, {inc x, reflexive_r r} -> nonempty x ->
has_least (graph_on r x).
Definition worder r :=
order r /\ forall x, sub x (substrate x) -> nonempty x ->
has_least (induced_order r x).
Definition worder_on G E := worder G /\ substrate G = E.

Lemma worder_or r: worder r -> order r.
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Lemma wordering pr r x:
worder_r r -> {inc x, reflexive_r r} ->
worder_on (graph_on r x) x.
Lemma worder_prop r x: worder r -> sub x (substrate r) -> nonempty x ->
exists2 a, inc a x & (forall b, inc b x -> gle r a b).
Lemma worder_prop_eff r x (a := the_least_induced r x):
worder r -> sub x (substrate r) -> nonempty x —->
inc a x /\ (forall b, inc b x -> gle r a b).
Lemma worder_prop_rev r: order r —>
(forall x, sub x (substrate r) -> nonempty x —>
exists2 a, inc a x & (forall b, inc b x -> gle r a b)) ->
worder r.
Lemma worder_invariance r r’:
r \Is r’ -> worder r -> worder r’.

Let E be a well-ordered set, p a predicate, A the set of x € E that do not satisfy p. If A is
empty, then p is true on E, otherwise there exists x € E such that p(x) is false, but p(y) is true
for y < x.

Lemma worder_prop2 r (p:property): worder r ->
(forall x, inc x (substrate r) -> p x) \/
(exists x, [/\ inc x (substrate r), ~p x & forall y, glt r y x -> p yl).

Examples. The empty set is a well-order on the empty set (note that any order on ¢ is @).

Lemma setO_osr: order_on emptyset emptyset.
Lemma setO_wor: worder_on emptyset emptyset.
Lemma empty_substrate_zero x: substrate x = emptyset -> x = emptyset.

There is a unique order on a singleton {x}, namely {(x, x)}. Thus all singletons are order-
isomorphic.

Lemma setl_wor x: worder_on (singleton (J x x)) (singleton x).
Lemma setl_order_isO r x:

order r -> substrate r = singleton x -> r = singleton (J x x).
Lemma setl_order_is x y:

(singleton (J x x)) \Is (singleton (J y y)).
Lemma setl_order_isl r:

order r -> singletonp (substrate r) ->

exists x, r = singleton (J x x).
Lemma setl_order_is2 r r’:

order r -> order r’ ->

singletonp (substrate r) -> singletonp (substrate r’) ->

r \Is r’.
Lemma worder_setl r e: order_on r (singleton e) -> worder r.

Bourbaki notes that a totally ordered set with two elements is well-ordered. In fact, it
contains a and b such that a < b, so that the graph is the set with three elements (a, a), (a, b)
and (b, b). All total orders on sets with two elements are isomorphic. We consider here the
case where a and b are the elements of the doubleton C2.

Definition canonical_doubleton_order :=
(tripleton (J CO CO) (J C1 C1) (J CO C1)).
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Lemma cdo_gleP x y:

gle canonical_doubleton_order x y <->

N/ x=C /\Ny=¢C0, (x=C/\Ny=2¢C1) | (x=C0 /\y=C1].
Lemma cdo_wor: worder_on canonical_doubleton_order C2.

Basic properties. A well-order on E is total (any subset with two elements has a least ele-
ment, thus the elements are comparable). Every subset of E bounded above has a supremum;
every non-empty subset has a least element; every subset is well-ordered by the induced or-
der. Moreover, adjoining a greatest element to a well-order yields a well-order.

Lemma worder_total r: worder r -> total_order r.
Lemma worderr_total r x y: worder r r > r X X > r yy —>
rxy\V/ ryx.
Lemma worder_hassup r A: worder r -> sub A (substrate r) ->
bounded_above r A -> has_supremum r A.

Lemma induced_wor r A: worder r -> sub A (substrate r) ->
worder (induced_order r A).

Lemma worder_adjoin_greatest r a: worder r -> ~ (inc a (substrate r)) ->
worder (order_with_greatest r a).

Lemma worder_least r: worder r -> nonempty (substrate r) ->
has_least r.

Existence of awell-order. In 1908, Ernst Zermelo presented an alternative, simpler proof of
his theorem (see [27] pages 183-189]), (see also page[525). On each set, there is a well-order,
that depends explicitly on rep, the axiom of choice.

Definition segment_r r x:= interval_cu r x.
Lemma segment_rP r x y: inc y (segment_r r x) <-> gle r x y.

Definition Zermelo_like r:= worder r /\
forall x, inc x (substrate r) -> rep (segment_r r x) = x.
Definition Zermelo_chain E F :=
let p := fun a => a -s1 (rep a) in
[/\ sub F (\Po E), inc E F,
(forall A, inc A F -> inc (p A) F)
& (forall A, sub A F -> nonempty A -> inc (intersection A) F)].
Definition worder_of E :=

let om := intersection (Zo (\Po (\Po E)) (Zermelo_chain E)) in
let d:= fun x => intersection (Zo om (sub x)) in
let R := fun x => d (singleton x) in

graph_on (fun x y => (sub (R y) (R x))) E.

Lemma Zermelo_ter E (r := worder_of E):
worder_on r E /\ Zermelo_like r.

Uniqueness properties of isomorphisms. Consider two ordered sets E, E/, two strictly in-
creasing functions f and g, that map E onto a same subset of E'. If E is well-ordered then
f = g. For otherwise, there would be a least x such that f(x) # g(x). Since f and g have
the same range, there is y such that f(x) = g(y) and z such that g(x) = f(z). By definition
of x, if y < x, then f(y) = g(y), and by injectivity of f, we get x = y, absurd. Thus x < y and
g(x) < g(y). Thisis g(x) < f(x). The same argument says f(x) < g(x), absurd.
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Hence: if E is well-ordered there is a unique order isomorphism E — E’. The conclusion
holds also when E’ is well-ordered, since the inverse function of f maps the well-order E’
onto a well-order.

Example. The order isomorphisms Z — Z are all functions of the form x — x + a. These
functions are obviously order isomorphisms. Consider an isomorphism g, let a = g(0) and
f(x) =x+a.If x<0then g(x) < aand if x > 0 then g(x) > a. Since g is surjective, every y = a
has the form y = g(x) for x = 0. Since N is well-ordered and the restrictions of f and g to N
have the same range, we deduce f(x) = g(x) for x = 0. Consider now x — —g(—x) for x > 0.
This is a strictly increasing function, thus f = g (see section[8.7).

Lemma strict_increasing _extens f g r r’:
strict_increasing_fun f r r’-> strict_increasing fun g r r’ -> worder r —>
Imf £f = Imf g —>
f=g.

Lemma iso_unique r r’ f f’:
worder r -> order_isomorphism f r r’ -> order_isomorphism f’ r r’ ->
f=1.

Lemma iso_unique_bis r r’ f f’:
worder r’ -> order_isomorphism f r r’ -> order_isomorphism f’ r r’ ->
f=1.

Segments. A segment S in an ordered set E is a subset of E such that, if x € S and y < x,
then y € S. If x € E, the set of all y such that y < x is a segment, it is called the segment with
endpoint x, and denoted ] —, x[ or S. The set of all y such that y < x is a also a segment, it is
denoted ]+, x].

Definition segmentp r s :=

sub s (substrate r) /\ forall x y, inc x s -> gle r y x -> inc y s.
Definition segment r x := interval_uo r x.
Definition segmentc r x := interval_uc r x.

We list some properties of segments of an ordered sets. Note that @, E, the union of
segments, and the intersection of segments, are segments.

Lemma 1lt_in_segment r s x y:
segmentp r s -> inc x 8 -> glt r y x -> inc y s.
Lemma inc_segment r x y: inc y (segment r x) -> glt r y x.
Lemma not_in_segment r x: ~ inc x (segment r x).
Lemma sub_segment r x: sub (segment r x) (substrate r).
Lemma sub_segmentl r s: segmentp r s -> sub s (substrate r).
Lemma sub_segment2 r x y: sub (segment (induced_order r x) y) x.
Lemma segment_inc r x y: glt r y x -> inc y (segment r x).
Lemma segmentP r x y: inc y (segment r x) <-> glt r y x.
Lemma segmentcP r x y: inc y (segmentc r x) <-> gle r y x.
Lemma inc_bound_segmentc r x: order r -> inc x (substrate r) ->
inc x (segmentc r x).
Lemma 1lt_in_segment2 r x s y:
segmentp r s -> inc x s -> inc y (segment r x) -> inc y s.
Lemma sub_segmentc r x: sub (segmentc r x) (substrate r).
Lemma segmentc_pr r x: order r -> inc x (substrate r) ->
(segment r x) +sl x = segmentc r x.
Lemma setO_segment r: segmentp r emptyset.
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Lemma substrate_segment r: segmentp r (substrate r).
Lemma setl_segment r s:

(alls s (segmentp r)) -> segmentp r (intersection s).
Lemma setU_segment r s:

(alls s (segmentp r)) -> segmentp r (union s).
Lemma setUf_segment r j s:

(alls j (fun x => segmentp r (s x))) segmentp r (unionf j s).
Lemma subsegment_segment r s s’: order r —>

segmentp r s -> segmentp (induced_order r s) s’ -> segmentp r s’.
Lemma segment_segment r x: order r -> segmentp r (segment r x).
Lemma segmentc_segment r x: order r -> segmentp r (segmentc r x).

Proposition 1 [4, p. 149] says: In a well-ordered set E, every segment of E other than E
itselfis an interval | —, al, where a € E. In what follows, we sometimes say that X is an initial
segment instead of: X is a segment of E other than E itself; this being equivalent to: X has the
form S, for some x.

Theorem well_ordered_segment r s: worder r -> segmentp r s —>

s = substrate r \/ (exists2 x, inc x (substrate r) & s = segment r x).
Lemma segment_alt r x a: least r a ->

segment r x = interval_co r a x.

Some useful lemmas. We consider a well-ordered set. If S and S’ are segments, then S < S’
orS' cS. If S8/, if x € S, the segments with endpoint x in S or S’ coincide. If x < y, then
SxcSyand Sy xS, Sy, xSy. Ifz<yand y €S, then z€S,. The set ]+, x] is a segment. If S
is a segment and x € S, then Sy is the segment with endpoint x for the order induced on S. It
is also the segment with endpoint x for the order induced on ]«—, y] or ] —, y[if x < y.

Lemma segment_monotone r x y: order r -> gle r x y —>
sub (segment r x) (segment r y).

Lemma segment_dichot_sub r x y:
worder r -> segmentp r x —-> segmentp r y —>
(sub x y \/ sub y x).

Lemma le_in_segment r x y z: order r -> inc x (substrate r) ->
inc y (segment r x) -> gle r z y -> inc z (segment r x).
Lemma coarse_segment_monotone r x y: order r -> gle r x y —>

sub (coarse (segment r x)) (coarse (segment r y)).
segmentp r (segment_c r x).
Lemma segment_induced_a r s x:
segmentp r s -> inc x 8 —>
segment (induced_order r s) x = segment r Xx.
Lemma segment_induced r a b: order r -> glt r b a >
segment (induced_order r (segment r a)) b = segment r b.
Lemma segment_inducedl r a b: order r -> glt r b a >
segment (induced_order r (segmentc r a)) b = segment r b.

In a totally ordered set E, the union of all initial segments is E (when E has no greatest
element) or E — {a} (if a is the greatest element of E).

Definition segmentss r:=
fun_image (substrate r) (segment r).

Lemma union_segments r (E := substrate r)(A := union (segmentss r)):
total_order r ->
( (forall x, ~ (greatest r x)) -> A = E)
/\ (forall x, greatest r x -> A = E -sl1 x).
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Well-order on the set of segments. Consider first a totally ordered set. Then x — Sy is
strictly increasing (when the target is ordered by inclusion) hence injective.

Lemma segment_monotonel r x y: total_order r —>
inc x (substrate r) -> inc y (substrate r) ->
sub (segment r x)(segment r y) -> gle r x y.

Lemma segment_injective r : total_order r ->
{inc (substrate r) &, injective (segment r) }.

Proposition 2 of [4, p. 149] says The set E* of segments of a well-ordered set E is well-
ordered by inclusion. The mapping x — Sy is an isomorphism of the well-ordered set E onto
the set of segments of E other than E itself. The previous lemma says that the set of all Sy is
isomorphic to E, thus well-ordered. since E* is the set of all Sy to which a greatest element
has been added. Thus E* is well-ordered.

Definition segments r:=

(segmentss r) +sl (substrate r).
Definition segments_iso r:=

Lf(segment r) (substrate r) (segmentss r).

Lemma inc_segmentsP r: worder r -> forall x

(segmentp r x <-> inc x (segments r)).
Lemma segmentc_insetof r x: worder r -> inc (segmentc r x) (segments r).
Lemma segment_insetof r x: worder r -> inc (segment r x) (segments r).
Lemma sub_segments r x: worder r ->

inc x (segments r) -> sub x (substrate r).
Theorem segments_iso_is r: worder r —->

order_isomorphism (segments_iso r) r (sub_order (segmentss r)).
Theorem segments_worder r: worder r —>

worder (sub_order (segments r)).

Common order extension. We state Lemma 1 [4} p. 150]. Let Xq)aea be a family of ordered
sets, directed with respect to the relation . Suppose that, for each pair of indices (o, ) such
that X < Xg, the ordering induced on Xy by that of Xg is identical with the given ordering on

Xq. Under these conditions there exists a unique ordering on the setE = |_J X which induces
aEA
the given ordering on each Xy.

If Xq) is a family of orders, we denote the substrate by E, and the order by Go. We say
that the family is monotone if, whenever Eq < Eg, then Gg, restricted to Eq, is G. We say
that the family is directed if for all a and {3, there is y such that Eq < Ey and Eg < Ey. We also
consider a stronger condition: Eq is a segment of Eg or Eg is a segment of Eq.

Definition worder_fam g := allf g worder.
Definition order_extends r r’ := r = induced_order r’ (substrate r).
Definition monotone_order_fam g :=
forall a b, inc a (domain g) -> inc b (domain g) ->
sub (substrate (Vg g a)) (substrate (Vg g b)) ->
order_extends (Vg g a) (Vg g b)

Definition common_extension_order g h:=
[/\ order h, substrate h = unionf (domain g) (fun a => substrate (Vg g a))
& (forall a, inc a (domain g) -> order_extends (Vg g a) h)].

Definition common_extension_order_axiom g :=
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[/\ order_fam g,

(forall a b, inc a (domain g) -> inc b (domain g )-> exists c,
[/\ inc ¢ (domain g), sub (substrate (Vg g a)) (substrate (Vg g c))

& sub (substrate (Vg g b)) (substrate (Vg g c))])
& monotone_order_fam g].
Definition common_worder_axiom g:=

[/\ worder_fam g,

(forall a b, inc a (domain g) -> inc b (domain g) ->
segmentp (Vg g a) (substrate (Vg g b))
\/ segmentp (Vg g b) (substrate (Vg g a)))

& monotone_order_fam g].

Existence and uniqueness are easy to prove.

Lemma order_mergel g :

common_extension_order_axiom g -> common_extension_order g (unionb g).
Lemma order_merge2 g: common_extension_order_axiom g ->

uniqueness (common_extension_order g).

We consider now Proposition 3 [4, p. 149]. It says Let (X,)\e1 be a family of well-ordered
sets such that for each pair of indices (1,x) one of the sets X,, X is a segment of the other. Then

there exists a unique ordering on the set E = | JX, which induces the given ordering on each of
L€l
theX,. Endowed with this ordering, E is a well-ordered set. Every segment of X, is a segment of

E; for each x € X,, the segment with endpoint x in X is equal to the segment with endpoint x in
E; and each segment of E is either E itself or a segment of one of theX,.

Existence and uniqueness follows from the previous case.

Lemma order_merge3 g:

common_worder_axiom g -> common_extension_order_axiom g.
Lemma order_merge4 g:

common_worder_axiom g -> common_extension_order g (unionb g).
Lemma order_mergeb g: common_worder_axiom g —>

uniqueness (common_extension_order g).

Let x be in the E, say x € Eq. If y <4 x then y < x, where < is the order of E. Conversely, if
¥ < x, there is some {3 such that y € Eg and y <g x; but Eg is a substrate of Eq, or the converse.
In any case this implies y € Eq and y <4 x, thus the result.

Theorem worder_merge g (G := unionb g):
common_worder_axiom g ->
[/\ (common_extension_order g G),
worder G,
(forall a x, inc a (domain g) -> segmentp (Vg g a) x
-> segmentp G x),
(forall a x, inc a (domain g) -> inc x (substrate (Vg g a)) ->
segment (Vg g a) x = segment G x)
& (forall x, segmentp G x —>
x = substrate G \/ exists2 a, inc a (domain g) & segmentp (Vg g a) x)].

Comparing well-ordered sets. Let I(u, v, f) be the property that f is an order isomorphism
from u onto a segment w of v. We shall give several variants of the following theorem: if E
and F are well-ordered sets, then either there is f such that I(E,E f) or there is f such that
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I(EE, f). We first implemented the Bourbaki version (see page that uses Zorn’s lemma;
we then used a definition by transfinite induction (see page this uses a weak variant of
the axiom of choice; we implemented Cantor’s version (see page and following). In this
section, we give a variant that is independent of the axiom of choice.

We first give a variant of I(«, v, f) in the form: f is an order morphism u — v and the
image is a segment.

Definition iso_seg _mor rl r2 f :=
segmentp r2 (Imf f) /\ order_morphism f rl r2.
Definition iso_seg_iso rl r2 f :=
segmentp r2 (target f) /\
order_isomorphism f rl1 (induced_order r2 (target f)).

Lemma isomorphism_to_morphism f r r’ x
(F := (Lf (Vf £) (substrate r) (substrate r’))):
order r -> order r’ ->
sub x (substrate r’) ->
order_isomorphism f r (induced_order r’ x) ->
(order_morphism F r r> /\ Imf F = x).

Lemma iso_seg_mor_prop rl r2 f:
order rl -> order r2 -> iso_seg mor rl r2 f ->
iso_seg_iso rl r2 (restriction_to_image f).
Lemma iso_seg_iso_prop rl r2 f:
order rl -> order r2 -> iso_seg_iso rl r2 £ ->
iso_seg_mor rl r2(Lf (Vf f) (substrate rl) (substrate r2)).

We can refine the theorem as: either there is y € F and an isomorphism E — S, or there
is x € E and an isomorphism S, — E, or there is an isomorphism E — F. We give here some
small lemmas about the order of initial segments.

Definition seg_order r x := (induced_order r (segment r x)).

Lemma seg_order_osr r x: order r ->
order_on (seg_order r x) (segment r x).
Lemma seg_order_wor r x: worder r ->
worder (seg_order r x).
Lemma seg_order_wosr r X: worder r ->
worder_on (seg_order r x) (segment r x).
Lemma seg_order_trans r a b: order r -> glt r a b —>
seg_order (seg_order r b) a = seg_order r a.

The purpose now is to prove a theorem of the form: there is f (given by an explicit for-
mula) that satisfies some property. This property cannot be “I(E,E f) or I(EE, f)” because it
would imply that f is a function whose source is E or F, but the formula that defines f clearly
says which alternative holds; so it is of the form “I(E,E f) or (EE, f ~1y” and we use the vari-
ant where f is an isomorphism. So we prove: f is an order isomorphism of a segment of E
onto a segment of F; one of the segments being E or F.

We construct the graph g of f. It satisfies: g is a graph, its domain is a segment of E, its
range is a segment of F, and g is monotone. Let T be the set of all these graphs.

Section IsoSeg.
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Variables rl r2: Set.
Hypothesis (worl: worder rl) (wor2: worder r2).

Definition iso_graph g :=
[/\ sgraph g, segmentp rl (domain g), segmentp r2 (range g) &
forall abcd, inc (Jab) g ->inc (Jcd) g >
(gle rl a ¢ <> gle r2 b d)].
Definition iso_graphs :=
Zo (\Po ((substrate rl) \times (substrate r2))) iso_graph.

We start with trivial facts. If (a,b) € g, and ¢ < b, then b is in the range of g, which is a
segment, so there is d such that (d, c) € g. Since the graph is monotone, we deduce d < a.
Assume that we have two graphs X and Y, (a,b) € X, (c,d) € Y; then the first component
compare the same as the second component. Proof. assume a < c and d < b. Thereise< a
such that (e, d) € X. There is then f such that f < d and (e, f) in Y. Consider the least d such
that exists a, b, c such that the previous conditions hold; we have found f, satisfying the
same properties, but smaller; absurd.

It is immediate that the union of T belongs to T, hence is the greatest element of T. Now,
the domain or range of the union is the substrate of one order. For otherwise, let a be the
element of E not in the domain, b the least element of F not in the range; and add (a, b) to
the graph. We obtain an element of T; contradiction with maximality.

Lemma iso_graph_injl g a b c: inc g iso_graphs —>
inc (Jac)g->inc (Jbc) g->a-=h.

Lemma iso_graph_inj2 g a b c: inc g iso_graphs ->
inc (Jca)g->inc (Jcb) g->a-=h.

Lemma iso_graph _monl g a b c¢: inc g iso_graphs —>
inc (Jab) g->gltr2cb >
exists2 d, glt r1 d a & inc (J d c) g.

Lemma iso_graph_mon2 g a b c: inc g iso_graphs ->
inc (Jab)g->gltrlca-—>
exists2 d, glt r2 d b & inc (J c d) g.

Lemma iso_graph_mon4 gl g2 a b c d:
inc gl iso_graphs -> inc g2 iso_graphs —>
inc (J ab) gl -> inc (J c d) g2 —>
(gle r1 a c <-> gle r2 b d).

Lemma iso_graph_stableU:
inc (union (iso_graphs)) (iso_graphs).

Lemma iso_graph_maxU (U := (union (iso_graphs))):
domain U = substrate rl \/ range U = substrate r2.
Lemma iso_graph_prop (f := iso_seg_fun):

[/\ segmentp rl (source f), segmentp r2 (target f),
source f= substrate rl \/ target f = substrate r2 &
order_isomorphism f (induced_order rl (source f))

(induced_order r2 (target £))].
End IsoSeg.

We can now state our theorem in two forms.

Lemma isomorphism_worder_exists_vl r r’ (f := iso_seg_fun r r’):
worder r -> worder r’ ->
iso_seg_iso r r’ f \/ iso_seg_iso r’ r (inverse_fun f).

Lemma isomorphism_worder_exists_v2 r r’: worder r -> worder r’ ->
(exists f, iso_seg mor r r’ f) \/ (exists f, iso_seg_mor r’ r f).
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Corollary: if F is a subset of a well-ordered set E, then f is a isomorphism of F into a
segment of E (note that if the target T of f is E, then f(x) < x whenever x is in the source S of
f; as this is a segment, it follows S = F). Note that if g is an order isomorphism F — E, then
x < g(x] for every x.

Lemma isomorphism_worder_sub r E (r’ := induced_order r E):
worder r -> sub E (substrate r) —>
iso_seg_iso r’ r (iso_seg_fun r’ r).

Lemma fsincr_wor_prop r X f: worder r -> sub X (substrate r) ->
order_isomorphism f r (induced_order r X) ->
forall x, inc x (substrate r) -> gle r x (Vf f x).

3.2 The principle of transfinite induction

The next result is Lemma 2 [4, p. 151]. LetE be a well-ordered set and S a set of segments
of E with the following properties: (1) every union of segments belonging to S belongs to S;
(2) ifSy € G, then—,x[U {x} € &. Then every segment of E belongs to &. Proof. Assume, by
contradiction, that the set of segments not in G is non-empty. There is then a least element
forinclusion, say Y. Assume first that Y has a greatest element. ThenY =], a], but]—, al € &
by minimality. Assume that Y has no greatest element. Since Y is a well-ordered set, it is the
union of all Sy for x € Y. By minimality, S € &; and the union is also in &.

Section TransfinitePrinciple.
Variables r s: Set.
Hypothesis wor: worder r.
Hypothesis u_stable: forall s’, sub s’ s -> inc (union s’) s.
Hypothesis adj_stable:
(forall x, inc x (substrate r)-> inc (segment r x) s -> inc (segmentc r x) s).

Lemma transfinite_principlel x: segmentp r x -> inc x s.
Lemma transfinite_principle2: inc (substrate r) s.
End TransfinitePrinciple.

We deduce [4}, p. 151] C59. (Principle of transfinite induction). Let Rix} be a relation in
9 (x not being a constant of I ) such that the relation

(xeEand(Vy)(yeE andy < x) = Riyi) = Rixi

is a theorem in 9 . Under these conditions, the relation (x € E) = Rix} is a theorem in J .

Theorem transfinite_principle r (p:property) (E:= substrate r):
worder r ->
(forall x, inc x E -> (forall y, inc y E > glt ryx ->p y) -> p x) —->
forall x, inc x E -> p x.

Definition by transfinite induction. In what follows we consider a well-ordered set E, and
for x € E the segment S, (formed of elements < x). If f is a function we denote by f* the
surjective restriction of f to Sy. Then:

Criterion C60 (Definition of a mapping by transfinite induction) [4, p. 151]: Let u be a letter,
Tiui a term in the theory I (in which E is a set well-ordered by a relation denoted <). There
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exists a set U and a mapping f of E onto U such that for all x € E we have f(x) = T§fW]4.
Furthermore the set U and the mapping f are uniquely determined by these conditions.

We can convert the criterion into a theorem by assuming that T is of type Set—Set, so
that T{u} can be rewritten as T(u), and the condition becomes f(x) = T(f(x)). Note that f
is a mapping of E onto U says that f is a surjection and U is the target. So, if f exists, then
U exists, if f is unique, then U is unique. In what follows we do not mention U. Note that a
surjective function is uniquely determined by its graph, so that we consider a variant of C60,
where g is a graph; moreover T takes a graph as argument. Denote by g, the restriction of a
graph g to Sy. In this case, C60 says; there is a unique functional graph with domain E such
that g(x) = T(g(x) onE.

We explain here how to get a surjective function from a graph.
Definition fgraph_to_fun f:= triple (domain f) (range f) f.

Lemma fgraph_to_fun_ev f x: Vf (fgraph_to_fun f) x = Vg f x.
Lemma fgraph_to_fun_source f: source (fgraph_to_fun f) = domain f.
Lemma fgraph_to_fun_fs f: fgraph f -> surjection (fgraph_to_fun f).
Lemma fgraph_to_fun_restr f s:

function f -> sub s (source f) ->

restrictionl f s = fgraph_to_fun (restr (graph f) s).

We show equivalence of the two variants of C60.

Definition transfinite_def r (T: fterm) f:=

[/\ surjection f, source f = substrate r &

forall x, inc x (substrate r) -> Vf f x = p (restrictionl f (segment r x))].
Definition transfiniteg_def r (T: fterm) f :=

[/\ fgraph f, domain f = substrate r &

forall x, inc x (substrate r) -> Vg f x = T (restr_to_segment r x f)].

Lemma transfinite_def_propl r T f:

transfiniteg def r T £ <->

transfinite_def r (T \o graph) (fgraph_to_fun f).
Lemma transfinite_def _prop2 r T f:

transfinite_def r T £ ->

transfiniteg def r (T \o fgraph_to_fun) (graph f).

Uniqueness is easy (consider the least element for which the functions differ).

Lemma transfiniteg _unique r T : worder r ->
uniqueness (transfiniteg def r T).

Lemma transfinite_unique r T : worder r ->
uniqueness (transfinite_def r T).

Existence. We fix here the well-ordered set E, the functional term T, and consider the
property .Z (S, f) that says that S is a segment of E, f a functional graph and f(x) = T(fx)
whenever x € S. If S is the segment with endpoint x, S’ =S U {x}, there is a graph f, such that
Z(S', f1) holds. If & is a set of segments and .# (S, fs) holds for every S € &, then £ (JS,U fs)
holds. (proof: consider two segments S and S/, x € SNS’: we may assume S < S'; then, by
uniqueness fs is the restriction of fs' to S: hence fs(x) = fs/(x); this shows that U fs is a
functional graph).

Lemma transfinite_aux2 r T s (tdf: fterm) : worder r -> (* 58 %)
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(alls s (segmentp r)) ->
(forall z, inc z s -> transfiniteg_def (induced_order r z) T (tdf z)) ->
let £ := (unionf s tdf) in
transfiniteg_def (induced_order r (union s)) T f.
Lemma transfinite_aux3 r T x g:
worder r -> inc x (substrate r) ->
transfiniteg_def (induced_order r (segment r x)) T g ->
transfiniteg_def (induced_order r (segmentc r x)) T
(g +s1 J x (T (restr g (segment r x)))).

Let G be the set of all segments S such that there is f such that #(S, f) holds. We use the
axiom of choice, define a functional term fg such that so that .#(S, fs) holds for S € &. Then
G is stable by union, hence contains E, and .# (E, fz) holds. This function f is the solution to
the problem.

Definition transfiniteg_defined r T:= choose (fun f => transfiniteg def r T f).

Lemma transfinite_existsl r T:
worder r -> exists f, (transfiniteg def r T f).
Lemma transfinite_prl r T: worder r —>
transfiniteg_def r T (transfiniteg_defined r T).
Lemma transfinite_pr2 r x T:
worder r -> transfiniteg def r T x -> transfiniteg defined r T = x.

Application: Consider two well-ordered sets E and E'. There is an order morphism E — E’
whose image is a segment of E/, or there is an order morphism E' — E whose image is a
segment of E. Proof. Define by transfinite induction a graph f such that f(x) = inf(E'— f(Sy)).
Let A be the set of all x such that f(Sy) is a strict subset of E’. If x € A then f(x) is the least
element of E’ not of the form f(y) for y < x. It follows that A is a segment of E, that f is
strictly increasing on A, and f(A) is a segment of E’. Assume A = E; the property holds by
converting f into a function E — E'. Otherwise, there is a least element b in E not in A. We
have f(S;) = E’; in order terms E’ is the set of all f(x) for x € A. So f, restricted to A, can be
considered as an order isomorphism A — F/, its inverse is an order isomorphism E’ — A, that
can be converted into an order morphism E’ — E whose image is A. Note: the value of f(b) is
irrelevant in this case.

Lemma isomorphism_worder_exists r r’: worder r -> worder r’ ->
(exists f, iso_seg_mor r r’ f) \/ (exists f, iso_seg mor r’ r f).

Criterion C60 in the case of a function follows from the case of a graph.

Bourbaki notes that in a situation, « where there exists a set F such that for every map-
ping h of a segment of E onto a subset of F we have Tih} € F then the set U obtained by
applying C60 is a subset of F » Proof: redo the proof of C60 with a more restrictive property
than .# (S, fs). Simpler proof: check by transfinite induction that the function defined by C60
satisfies f(x) € F, whatever x. Note: in this special case, the axiom of choice is not needed.

Definition transfinite_defined r T:=
fgraph_to_fun (transfiniteg_defined r (fun f => T (fgraph_to_fun £))).

Lemma transfinite_defined_pr r T: worder r ->
transfinite_def r T (transfinite_defined r T).
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Lemma transfinite_pr r x T:

worder r -> transfinite_def r T x -> transfinite_defined r T = x.
Theorem transfinite_definition r T:

worder r -> exists! f, (transfinite_def r T f).
Theorem transfinite_definition_stable r T F:

worder r —>

(forall f, function f -> segmentp r (source f) -> sub (target f) F ->

inc (T £) F) —>
sub (target (transfinite_defined r T)) F.

Given a well-order on E, we may consider the function f, defined by transfinite induction
with the functional target; note that its graph is defined by transfinite induction via range.
We restate here uniqueness in the following way: assume that g(x) a functional term such
that that g(x) = {g(#), t < x}, for x € E. Then f(x) = g(x) onE.

Definition ordinal_iso r := transfinite_defined r target.
Definition ordinal_isog r := transfiniteg_defined r range.
Lemma transdef_tg0 r (f := ordinal_isog r): worder r ->

forall x, inc x (substrate r) ->
Vg f x = direct_image f (segment r x).
Lemma transdef_tgl r (f := ordinal_iso r): worder r ->
forall x, inc x (substrate r) —>
VEf £ x = Vfs f (segment r x).
Lemma transdef_tg2 r f:
worder r -> surjection f -> source f = substrate r —>
(forall x, inc x (substrate r) -> Vf f x = Vfs f (segment r x)) ->
f = ordinal_iso r.
Lemma transdef_tg3 r (f: fterm):
worder r ->
(forall x, inc x (substrate r) -> f x = fun_image (segment r x) f) ->
forall x, inc x (substrate r) -> f x = Vf (ordinal_iso r) x.

3.3 Zermelo’s theorem

We show here that every set E is the substrate of a well-order (we have already given a
proof of it; the following uses the original arguments of Zermelo). Note: the axiom of choice
is not used unless explicitly mentioned.

We consider now a set G, a functional term p, and a set E. Let Q(G) denote the following
property: G is a well-order on a subset A of E and for any a € A, the segment S, for G satisfies
SzseGand p(Sy) =a.

If G and G’ are two orders on A and A’ (denoted < and <'), we denote by G® G’ the set
of all x in A and A’ such that the set S of y such that y < x is the set of all y such that y <’ x;
moreover, we assume that a < b is equivalent to a <’ b for a and b in S. Obviously G® G' =
G' ® G, and this is a segment for < and <’. We write g(G, G') as short for: Ac A’, on A, the two
orders G and G’ coincide, and A is segment of G'. If both Q(G) and Q(G’) hold, then one of
q(G,G') and q(G/,G) hold. Let V= G® G'. This is a segment for G; the result is clear if V = A.
Otherwise assume V = S,; we get x = p(V). Since V is also a segment of G/, we have V = A’
(and the result holds) or V =S, (for some y € B) and y = p(V). This implies x = y € V, absurd.

We assume now that E is a set, S <*I3(E) and p(X) € E —X whenever X € &. Consider the
set 1 of all G that satisfy Q. The previous discussion says that the union G of these orders is
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an order. It satisfies Q and its substrate M is not in & (for otherwise, we could chose a = p(M),
and extend G with a as greatest element (because a ¢ M); this extension satisfies Q, absurd).

Definition Zermelo_ax E (p:fterm) s r:=
[/\ worder r,
sub (substrate r) E &
forall x, inc x (substrate r) —>
( inc (segment r x) s) /\ p (segment r x) = x].

Lemma Zermelo_aux E s p
(r := union (Zo (\Po coarse E) (Zermelo_ax E p s))):
sub s (\Po E) ->
(forall x, inc x s -> inc (p x) (E -s x)) ->
Zermelo_ax E p s r /\ (~ (inc (substrate r) s)). (*x 250 *)

Let’s show that every set E can be well-ordered. This is Theorem 1 [4}, p. 153]. We assume
the axiom of choice in the form: there is a functional term r such that r(x) € x, whenever x
is non-empty. Define p(x) as r(E — x), and & as the set of strict subsets of E. Our theorem
asserts the existence of a well-ordered set M such that M is a subset of E, not in & (hence
equal to E) (satisfying some properties ignored here). .

Lemma Zermelo_vl E (p:= fun x => rep (E -s x)) (s:=(\Po E) -sl1 E)
(r := union (Zo (\Po coarse E) (Zermelo_ax E p s))):
worder_on r E.
Theorem Zermelo E: exists r, worder_on r E.

3.4 Inductive sets

An ordered set is said to be inductive if every totally ordered subset of E has an upper
bound in E. More precisely, let r be an order and E its substrate, then every subset X of E,
for which the order induced by r is total, has an upper bound for r. The set ®(A, B) of partial
functions is inductive, see page[532]

Definition inductive r :=
forall X, sub X (substrate r) -> total_order (induced_order r X) —>
exists x, upper_bound r X x.

Lemma inductive_graphs a b:
inductive (opp_order (extension_order a b)).

Consider an ordered set E; assume that each well-ordered subset x of E is bounded above
by m(x). Assume that there is a function n such that x < n(x) for x € E. We pretend that this
cannot happen. Take p(x) = n(m(x)) and let &S be the set of well-ordered subsets S of E. By
assumption p(S) is a strict upper bound of S. By Zermelo_aux, there is a well-ordered subset
M of E; a priori the order of M is unrelated to the order of E. Assume however x < y in M, so
that x€S,. We know that S, € & and p(S,) = y. So, y is a strict upper bound (in E) of x; hence
x < y in E. This really means that the orders are the same and M is well-ordered, hence is in
G; but we know that this false. Note: this result is independent of the axiom of choice.

Lemma Zorn_aux_eff r (m n: fterm): order r ->
(forall s, sub s (substrate r) -> worder (induced_order r s) ->

Inria



Bourbaki: Theory of sets in Cogq, II (v10-2018) 63

upper_bound r s (m s)) ->
(forall x, inc x (substrate r) -> glt r x (n x)) ->
False.

Consider an ordered set E; assume that each well-ordered subset of E is bounded above.
Then E has a maximal element. Proof. Otherwise, we could choose n(x) such that x < n(x).
For every x there would be y such that x < y. We can always choose an upper bound. m(x). It
suffices to apply the previous result. (this is Proposition 4 [4} p. 154]).

Theorem 2 [4}, p. 154] says that every inductive ordered set has a maximal element. This is
a trivial consequence of the previous result and is called Zorn’s lemma.

Theorem Zorn_aux r: order r —->
(forall s, sub s (substrate r) -> worder (restriction_order r s) ->
(bounded_above r s8)) —>
exists a, maximal r a.
Theorem Zorn_lemma r: order r -> inductive r ->
exists a, maximal r a.

Corollary. If E isinductive, a € E, F is the set of all x = g, then F is inductive (if X is a totally
ordered set in F, then X U {a} is totally ordered; an upper bound m is in F since it satisfies
a < m). Hence there is a maximal element m such that a < m. Second corollary: if § is a
subset of the power set of E such that for every subset & of § which is totally ordered by
inclusion, the union (resp. intersection) of the sets of & belongs to §, then § has a maximal
or minimal element/[[]

Lemma inductive_max_greater r a: order r -> inductive r ->
inc a (substrate r) ->
exists2 m, maximal r m & gle r a m.
Lemma setP_inductive A F: sub A (\Po F) ->
(forall S, (forall x y, inc x S -> inc y S -> sub x y \/ sub y x) —>
sub S A ->inc (union 8) A) ->
inductive (sub_order A).
Lemma setP_maximal A F: sub A (\Po F) ->
(forall So, (forall x y, inc x So -> inc y So -> sub x y \/ sub y x) ->
sub So A -> inc (union So) A) ->
exists a, maximal (sub_order A) a.
Lemma setP_minimal A F: sub A (\Po F) -> nonempty A ->
(forall So, (forall x y, inc x So -> inc y So -> sub x y \/ sub y x) ->
sub So A -> nonempty So -> inc (intersection So) A) ->
exists a, minimal (sub_order A) a.

3.5 Isomorphisms of well-ordered sets

Assume that E and F are two well-ordered sets. We show Theorem 3 [4, p. 155]: Let
I(u, v, f) be the property that f is an order isomorphism from u onto a segment w of v. We
claim that there exists a unique f such that I(E,E f), or there exists a unique f such that
I(EE, f). Note: The two cases are not excluded; in that case, E and F are order-isomorphic.

Existence has been proved above by transfinite induction. The Bourbaki argument is the
following: Let S be the set of all isomorphisms of a segment of E, onto a segment of F, ordered

Lin the case of intersection, we assume @ non-empty; for otherwise the intersection is empty, ¢ € §, and the
result is trivial.
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vy extension. This set is inductive, by Zorn’s lemma has a maximal element. Maximal means
that either the source is E or the targetis F.

In order to show uniqueness we start with a lemma: if f is increasing and g is strictly
increasing, if the image of f is a segment of F, then f(x) < g(x) for all x. The proof is by
contradiction. If a is the least element such that g(a) < f(a), since the image of f is a segment
there is a z such that g(a) = f(z). Since f is increasing this gives z < a, hence f(z) < g(z) <
g(a), absurd.

Lemma increasing_function_segments r r’ f g:
worder r -> worder r’ ->
increasing_fun f r r’ -> strict_increasing fun g r r’->
segmentp r’ (Imf f) ->
forall x, inc x (source f) -> gle r’ (Vf f x) (Vf g x).
Lemma isomorphism_worder_unique r r’ x y:
worder r -> worder r’ ->
segmentp r’ (Imf x) -> segmentp r’ (Imf y) ->
order_morphism x r r’ -> order_morphism y r r’ ->
X =y.

Corollary 1. The only isomorphism from a well-ordered set into a segment of itself is the
identity. Hence an initial segment S, is never isomorphic to the whole set.

Lemma unique_isomorphism_onto_segment r f: worder r ->
segmentp r (Imf f) -> order_morphism f r r ->
f = identity (substrate r).

Lemma segment_not_iso r a: worder r -> inc a (substrate r) ->
r \Is seg_order r a -> False.

If two segments S, and Sy, are isomorphic, then x = y. Proof. Assume for instance y < x.
Let f be the isomorphism. Now y is in the source S of f, so y < f(y); but f(y) is in the target
Sy of f;s0 f(y) <y, absurd.

Lemma iso_unique_segment r x y: worder r —>
inc x (substrate r) -> inc y (substrate r) ->
(seg_order r x) \Is (seg_order r y) ->

X =Y.
This is the theorem as stated by Bourbaki.

Theorem isomorphism_worder r r’: (* 160 *)
worder r -> worder r’ ->
let iso:= (fun u v £ =>
segmentp v (Imf f) /\ order_morphism f u v) in
(exists! f,iso r r’ f) \/ (exists! f, iso r’ r f).

Corollary 2. If E and F are two well-ordered sets, f an isomorphism of E onto a segment
of F, g an isomorphism of F onto a segment of E, then f and g are inverse bijections.

Lemma bij_pair_isomorphism_onto_segment r r’ f f’:
worder r —-> worder r’ ->
segmentp r’ (Imf f) -> order_morphism f r r’ ->
segmentp r (Imf f’) -> order_morphism f’ r’ r ->
(order_isomorphism f r r’ /\ order_isomorphism f’ r’ r /\
f = inverse_fun f’).
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If f is injective (resp. bijective) and satisfies f(x) < f(y) then f is an order morphism
(resp. isomorphism) if the source is totally ordered. We refine the theorem about well-
ordered set isomorphisms: given two well-ordered sets E and E’, either E is isomorphic to
E’, or E isomorphic to an initial segment of E’ or E' isomorphic to a strict segment of E. There
is an other variant: either E is isomorphic to an initial segment of E’ or E’ isomorphic to an
initial segment of E. Two isomorphic segments of E are equal.

Lemma segments_iso2 a A B: worder a ->
inc A (segments a) -> inc B (segments a) ->
(induced_order a A) \Is (induced_order a B) -> A = B.
Lemma isomorphism_worder2 r r’: worder r -> worder r’ ->
[\/ r \Is r’,
(exists2 x, inc x (substrate r) & (seg_order r x) \Is r’) |
(exists2 x, inc x (substrate r’) & (seg_order r’ x) \Is r)].
Lemma isomorphism_worder3 r r’: worder r -> worder r’ ->
(exists f, segmentp r’ (Imf f) /\ order_morphism f r r’)
\/ (exists2 x, inc x (substrate r) & (seg_order r x) \Is r’).

Finally, we show that every subset of a well-ordered set is isomorphic to a segment of E.

Lemma isomorphic_subset_segment r X:
worder r -> sub X (substrate r) ->
exists2 w, segmentp r w &
(induced_order r X) \Is (induced_order r w).

3.6 Lexicographic products

Given a family of orders (G,),¢1, with substrate X, and order relation <, and a well-order
relation <y on I, we consider the relation x < y on the product [],; X, defined by “x = y or, if (
is the least index (for the relation <) such that x, # y, then x, < y,”. The graph of this relation
will be called the lexicographic product of the family.

Definition order_prod_r r g :=
fun x x’ =>
forall j, least (induced_order r (Zo (domain g)
(fun i => Vg x i <> Vg x’ 1))) j > glt (Vg g j) (Vg x (Vg x’ J).

Definition orprod_ax r g:=

[/\ worder r, substrate r = domain g & order_fam g].
Definition order_prod r g :=

graph_on (order_prod_r r g)(prod_of_substrates g).

We have x < y if there is an index i such that x; <; y;, and x; = y; whenever j <; i (this
characterization is more convenient than the definition).

Lemma orprod_sr r g:
orprod_ax r g —>
substrate(order_prod r g) = prod_of_substrates g.
Lemma prod_of_substrates_pr i z g:
inc i (domain g) -> inc z (prod_of_substrates g) ->
inc (Vg i z) (substrate (Vg i g)).
Lemma orprod_glelP r g:
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orprod_ax r g -> forall x x’,
(related (order_prod r g) x x’ <->
[/\ inc x (prod_of_substrates g), inc x’ (prod_of_substrates g) &
forall j, least (induced_order r (Zo (domain g)
(fun i => Vg x i <> Vg x’” i))) j > glt (Vg g j) (Vg x D Vg x> PI).
Lemma orprod_gleP r g:
orprod_ax r g -> forall x x’,
(gle (order_prod r g) x x’ <>
[/\ inc x (prod_of_substrates g), inc x’ (prod_of_substrates g) &
(x= x? \/ exists j, [/\ inc j (substrate r),
glt (Vg g ) (Vg x j) (Vg x* j) &
forall i, glt ri j > Vgxi=Vgx’ i])]1).
Lemma orprod_gltP r g : orprod_ax r g —> forall x x’,
(glt (order_prod r g) x x’ <>
[/\ inc x (prod_of_substrates g), inc x’ (prod_of_substrates g) &
exists j, [/\ inc j (substrate r),
glt (Vg g ) (Vg x j) (Vg x’ j) &
forall i, glt r i j -> Vg x i = Vg x’ ill).

The lexicographic product is an order.

Lemma orprod_osr r g:

orprod_ax r g -> order_on (order_prod r g) (prod_of_substrates g).
Lemma orprod_sr r g:

orprod_ax r g -> substrate(order_prod r g) = prod_of_substrates g.
Lemma orprod_or r g:

orprod_ax r g -> order (order_prod r g).

If all orders are total so is the lexicographic product.

Lemma orprod_total r g:
orprod_ax r g —>
(allf g total_order) ->
total_order (order_prod r g).

The ordinal sum. Consider as above a family (G,),¢; of orders, with substrate X, and order
relation <, and an order relation <y on I. Let E = ) 1 X, be the disjoint union. This is the set
of all pairs (a, b) where beland a € X,,.

Definition sum_of_substrates g := disjointU (fam_of_substrates g).

Lemma du_index_prl g x: inc x (sum_of_substrates g) ->

[/\ inc (Q x) (domain g), inc (P x) (substrate (Vg g (Q x))) & pairp x].
Lemma disjoint_union_pil g x y:

inc y (domain g) -> inc x (substrate (V g y)) ->

inc (J x y) (sum_of_substrates g).
Lemma canonical2_substrate r r’:

fam_of_substrates (variantLc r r’) = Lvariantc (substrate r) (substrate r’).

We consider the relation x < y defined on E by “either x, <1 y», or x» = y» = A and then
x1 <) y1” where x = (x1,x2) and y = (y1, y2). In Exercise 1.3 (page itis assumed X; # @,
but this forbids zero in a sum. We show here that this definition induces an order on the
disjoint union.
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Definition orsum_ax r g:=
[/\ order r, substrate r = domain g & order_fam g].

Definition order_sum_r r g x x’ :=
(gltr Q@x) (Qx)\/ Q@x=Qx" /\gle (Vg @Qzx)) (Px) (Px’))).
Definition order_sum r g :=
graph_on (order_sum_r r g) (sum_of_substrates g).

Section OrderSumBasic.
Variables r g: Set.
Hypothesis osa: orsum_ax r g.

Lemma orsum_or: order (order_sum r g).
Lemma orsum_sr:
substrate (order_sum r g) = sum_of_substrates g.
Lemma orsum_osr: order_on (order_sum r g) (sum_of_substrates g).

Lemma orsum_gleP x x’:
gle (order_sum r g) x x’ <->
[/\ inc x (sum_of_substrates g), inc x’ (sum_of_substrates g) &
order_ sum_r r g x x’].
Lemma orsum_glel x x’:
gle (order_sum r g) x x’ ->
(gltr Q@x) Qx)\/ Qx=Qx> /\gle (V (Qx)g (Px)(Px)).
Lemma orsum_gle2 a b a’ b’:
gle (order_sum r g) (J ab) (Ja’ b)) ->
(glt r bbb’ \/ (b=Db" /\ gle (V gb)aa).
Lemma orsum_gle_id x x’:
gle (order_sum r g) x x’ -> gle r (Q x) (Q x’).
End OrderSumBasic.

We consider now the case of the sum and product of two sets. This operation is non-
commutative, and we shall use our canonical doubleton as order. (The canonical doubleton
has two elements CO and C1, also known as 0 and 1, ordered by 0 < 1). Note the order of the
product: itis so that x + x = x- 2.

Definition order_prod2 r r’ :=
order_prod canonical_doubleton_order (variantLc r’ r).

Definition order_sum2 r r’ :=
order_sum canonical_doubleton_order (variantlLc r r’).

Lemma order_sp_axioms r r’:
order r -> order r’ -> order_fam (variantlLc r r’).
Lemma cdo_gltl: glt canonical_doubleton_order CO C1.

Section OrderSum2Basic.
Variables r r’: Set.
Hypotheses (or: order r) (or’: order r’).

Lemma orsum2_osr:

order_on (order_sum2 r r’) (canonical_du2 (substrate r) (substrate r’)).
Lemma orprod2_osr:

order_on (order_prod2 r r’)(product2 (substrate r’) (substrate r)).
Lemma orsum2_or: order (order_sum2 r r’).
Lemma orprod2_or: order (order_prod2 r r’).
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Lemma orsum2_sr:

substrate (order_sum2 r r’) = canonical_du2 (substrate r) (substrate r’).
Lemma orprod2_sr:

substrate (order_prod2 r r’) = product2 (substrate r’) (substrate r).

The order on E; +E; is defined by x <; y if and only if either pr,x = pr,y = a and pr; x <
pryy (in Ey), or pryx = pr,y = p and pr, x < pr; y (in E2), or pr,x = a and pr,y = . Note that
u = can be replaced by u # a.

In the case of a product E -1, we have x < y if either xy < yq inT or if xo = yo, and xg < y
inE.

Lemma orsum2_gleP x x’:
gle (order_sum2 r r’) x x’ <->
[/\ inc x (canonical_du2 (substrate r) (substrate r’)),
inc x’ (canonical_du2 (substrate r) (substrate r’)) &
(/NQx=C0, Qx> =C0&gler (Px) (P x’)]
\/ [/\ @ x <>C0, Q x? <>CO & gle r’ (P x)
Lemma orsum2_gle_spec x x’:
inc x (substrate r) -> inc x’ (substrate r’) ->
glt (order_sum2 r r’) (J x CO) (J x’ C1).
Lemma orsum2_gleP x x’:
gle (order_sum2 r r’) x x’ <->
[/\ inc x (canonical_du2 (substrate r) (substrate r’)),
inc x’ (canonical_du2 (substrate r) (substrate r’)) &
(\/ [/NQx=0C0, Qx> =CO0&gler (Px) (P x)],
[/ANQ x<>C0, Qx <>C0&gler” (Px) (Px)] I
(Q x=0C0/\ Qx> <> COII.

End OrderSum2Basic.

Exercise 2.10 (page [608) says that E -1 is isomorphic to the sum ) E, where each E, is
equal to E. The isomorphism is simply x — (xg, Xo).

Lemma order_prod_pr r r’: order r -> order r’ ->
(order_prod2 r r’) \Is (order_sum r’ (cst_graph (substrate r’) r)).

IfI and each E; are well-ordered, so is the ordinal sum. The sum of two totally ordered
sets is totally ordered (for the converse, see Exercises).

Lemma orsum2_totalorder r r’:

total_order r -> total_order r’ -> total_order (order_sum2 r r’).
Lemma orprod2_totalorder r r’:

total_order r -> total_order r’ -> total_order (order_prod2 r r’).

Lemma orsum_wor r g:
worder r -> substrate r = domain g ->
worder_fam g —>
worder (order_sum r g).
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Chapter 4

Equipotent Sets. Cardinals

Bourbaki denotes by Eq(X,Y) the property that there is a bijection between X and Y and
denotes by Card(X) the set 1z(Eq(X,Z)). He calls this the cardinal of X. He does not define “a
cardinal”. The only possible interpretation of “t is a cardinal” is “the object v is of the form
Card(E) for some set E”. Using a specific font for cardinals suggests that a cardinal is some
special object, and that we should perhaps introduce a type for these cardinals. If A = {¢} and
a denotes the cardinal of A, it is impossible to prove a = A or a # A (non-definiteness of 1).

The cardinal of a set X is sometimes called the the power of X. It is interesting to notice
that no name is given to the notation a® when this means the cardinal of the set of mappings
from one set into another (the operation is nevertheless called “exponentiation of cardinals”).
The term “power” is used only in the phrase “power of the continuum”, where it means the
cardinal of the set of real numbers, or, equivalently, the cardinal of 3(N) (where N is the set of
natural integers, defined in Chapter 6). For us, the term “power” will only be used to denote

ab.

One can define addition and multiplication of cardinals. For instance, A x B is equipotent
to A’ x B’ when A is equipotent to A’ and B is equipotent to B’. Thus Card(A x B) = Card(A’ x B)
if Card(A) = Card(A’) and Card(B) = Card(B'). For instance, if a is as above then a.a = a. In
order to prove properties of these operations (like associativity, commutativity), one needs
the notion of a family of cardinals, which is some f that associates to each element i of a
given set I a cardinal f;. Technically, f is a functional graph, and its range is a set. This
means that we can consider a set of cardinals, so that a cardinal is a set. One could define the
cardinal product a.b as the cardinal of A x B, whenever Card(A) = a and Card(B) = b. Since a
and b are sets that satisfy these conditions, it is simpler to define it as the cardinal of a x b.
This definition then makes sense for any two sets; moreover A.B = B.A, even when A and B
are not cardinals.

In the Exercises, Bourbaki denotes by Is(I', ') the property that I and I’ are ordered sets,
and there is an order isomorphism between I' and I, he denotes by Ord(I') the ordered set
TA(Is(T, A)), and calls it the order-type of I'. He defines an ordinal as the order-type of a well-
ordered set (the cardinal of any set is a cardinal, the order-type of an ordered set is not always
an ordinal). Ordinals are generally denoted by lower-case Greek letters such as w. The ordinal
sum and lexicographic product of orders induce two operations (sum and product) on the
family of order-types, denoted by A + 1 and Ap. These operations are non-commutative: for
instance A + 1 and 1 + A correspond to the orders obtained by adjoining a greatest and a least
element, respectively. The relation “there is an order isomorphism between I' and a sub-
order of I'"”, denoted by I' < I/, is a preorder. The sum and product of ordinals are ordinals,
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and the relation A < p is a well-ordering, compatible with the two operations. Let A = {¢} be
as above; there is a unique order on this set, which is a well-order. Let A be its ordinal. The
support of A is a singleton, but it is undecidable whether or not the support is A.

In 1923 von Neumann noted that the axiom of choice (i.e.n the use of 1) is not needed for
defining ordinals. To each well-ordered set (E, <) is uniquely associated a numeration, and
hence a set F, with a natural order o(F), and (F, o(F)) is isomorphic to (E,<). The von Neu-
mann ordinal of the ordered set (E, <) is the set F. It is equipotent to E. Zermelo’s theorem
asserts that any set E has a well-ordering, so that one can consider the least ordinal equipo-
tent to E. This is called the von Neumann cardinal of E. Let A = {¢} be as above; the von
Neumann ordinal of the unique order of A is A itself, and the von Neumann cardinal of A is
A.

In this chapter, we shall use the von Neumann point of view. We shall introduce the
notion of finite set, and see that any finite ordinal is a cardinal. In a future chapter, we shall
see that if X is an infinite set, then X and X x X are equipotent. This can be restated as: if A is
an infinite cardinal, then A = A.A. This result is equivalent to the axiom of choice: if there is
no choice function on X, then X has no cardinal, according to von Neumann.

This chapter starts with a study of some properties of ordinals. Sections 1 to 6 correspond
to §3.1 to §3.6 of Chapter III of Bourbaki.

Ordinals. Consider a relation between x and y denoted here x < y. We say that it is irreflex-
iveif x < x is false. We say that the relation is asymmetric if at least one of x < y, y < x is false.
An asymmetric relation is obviously antisymmetric and irreflexive. We say that the relation is
irreflexive on E or asymmetric on E if the previous relations are true for x € E, and y € E. We
say that the relation is a strict well-ordering (on E) if it is asymmetric and if “a < bor a = b” is
a well-ordering (on E).

If E is any set, we denote by o(E) the relation “x € E and y € E and x c y”. We know that
this is an order on E. We denote by o' (E) the relation “x € Eand y € Eand x € y or x = y”. This
is an order on E if € is transitive and antisymmetric

A set E is said to be fransitive if a € b and b € E implies a € E, it is irreflexive if E ¢ E, it
is decent if all elements of E are irreflexive, it is asymmetric if one of x € y and y € x is false,
whenever x € E and y € E. If E is transitive and asymmetric, then o' (E) is an order on E.

The set x U {x}, denoted by x*, will be called the ordinal successor of x. If x is irreflexive,
then x # x*. In the definition of o’(E), we can replace “x€ yor x=y” by x € y*.

Definition transitive_set E:= forall x, inc x E -> sub x E.
Definition decent_set E := forall x, inc x E -> ~ (inc x x).
Definition trans_dec_set E := transitive_set E /\ decent_set E.
Definition asymmetric_set E :=

forall x y, inc x E -> inc y E -> inc x y -> inc y x —-> False.

Definition ordinal_oa := graph_on (fun a b => inc a b \/ a = b).
Definition ordinal o := sub_order.
Definition osucc x := x +sl x.

We prove here that if X is set of transitive and decent sets, so is the union and intersection
of the set, as well as the successor of each member.

Lemma succ_i x: inc x (osucc x).
Lemma osucc_prop (p: property) x: p x -> alls x p -> alls (osucc x) p.
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Lemma transitive_setP x: transitive_set x <-> sub (union x) x.
Lemma irreflexive_decent X: decent_set X -> ~ (inc X X).

Lemma transitive_setU x: alls x transitive_set -> transitive_set (union x).
Lemma trans_dec_setU x: alls x trans_dec_set -> trans_dec_set (union x).

Lemma trans_dec_setl x: alls x trans_dec_set -> trans_dec_set (intersection x).
Lemma trans_dec_succ y: trans_dec_set y -> trans_dec_set (osucc y).

Definition of ordinals. There are different ways of defining an ordinal E.

* The definition of Krivine [14] is very basic. It is: E is transitive, € is transitive, E is
asymmetric, and € satisfies the properties of a well-ordering.

* An equivalent form of above: E is asymmetric and transitive, o (E) is a well-ordering.
e IfE is an ordinal, then o(E) and o' (E) are the same orderings.

* The definition of von Neumann (see [27]) is: o(E) is a well-ordering, and Sy = x for x €
E, where S is the segment with endpoint x. An easy consequence is that o(E) = o' (E).

¢ The Bourbaki definition (that we shall adopt) is: any transitive subset of E is either E or
an element of E.

Definition ordinalp X:=
forall Y, sub Y X -> transitive_set Y -> Y <> X -> inc Y X.

Notation "f =lo g" := (forall x, ordinalp x -> f x = g x)

(at level 70, format "’[hv’ f °/ > =1lo g ’]’", no associativity).
Definition ordinal_fam g := allf g ordinalp.
Definition ordinal_set E := alls E ordinalp.

It is easy to show that if x is an ordinal, then x is transitive, decent, irreflexive, and its
successor is an ordinal.

Lemma 0S_succ x: ordinalp x -> ordinalp (osucc x).

Lemma ordinal_trans_dec x: ordinalp x -> trans_dec_set x.
Lemma ordinal_transitive x: ordinalp x —-> transitive_set x.
Lemma ordinal_decent x: ordinalp x -> decent_set x.

Lemma ordinal_irreflexive x: ordinalp x -> ~ (inc x x).

As a consequence, if y is an ordinal, then x € y implies that x is a strict subset of y. The
converse holds if x is transitive (in particular if x is an ordinal). We deduce: if z is an ordinal,
then x€ z¥ = xc z,andif xis an ordinal, then x€ z* < xcz.

Lemma ordinal_sub x y:
ordinalp x -> ordinalp y -> sub x y ->
x =y \/ inc x y.
Lemma ordinal_sub2 x y: ordinalp y ->
inc x y -> ssub x y.
Lemma ordinal_sub3 x y: ordinalp y ->
inc x (osucc y) -> sub x y.
Lemma ordinal_sub4P x y: ordinalp x -> ordinalp y —>
(sub x y <-> inc x (osucc y)).
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We say that a set X is an ordinal set if every element is an ordinal. Consider a non-empty
ordinal set, and its intersection Y. This is a transitive and decent set. The relation Y ¢ Y says
that for some A € X we have Y ¢ A. Since Y is a transitive subset of A we get Y = A. We restate
this as Y € X. In the case where X has two elements, x and y, this says that x n y is either x or
y, or equivalently that x c y or y c x. It followsoneof x€ y, ye x, x = y.

Lemma ordinal_setl x: nonempty x —-> ordinal_set x —->
inc (intersection x) x.

Lemma ordinal_inA x y: ordinalp x -> ordinalp y ->
[\/ inc x y, inc y x | x = y].

A transitive ordinal set X is an ordinal. Proof. Let’s show that every transitive strict subset
Y of X satisfies Y € X. There is z € X, such that z ¢ Y. We may assume Y # z, since otherwise
the conclusion is trivial. It suffices to show Y < z, since z is an ordinal, Y transitive (hence
Y € z) and X transitive. Take ¢ € Y; since Y < X, we have ¢ € X, so that z and ¢ are ordinals since
X is an ordinal set. We have ¢ € z, t = z or z € t; the second alternative says z € Y; the last
alternative says the same, by transitivity of Y; these are absurd, so t € z.

An ordinal is an ordinal set. We deduce that if x* is an ordinal, then x is an ordinal. Proof.
Let X be an ordinal, T the union of the subsets of X that are transitive ordinal sets. This is
a transitive ordinal set, hence an ordinal, by the previous theorem,. Let’s compare the two
ordinals X and T: if X = T then X is an ordinal set; if X € T, there is V < X such that X € V, this
gives X € X, absurd; otherwise T € X, so that T" is a subset of X. Note that T* is a transitive
ordinal set, so that T € T* says T € T, absurd.

Lemma ordinal_pr x: transitive_set x -> ordinal_set x -> ordinalp x.
Lemma Os_ordinal x: ordinalp x -> ordinal_set x.
Lemma 0S_succr x: ordinalp (osucc x) -> ordinalp x.
Lemma Os_sub x y: ordinal_set x -> sub y x -> ordinal_set y.
Lemma Os_funI x h:
(forall t, inc t x -> ordinalp (h t)) -> ordinal_set (fun_image x h).

Consequences. We say that a property p is “not collectivizing” when there is no set contain-
ing all objects satisfying p, this is the same as there is no set formed of exactly those objects
satisfying p. To be an ordinal is not collectivizing, for the alleged set of all ordinals is itself an
ordinal (it is a transitive set of ordinals) so is irreflexive, thus not a member of itself.

Definition non_coll (p: property) := ~ exists E, forall x, inc x E <-> p x.

Lemma non_collP p: non_coll p <-> ~ exists E, forall x, p x -> inc x E.
Lemma non_collectivizing_ordinal: non_coll ordinalp.

Let X be an ordinal, p some property satisfied by X, so that the set of all x € X™ that satisfy
p is non-empty. The intersection y of this set is the least ordinal satisfying p (we have not yet
introduced an order on the collection of ordinals, so we state: y is an ordinal that satisfies p,
and if z is an ordinal that satisfies p, then y c z). If x* = y* then x = y. If a and b are two
elements of an ordinal x, then a < b (for the relation o(x)) is equivalent to a € b. The two
orders o(x) and o’ (x) are the same, and are well-orders.

Definition least_ordinal (p: property) x:= intersection (Zo (osucc x) p).

Lemma least_ordinall x (p: property) (y:= least_ordinal p x)
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ordinalp x -> p x ->
[/\ ordinalp y, p y & forall z, ordinalp z -> p z -> sub y z].
Lemma osucc_inj { when ordinalp &, injective osucc }.
Lemma ordo_leP x a b:
gle (ordinal_o x) a b <-> [/\ inc a x, inc b a & sub a Db].
Lemma ordo_l1tP x a b: ordinalp x -> inc a x -> inc b x ->
(glt (ordinal_o x) a b <-> inc a b).
Lemma ordinaloa_alt x: graph_on (fun a b => inc a (osucc b)) x = ordinal_oa x.
Lemma ordinal_same_wo x: ordinalp x —>
ordinal_o x = ordinal_oa Xx.
Lemma ordinal_o_wor x: ordinalp x -> worder (ordinal_o x).
Lemma ordinal_worder x: ordinalp x -> worder (ordinal_oa x).

Alternate definition. Let E be a transitive and decent set. Let S, be the segment for o'(E)
with endpoint x. This is the set of all y € E such that y € x and x # y. Since E is decent, the
condition x # y is unnecessary. Thus Sy = x NE. Since E is transitive, x € E implies x c E and
xNE=x.ThusS, = x.

We deduce: if E is an ordinal and x € E, then the segment S, for o(E) with endpoint x is
equal to x.

We also deduce: if E is transitive and asymmetric, if o’(E) is a well-order, then E is an
ordinal (the converse holds also).

Lemma ordinal_segmentl E x: trans_dec_set E —>
inc x E -> segment (ordinal_oa E) x = x.
Lemma ordinal_segment E x: ordinalp E ->
inc x E -> segment (ordinal_o E) x = x.
Lemma ordinal_prl E:
ordinalp E <->
[/\ transitive_set E, worder (ordinal_oa E) & asymmetric_set E].

Lemma ordinal_o_sr x: substrate (ordinal_o x) = x.
Lemma ordinal_o_or x: order (ordinal o x).
Lemma ordinal_o_tor x: ordinalp x -> total_order (ordinal_o x).

Well-orders and ordinals. We shall prove the following: for any well-ordered set E, there
exists a unique function f, whose target X is an ordinal, such that f is an order isomorphism
(where the target is ordered by o(X)). This is a non-trivial result due to von Neumann.

Uniqueness. We show that an order-isomorphism f : 0(X) — o(Y), where X and Y are
ordinals has to be the identity function. For otherwise, there would be a least element x € X
such that f(x) # x. Then f(y) = y for y € x. This implies that x is a subset of Y. It is transitive
and cannot be Y (by injectivity of f), thus is an element of Y, so that x = f(z) for some z. Each
of the three alternatives x € z, x = z and z € x leads to a contradiction.

Existence. Assume that r is a well-order on E, and let f be ordinal_iso r. Let X be
the target of f (since f is surjective, it is the image). Let Sy denote the segment with end-
point x of E. By definition f(x) = f(Sy). Let Y be a transitive subset of X, and A c E such
that f(A) =Y. If x < y € Athen f(x) € f(y) € Y. Since Y is transitive, this gives x € A and
says that A is a segment. Then either A=E, and Y =X, or A = S, for some x € E. In this
case, Y = f(Sy) = f(x] € X. This shows that X is an ordinal. Let B be the set of all x such that
f(x) € f(x). This means that there is some y < x such that f(x) = f(y), so that y € B, and B
has no least element. Since E is well-ordered, B has to be empty. Since E is totally ordered it
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follows that x < y is equivalent to f(x] < f(y). It follows that f is injective:; hence is an order

isomorphism.

Lemma ordinal_isomorphism_unique x y f:
ordinalp x -> ordinalp y —>
order_isomorphism f (ordinal_o x) (ordinal_o y) ->
(x =y /\ £ = identity x).
Lemma ordinal_isomorphism_exists r (f := ordinal_iso r):
worder r -> order_isomorphism f r (ordinal_o (target f)).

We shall denote by ord(E) the target of the isomorphism appearing in the existence the-
orem, and call it the ordinal of the well-ordered set E. Note that for Bourbaki, the ordinal of

E, denoted by Ord(E), is a quantity that shares the same properties as o(ord(E)).

The existence theorem says: if E is a well-ordered set, then ord(E) is an ordinal, and E
is isomorphic to o(ord(E)). The uniqueness theorem can be expressed as: two isomorphic
well-orders have the same ordinal, or as: if x and y are two ordinals such that o(x) and o(y)

are isomorphic, then x = y.

Definition ordinal r := target (ordinal_iso r).

Lemma 0S_ordinal r: worder r -> ordinalp (ordinal r).

Lemma ordinal_o_is r: worder r => r \Is (ordinal_o (ordinal r)).

Lemma ordinal_o_o x: ordinalp x ->
ordinal (ordinal o x) = x.

Lemma ordinal_isu x y: ordinalp x -> ordinalp y —>
(ordinal_o x) \Is (ordinal o y) -> x = y.

Lemma ordinal o_isul r r’: worder r -> worder r’ ->
r \Is r’ -> ordinal r = ordinal r’.

Lemma ordinal_o_isu2 r x: worder r -> ordinalp x ->
r \Is (ordinal_o x) -> ordinal r = x.

If r is a well-order and « its ordinal, there is a unique order isomorphism o(a) — r, the

inverse of the isomorphism introduced above.

Definition the_ordinal_iso r := inverse_fun (ordinal_iso r).

Lemma the_ordinal_isol r : worder r ->

order_isomorphism (the_ordinal_iso r) (ordinal_o (ordinal r)) r.

Lemma the_ordinal_iso2 r g:

worder r -> order_isomorphism g (ordinal_o (ordinal r)) r ->

g = the_ordinal_iso r.

Comparing orders. Let r <4 1’ be the relation “r and r’ are orders and there is an order
morphism f:r — r’”. Let E and E’ be the substrates of the orders, and X the range of f; we
have X c E/, let’s order it by the order induced by r’. Then f can be considered as an order
isomorphism E — X. Conversely, if X < E is ordered by r’, and f is an order isomorphism E —
X, we can consider it as an order morphism r — r’. An important property is that r <qq 1’

remains true if one order is replaced by an isomorphic one.

Definition order_le r r’ :=
[/\ order r, order r’ &
exists f x,
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sub x (substrate r’) /\ order_isomorphism f r (induced_order r’ x)].
Notation "x <=0 y" := (order_le x y) (at level 60).

Lemma order_leR x: order x -> x <=0 x.

Lemma order_leT a b c: a <=0 b -> b <=0 ¢ -> a <=0 c.

Lemma order_le_compatible r r’ rl ril’:
r \Is rl => r’> \Is r1’> => (r <=0 r’ <-> r1 <=0 r1’).

Lemma order_le_alt r r’:
order r -> order r’ -> (exists f, order_morphism f r r’) ->
r <=0 r’.

Let’s write x <o.q ¥ if x and y are ordinals and o(x) <oq 0(y). If r and r’ are two well-
orders, r <qq 1’ is equivalent to ord(r) <o.q ord(r’). Since any subset of a well-ordered set is
isomorphic to a segment, we get: if x and y are ordinals, x <orq ¥ is the same as: there is an
order morphism o(x) — o(y) whose range is a segment. Moreover x <p.q ¥ is the same as:
there is an order morphism o(x) — o(y) whose range is an initial segment S; of o(y) for some
tey.

Definition ordinal_leD1 r r’
[/\ ordinalp r, ordinalp r’
Definition ordinal_1tD1 r r’

(ordinal_o r) <=0 (ordinal_o r’)].
ordinal_leDl r r’ /\ r <> r’.

Uoee

Lemma order_le_compatiblel r r’:
worder r -> worder r’ ->
r <=0 r’ <-> ordinal_leD1 (ordinal r) (ordinal r’)).
Lemma ordinal le P x x’:
ordinal_leD1 x x’ <->
[/\ ordinalp x, ordinalp x’ &
exists f S,
segmentp (ordinal_o x’) S /\
order_isomorphism f (ordinal_o x) (induced_order (ordinal_o x’) S)].
Lemma ordinal le P1 x x’:
ordinal_leD1 x x’ <->
[/\ ordinalp x, ordinalp x’ &
exists2 f, segmentp (ordinal_o x’) (Imf f) &
order_morphism f (ordinal_o x)(ordinal_o x’)].
Lemma ordinal 1t P1 x x’:
ordinal_1tD1 x x’ <->
[/\ ordinalp x, ordinalp x’ &
exists f y,
[/\ inc y x’,
Inf f = segment (ordinal o x’) y
& order_morphism f (ordinal_o x) (ordinal_o x’)]].
Lemma ordinal 1t P x x’:
ordinal_1tD1 x x’ <->
[/\ ordinalp x, ordinalp x’ &
exists f y’,
inc y’ x’ /\
order_isomorphism f (ordinal_o x)
(induced_order (ordinal_o x’) (segment (ordinal_o x’) y’) )I.
Lemma ordinal_lt_pr2 a b:
worder b -> ordinal_1tD1 a (ordinal b) ->
exists f x,
[/\ inc x (substrate b),
Imf f = segment b x & order_morphism f (ordinal_o a) b].
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If x and y are two ordinals, such that x c y, then the canonical injection is an order mor-
phism o(x) — o(y), so that x <o;q y. Conversely, this says that there is an order morphism
whose range is a segment of o(y). This range is an ordinal, thus is equal to x, so that x c y.

Lemma ordinal_le_PO x y:
ordinal_leD1 x y <-> [/\ ordinalp x, ordinalp y & sub x y].

Comparing ordinals.
lemma says that relation is equivalent to x <pq y.

Definition ordinal_le x y :
[/\ ordinalp x, ordinalp
Definition ordinal_1t x y :

Definition ole_on x

Notation "x <=o y"

Notation "x <o y"

Define x <49 y as “x and y are ordinals and x < y”. The previous

& sub x y].
ordinal_le x y /\ x <> y.
:= graph_on ordinal_le x.

<

:= (ordinal_le x y) (at level 60).

(ordinal_1t x y) (at level 60).

Note that x <4 y is equivalent to x € y while x <,,q y is equivalent to x € y*, whenever
y is an ordinal. The intersection of a set of ordinals is the least element, so that <,.q is a
well-order relation on the ordinals.

Lemma 0ltPO x y:

x <o y <=> [/\ ordinalp x, ordinalp y & inc x yJ.

Lemma oltP a: ordinalp a -> forall x, (x <o a <-> inc x a).

Lemma olt_i x y: x <o y -> inc x y.

Lemma oleP a x: ordinalp a —>
(x <=0 a <-> inc x (osucc a)).

Lemma least_ordinal0 E (x:= intersection E): ordinal_set E -> nonempty E ->
[/\ ordinalp x, inc x E & forall y, inc y E -> x <=0 y].

Theorem wordering_ole: worder_r ordinal_le.
Lemma wordering_ole_pr x:
ordinal_set x -> worder_on (ole_on X) X.

Let’s state some properties of <gq.

Lemma ole_order_r: order_r ordinal_le.
Lemma oleR x: ordinalp x -> x <=0 Xx.
Lemma oleT y x z: x <o y -> y <=0 z -> X <=0 Z.

Lemma oleA x y:
Lemma ole_eqVlt

X
a

Lemma oleNgt x y:
Lemma oltNge x y:

Lemma ole_1tT b
Lemma ole_1tT b
Lemma olt_1tT b
Lemma oleT_el a

ordinalp a ->

Lemma oleT_ee a b:

@
a
a
b

<=
b :

X
X
a:
C
C

oy >y <=0x -g> x=y.
a<=ob->(a=b\/ ac<ob).
<=0 y -> ~(y <o x).

<0y > ~ (y <=0 x).

a<=0b ->b<oc->ac<x<oc.

:a<=0b->b<oc->ac<oc.
:a<=b ->b<oc->a<oc.

ordinalp b -> a <=0 b \/ b <oa.
Lemma oleT_ell a b:
ordinalp a -> ordinalp b -> [\/ a = b, a <o b | b <o a].

ordinalp a -> ordinalp b -> a <=0 b \/ b <=0 a.

Lemma oleT_si a b:

ordinalp a -> ordinalp b -> (sub a b \/ inc b a).
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We define here the minimum and maximum of two ordinals as an instance of generic
min and max. The lemmas shown here are trivial.

Definition omax:
Definition omin:

Gmax ordinal le.
Gmin ordinal_le.

Lemma 0S_omax x y: ordinalp x -> ordinalp y -> ordinalp(omax x y).
Lemma 0S_omin x y: ordinalp x -> ordinalp y -> ordinalp(omin x y).
Lemma omax_Xy X y: X <=0 y -> omax X y = y.
Lemma omax_yx x y: y <=0 X —> omax X y = X.
Lemma omin_xXy x y: X <=0 y —> omin X y = X.
Lemma omin_yx x y: y <=0 x -> omin x y = y.

Lemma omax_pl x y: ordinalp x -> ordinalp y —>
x <=0 (omax x y) /\ y <=0 (omax x y).
Lemma omin_pl x y: ordinalp x -> ordinalp y ->
(omin x y) <=0 x /\ (omin x y) <=o y.
Lemma omax_p0 x y z: x <=0 z -> y <=0 z -> (omax x y) <=0 z.
Lemma omin_p0 x y z: z <=0 x -> z <=0 y -> z <=0 (omin x y).

Lemma omaxC x y: ordinalp x -> ordinalp y -> omax X y = omax y X.
Lemma ominC x y: ordinalp x —-> ordinalp y -> omin x y = omin y Xx.
Lemma omaxA x y z: ordinalp x -> ordinalp y -> ordinalp z ->
omax x (omax y z) = omax (omax x y) z.
Lemma ominA x y z: ordinalp x -> ordinalp y -> ordinalp z ->
omin x (omin y z) = omin (omin x y) =z.
Lemma ominmax x y Z:
ordinalp x -> ordinalp y -> ordinalp z ->
omin x (omax y z) = omax (omin x y) (omin x z).
Lemma omaxmin x y z:
ordinalp x -> ordinalp y -> ordinalp z ->
omax x (omin y z) = omin (omax x y) (omax x z).

Let r and r’ be two orders. Then r is a subset of r’ if and only if x <, y implies x <,/ y.
If this condition holds, then E c E’ where E and E’ are the substrates of r and r'. If r is
total, then r is the order induced by r’ on E; if moreover r and r’ are well-orders, we have
ord(r) <¢pq ord(r).

Assume now that r is a strict subset of r’. It can be that the two ordinals are the same,
but if E is a segment of 7’ then ord(r) <qrq ord(r’). Proof. If the ordinals are the same, then
the orders are isomorphic. So there is an order morphism r’ — r’ whose image is E. By
uniqueness of order morphisms, E is the substrate of r’.

Lemma order_cpl_total x y: total_order x -> order y -> sub x y —>

(sub (substrate x) (substrate y) /\ x = (induced_order y (substrate x))).
Lemma order_cpl x y: worder x —> worder y -> sub x y ->

(sub (substrate x) (substrate y) /\ x = (induced_order y (substrate x))).
Lemma order_cp2 x y: worder x -> worder y -> sub x y —>

ordinal x <=o ordinal y.
Lemma order_cp3d x y: worder x —-> worder y —>

ssub x y -> (segmentp y (substrate x)) -> ordinal x <o ordinal y.

Let x be an ordinal, p a property, y the least ordinal that satisfies p, and j the least or-
dinal that does not satisfy p. If p(x) holds, then p(y) holds and p(z) implies y <4 z; if p(x)
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fails then p(j) fails and z <4;q y implies p(z). Hence, either p(x) holds or p fails for y and
holds below it. We can also consider this as an induction principle. In order for p to hold
everywhere it suffices that, for every ordinal y, if p holds on y, then p(y) holds.

Lemma least_ordinal4 x (p: property) (y := least_ordinal p x):
ordinalp x -> p x —>
[/\ ordinalp y, p y & (forall z, ordinalp z -> p z -> y <=0 z) ].
Lemma least_ordinal3 x (p: property) (y := least_ordinal (fun z => (~ p 2)) x):
ordinalp x -> ~ (p x) —>
[/\ ordinalp y, ~(p y) & (forall z, z <oy -> p z)].
Lemma least_ordinal6 x (p:property) (y :=least_ordinal (fun z => ~ p z) x):
ordinalp x —>
p x \/ [/\ ordinalp y, forall z, inc zy > p z & ~ p yJ.

Lemma least_ordinal2 (p: property) x:
(forall y, ordinalp y -> (forall z, z <oy ->p z) ->py) —>
ordinalp x -> p X.

Lemma least_ordinal2’ (p: property) x:
(forall y, ordinalp y -> (forall z, inc zy ->p z) ->py) —>
ordinalp x -> p X.

Ordinal supremum. The union U of a set of ordinals is an ordinal, it is the least upper
bound of the set (in the sense that U = supy X, where E is any set of ordinals containing U
and the elements of X). We shall sometimes use the notation \osup for itﬂ

Notation "\osup" := union (only parsing).

Notation "\csup" := union (only parsing).

Notation "\oinf" intersection (only parsing).
Definition ordinal_ub E x:= forall i, inc i E -> i <=0 x.

Lemma 0S_sup E: ordinal_set E -> ordinalp (\osup E).
Lemma ord_sup_ub E: ordinal_set E -> ordinal_ub E (\osup E).
Lemma ord_ub_sup E y: ordinalp y -> ordinal_ub E y ->
\osup E <=0 y.
Lemma ord_sup_prop E: ordinal_set E —>
exists! x, ordinalp x /\
(forall y, x <=0 y <-> (ordinalp y /\ ordinal_ub E y)).

Consider a property p such that, whenever x is an ordinal, there is y such that x < y and
p(y) holds. Then p is non-collectivizing. Proof. Assume that there is E such that x € E is
equivalent to p. Let F be the set of ordinals in E, x the supremum of F and z = x*; now z is
an ordinal and there is y such that z < y and p(y). It follows that y is an ordinal and y € F, so
¥ < x. This contradicts x < x*.

Lemma unbounded_non_coll (p:property):
(forall x, ordinalp x -> exists2 y, x <=0 y & p y) -> non_coll p.
Lemma non_collectivizing_ordinal_bis: non_coll ordinalp.

The empty set is the least ordinal; we shall write 0, instead of @ (later on, we shall see that
the empty set is also the least cardinal, and write 0. for it). If 0 < x then 0 € x; conversely, if
0 € x and x is an ordinal, then 0 < x. Note that, if x is an non-empty ordinal, then 0 < x.

1We shall see below that this is also the cardinal supremum, and the ordinal predecessor, so that we give three
names to this object.
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Definition ord_zero := emptyset.
Notation "\Oo" := ord_zero.

Lemma 0SO: ordinalp \Oo.

Lemma oleOx x: ordinalp x -> \Oo <=0 x.

Lemma ole0 x: x <=o \0o -> x = \Oo.

Lemma ord_neO_pos x: ordinalp x -> x <> \0o -> \0Oo <o x.
Lemma ord_gt_pos x y: y <o x —> \Oo <o x.

Lemma olt0 x: x <o \Oo -> False.

Successor and comparison. For every ordinal x, there is a successor x* such that x < x*
and for no y do we have x < y < x*.

Lemma osucc_prO x (z:= osucc x): ordinalp x ->
x <0 z /\ (forall w, x <o w -> z <=0 W).

Lemma oltS a: ordinalp a -> a <o (osucc a).

Lemma oleS a: ordinalp a -> a <=o (osucc a).

Lemma oltSleP a b: a <o (osucc b) <-> a <=0 b.

Lemma oleS1tP a b: a <o b <-> (osucc a) <=0 b.

Lemma 0leSSP x y: (osucc x <=0 osucc y) <-> x <=0 y.
Lemma oltSSP x y: (osucc x <o osucc y) <-> (x <o y).

Limit ordinals. According to Cantor, a limit ordinal is the supremum of a strictly increasing
sequence of ordinals. Let’s discuss this idea in a general context, where < is a well-order
relation. Let x be in the domain; we do not assume that < has a graph, so we just assume
x < x. Case one: for no y we have x < y; since the relation is total, this means that x is the
greatest element of the order. Case two: x < y. We do not assume that there is a set containing
all z such that x < z; but we assume that Aj, =]x, y] is a set. It has a least element z, such that
X < z, moreover x < t implies z < ¢; in particular z is independent of y. This will be called the
successor of x.

We shall now assume that for every y, the segment S, =], y[is a set. Let C, =S, U {y}.
Note that Ay is a set (the subset of C;, formed of elements < x). Fix y. The set of upper bounds
in C;, of S; contains y, hence is non-empty. Hence S, has a supremum x. Assume x # y. Then
x €Sy, x is the greatest element of S y, and x < r < y implies that ¢ is either x or y. Moreover,
for every t we have t < x or y < t. In this case y is the successor of x, and x is called the
predecessor of y. It may happen that S, is empty; this means that y is the least element of
the order. Otherwise we say that y is a limit element.

The cofinality of S is the least ordinal  such that f is the ordinal of some subset B of S,
(well-ordered by <) such that supB = y. There are three cases: if B is finite, then y is the least
element or a successor; if B is infinite countable, then there is a strictly increasing sequence
(¥i)ien of quantities < y such that the supremum is equal to y; otherwise y is limit but there
is no such sequence. See explanations in a future chapter.

In the case of ordinals, the successor of x is x*. If y is an ordinal, then S, = y, and its
supremum is Uy, we denote it by y~, and call it the predecessor of y. We say that y is a
successor if it has the form x*. The negation of this property is y = y~. We have (x™)™ = x,
and (y7)* = y when y is a successor.

Definition osuccp x := exists2 y, ordinalp y & x = osucc y.
Definition opred := union.
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Lemma opred_le x: ordinalp x -> opred x <=0 X.

Lemma succo_K y: ordinalp y -> opred (osucc y) = y.

Lemma predo_K x: osuccp x -> osucc (opred x) = X.

Lemma osuccNpred x: osuccp x —> x = opred x -> False.
Lemma osuccVpred x: ordinalp x -> osuccp x \/ x = opred x.

We say that y is a limit ordinal if it is neither zero, nor a successor. We can restate this as:
y is an ordinal such that 0 € y and x™ € y whenever x € y; or equivalently, 0 < y and x* < y
whenever x < y. If y is limit, it is equal to its predecessor (by definition).

Definition limit_ordinal x:=
[/\ ordinalp x, inc \Oo x & (forall y, inc y x -> inc (osucc y) x)].

Lemma limit_nonsucc x: limit_ordinal x -> x = opred x.
Lemma limit_pos x: limit_ordinal x -> \Oo <o x.
Lemma limit_nz x: limit_ordinal x -> x <> \Oo.

Lemma limit_ordinal PO x: ordinalp x —>
((limit_ordinal x) <-> (nonempty x /\ x = opred x)).
Lemma limit_ordinal P x:
limit_ordinal x <->
(\Oo <o x /\ forall t, t <o x -> osucc t <o x).
Lemma ordinal_limA x: ordinalp x —>
[\/ x = \Oo, osuccp x | limit_ordinal x].

Cardinalities of successors. Consider two sets X and Y, two quantities a and b such that
a¢X and b ¢ Y. We state here two properties, called sub-inf and succ-inf for reasons that will
become clear in a moment.

The property sub-inf says: if X €Y and if X is equipotent to Xu {a}, then Y is equipotent to
Y u {b}. Proof: let f be a bijection XU {a} — X. Define g(x) by: f(x) (when x € X), f(a) (when
x = b) and x (otherwise). This is a bijection YU {b} — Y.

The property succ-inf says: X U {a} and Y U {b} are equipotent if and only if X and Y are
equipotent. If f is a bijection X — Y it is easy to extend it to a bijection X U {a} — YU {b}.
Conversely, let f be a bijection XU {a} — YU {b}. Assume f(a’) = b. We may swap the values
of a and @', thus assume f(a) = b. Then by restriction we get a bijection X — Y.

It follows that if x and y are ordinals, then x and y are equipotent if and only if x* and y™*
are equipotent..

Section SuccProp.
Variables (x y a b: Set).
Hypotheses (nax: ~ inc a x) (nby: ~ inc b y).

Lemma sub_inf_ aux:
sub x y -> x \Eq (x +s1 a) -> y \Eq (y +sl b).

Lemma succ_inf_aux_pl: x \Eq y -> (x +s1 a) \Eq (y +s1 b).
Lemma succ_inf_aux_p2: ((x +s1 a) \Eq (y +s1 b) -> x \Eq y).
End SuccProp.

Lemma succ_inf_aux’ x y: ordinalp x -> ordinalp y —>
((osucc x) \Eq (osucc y) <> x \Eq y).
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The axiom of infinity. Bourbaki has an axiom that says: there exists an infinite set. Its defi-
nition of infinite is complicated. Zermelo proposed a simpler form: there is a set E that @ € E
and if x € E then {x} € E.

We consider a variant: Let H(E) be the property that @ € E and if x € E then x* € E. Every
limit ordinal satisfies H. Define wg as the intersection of all subsets of E that satisfy H. In
what follows, we assume that E satisfies H so that the intersection is over a non-empty set,
hence is the least set satisfying H. Write w instead of wg. It satisfies an induction property: if
p(0) and if p(x) implies p(x*) for x € w, then p holds on w.

It follows that w is an ordinal (take for p the relation x c w, this shows that w is transitive,
take for p the relation x is an ordinal, this shows that w is an ordinal set). It immediately fol-
lows that w is the least limit ordinal. Moreover, the function x — x* is an injection v — w that
misses exactly one point. The property succ-inf introduced above says that w is equipotent
tow™.

Section Infinitel.

Definition z_infinite E := inc \Oo E /\ forall x, inc x E -> inc (osucc x) E.
Variable EO: Set.

Hypothesis HE: z_infinite EO.

Definition z_omega := intersection (Zo (\Po EO) z_infinite).

Lemma limit_z_infinite x: limit_ordinal x -> z_infinite x.
Lemma z_omega_prop :
z_infinite z_omega /\ forall E, z_infinite E -> sub z_omega E.
Lemma z_omega_rec (p: property):
p \Oo -> (forall x, inc x z_omega -> p x -> p (osucc x)) ->
forall x, inc x z_omega -> p X.
Lemma z_omega_ordinal: ordinalp z_omega.
Lemma z_omega_limit:
limit_ordinal z_omega /\ forall z, limit_ordinal z -> z_omega <=0 z.
Lemma z_omega_infinite (f := Lf osucc z_omega z_omega):
injection_prop f z_omega z_omega /\ Imf f = z_omega -sl1 \Oo.
Lemma z_omega_infinite2: z_omega \Eq (osucc z_omega) .

End Infinitel.

Infinite ordinals. Let’s say that an ordinal is infinite if it is equipotent to its successor, and
finite otherwise. (For simplicity, any set equipotent to its successor is called infinite; so that,
if x is a set such that x = {x}, it will be called infinite, though its cardinal is one).

Property sub-inf introduced above says if x ¢ y and x is infinite, then y is infinite. Thus, if
y is finite so is x. Property succ-inf says that x is infinite if and only if is successor is infinite.
Thus x is finite if and only if its successor is finite.

Definition infinite_o u := u \Eq (osucc u).
Definition finite_o u := ordinalp u /\ ~ (infinite_o u).

Lemma OIS_in_inf x y: ordinalp y —->

inc x y -> infinite_o x -> infinite_o y.
Lemma 0IS_le_inf x y: x <=o y —> infinite_o x -> infinite_ o y.
Lemma OFS_in_fin x y: inc x y -> finite_o y -> finite_o x.
Lemma infinite_sP x: ordinalp x ->

(infinite_o (osucc x) <-> infinite_o x).
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Lemma finite_sP x: finite_o (osucc x) <-> finite_o x.

A limit ordinal x is infinite. Proof. Assume x limit; and consider w,, we know that this is
an infinite ordinal subset of x.

Lemma 0IS_limit x: ordinal_limit x -> infinite_o x.

Cardinals. The least ordinal equipotent to a set X is called the von Neumann cardinal of X.
By Zermelo’s theorem, there is a well-order r on X; the ordinal of r is equipotent to X, so that
every set has a cardinal. It will be denoted by card(X). Bourbaki uses the notation Card(X) to
mean some set equipotent to X; it satisfies the property that two sets have the same cardinal
if and only if they are equipotent.

Definition cardinal x :=
(least_ordinal (equipotent x) (ordinal (worder_of x))).
Definition cardinal_prop x y :=
[/\ ordinalp y, x \Eq y &
(forall z, ordinalp z -> x \Eq z -> sub y z)].
Lemma cardinal_unique x y z:
cardinal_prop x y -> cardinal_prop x z —> y = z.
Lemma cardinal_prl x: cardinal_prop x (cardinal x).

We say that x is a cardinal if x if there exists a set y such that x is the cardinal of y. In this
case, x is also the cardinal of x. So we say: a set x is called a cardinal if it is an ordinal, and
whenever z is an ordinal equipotent to x we have x c z (or x <yq 2). In this case card(x) = x.
We write x =, y instead of card(x) = card(y).

Definition cardinalp x:=

ordinalp x /\ (forall z, ordinalp z -> x \Eq z -> sub x 2z).
Definition cardinal_set X := alls X cardinalp.
Definition cardinal_fam x := allf x cardinalp.

Notation "x =c y" := (cardinal x = cardinal y)
(at level 70, format "’[hv’ x °/ > =c y ’]’", no associativity).

Lemma card_card x: cardinalp x -> cardinal x = Xx.

Some trivial properties. Proposition 1 [4}, p. 158] states that X and Y are equipotent if and
only if they have the same cardinal. This is restated as Eq(X,Y) <= X =Y. Since any set
is equipotent to its cardinal.; it is clear that two sets with the same cardinal are equipotent.
Assume X and Y equipotent. For Bourbaki, the cardinal is defined by the axiom of choice,
and the axiom chooses equal values for equivalent properties, so the result is trivial. .

One implication is trivial since any set is equipotent to its cardinal. The converse depends
on the definition of a cardinal. In the von Neumann case, if Z is any ordinal, X equipotent to
Z implies card(X) c Z. Take Z = card(Y), this gives card(X) c card(Y), thus equality.

move: (cardinal_prl x) (cardinal_pril y) => [ox exp 1x] [oy eyp ly].
split => h; first by apply: (EQT exp); rewrite h; exact:(EqS eyp).

apply: extensionality.

exact: (1x _ oy (EqT h eyp)).
exact: (ly _ ox (EqT (EgS h) exp)).
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Qed.

Lemma CS_cardinal x: cardinalp (cardinal x).
Lemma 0S_cardinal x: cardinalp x -> ordinalp x.
Lemma oset_cset E: cardinal_set E -> ordinal_set E.
Lemma card_ord_le x: ordinalp x -> cardinal x <=0 x.
Lemma double_cardinal x: cardinal x =c x.
Lemma cardinalP x:
cardinalp x <-> (ordinalp x /\ forall z, inc z x -> ~ (x \Eq z)).
Theorem card_eqP x y: x =c y <-> x \Eq y.

We restate some lemmas of the form A is equipotent to B in the form A and B have the
same cardinal.

Lemma card_bijection f: bijection f -> source f =c target f.
Lemma card_image f x : sub x (source f) -> injection f ->
Vis £ x =c x.
Lemma card_fun_image t g : {inc t &, injective g} -> fun_image t g =c t.
Lemma card_range f: injection f -> Imf f =c source f.
Lemma card_indexed a b: a *s1 b =c a.
Lemma card_indexedr a b: indexedr b a =c a.

We define here zero, one and two as @, {¢} and {@, {®}}. These quantities will be denoted
by 0, 1., and 2., and have 0,, 1, and 2, as alternate names. They have already been used
under the names C0, C1, and C2. Unfolding definitions shows that 1, = 0} and 2, = 1} so that
these quantities are finite ordinals.

The Bourbaki definition of one is 1;, = Card({@}) = Card(1.). This means that 1, is some
set with one element, but could be any singleton. With our definition, 1. is a cardinal, so that
1p = card(1.) holds. On the other hand, 0, = Card(@), thus is @, since this is the only set with
zero elements.

Definition card_zero := emptyset.
Definition card_one := singleton emptyset.
Definition card_two := doubleton emptyset (singleton emptyset).

Definition ord_one := card_one.
Definition ord_two := card_two.
Notation "\Oc" := card_zero.
Notation "\1c" := card_one.
Notation "\2c" := card_two.
Notation "\1lo" := ord_one.
Notation "\20" := ord_two.

Corollary constants_v: (CO = \0Oc /\ C1 = \1c /\ C2 = \2c¢).
Lemma osucc_zero: osucc \Oo = \lo.
Lemma osucc_one: osucc \lo = \2o0.

Lemma 0S1: ordinalp \lo.
Lemma 0S2: ordinalp \2o.

Lemma card_setO: cardinal emptyset = \Oc.

Lemma card_nonempty x: cardinal x = \Oc -> x = emptyset.
Lemma card_nonempty0 x: x <> emptyset -> cardinal x <> \Oc.
Lemma card_nonemptyl x: nonempty x -> cardinal x <> \Oc.
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Lemma cardl _nz: \1c <> \Oc.
Lemma card2_nz: \2c <> \Oc.
Lemma card_12: \1c <> \2c.

Lemma finite_zero: finite_o \Oo.
Lemma finite_one: finite_o \lo.
Lemma finite_two: finite_o \20.

The Cantor-Bernstein Theorem. We first write A <; B if there is an injection A — B; This
will simplify some notations in the future.

Definition set_le x y := exists f, injection_prop f x y.
Definition set_1lt a b := set_le a b /\ ~ (a \Eq b).
Notation "x <=s y" := (set_le x y) (at level 60).

Notation "x <s y" := (set_lt x y) (at level 60).

If A and B are two sets such that there is an injection A — B and an injection B — A,
then the sets are equipotent. This property is stated without proof by Cantor in [7, §2, Th
B], proved by various authors as Bernstein, Schréder, etc. We will need later on an effective
version, so we say that some complicated formula is the desired bijection. For details, see

section[I4.1]

Definition cantor_bernstein_bij A B f g :
let F := intersection (Zo (\Po A) (fun z =>
(forall t, inc t z => inc (Vf g (V£ £ t)) z) /\ sub (A -s Imf g) z)) in
let h := fun x => Yo (inc x F) (Vf f x) (union (Vfil g x)) in
Lf h A B.

Lemma CantorBernstein_eff A B f g:
injection_prop f A B -> injection_prop g B A >
bijection_prop (cantor_bernstein_bij A B f g) A B.
Theorem CantorBernstein X Y: X <=s Y -> Y <=s X -> X \Eq Y.

Let x be an ordinal and z € x* be equipotent to x*; there is a bijection x* — z, that,
restricted to x is an injection x — z. Since z is a subset of x, the Cantor Bernstein theorem
says that x and z are equipotent; so x and x* are equipotent and x is infinite. If x is finite,
there is no such z so x* is a cardinal.

A finite ordinal is a cardinal. Proof. if x is an ordinal, it is zero, a successor y* or a limit
ordinal. We know that a limit ordinal is infinite, so this is excluded. In the second case, we
know that y is finite. By the previous remark, x = y* is a cardinal. We deduce that 0, 1 and 2
are cardinals.

Lemma finite_pred x: finite_o x -> x <> \Oo —>
(exists2 y, finite_o y & x = osucc y).

Lemma CS_osucc x: finite_o x -> cardinalp (osucc x).

Lemma CS_finite_o x: finite_o x -> cardinalp x.

Lemma gfunctions_empty X: (gfunctions emptyset X) = \lc.

Lemma CSO: cardinalp \Oc.

Lemma CS1: cardinalp \lc.
Lemma CS2: cardinalp \2c.
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Finite sets. We say that a cardinal is finite or infiniteif it is finite or infinite as an ordinal, and
we say that a set is finite or infinite if its cardinal is finite or infinite. As noted above, a finite
ordinal is a cardinal. A finite cardinal is called a natural integer. Let x be an infinite cardinal,
assumed to be the ordinal successor of y. Then y is an infinite ordinal, hence equipotent to
y* = x. But y € x, this contradicts the fact that x is a cardinal. Hence: an infinite cardinal is a
limit ordinal.

Definition finite c¢ := finite_o.
Definition infinite_c a := cardinalp a /\ infinite_o a.
Definition finite_set E := finite_c (cardinal E).

Definition infinite_set E := infinite_o (cardinal E).

Lemma infinite_setP x: infinite_set x <-> infinite_c (cardinal x).
Lemma CS_finite x: finite_c x -> cardinalp x.

Lemma finite_not_infinite x : finite_c x -> ~ infinite_c x.

Lemma finite_or_infinite x: cardinalp x -> finite_c x \/ infinite_c x.
Lemma finite_not_infinite_set x : finite_set x -> ~ infinite_set x.
Lemma finite_or_infinite_set x: finite_set x \/ infinite_set x.

Lemma infinite_nz y: infinite_c y -> y <> \Oc.
Lemma infinite_card_limitl x: infinite_c x -> x = opred x.
Lemma infinite_card_limit2 x: infinite_c x -> limit_ordinal x.

The cardinal successor of x, denoted x., is the cardinal of the ordinal successor of x. For
technical reasons, the definition is locked. We shall define later on addition of cardinals and
note that x, = x + 1, In most cases, when Bourbaki considers x + 1, we shall use x, instead.

Definition csucc_base x := cardinal (osucc X).
Definition csucc := locked csucc_base.
Lemma csuccE x: csucc x = cardinal (osucc x).

Let’s note that if x is a finite ordinal, then x* is a cardinal, so that x* = x,.. If x is an infinite
cardinal, then x and x* are equipotent, hence have same cardinal, so x = x,. Conversely, this
relation implies that x is a cardinal, and is equipotent to x*, so that x is an infinite cardinal.
Hence: x is a finite cardinal if an only if it is a cardinal with x # x.

Proposition 8 [4} p. 162] says two cardinals that have the same successor are equal. Proof.
the assumption is that x and y are two cardinals such that x™ and y* are equipotent. We
know that this implies that x and y are equipotent, hence have the same cardinal..

On the other hand, if a ¢ A, the cardinal of A U {a} is the successor of the cardinal of A.
This is the same as: if ¢ € C, then the cardinal of C is the successor of the cardinal of C — {c}.
Thus, if C is equipotent to C — {c}, it is an infinite set.

Lemma CS_succ a: cardinalp (csucc a).
Lemma card_csucc X: csucc X =C OosuccC X.

Lemma succ_of_finite x: finite_o x -> csucc x = osucc X.
Lemma csucc_inf x: infinite_c x <-> x = csucc
Lemma finite_cP x: finite_c x <-> (cardinalp
Lemma succ_zero: csucc \0c = \lc.
Lemma succ_one: csucc \lc \2c.

L]

/\ x <> csucc x).

Theorem csucc_inj: {when cardinalp &, injective csucc}.
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Lemma csucc_pr a b: ~ (inc b a) ->
cardinal (a +s1 b) = csucc (cardinal a).

Lemma csucc_prl a b:
cardinal ((a -s1 b) +sl b) = csucc (cardinal (a -s1 b)).

Lemma csucc_pr2 a b: inc b a >
cardinal a = csucc (cardinal (a -s1 b)).

Lemma infinite_set_pr a b: inc b a -> a \Eq (a -s1 b) ->
infinite_set a.

Lemma infinite_set_prl a b: inc b a -> a \Eq (a -s1 b) ->
infinite_set (a -sl1 b).

Lemma infinite_set_pr2 x: infinite_o x -> ~(inc x x) ->
infinite_set x.

Lemma infinite_set_pr4 x: infinite_o x -> ordinalp x -> infinite_set x.

The axiom of infinity. Bourbaki has an axiom that says that there is an infinite set. This
axiom is not needed in COQ, because N (the type nat) is infinite, since the successor function
is a bijection N — N — {0}. We can then consider the least infinite ordinal, and call it wg, or w.

It is obvious that w is a cardinal, hence an infinite cardinal, hence a limit ordinal. We
introduced above a set wg that depends on a parameter E. Chose E = w, and call the result
. We know that ' is an infinite ordinal, and the least limit ordinal; it immediately follows
that w = w/, so that w satisfies an induction principle.

Definition omegaO := least_ordinal infinite_o (cardinal nat).

Lemma nat_infinite_set: infinite_set nat.
Lemma omegaO_pr:
[/\ ordinalp omegaO, infinite_o omegaO &
(forall z, ordinalp z -> infinite_o z -> sub omegal z)].

Lemma 0S_omega: ordinalp omegaO.

Lemma 0OIS_omega: infinite_o omegaO.

Lemma CS_omega: cardinalp omegaO.

Lemma CIS_omega: infinite_c omegaO.

Lemma omega_limit0O: omegaO = opred omegaO.

Lemma omega_limit: limit_ordinal omegaO.

Lemma omega_rec (p: property):
p \Oo -> (forall x, inc x omega0 -> p x -> p (osucc x)) ->
forall x, inc x omega0 -> p x.

Since any infinite cardinal is a limit ordinal,  is the least infinite cardinal. More proper-
ties of ordinal numbers will be given in Chapter|[11}

Lemma omega_P1 x: ordinalp x —>
(infinite_o x <-> sub omegal x).
Lemma omega_P2 x: inc x omegaO <-> finite_o x.
Lemma limit_ge_omega x: limit_ordinal x -> omegal0 <=o x.
Lemma omega_limit3 x: infinite_c x -> sub omegal x.
Lemma infinite_set_pr3 x: omegal <=0 x -> infinite_c (cardinal x).

Properties of equipotent sets. We state here some lemmas that will be useful when defining
operations on cardinals. We prefix with Eqc lemmas that say that some sets are equipotent,
hence have the same cardinal.
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All singletons are equipotent, as well as all sets with exactly two elements (they are equipo-
tent to the canonical doubleton 2). A set with cardinal one or two has one or two elements.

Lemma Eq_setl x : singleton x \Eq C1.

Lemma card_setl x: cardinal(singleton x) = \lc.

Lemma card_set2 x x’: x <> x’ -> cardinal (doubleton x x’) = \2c.
Lemma set_of_card_oneP x: cardinal x = \lc <-> singletonp x.

Lemma set_of_card_twoP x: cardinal x = \2c <-> doubletonp x.

Products of equipotent sets are equipotent (if E, is equipotent to F,, we choose a bijection
/i via the axiom of choice, and consider the family of functions (f{),). We also consider the
case of the product of two sets (the bijection is ext_to_prodC).

Definition fgraphs_equipotent x y :=
domain x = domain y
/\ (forall i, inc i (domain x) -> (Vg x i) =c (Vg y 1)).
Definition equipotent_ex E F :=
choose (fun z=> bijection_prop z E F).

Lemma equipotent_ex_pr E F:

E \Eq F -> bijection_prop (equipotent_ex E F) E F.
Lemma equipotent_ex_prl E F:

E =c F -> bijection_prop (equipotent_ex E F) E F.
Lemma Eqc_setXb x y:

fgraphs_equipotent x y -> (productb x) =c (productb y).
Lemma Eqc_setX a b a’ b’:

a=ca -> b=cb’ -> (a\times b) =c (a’ \times b’).

Two unions UX, and UY, with the same index set are equipotent if the sets are equipotent
and if each family is mutually disjoint. As a particular case, we get conditions for AuB and
A’ UB' to be equipotent.

Lemma Eqc_indexed_c a b: (a *sl b) =c a.
Lemma Eqc_disjointU X Y:
fgraphs_equipotent X Y ->
mutually_disjoint X -> mutually_disjoint Y ->
(unionb X) =c (unionb Y).
Lemma Eqc_disjointUl X Y:
fgraphs_equipotent X Y ->
(disjointU X) =c (disjointU Y).
Lemma Eqc_disjointU2 a b a’ b’:
disjoint a b -> disjoint a’ b’ -> a =c a’ -> b =c b’ >
(a \cup b) =c (a’ \cup b’).

We consider a functional graph f defined on a doubleton whose range is {A,B}. We give
some examples. If F is the canonical doubleton family, then there is a bijection g such that

f=Fog.

Definition doubleton_fam f a b :=
[/\ fgraph f, doubletonp (domain f) & range f = doubleton a b].

Lemma doubleton_C2: doubletonp C2.

Lemma doubleton_fam_canon f:
doubleton_fam (Lg C2 f) (f CO) (f C1).
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Lemma doubleton_fam_variant x y a b: y <> x ->
doubleton_fam (variantL x y a b) a b.

Lemma doubleton_fam_rev a b:
doubleton_fam (variantLc b a) a b.

Lemma two_terms_bij a b f (F:= variantlLc a b) : doubleton_fam f a b ->
exists g, [/\ bijection g, target g = domain F & f = F \cf (graph g)].

4.1 The cardinal of a set

The cardinal of a set, and some basic properties have been introduced earlier.

4.2 Order relation between cardinals

Let X <. Y be the the relation “X is equipotent to some subset of Y”. This is equivalent to
X =Y. The relation remains true if X and Y are replaced by equipotent sets. In particular, it
is equivalent to card(X) <. card(Y).

Bourbaki defines v <¢,q 1t as “t and n are cardinals and v <. n”. This is an order relation
(antisymmetry follows from the Cantor-Bernstein theorem).

Definition equipotent_to_subset x y:= exists2 z, sub z y & x \Eq z.

Lemma set_leP a b: a <=s b <-> equipotent_to_subset a b.
Lemma set_le_t a b: sub a b -> a <=s b.
Lemma eq_subset_pr2 a b a’ b’:
a=ca’” ->b=cb’” -> a<=ssb->a’”<=sb’.
Lemma eq_subset_cardP x y:
x <=s y <> (cardinal x) <=s (cardinal y).

Basic properties. We define a <.,;,q b to be “a and b are cardinals and a c b”.

This definition is equivalent to the previous one. Assume that a and b are cardinals (in
the von Neumann sense). If a c b, then there is an injection a — b. Conversely, assume that
there is an injection a — b, and let’s show a < b. Since a and b are ordinals, one of a c b
or b c a holds. In the second case, there is an injection b — a and the Cantor Bernstein
theorem says that a and b are equipotent; since they are cardinals they are equal, thus a c b.
We deduce: if f : A — B is injective then card(A) < card(B). We also deduce: if A c B, then
card(A) < card(B); if card(c) < card(B) then there is a subset A of B with cardinal card(c).

Definition cardinal_le x y :=
[/\ cardinalp x, cardinalp y & sub x yJ.

Definition cardinal_1lt a b := cardinal_le a b /\ a <> b.

Notation "x <=c y" := (cardinal_le x y) (at level 60).

Notation "x <=cc y" := (cardinal x <=c cardinal y) (at level 60).
Notation "x <c y" := (cardinal_lt x y) (at level 60).

Lemma cardinal_le_auxl x y:
X <=cy —> x <=sy.
Lemma cardinal_le_aux2P x y: cardinalp x -> cardinalp y ->
(x <=s y <> x <=c y)
Lemma eq_subset_cardPl x y: x <=s y <-> x <=cc y.
Lemma inj_source_smaller f: injection f -> (source f) <=cc (target f).

Inria



Bourbaki: Theory of sets in Cogq, II (v10-2018) 89

Lemma sub_smaller a b: sub a b -> a <=cc b.
Lemma sub_smaller_contra Z X: Z <=cc X ->
exists2 Y, sub Y X & cardinal Z = cardinal Y.

Theorem 1 [4, p. 159] says that the relation “x and y are cardinals and x <.” is a well-
order. relation. See page for the proof in the case of Bourbaki cardinals. In our frame-
work, the result is trivial since the relation is equivalent to <.arq and a <carq b implies a <qrq b

Lemma ocle x y: x <=c y -> x <=0 y.
Lemma cleR x: cardinalp x -> x <=c X.
Lemma cleT b a c:
a<=cb->b<=cc->a<=cc.
Lemma cleA x y:
X <=cy >y <sCcXxX->XxX=yY.
Lemma cle_wor’ E (x:= intersection E): cardinal_set E -> nonempty E ->
inc x E /\ (forall y, inc y E -> x <=c y).
Theorem cle_wor: worder_r cardinal_le.

Some consequences. Note that <.,.q is a total order relation since it is a well-order.

Lemma cle_eqVlt a b : a <=c b -> (a = b \/ a <c b).
Lemma cleNgt a b: a <=c b -> ~(b <c a).
Lemma cltNge a b: a <c b -> ~(b <=c a).
Lemma clt_l1leT b a c: a <c b -> b <=c ¢ -> a <c c.
Lemma cle_1tT at b c: a <=c b -> b <c ¢ -> a <c c.
Lemma clt_1tT b a c: a <c b -> b <c ¢ -> a <c c.
Lemma wordering_cle_pr x:

cardinal_set x ->

worder_on (graph_on cardinal_le x) Xx.
Lemma cleT_ell a b:

cardinalp a -> cardinalp b -> [\/ a
Lemma cleT_el a b:

cardinalp a -> cardinalp b -> a <=c b \/ b <c a.
Lemma cleT_ee a b:

cardinalp a -> cardinalp b -> a <=c b \/ b <=c a.

b, a <c b | b <c a].

Minimum and maximum of cardinals. We instantiate the generic min max to cardinals.

Definition cmax:= Gmax cardinal_le.
Definition cmin:= Gmin cardinal le.

Lemma CS_cmax
Lemma CS_cmin
Lemma cmax_xy
Lemma cmax_yx

X cardinalp x -> cardinalp y -> cardinalp(cmax x y).

X

X

X
Lemma cmin_xy x

X

y

y

y:
y: cardinalp x -> cardinalp y -> cardinalp(cmin x y).
y: x <SC y -> cmax x y = y.
y: y <=C X -> cmax X y = X.
y: X <=c y -> cmin X y = X.
y: y <=c X -> cmin x y = y.
cardinalp x -> cardinalp y -> cmax X y = cmax y X.
cardinalp x -> cardinalp y —->

Lemma cmin_yx
Lemma cmaxC x
Lemma cminC x

(e}
=]

.
[=]
"
(o3}
I

cmin y Xx.
Lemma cmax_pl x y: cardinalp x -> cardinalp y ->

x <=c (cmax x y) /\ y <=c (cmax x y).
Lemma cmin_pl x y: cardinalp x -> cardinalp y —->
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(cmin x y) <=c x /\ (cmin x y) <=c y.
Lemma cmax_p0 x y z: x <=c z —> y <=c z -> (cmax x y) <=c z.
Lemma cmin_p0 x y z: z <=c x -> z <=c y -> z <=c (cmin x y).
Lemma cmaxA x y z: cardinalp x -> cardinalp y -> cardinalp z ->
cmax x (cmax y z) = cmax (cmax x y) z.
Lemma cminA x y z: cardinalp x -> cardinalp y -> cardinalp z —>
cmin x (cmin y z) = cmin (cmin x y) z.
Lemma cminmax x y zZ:
cardinalp x -> cardinalp y -> cardinalp z —>
cmin x (cmax y z) = cmax (cmin x y) (cmin x z).
Lemma cmaxmin x y z:
cardinalp x -> cardinalp y -> cardinalp z —>
cmax x (cmin y z) = cmin (cmax x y) (cmax x z).

Ordinal and cardinal comparison.

Lemma cardinal_pr3 a: ordinalp a -> cardinal a <=o a.
Lemma coltl a x: cardinalp x -> inc a x ->
cardinal a <c X.
Lemma oclel y x: x <=0 y —> x <=cc y.
Lemma oclt x y: x <cy -> x <0 y.
Lemma ocle2P x y: cardinalp x -> ordinalp y —>
((y <o x) <> (cardinal y <c x)).
Lemma ordinals_card_1tP y: cardinalp y —>
forall x, inc x y <-> (ordinalp x /\ (cardinal x) <c y).
Lemma ocle3 x y:
cardinalp x -> cardinalp y -> x <=0 y -> x <=C y.
Lemma oclt3 x y:
cardinalp x -> cardinalp y -> x <oy -> x <Cc y.

Cardinal comparison and finiteness. Note that x is finite if and only if x < w, it is infinite if
and only if w < x.

Lemma finite_c_P2 x: finite_c x <-> (x <c omega0).
Lemma infinite_c_P2 x: infinite_c x <-> (omegal <=c x).

If a is finite and b is infinite, then a < b. If b < c then c is infinite. If d < a then d is finite.
A subset of a finite set is finite. The last lemma here says: if f : A — B is injective and B is
finite, then A is finite.

Lemma cle_fin inf a b: finite_c a -> infinite c b -> a <=c b.
Lemma clt_fin _inf a b: finite_c a -> infinite_c b -> a <c b.
Lemma cle_inf_inf a b: infinite_c a -> a <=c b -> infinite_c b.
Theorem cle_fin _fin a b: finite_c b -> a <=c b -> finite_c a.
Lemma sub_finite_set x y: sub x y -> finite_set y -> finite_set x.
Lemma sub_image_finite_set A B f:

finite_set B -> (forall x, inc x A -> inc (f x) B) ->

{inc A &, injective f} ->

finite_set A.

We show here that if x is an ordinal, it is a finite or infinite set if and only if it is a finite or
infinite ordinal, and this implies x < w or w < x.
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Section OrdinalFinite.
Variable x:Set.
Hypothesis ox: ordinalp x.

Lemma ordinal_ finitel: finite_set x -> finite_o x.
Lemma ordinal_finite2: infinite_set x -> infinite_o x.
Lemma ordinal_finite3: finite_set x -> x <o omegaO.
Lemma ordinal_finite4: infinite_set x -> omegal <=o x.
End OrdinalFinite.

Some properties of zero and one. We have 0 < a for every cardinal a, and 1 < a if moreover
a # 0. We have card(E) = 1 if and only if E is non-empty. We have card(E) = 2 if and only if E
has at least two elements.

Lemma oltl x: x <o \lo -> x = \Oo.

Lemma olt2 a: a <o \2c -> a = \0o \/ a = \lo.

Lemma ogelP x: (\lo <=0 x) <-> (\Oo <o x).

Lemma ogel x: ordinalp x -> x <> \0o -> \lo <=0 x.
Lemma ozero_dichot x: ordinalp x -> x = \0o \/ \Oo <o x.
Lemma oone_dichot x y: x <o y => (y = \1lo \/ \lo <o y).

Lemma cleOx x: cardinalp x -> \Oc <=c x.

Lemma czero_dichot x: cardinalp x -> x = \Oc \/ \Oc <c x.
Lemma cltO x: x <c \Oc -> False.

Lemma cle0 a: a <=c \Oc -> a = \Oc.

Lemma card_ne0O_pos x: cardinalp x -> x <> \Oc -> \Oc <c x.
Lemma card_gt_ne0 x y: x <c y -> y <> \Oc.

Lemma succ_nz n: csucc n <> \Oc.

Lemma succ_positive a: \Oc <c (csucc a).

Lemma clt_01: \Oc <c \lc.
Lemma cle_01: \Oc <=c \lc.
Lemma cle_12: \1lc <=c \2c.
Lemma clt_02: \0c <c \2c.

Lemma olt_01: \Oo <o \lo.

Lemma ole_01: \Oo <=0 \lo.

Lemma cgelP x: \lc <=c x <-> \Oc <c x.

Lemma cltl x: x <c \1lc -> x = \Oc.

Lemma clelP x: (x <=c \lc) <> (x = \0c \/ x = \1¢).

Lemma cgel x: cardinalp x -> x <> \0c -> \lc <=c x.
Lemma clt2 a: a <c \2¢c -> a = \0c \/ a = \lc.
Lemma cge2 x: cardinalp x -> x <> \0c -> x <> \lc -> \2c <=c x.
Lemma cge2P x: \2c <=c x <-> [/\ cardinalp x, x <> \Oc & x <> \1c].
Lemma cle2P x: x <=c \2c <> [\/ x = \0c, x = \1c | x = \2c].
Lemma set_gelP E: \lc <=c (cardinal E) <-> nonempty E.
Lemma set_lelP E: (cardinal E) <=c \1lc <-> small_set E.
Lemma set_ge2P E:
\2c <=c (cardinal E) <-> exists a b, [/\ inc a E, inc b E & a <> b].

Lemma set_le2P E:

(cardinal E) <=c \2c <-> [\/ empty E, singletonp E | doubletonp E].
Proof.
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Supremum of a family of cardinals. Let’s introduce the sets C, and C}, formed of all x such
that x <¢4;q @ and x <carq a respectively. We assume that a is a cardinal, for otherwise the sets
are empty. If x € C/, then x <q;q a so that x € g; this shows that C/, is a set. Similarly, if x € Cg,
then x € a®. Note that C, is the set of all cardinals in a™ (our definition) as well as the set of
all card(t), where t € *J3(a) (the Bourbaki definition).

Definition cardinals_le a:= Zo (osucc a) cardinalp.
Zo a (fun b => b <c a).

Definition cardinals_lt a:

Lemma cardinals_leP a : cardinalp a ->

forall b, (inc b (cardinals_le a) <-> (b <=c a)).
Lemma cardinals_1tP a: cardinalp a ->

(forall b, inc b (cardinals_1t a) <-> (b <c a)).
Lemma cardinals_le_alt a: cardinalp a ->

(cardinals_le a) = fun_image (\Po a) cardinal.

Proposition 2 in [4} p. 160] says that for every family (a,),c1 there exists a unique cardinal
b such that a, < b for all 1 € I and such that every cardinal ¢ for which a, = cforalltelis = b.
Let A be the set of all (a,),e1. The proposition can be restated as: there exists a unique cardinal
b such that a < b for all a € A and such that every cardinal ¢ for whicha<cforallae Ais = b.
The quantity b is called the least upper bound (of the set, or the family) and denoted sup,¢;
(or sup(A), in the case of a set).

Bourbaki has a strange argument that says that there is a set E such that a, c E. If a is the
cardinal of E it follows a, <¢4:q 0, hence A < C,. Now C, is a well-ordered set with a greatest
element, so A has a least upper bound in this set. The conclusion follows easily.

The proof is simpler in the case of von Neumann ordinals.. Let a = [JA. Since each ele-
ment of A is an ordinal it follows that a is the least upper bound of A for <,,q. Let b be an ordi-
nal equipotent to a such that b <4 a. Since b is not an upper bound there is ¢ € A such that
b <qord € <ord a- Let A, B and C be the cardinals of these quantities. We get B <¢4;q C <card A-
Since A = B, these three cardinals are equal. Thus b and c are equipotent. Since c is a cardi-
nal, we get ¢ <qq b, absurd. This shows that a is a cardinal, hence is an upper bound of A for
<card- Let b be an other upper bound. If ¢ € A we have ¢ <¢,q b, hence ¢ c b, hence a c b,
hence a <carq b.

Lemma CS_sup E: cardinal_set E -> cardinalp (\csup E).
Lemma card_ub_sup E y: cardinalp y -> (forall i, inc i E -> i <=c y) —->
\csup E <=c y.
Lemma card_sup_ub E: cardinal_set E —>
forall i, inc i E -> i <=c \csup E.
Lemma card_sup_image E f g:
(forall x, inc x E > f x <=c g x) —>
\csup (fun_image E f) <=c \csup (fun_image E g).

Lemma cardinal_supremuml x:
cardinal_set x ->
exists! b, [/\ cardinalp b,
(forall a, inc a x -> a <=c b) &
(forall c, cardinalp ¢ -> (forall a, inc a x -> a <=c ¢) ->
b <=c ¢)].

Theorem cardinal_supremum2 x:
fgraph x -> cardinal_fam x ->
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exists!b, [/\ cardinalp b,
(forall a, inc a (domain x) ->(Vg x a) <=c b) &
(forall c, cardinalp ¢ ->
(forall a, inc a (domain x) -> (Vg x a) <=c c) ->
b <=c c)].

Proposition 3 in [4, p. 160] says that card(y) < card(x) if there is a surjection of x onto y
(the right inverse of the surjection being injective). As a consequence, the range of a function
is not bigger than the source.

Lemma surjective_cle x y:

(exists z, surjection_prop z x y) ->

y <=cc X.
Lemma card_le_surj a b : a <=cc b -> nonempty a —>

exists f, surjection_prop f b a.
Lemma image_smaller f: function f -> (Imf f) <=cc (source f).
Lemma range_smaller f: fgraph f -> (range f) <=cc (domain f).
Lemma image_smallerl f x: function f -> (Vfs f x) <=cc x.
Lemma fun_image_smaller a f: (fun_image a f) <=cc a.

4.3 Operations on cardinals

Given a family of cardinals (a,) 1, the cardinal of the sum (i.e., disjoint union) of these

sets is called the cardinal sum and denoted by Z a,; the cardinal of the product is called the
el

cardinal product and denoted PIal. The qualificative “cardinal” will be omitted if there is
(S
no risk of confusion. The associated operations are called addition and multiplication. The

notation H a, will later be used for both the cartesian product and the cardinal product.
el

We denote by ‘csum x’ the sum of the family x, and by ‘csumb I £’ the sum of the family
with index I and evaluation function f. Idem for the product.

Definition csum x := cardinal (disjointU x).
Definition cprod x := cardinal (productb x).
Definition csumb a (f:fterm) := csum (Lg a f).

Definition cprodb a (f:fterm) := cprod (Lg a f).

Note that ‘csum X = csumb I f’ wherelisthe domain of X, and f its evaluation func-
tion; even when X is not a functional graph.

Lemma csum_gr f: csumb (domain f) (Vg f) = csum f.

Lemma cprod_gr f: cprodb (domain f) (Vg f) = cprod f.

Lemma csumb_exten A f g : {inc A, £ =1 g} -> csumb A f = csumb A g.
Lemma cprodb_exten A f g : {inc A, f =1 g} -> cprodb A f = cprodb A g.
Lemma csum_prO I f : csumb I f = csumb I (fun i => cardinal (f 1i)).
Lemma cprod_prO I f : cprodb I f = cprodb I (fun i => cardinal (f 1i)).

Proposition 4 of [4} p. 160] says that the cardinal sum or cardinal product of the family
card(E,) is the cardinal of the sum or the product of the sets E,. In other terms, if a, = card(E,)
then card([]E)) = Pal and Card(SEl) =) a,. One can notice that the cardinal of a union is at
most the cardinal of the disjoint unionf}

2Bourbaki has no notation for the disjoint union; we use a big S by analogy with the big P
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Theorem cprod_pr f: cprod f = cprodb (domain f) (fun a => cardinal (Vg f a)).
Theorem csum_pr f: csum f = csumb (domain f) (fun a => cardinal (Vg f a)).
Lemma csum_pr3 f g:

domain f = domain g ->

(forall i, inc i (domain f) -> Vg f i =c Vg g i) ->

csum f = csum g.
Lemma csum_pr4 f:

mutually_disjoint f ->

cardinal (unionb f) = csumb (domain f) (fun a => cardinal (Vg f a)).
Lemma csum_pr4_bis X f:

(forall i j, inc i X -> inc j X -> i = j \/ disjoint (f i) (f j)) —->

cardinal (unionf X f) = csumb X (fun a => cardinal (f a)).
Lemma csum_prl f:

cardinal (unionb f)

<=c csumb (domain f) (fun a => cardinal (Vg f a)).
Lemma csum_prl_bis X f:

cardinal (unionf X f) <=c csumb X (fun a => cardinal (f a)).

Proposition 5 [4} p. 161] says that if f is a bijection from K to I and if g, is a cardinal then
(“commutativity” of the sum and product):

(4.1) Z af(K) = Zal, KEKaf(K) = llsla[.

keK el

If the family (J)) e is a partition of I, then (“associativity” of the sum and product):

(4.2) Ya=) (D a) Pa=P(Pa).

el AeL e, el A€EL "1€],

Let ((ap,)iegy)aer. be a family of families of cardinals. Let I = []J,. Distributivity of product
over sum is

4.3) P(Y an)=Y ( )\Fe)LaA' )

AeL (e, fel

The relations are trivial for the product, and in the case of the union, we have to check
that the families are disjoint. Formulas (4.1), (4.2) and are numbered (4), (5) and (6) by
Bourbaki.

Theorem csum_Cn X f:

target f = domain X -> bijection f —>

csum X = csum (X \cf (graph £f)).
Theorem cprod_Cn X f:

target £ = domain X -> bijection f >

cprod X = cprod (X \cf (graph f)).
Theorem csum_An f g:

partition_w_fam g (domain f) ->

csum f = csumb (domain g) (fun 1 => csumb (Vg g 1) (Vg £)).
Theorem cprod_An f g:

partition_w_fam g (domain f) ->

cprod f = cprodb (domain g) (fun 1 => cprodb (Vg g 1) (Vg £)).
Theorem cprodDn f:

cprodb (domain f) (fun 1 => csum (Vg £ 1)) =

csumb (productf (domain f) (fun 1 => (domain (Vg f 1))))

(fun g => (cprod (Lg (domain f) (fun 1 => Vg (Vg £ 1) (Vg g 1))))).

Inria



Bourbaki: Theory of sets in Cogq, II (v10-2018) 95

We consider a variant of the commutativity theorem, where f is a functional term rather
than a function. Moreover, we state the usual associativity theorem:

(4.4) 22 fij=2 2 fijs

i€l jeJ jeJiel

we apply the general result to I x J, with two partitions, according to the first and second
projection.

Definition quasi_bij (f: fterm) I J :=
[/\ (forall x, inc x I -> inc (f x) J),

(forall x y, inc x I ->dncyI >fx=fy->x=y)&
(forall y, inc y J -> exists2 x, inc x I & y = f x)].
Fact quasi_bij_prop £ I J g (F := (Lf £ I J)) (G :=LgJ g

quasi_bij £ I J —>
[/\ target F = domain G, bijection F &
G \cf (graph F) = Lg I (fun z => Vg G (f z))].

Lemma csum_Cn2 J g I £ : quasi_bij £ I J >
csumb J g = csumb I (fun z => (g (f 2))).
Lemma cprod_ Cn2 J g I £ : quasi_bij £ I J —>

cprodb J g = cprodb I (fun z => (g (f 2))).

Fact csum_prod_assoc_aux I J (f: fterm2): (x 53 *)
csumb I (fun i => csumb J (fun j => f i j)) =
csumb J (fun j => csumb I (fun i => f i j)) /\
cprodb I (fun i => cprodb J (fun j => £ i j)) =
cprodb J (fun j => cprodb I (fun i £fij).

Lemma csum_An2 I J (f: fterm2):

csumb I (fun i => csumb J (fun j => f i j)) =

csumb J (fun j => csumb I (fun i => f i j)).
Lemma cprod_An2 I J (f: fterm2):

cprodb I (fun i => cprodb J (fun j => £ i j)) =

cprodb J (fun j => cprodb I (fun i => f i j)).

The case of two arguments. Given two sets a and b, we can consider a family F defined
on a doubleton {x, y} such that F(x) = a and F(y) = b. By commutativity, the cardinal sum
and cardinal product of the family depends only on a and b. It is denoted by a + b and a.b
respectively. Commutativity is obvious.

Definition csum2 a b := csum (variantLc a b).

Definition cprod2 a b := cprod (variantLc a b).
Notation "x +c y" (csum2 x y) (at level 50).
Notation "x *c y" (cprod2 x y) (at level 40).

Lemma CS_sum2 a b: cardinalp (a +c b).
Lemma CS_prod2 a b: cardinalp (a *c b).

Lemma csum2_pr a b f:
doubleton_fam f a b -> a +c b = csum f.
Lemma cprod2_pr a b f:
doubleton_fam f a b -> a *c b = cprod f.
Lemma csum2_prO f : csumb C2 £ = £ CO +c £ C1.
Lemma cprod2_prO f : cprodb C2 £ = £ CO *c £ C1.
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Lemma csumC a b: a +c b = b +c a.
Lemma cprodC a b: a *c b = b *c a.

More properties.

Lemma disjointU2_pr3 a b x y: y <> x —>
(a +c b) =c ((a *s1 x) \cup (b *s1 y)).
Lemma csum2_pr2 a b a’ b’:
a=ca ->b=cb >
a+cb=a’ +cb’.
Lemma csum2cl x y: (cardinal x) +c y
Lemma csum2cr x y: x +c (cardinal y)
Lemma csum2_pr5 a b: disjoint a b —>
cardinal (a \cup b) = a +c b.
Lemma cprod2_pr2 a b: (a \times cardinal b) =c (a \times b).
Lemma cprod2cl x y: (cardinal x) *c y = x *C y.
Lemma cprod2cr x y: x *c (cardinal y) = x *c y.

X +c y.
X tc y.

Assume A c B, so that B is the disjoint union of A and B — A, and the cardinal of B is the
sum of the cardinal of the two sets. Let B and B’ be two sets, A the intersection. We deduce: if
B—B’ and B’ — B have the same cardinal, then B and B’ have the same cardinal. The converse
in false: take for B an infinite ordinal, and B’ its successor..

Lemma cardinal_setC2 a b: sub a b —>
cardinal b = a +c (b -s a).
Lemma cardinal_setC3 a b:
(a -sb) =c (b -sa) ->a=chb.
Lemma cardinal_setC3_rev: exists a b, a=c b /\~ (a-sb) =c (b-sa).

As an application of (4.4) we get Y ;1 fi + 2 ic18i = et (fi + 81)-
Lemma sum_of_sums f g I:
(csumb I f) +c (csumb I g) = csumb I (fun i => (£ i) +c (g 1i)).

Lemma prod_of_prods f g I:
(cprodb I f) *c (cprodb I g) = cprodb I (fun i => (£ i) *c (g 1)).

As a corollary, if a, b and ¢ are cardinals we have

(4.5) a+b=b+a and ab = ba,
(4.6) a+b+c)=(a+b)+c and a(be) = (ab)c,
4.7) a(b+c¢) =ab +ac.

Associativity of the product is a consequence of equipotency of Ax (B x C) and (AxB) x C.
Associativity of the sum is a consequence of associativity of U, commutativity of + and U, and
the property that a + (b +¢) is equipotent a; U (b; U cg), if the indices are distinct; the current
proof is four times shorter than the original one. The same idea can be used for (4.7). The
quantity a(b + ¢) is equipotent to a x (b; Uc;) hence to (ax b;) U (ax¢j), and (ax b); U(axc);,
by associativity of the product. We show in fact (b + ¢)a = ba + ca, because, basically we use
equipotency of (AUB) x C and (A x C) U (B x C). The same techniques as above show

(4.8) a) b,=) ab,.

el el
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Lemma cprodA a b c:
a *¢ (b *c ¢c) = (a *c b) *c c.
Lemma csumA a b c:
a +c (b +c c) = (a +c b) +c c.
Lemma csumCA a b c: a +c (b +c ¢c) = b +c (atc c).
Lemma cprodACA: interchange cprod2 cprod2.
Lemma csumACA: interchange csum2 csum2.
Lemma cprodDr a b c:
a *c (b +c c) = (a *c b) +c (a *c c).
Lemma cprodDl a b c:
(b +c ¢) *c a = (b *c a) +c (c *c a).
Lemma cprod2Dn a I f:
a *c (csumb I f) = csumb I (fun i => a *c (f 1i)).

4.4 Properties of the cardinals 0 and 1

If a family is empty, the sum is zero and the product is one. If a family has a single element
that is a cardinal, this element is the sum or the product.

Lemma csum_trivial f: domain f = emptyset -> csum f = \Oc.
Lemma csum_trivialO f: csumb emptyset f = \Oc.
Lemma csum_triviall x f: domain f = singleton x -> csum f = cardinal (Vg f x).
Lemma csum_trivial2 x f: domain f = singleton x -> cardinalp (Vg f x) ->
csum £ = Vg f x.
Lemma csum_trivial3 x f: csumb (singleton x) f = cardinal (f x).
Lemma csum_triviald f a:
csum (restr f (singleton a))

cardinal (Vg f a).

Lemma cprod_trivial f: domain f = emptyset -> cprod f = \lc.

Lemma cprod_trivialO f: cprodb emptyset f = \lc.

Lemma cprod_triviall x f: domain f = singleton x -> cprod f = cardinal(Vg f x).

Lemma cprod_triviall x f: domain f = singleton x -> cardinalp (Vg f x) ->
cprod f = Vg f x.

Lemma cprod_trivial3 x f: cprodb (singleton x) f = cardinal (f x).

Lemma cprod_trivial4 f a:
cprod (restr f (singleton a)) = cardinal (Vg f a).

We have Y yeaup (%) = X xea f(X) + X e f(x) whenever A and B are disjoint. A special
case is when B is a singleton. Assume g : X — [ is a mapping. Let X; the set of all x such that
g(x) =1i. This is a partition of X, so that the cardinal of X is the sum of the cardinals of the X;.

Lemma csumA_setUl A b f: ~ (inc b A) —->
csumb (A +s1 b) £ = csumb A £ +c (f b).
Lemma csumA_setU2 A B f: disjoint A B —>
csumb (A \cup B) f = csumb A f +c csumb B f.
Lemma cprodA_setU2 A B f: disjoint A B —>
cprodb (A \cup B) f = cprodb A f *c cprodb B f.
Lemma cprodA_setUl A b f: ~ (inc b A) ->
cprodb (A +s1 b) f = cprodb A £ xc (f b).
Lemma card_partition_induced X f F:
(forall x, inc x X -> inc (f x) F) —>
cardinal X = csumb F (fun k => cardinal (Zo X (fun z => f z = k))).
Lemma card_partition_inducedl X f F g:
(forall x, inc x X -> inc (f x) F) ->
csumb X g = csumb F (fun i => csumb (Zo X (fun z => f z = i)) g).
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One can remove 0 in a sum and 1 in a product. This is Proposition 6 [4, p. 162]. The result
is clear for the sum, because 0; = ¢ (where 0; means 0 x {i}). Conversely, if a sum is zero, the
union of the x; is empty, so each x; is empty, and each term of the sum is zero. In the case of
a product, it is a trivial consequence of bijective_prj. If the family has two elements, this
gives nice results. If a factor of a product is zero, so is the product itself.

Theorem csum_zero_unit f j:
sub j (domain f) ->

(forall i, inc i ((domain f) -s j) -> (Vg £ i) = \Oc) —>
csum £ = csumb j (Vg £).

Theorem cprod_one_unit f j:
sub j (domain f) ->
(forall i, inc i ((domain f) -s j) -> (Vg £ i) = \1lc) ->
cprod f = cprodb j (Vg £).

Lemma csum_zero_unit_bis f:
(allf £ (fun z => z = \Oc)) <-> csum f = \Oc.

Lemma csumOr a: cardinalp a -> a +c \Oc = a.

Lemma csumOl a: cardinalp a -> \Oc +c a = a.

Lemma csum_0l a: \Oc +c a = cardinal a.

Lemma csum_nz a b: a +c b = \0Oc -> (a = \0c /\ b = \0c).

Lemma cprod_1r a: a *c \lc = cardinal a.
Lemma cprod_11 a: \lc *c a = cardinal a.
Lemma cprodir a: cardinalp a -> a *c \lc
Lemma cprodil a: cardinalp a -> \lc *c a
Lemma cprodOr a: a *c \Oc = \Oc.
Lemma cprod0l a: \Oc *c a = \Oc.
Lemma cprod_eqO f:
(exists2 i, inc i (domain f) & cardinal (Vg f i) = \Oc) ->
cprod £ = \Oc.

non
oo

Let a and b be two cardinals; consider a set I equipotent to b and the two families a, = a
and ¢, = 1. Then

(4.9) ab=) a; b=) c.

el el

The first formula is obtained from the second after multiplication by a, and using distribu-
tivity. This is Corollary 2 of Proposition 6 [4, p. 162]. Our proof is the following. If A and B
are any sets, the union of the A x {i} for i € B is A x B; taking cardinals says } g A = AB. Taking
A =1give )} g1 = card(B). One could deduce the Bourbaki statement, but it is not needed.

a *c b.
cardinal b.

Lemma csum_of_same a b: csumb b (fun i: Set => a)
Lemma csum_of_ones b: csumb b (fun i: Set => \1c)

The cardinal successor of x is x + 1 (since this is card(x*) and x* is the disjoint union of
x and a singleton). Since 2 is the successor of 1, it follows 1 + 1 =2 and x + x = 2x.

Lemma csucc_pr3 x: csucc (cardinal x) = x +c \lc.
Lemma csucc_préd x: cardinalp x -> csucc x = x +c \lc.
Lemma csucc_prb5 a: cardinal (csucc a) = csucc a.

Lemma csum_11: \lc +c \1c = \2c.

Lemma csum_nn n: n +c n = \2c *c n.
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Proposition 7 [4}, p. 162] says that a cardinal product is non-zero if and only if each factor
is non-zero (because a product is non-empty if and only if no factor is empty). Proposition 8
[4] p. 162] asserts injectivity of the successor function, namely that if a and b are two cardinals
such that a+1 =b+1 then a = b. In effect, there exists X equipotent to a, Y equipotent to b,
and u ¢X, v¢YsuchthatXu{u} =Yu{v}. If u=v, then X =Y; otherwise, if Z=YNY, we have
X=Zu{v}and Y =Zu{u}, so thatif ¢ = card(Z) we have a = b = ¢+ 1. There is a simpler proof:
use injectivity of csucc.

Definition card_nz_fam f := allf f (fun z => z <> \0Oc).

Theorem cprod_nzP f: card_nz_fam f <-> (cprod f <> \0c).

Lemma cprod2_nz a b: a <> \Oc -> b <> \Oc -> a *c b <> \Oc.

Lemma cprod2_eq0 a b: a *c b = \Oc -> a = \0c \/ b = \Oc.

Theorem succ_injective a b: cardinalp a -> cardinalp b ->
a +¢ \1c = b +c \lc -> a = b.

4.5 Exponentiation of cardinals

If a and b are two cardinals, the cardinal of the set of functions from b to a is denoted
a®, by abuse of notation Proposition 9 [4} p. 163] says that we can replace a and b by
equipotent sets.

Definition cpow a b := cardinal (functions b a).

Notation "x “c y" := (cpow x y) (at level 30).

Lemma CS_pow a b: cardinalp (a “c b).
Lemma cpow_pr0O a b: a “c b = cardinal (gfunctions b a).
Lemma cpow_pr a b a’ b’:

a=ca” >b=cb’” ->a’cb=a’"cb’.
Lemma cpowcl a b: (cardinal a) “c b =
Lemma cpowcr a b: a “c (cardinal b)
Theorem cpow_prl x y:

cardinal (functions y x) = (cardinal x) ~c (cardinal y).

a “c b.
a “c b.

Proposition 10 [4, p. 163] says that if a and b are two cardinals, I is a set with cardinal b
and g, is the constant family a, then ab = Plal. This is a trivial consequence of the fact that
Le

the set of functions and the set of graphs of functions are equipotent.

A consequence is that, if a and b are cardinals, (a,)e; and (b,)e1 are families of cardinals
we have

b,
(4.10) ai =Pa%  (Pa)’=Pab.

el el el

The proof of the first formula is as follows. Let a, = a. We have aetb = |IDal, where ] is any

set whose cardinal is ) 1 b,; we choose the disjoint union of the sets b,. We have a natural
partition of ] and we can apply the associativity of the product. The second formula is (4.4)
for products. We also have

(4.11) a®* = qbqf, (ab)* = a‘b", a® = @%°".

3The trouble seems to be that 42 and 2¢ denote the set of graphs of mappings from 2 to 4 or from 4 to 2; these
sets are obviously distinct, but have the same number of elements; hence 42 = 2% is true with these new notations,
see pagew Some authors write EF for the set of functions E — F.
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Theorem cprod_of_same a b: cprodb b (fun i: Set => a) = a “c b.
Lemma cpow_sum a f:

a “c (csum f) = cprodb (domain f) (fun i => a “c (Vg £ i)).
Lemma cpow_prod b f:

(cprod £f) “c b = cprodb (domain f) (fun i => (Vg £ i) “c b).
Lemma cpow_sum2 a b c: a “c (b +c ¢c) = (a “c b) *c (a “c c).
Lemma cpow_prod2 a b c: (a *c b) "c ¢ = (a “c c) *c (b "c c).
Lemma cpow_pow a b c: a “c (b *c ¢) = (a "¢ b) “c c.

Proposition 11 [4}, p. 164] states that
4.12) a®=1, al=aq 1°=1, 0°=0 (b#0).

The Bourbaki proof is the following. We want to compute the number of functions(E from
F to E is some cases. If F is empty, there is only the empty function; if F is a singleton then
EF and E are equipotent (the bijection is producti_canon), if E has a single element, there
is only one function, a constant; finally if the source is non-empty and the target is empty,
there is no function. We use different properties. In the first two cases, we replace the power
by a product whose index set has 0 or 1 element, and simplify the result. In the third case we
rewrite 1 as a product whose index set is empty, and use distributivity (@.10).

Note that a2 = a.a.

Lemma cpowx0O a: a “c \0c = \lc.

Lemma cpow00: \Oc “c \0c = \lc.

Lemma cpowxlc a: a "¢ \lc cardinal a.
Lemma cpowxl a: cardinalp a -> a “c \lc = a.
Lemma cpowlx a: \lc “c a = \lc.

Lemma cpowOx a: a <> \Oc -> \0c “c a = \Oc.
Lemma cpowx2 a: a “c \2c = a *c a.

LI

Characteristic Function. For any set X, and any subset A of X, the function ¢4 defined on
X by 1 if x € A and 0 otherwise, is called the characteristic function of A. We state some
trivial results. We then show that a subset of X is uniquely characterized by its characteristic
function. Any function f defined on X with values 0 or 1 is a characteristic function (of the
set of all x such that f(x) =1).

We deduce Proposition 12 [4} p. 164]: the cardinal of the power set of X is 2X,

Definition char_fun A B := Lf (varianti A \1c \0c) B C2.

Lemma char_fun_axioms A B:
1f_axiom (varianti A \1c \Oc) B C2.
Lemma char_fun_f A B: function (char_fun A B).
Lemma char_fun_V A B x:
inc x B -=> Vf (char_fun A B) x = varianti A \1lc \Oc x.
Lemma char_fun_V_cardinal A B x:
inc x B -> cardinalp (Vf (char_fun A B) x).
Lemma char_fun_ V_a A B x: sub A B -> inc x A ->
Vf (char_fun A B) x = \lc.
Lemma char_fun_ V_b A B x: sub A B -> inc x (B -s A) ->
Vf (char_fun A B) x = \Oc.
Lemma char_fun_injectiveP A A’ B: sub A B -> sub A’ B >
((A=A’) <-> (char_fun A B = char_fun A’ B)).
Lemma char_fun_surjective X f:function_prop f X C2 ->
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exists2 A, sub A X & char_fun A X = f.

Theorem card_setP X: cardinal (\Po X) = \2c "¢ X.

4.6 Order relation and operations on cardinals

We shall write a — b for the cardinal of a — b, the complement of b in a. If a and b are
cardinals, it will be called the cardinal difference and denoted a — b. If a <¢,rq b then a and
b are cardinals, with a < b so b = a+ (b —. a). Obviously a < a+ b whenever a and b are
cardinals.

Definition cdiff a b := cardinal (a -s b).
Notation "x -c y" := (cdiff x y) (at level 50).

Lemma CS_diff a b: cardinalp (a -c b).
Lemma cardinal _setC A E: sub A E ->
(cardinal A) +c (E -c A) = cardinal E.
Lemma cdiff_pr a b: a <=c b -> a +c (b -c a) = b.
Lemma csum_MOle a b: cardinalp a -> a <=c (a +c b).

Proposition 13 [4] p. 164] states that, whenever a and b are cardinals, a = b if and only if
there exists a cardinal ¢ such thata=b+c.

Assume a = b+ c. According to Bourbaki, a is equipotent to the disjoint union of b and c.
From this we deduce an injection b — a, so b < a. Conversely, if b < a, there is an injection
b — a; and a is equipotent to the disjoint union of the image and its complement. So, the
argument of Bourbaki is essentially the same as ours, but he does not introduce the difference
because c is not uniquely defined. We shall see in a moment that the difference exists in the
case where a is finite. Later on, we will be able to prove the following: Assume b < a and a
is infinite, then a = b + ¢ implies ¢ = a; in the case b = a and a is infinite, then a = b+ c is
equivalent to ¢ < a.

Theorem cardinal_le_setCP a b:
cardinalp a -> cardinalp b ->
((b <=c a) <> (exists2 c, cardinalp c & b +c c = a)).

Proposition 14 [4} p. 165] says that if a, = b, (for two families of cardinals) we have

(4.13) Ya=Y0, Palngl-

el 1€l el

The first formula is shown as follows. We have a bijection from b, into a subset E, of a,, hence
a bijection from b, x {1} into a subset E, x {1} of a, x {1}. This gives a bijection from the disjoint
union Ub, x {1} into a subset JE, x {t} of Ja, x{t}. The proof of the second formula is similar: we
get a bijection from [] b, into a subset [T E, of [T a,. Note: using von Neumann ordinals simpli-
fies the proof: by assumption b; < a;; we deduce []b; < [] a;, hence card([] b;) < card([] a;).

As a corollary, we obtain a smaller result if we restrict the domain of the sum or the prod-
uct; in the case of a product, we assume all factors nonzero (proof: missing terms are replaced
by zero, or one). The power is increasing with respect to both arguments. If we have a family
of sets, each of which has cardinal < 7, then the cardinal of the union is at most n times the
number of elements of the family.
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Theorem csum_increasing f g:
domain f = domain g ->
(forall x, inc x (domain f) -> (Vg f x) <=c (Vg g x)) —->
(csum f) <=c (csum g).

Theorem cprod_increasing f g:
domain f = domain g ->
(forall x, inc x (domain f) -> (Vg £ x) <=c (Vg g x)) —->
(cprod f) <=c (cprod g).

Lemma csum_increasing0 I (f g:fterm):
(forall x, inc x I -> f x <=c g x) —>
(csumb I f) <=c (csumb I g).

Lemma cprod_increasing0 I (f g: fterm):
(forall x, inc x I -> f x <=c g x) —->
(cprodb I f) <=c (cprodb I g).

Lemma cardinal uniona X n: (forall x, inc x X -> cardinal x <=c n) ->
cardinal (union X) <=c n *c cardinal X.

Lemma csum_increasingl f j:
sub j (domain f) -> (csum (restr f j)) <=c (csum f).

Lemma cprod_increasingl f j: card_nz_fam f ->
sub j (domain f) -> (cprod (restr f j)) <=c (cprod f).

Lemma csum_increasing6 f j: cardinalp (Vg £ j) ->
inc j (domain f) -> (Vg f j) <=c (csum f).

Lemma cprod_increasing6 f j: cardinalp (Vg f j) -> card_nz_fam f ->
inc j (domain f) -> (Vg f j) <=c (cprod f).

Comparison with two argument functions.

Lemma csum_Mlele a b a’ b’:

a <=c a’ -> b <=c b’ -> (a +c b) <=c (a’ +c b’).
Lemma csum_Mleeq a b b’: b <=c b’ -> (b +c a) <=c (b’ +c a).
Lemma csum_Meqle a b b’: b <=c b’ -> (a +c b) <=c (a +c b’).
Lemma csum_MleO a b: cardinalp a -> a <=c (b +c a).
Lemma csum2_pr6 a b: cardinal (a \cup b) <=c a +c b.
Lemma cprod_Mlele a b a’ b’:

a <=c a’ -> b <=c b’ -> (a *c b) <=c (a’ *c b’).
Lemma cprod_Meqle a b b’: b <=c b’ -> (a *c b) <=c (a *c b?).
Lemma cprod_Mleeq a b b’: b <=c b’ -> (b *c a) <=c (b’ *c a).
Lemma csum_MOle a b: cardinalp a -> a <=c (a +c b).
Lemma cprod_Mlle a b: cardinalp a -> b <> \Oc -> a <=c (a *c b).
Lemma csum_eql a b: cardinalp a -> cardinalp b -> a +c b = \1c ->

(a = \0c \/ b =\0c).
Lemma cprod_eql a b: cardinalp a -> cardinalp b -> a *c b = \1c ->
(a = \1c /\ b = \10).

Lemma cpow_Mleeq x y z: x <=c y -> x <> \0c ->x "¢ z <=cy "¢ z.
Lemma cpow_Meqle x a b: x <> \Oc -> a <=c b -> x "c a <=c x "¢ b.
Lemma cpow_Mlele a b a’ b’:

a <>\0c ->ac<=ca’ ->b<=cb -> (a“cb)<=c (a’ “c b’).
Lemma cpow_M2le x y: x <=c y -> \2c “c x <=c \2c “c y.
Lemma cpow_Mlel a b:

cardinalp a -> b <> \0c -> a <=c (a “c b).

Given a setE, there is an injection f : E — *J3(E) but no surjection. One injection is x — {x}.
Assume that there is a surjection, and consider y such that f(y) is the set F of all x € E such

that x ¢ f(x). Both claims y € f(y) and y ¢ f(y) hold, contradiction.
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We deduce Cantor’s theorem (Theorem 2, [4] p. 165]) stating that 2% > a for every cardinal
a, so that there is no set containing all cardinals (for otherwise this set would have a greatest
element).

Theorem cantor a: cardinalp a -> a <c (\2c “c a).
Lemma cantor_bis: non_coll cardinalp.
Lemma infinite_pow2 x: infinite_c x -> infinite_c (\2c “c x).

Cardinal successor. Let ¢ be a cardinal. Since ¢ < 2°¢ there exists a least cardinal s such that
¢ < 5. We call this the “next cardinal after ¢”, or, by abuse of language, the cardinal successor
of c¢. In the case of von Neumann cardinals there is a nice formula for s described here.

Let E be the set of all elements of 2¢ such that card(x) < c¢. This is obviously the set of
all ordinals x such that card(x) < c. If x € E and y < x, then y is a subset of x, card(y) <
card(x) so that y € E. We deduce that E is an ordinal. Note that card(E) cannot be < ¢ since
E is irreflexive, so that ¢ < card(E). Let d be any cardinal such that ¢ < d. If x € E, we have
card(x) < d, this implies that the ordinal x is less than d, thus x € d. In other terms, E c d.
This relation says that E is a cardinal. We can restate Ec d as E < d, and ¢ < card(E) as ¢ <E.
This means that E is the least cardinal greater than c.

Definition cnext ¢ := Zo (\2c “c ¢) (fun z => cardinal z <=c c).

Lemma cnextP c: cardinalp ¢ -> forall x,

(inc x (cnext c) <-> (ordinalp x /\ cardinal x <=c c)).
Lemma cnext_prl c (a:= cnext c): cardinalp c ->

[/\ cardinalp a, ¢ <c a & forall c¢’, c <c ¢’ -> a <=c c’].

Lemma CS_cnext x: cardinalp x -> cardinalp (cnext x).
Lemma cnext_pr4 x y: cardinalp y -> x <c cnext y -> x <=c y.
Lemma cnext_pr2 x: cardinalp x -> x <c cnext x.
Lemma cnext_pr3 x: cardinalp x -> cnext x <=c \2c “c x.
Lemma cnext_pr5P x : cardinalp x ->
forall y, (x <c y <-> cnext x <=c y).
Lemma cnext_pr4P y: cardinalp y ->
forall x, (x <c cnext y <-> x <=c y).
Lemma cnext_pr6 x y: x <=c y —-> cnext x <=c cnext y.
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Chapter 5

Natural integers. Finite sets

Bourbaki makes a distinction between finite and infinite cardinals. Finite cardinals are
identified with natural integers, which are entities satisfying some arithmetic properties (ad-
dition, multiplication, subtraction and division are studied in the next chapter) derived from
an induction principle and a successor function. There is a set N containing all finite car-
dinals, so that we have statements of the form: if n € N then n # n + 1, instead of: if a is an
infinite cardinal then a = a + 1. In the Bourbaki theory, a cardinal is a set: one could try to
prove 1+1 =2 by showing that x € 1 + 1 is equivalent to x € 2. However since 2 is constructed
via the axiom of choice, the statement 1 € 2 is unprovable (all we we know is that 2 is a set with
two distinct elements). For this reason, natural integers are sometimes considered as urele-
ments (objects that may appear at the left-hand side of €, but never the right-hand-side).
Since Version 4 of the software, a natural integer is a finite von Neumann ordinal. This gives
an explicit form for integers (for instance 2 is {@, {®}}) and the set of integers (the least limit
ordinal). This form is however not adapted to computations (there is no explicit form of the
sum of two ordinals, and the ordinal sum of two cardinals is not always a cardinal).

Integers are presented in [13] as follows. There is a symbol O and a symbol S, and two
operations a+ b and a- b (sum and product), defined on integers, which are a finite (maybe
empty) sequences of letters S followed by a single O. The five axioms are

Axiom1 Va,Sa#O0.

Axiom2 Va,a+0O=a.

Axiom3 VaVb,a+Sb=S(a+Db).

Axiom4 Va,a-O=0.

Axiom5 VaVb,a-Sb=(a-b)+a.

The first axiom has an unusual form, since most axioms are of the form ¢ = b = ¢. This
axiom is built-in in CoQ: an object of a type with n constructors is defined by a single con-
structor: an integer is either O or Sa, but not both. This means that if ¢ an integer, one and
only one of axioms 2 and 3 apply to a + c.

The axiom implies injectivity of S (by induction on the size of the arguments). Note that
CoQ defines addition and multiplication by induction on the first argument.

In the system presented above, it is impossible to prove Va, a = O + a, although the result
is obvious for any a. Thus a new principle is needed. It says something like: “If all the strings
in a pyramidal family are theorems, then so is the universally quantified string which summa-
rizes them”. (We get a pyramid if we center the statements a = O + a, for consecutive values
of a). The whole pyramid has an infinite number of statements, and proving it requires an
infinite proof. Assume that each line can be shown from the previous one, using exactly the
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same argument. Then the proof has the form P and Q and Q and Q, etc. It is infinite, but not
too much, hence is accepted. The induction principle is: “Suppose u is a variable, and X{u}
is a well-formed formula in which u occurs free. If both Vu : (X{u} > X{Su/u}) and X{0/u} are
theorems, then Vu : X{u} is also a theorem.” This is built-in in CoQ, under the form

nat_ind =
[eta nat_rect]
: forall P : nat -> Prop,
PO -> (forall n : nat, Pn -> P n.+1) -> forall n : nat, P n

In this chapter we shall prove that the Bourbaki integers satisfy the induction principle, under
the form

Nat_induction
: forall r : property,
r \0c ->
(forall n : Set, inc n Nat -> r n -> r (csucc n)) ->
forall n : Set, inc n Nat -> r n

and as a consequence, that all these definitions are essentially the same. The proof of the
principle is as follows: the least element of the set (assumed non-empty) of elements not
satisfying a property is either O or Sa. This is a consequence of the fact that N is well-ordered.
Note that the property shown by induction (X, P, 1, in the examples) is quantified in CoQ, but
neither in [I13] nor in Bourbaki.

An important property of integers is the possibility of defining a function by induction.
This is a CoQ example

Fixpoint add (n m:nat) {struct n} : nat :=
match n with

| 0=>m
| Sp=>8 (add p m)
end.

It defines (by induction on the first argument) the unique function N x N — N satisfying Ax-
ioms 2 and 3. Another example is the following

Fixpoint nat_to_B (m:nat) :=
match n with O => \Oc | S m => csucc (nat_to_B m) end.

One can define N as the range of this function which becomes a bijection N — N, and N is thus
isomorphic to the Bourbaki set of integers. In version 2 of the software, this isomorphism was
used to convert theorems proved in the standard library of CoQ into theorems about finite
cardinals.

In the Bourbaki framework, one can define functions by induction (i.e., by transfinite in-
duction on the well-ordered set N). So, one could define, for each m, a function f;,, : N — E;,
which is the unique surjective function satisfying the two axioms, show that E;; c N, extend
the function f}, : N — N, then merge all these functions to get f : N x N — N and show that
the axioms of the sum are satisfied (for an example of a function defined by induction using
a second argument, see the definition of the binomial coefficient below). On the other hand,
one can define sum, product and exponentiation of ordinals (see exercises 2.17 and 2.18) by
transfinite induction, these operations are not functions (there is no set containing all or-
dinals), but produce a finite ordinal when the arguments are finite ordinals, thus produce a
finite cardinal when the arguments are finite cardinals. It is hence possible to define addition
on finite cardinals without defining the set of integers.
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5.1 Definition of integers

Recall that x is finiteif it is an ordinal not equipotent to its successor x*. This is equivalent
to x € w, and implies that x is a cardinal. A finite cardinal will be called an integer. The set
of integers will be denoted by N, or Nat in the CoQ code, instead of w. This is an infinite set
(Theorem 1, [4, p. 184]). Proposition 1 (|4, p. 166]) says: a cardinal x is finite if and only if its
successor is finite.

Definition Nat := omegaO.
Definition natp x := inc x Nat.

Lemma infinite_Nat: infinite_set Nat.
Lemma NatP a: natp a <-> finite_c a.

Theorem finite_succP x: cardinalp x —>
(finite_c (csucc x) <-> finite_c x).

The following lemmas are trivial since we use von Neumann cardinals.

Lemma NS_succ x: natp x -> natp (csucc x).
Lemma NS_nsucc x: cardinalp x -> natp (csucc x) -> natp x.
Lemma CS_nat x: natp x -> cardinalp x.
Lemma card_nat n: natp n -> cardinal n = n.
Lemma cleOn n: natp n -> \Oc <=c n.
Lemma finite_set_nat n: natp n -> finite_set n.
Lemma NsumOr x: natp x -> x +c \Oc = x.
Lemma NsumOl x: natp x -> \Oc +c x = Xx.
Lemma Nprodill x: natp x -> \lc *c x = x.
Lemma Nprodlr x: natp x -> x *c \lc = x.
Lemma NS_1lt_nat a b: a <c b -> natp b -> natp a.
Lemma NS_le_nat a b: a <=c b -> natp b -> natp a.
Lemma Nsucc_rw x: natp x -> csucc x = x +c \lc.
Lemma succ_of_nat n: natp n -> csucc n = osucc n.
Lemma Nat_dichot x: cardinalp x -> natp x \/ infinite_c x.
Lemma Nat_le_infinite a b: natp a -> infinite_c b -> a <=c b.
Lemma 0S_nat x: natp x -> ordinalp x.
Lemma NS_inc_nat a: natp a —-> forall b, inc b a -> natp b.
Lemma Nmax_pl x y: natp x -> natp y —>
[/\ natp (cmax x y), x <=c (cmax x y) & y <=c (cmax x y)].
Lemma Nmin_pl x y: natp x -> natp y —>
[/\ natp (cmin x y), (cmin x y) <=c x & (cmin x y) <=c y].
Lemma N1tP a: natp a -> forall x, x <c a <-> inc x a.
Lemma NleP a: natp a -> forall x,
(x <=c a <-> inc x (csucc a)).
Lemma Nsucc_i a: natp a -> inc a (csucc a).
Lemma Nat_decent n: natp n -> ~(inc n n).
Lemma olt_omegaP x: x <o omegaO <-> natp x.
Lemma clt_omegaP x: x <c omegaO <-> natp x.

5.2 Inequalities between integers

The successors of zero are one, two, three and four. We list some trivial properties. We
show here that 2nn = n+n, hence 2+2 =2.2 =4 and 2* = 42.
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Definition card_three := csucc card_two.
Definition card_four := csucc card_three.
Notation "\3c" := card_three.
Notation "\4c" := card_four.

Lemma NSO: natp \Oc.
Lemma NS1: natp \lc.
Lemma NS2: natp \2c.
Lemma NS3: natp \3c.
Lemma NS4: natp \4c.

Lemma csum_22: \2c +c \2c = \4dc.
Lemma cprod_22: \2c *c \2c = \4c.
Lemma cpow_24: \2c “c \4c = \4c “c \2c.

Lemma cardinal_tripleton x y z: x <>y > x <>z >y <>z >
cardinal (tripleton x y z) = \3c.
Lemma cardinal_ge3 E: \3c <=c cardinal E ->
exists a b c,
[/\ inc a E, inc b E, inc c E & [/\ a <> b, a<>c &b <> cl].
Lemma cardinal_doubleton x y: cardinal (doubleton x y) <=c \2c.

Proposition 2 [4, p. 166] says that if a is a cardinal and »n an integer, if a < n then a is an
integer. If n is an integer and n # 0, then there is a unique integer m such that n =m+1. In
this case a < n is equivalent to a < m.

The proof of Bourbaki is as follows. If a = a+1 then (a+ b) + 1 = a+ b (by associativity
and commutativity). Thus, if a + b is finite so is a. If a < n there exists b such that n = a +b;
hence if 7 is an integer so is a. Assume 7 # 0; it follows 7 = 1 hence n = m + 1 for some m. By
injectivity of successor, it is unique. We have m < n so that m is an integer. If a is an integer
such that a < n, there exists a non-zero cardinal b such that n = a + b; this is an integer, so
that b = ¢+ 1 for some integer c. So n = (a+ b) + 1 = m+ 1; by injectivity of successor, we have
a+ b = m, hence a < m. Conversely, assume a < m; then a < m+ 1 = n. It follows a < n, for
otherwise a = n = m+1 hence a > m, absurd [note: assume a = n, so that n < m, since m<n
we get n = m, this contradicts the fact that m is an integer].

We already proved some of the facts mentioned above. Let’s not that if a + b or ab is an
integer so are a and b (with the obvious conditions). By definition a—b < a, so a— b is an
integer when a is an integer; moreover, if a < b then a — b is non-zero.

Lemma NS_in_sumr a b: cardinalp b -> natp (a +c b) -> natp b.
Lemma NS_in_suml a b: cardinalp a -> natp (a +c b) -> natp a.
Lemma NS_in_product a b: cardinalp a ->

b <> \Oc -> natp (a *c b) -> natp a.

Lemma cdiff_lel a b: cardinalp a -> a -¢c b <=c a.
Lemma cdiff _nz a b: b <c a => (a -c b) <> \Oc.
Lemma NS_diff a b: natp a -> natp (a -c b).

All we need to show is that every non-zero integer has a predecessor, an integer m such
that n = m + 1. We just take the ordinal predecessor n~. We have shown above that if x is an
infinite cardinal then x~ = x; the same holds if x = 0. If x is a non-zero natural number, it
is a finite ordinal, hence there is a finite ordinal y such that x = y*. Since y is finite it is an
integer and y™* is the cardinal successor of y. From (y*)~ = y we deduce x~ = y, so that x~ is
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an integer. It follows that x~ is a cardinal whenever x is a cardinal. Hence (x)~ = x whenever
x is a cardinal. Note that x~ < x (x transitive says x~ c x).

Definition cpred := opred.

Lemma cpredO: cpred \Oc = \Oc.
Lemma cpredl: cpred \lc = \Oc.
Lemma cpred2: cpred \2c = \lc.
Lemma cpred_inf a: infinite_c a -> cpred a = a.
Lemma cpred_pr n: natp n -> n <> \0c ->
(natp (cpred n) /\ n = csucc (cpred n)).
Lemma NS_pred a: natp a -> natp (cpred a).
Lemma CS_pred a: cardinalp a -> cardinalp (cpred a).

Lemma cpred_prl n: cardinalp n -> cpred (csucc n) = n.
Lemma cpred_pr2 n: natp n -> cpred (csucc n) = n.
Lemma cpred_pr3 n: natp n ->
n = \Oc \/ exists2 m, natp m & n = csucc m.
Lemma cpred_nz n: cardinalp n -> cpred n <> \Oc -> \Oc <c cpred n.
Lemma cpred_le a: cardinalp a -> cpred a <=c a.

Let’s show
(5.1) neN = (asn < a<n')
(5.2) (a<h < a"<b")
(5.3) aeNVbeN = (a"<b < a<bh)
(5.4) (a<b < a* <bh)

Recall that, if n is an integer, a < n is equivalent to a € n*, and a < n is equivalent to
a € n. This implies (5.1). Note that x < x* for every cardinal x since x* = x+1, and n < n*
since n € n*. Consider now (5.2). If a < b, we know that a+1 < b+ 1. Assume a* < b*, and
let’s show a < b; obviously a < b* so the case b infinite is trivial as b = b*. If b is finite, so
is b* hence a, so a < a* < b*. and the result follows from (5.1). We deduce (5.4), since the
successor function is injective. Consider now (5.3). If b is finite, we replace a™ < bby a* < b*;
and use (5.4). A consequence of is that max(a®, b*) = max(a, b)™*.

Lemma cleSO a: cardinalp a -> a <=c (csucc a).

Lemma cleS a: natp a -> a <=c (csucc a).

Lemma cltS a: natp a -> a <c (csucc a).

Lemma cle_24: \2c <=c \4c.

Lemma clt_24: \2c <c \dc.

Theorem cltSleP n: natp n -> forall a,
(a <c (csucc n) <-> a <=c n).

Lemma cleSS a b : a <=c b -> csucc a <=c csucc b.

Lemma cleSSP a b: cardinalp a —-> cardinalp b —>
(csucc a <=c csucc b <-> a <=c b).

Lemma cltSS a b : a <c b -> csucc a <c csucc b.

Lemma cltSSP n m: cardinalp n -> cardinalp m ->
((csucc n <c csucc m) <> (n <c m)).

Lemma cleS1tOP a b: cardinalp a -> natp b —>
(csucc a <=c b <-> a <c b).

Lemma cleS1tP a: natp a -> forall b,
(csucc a <=c b <> a <c b).
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Lemma cpred_lt n: natp n -> n <> \Oc -> cpred n <c n.
Lemma cpred_pr6 k i: natp k -> \lc <=c i -> i <=c csucc k ->
[/\ natp (cpred i), i = csucc (cpred i) & cpred i <=c k].
Lemma cmax_succ a b: cardinalp a -> cardinalp b ->
cmax (csucc a) (csucc b) = csucc (cmax a b).
Lemma cmin_succ a b: cardinalp a -> cardinalp b ->
cmin (csucc a) (csucc b) = csucc (cmin a b).

We also state: if E is a subset of N, its intersection is the least element of E (if E is empty,
the intersection is not in E, but is nevertheless an integer). If p is a property, E the set of
integers satisfying the property, we have a variant: the least ordinal satisfying the property is
in fact the least integer. Call it »; if n is non-zero, then its predecessor m is such that p(m) is
false and p(m +1) is true.

Lemma inf_Nat E (x:= intersection E): sub E Nat -> nonempty E ->
inc x E /\ (forall y, inc y E -> x <=c y).
Lemma NS_inf Nat E (x:= intersection E): sub E Nat -> natp x.
Lemma least_int_prop n (p: property) (y:= least_ordinal p n):
natp n ->pn ->
[/\ natp y, p y& forall z, natp z -> p z -> y <=c z].
Lemma least_int_prop2 n (p: property)
(x:= cpred (least_ordinal p n)): natp n -> p n ->
p \0oc \/ [/\ natp x, p (csucc x) & ~ p x].

The first Corollary to the Proposition says that a subset of a finite set is finite. The second
Corollary says that a set Y is finite if and only if every strict subset X of Y satisfies card(X) <
card(Y). Proof. Assume a €Y and let Z=Y — {a}. The relation card(Z) # card(Y) is equivalent
to Z finite, hence to Y finite. Assume Y finite, X a strict subset of Y. Thereis a € Y —X; if Zis as
above then X c Z c Y, hence card(X) < card(Z) =< card(Y); since Y is finite, the last inequality
is strict. Converse. The result is clear if Y is empty; otherwise, there is a € Y; take X = Z and
conclude. One deduces: if X Y, if card(X) = card(Y) and if Y is finite then X =Y.

Lemma card_finite_setP x: finite_set x <-> natp (cardinal x).
Lemma emptyset_finite: finite_set (emptyset).
Lemma finite_set_propl a y: inc a y —>
((cardinal (y -s1 a)) <> (cardinal y) <-> finite_set y).
Lemma strict_sub_smaller y:
(forall x, ssub x y -> (cardinal x) <c (cardinal y)) <->
finite_set y.
Lemma strict_sub_smaller_contra x y: finite_set y -> sub x y —>
cardinal x = cardinal y -> x = y.

Corollary 3 says that the image of a finite set by a function is finite. Corollary 4 says that
if f: E — F is a function between two finite sets of the same cardinal, then it is equivalent to
say that f is injective or surjective or bijective. Proof: if f is injective; its image has the same
cardinal as E, hence as F. If f is surjective, it has a right inverse which is injective.

Lemma finite_image f: function f -> finite_set (source f) ->
finite_set (Imf f).

Lemma finite_image_by f A: function f ->
finite_set A -> finite_set (Vfs f A).

Lemma finite_fun_image a f: finite_set a —>
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finite_set (fun_image a f).
Lemma equipotent_domain f: fgraph f -> domain f \Eq f.
Lemma finite_graph_domain f: fgraph f ->
(finite_set f <-> finite_set (domain f)).
Lemma finite_range f: fgraph f -> finite_set(domain f) ->
finite_set(range f).

Lemma bijective_if_same_finite_c_inj f:
cardinal (source f) = cardinal (target f) -> finite_set (source f) ->
injection f -> bijection f.

Lemma bijective_if_same_finite_c_surj f:
cardinal (source f) = cardinal (target f) -> finite_set (source f) ->
surjection f -> bijection f.

5.3 The principle of induction

Bourbaki states the principle of induction, the Criterion C61, in the following form: Let
Rini be a relation in a theory 9 (where n is not a constant of ). Suppose that the relation

Ri0% and (Vn)((n is an integer and Rin{) = Rin+1})
is a theorem in 9 . Under these conditions, the relation
(Vn)((nis an integer ) = Rint)

is a theorem in I .

The proof is by contradiction. Assume the result false for some 7, and consider the least
element m of the set of all integers < n that do not satisfy R, (it exists, since the set is non-
empty and is well-ordered). Our proof is similar (with “the set of all integers < n that do not
satisfy R” replaced by “the set of integers that do not satisfy R”).

Lemma Nat_induction (r:property):
(r \Oc) -> (forall n, natp n -> r n -> r (csucc n)) ->
(forall n, natp n -> r n).

Variants. Let S(n) be the relation: “n is an integer and R(p) is true for all integers p < n.”
If S(n) implies R(n), then R is true for all integers. This a funny way to express that N is well-
ordered, but can be proved by induction, using a < n + 1 if and only if a < n. Second variant:
restrict n to be = k; third variant: restrict n to satisfy @ < n < b. Variant 4: (descending
induction) below b [if g is the negation of R, then R(n) = R(n+1) isthe same as g(n+1] =
q(n).

Lemma Nat_inductionl (r:property):
let s:= fun n => forall p, p <cn -> r p in
(forall n, natpn -> s n -> r n) ->
(forall n, natp n -> r n).
Lemma Nat_induction2 (r:property) k:
natp k -> r k ->
(forall n, natpn -> k <=cn -> r n -> r (csucc n)) —->
(forall n, natpn -> k <=c n -> r n).
Lemma Nat_induction3 (r:property) a b:
natp a -> natp b -> r a >
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(forall n, a<=cn ->n<cb->rn->r (csucc n)) —>
(forall n, a<=cn ->n <=cb ->rn).

Lemma Nat_induction4: (r:property) a b:
natp a -> natp b -> r b >
(forall n, a <=cn ->n<cb ->r1 (csucc n) ->r n) —>
(forall n, a<=cn ->n<=cb->rn).

The empty set is finite, and if X is finite then X U {x} is finite (in particular, a singleton, or
a doubleton, are finite). We then show a partial converse, that will be useful for induction on
finite sets. If X has cardinal zero, it is the empty set, and if X has cardinal n+1, it is of the form
X' u{x}, where X’ has cardinal 7.

Lemma setUl_finite X x:
finite_set X -> finite_set(X +s1 x).
Lemma setl_finite x: finite_set(singleton x).
Lemma set2_finite x y: finite_set(doubleton x y).
Lemma finite_set_scdo: finite_set (substrate canonical_doubleton_order).
Lemma setUl_succ_card x n: cardinalp n -> cardinal x = csucc n —>
exists u v, [/\ x =u +s1l v, ~(inc v u) & cardinal u = n].

The induction principle on finite sets is now: If a property P is true for the empty set, if
P(a) implies P(a U {b}), then P is true for every finite set. In general P has the form: if A then
B. Note: if b € a, then a U {b} = a, and we have a version where we add the condition b ¢ a.

Lemma finite_set_inductionO (s:property):
s emptyset -> (forall a b, s a -> ~(inc b a) -> s (a +s1 b)) ->
forall x, finite_set x -> s x.
Lemma finite_set_induction (s:property):
s emptyset -> (forall a b, s a -> s (a +s1 b)) —>
forall x, finite_set x -> s Xx.
Lemma finite_set_inductionl (A B:property):
(A emptyset -> B emptyset) ->
(forall a b, (A a->B a) -> A(a +s1 b) -> B(a +s1 b)) —>
forall x, finite_set x -> A x -> B x.

In some cases P is false for the empty set. If P is true for all singletons, then P is true for
every non-empty finite set.

Lemma finite_set_induction2 (A B:property):
(forall a, A (singleton a) -> B (singleton a)) ->
(forall a b, (nonempty a -> A a -> B a) ->
nonempty a -> A(a +s1 b) -> B(a +sl1 b)) ->
forall x, finite_set x -> nonempty x -> A x -> B x.

If s(x) is the successor of x, and b is a cardinal, we have a + s(b) = s(a+ b) and a- s(b) =
a-b+a, a*® = a.a. We deduce by induction that N is stable by addition, multiplication and
power.

csucc (a +c b).
(a *c b) +c a.

Lemma csum_via_succ a b: cardinalp b -> a +c (csucc b)

Lemma cprod_via_sum a b: cardinalp b -> a *c (csucc b)

Lemma csum_nS a b: natp b -> a +c (csucc b) = scucc (a +c b).
Lemma csum_Sn a b: natp a -> (csucc a) +c b = csucc (a +c b).
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Lemma cprod_nS a b: natp b -> a *c (csucc b) (a *c b) +c a.
Lemma cprod_Sn m n: natp m -> (csucc m) *c n = n +c (m *c n).
Lemma cpow_succ’ a b: cardinalp b -> a “c (csucc b) = (a “c b) *c a.
Lemma cpow_succ a b: natp b -> a "¢ (csucc b) = (a “c b) *c a.

Lemma NS_sum a b: natp a -> natp b -> natp (a +c b).
Lemma NS_prod a b: natp a -> natp b -> natp (a *c b).
Lemma NS_pow a b: natp a -> natp b -> natp (a “c b).
Lemma NS_pow2 n: natp n -> natp (\2c “c n).
Lemma setU2_finite x y:
finite_set x -> finite_set y -> finite_set (x \cup y).
Lemma finite_prod2 u v:
finite_set u -> finite_set v -> finite_set (u \times v).

We state now some properties of subtraction: x—0 = x, and a—b = 0when a < b (these are
obvious). We have a + b = b when a is finite and b infinite (by induction on a); thusb—a="»b
when b is infinite and a is finite (note that the difference cannot be finite). Next, if a and b
are ordinals, a < b then a™ —s b* and a — b are equipotent (if E is the set of ordinals x such
that b < x < a, the first set is E U {a}; the second set is EU {b}). One deduces a* —.b* =a—.b
(the relation holds whether or not a and b are finite or infinite. In the finite case, a™ is also
the ordinal successor). Finally, by induction (a+ b) — b = a.

Lemma cdiff_n0 a: natp a -> a -c \Oc = a.
Lemma cdiff_wrong a b: a <=c b -> a -¢ b = \Oc.
Lemma csum_fin_infin a b: finite_c a -> infinite_c b -> a +c b = b.
Lemma cdiff fin infin a b: finite_c a -> infinite_c b -> b -c a =
Lemma cdiff_succ a b:

cardinalp a -> cardinalp b -> (csucc a) -c¢ (csucc b) = a -c b.
Lemma cdiff_prl’ a b: cardinalp a -> natp b -> (a +c b) -c b
Lemma cdiff_prl a b: natp a -> natp b -> (a +c b) -¢ b = a.

b.

I
v

5.4 Finite subsets of ordered sets

Let < be an order relation on a set E that makes it a directed set, a lattice, or a totally
ordered set; and let X be a finite non-empty subset of E. Then X has an upper bound, or
has a least upper bound and a greatest lower bound, or has a least and greatest element
respectively (Proposition 3, [4} p. 170]). We have to show that there is an x such that P(x,X).
By assumption, this is true if X is a doubleton (therefore, if X is a singleton). If X = YU {b} and
P(a,X) we have to show the property for the doubleton {a, b}.

Lemma finite_set_induction3 (p:Set -> Set -> Prop) E:
(forall a b, inc a E -> inc b E -> exists y, p (doubleton a b) y) ->
(forall a bx y, suba E -> inc b E -> p a x -> p (doubleton x b) y—>
p (a +s1 b) y) —>
(forall X x, sub X E -> nonempty X -> p X x -> inc x E) ->
forall X, finite_set X -> nonempty X -> sub X E -> exists x, p X x.
Lemma finite_subset_directed_bounded r X:
right_directed r -> finite_set X -> nonempty X -> sub X (substrate r) ->
bounded_above r X.
Lemma finite_subset_lattice_inf r X:
lattice r -> finite_set X -> nonempty X -> sub X (substrate r) ->
exists x, greatest_lower_bound r X x.
Lemma finite_subset_lattice_sup r X:
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lattice r -> finite_set X -> nonempty X -> sub X (substrate r) ->
exists x, least_upper_bound r X x.

Lemma finite_subset_torder_greatest r X:
total_order r -> finite_set X -> nonempty X -> sub X (substrate r) ->
has_greatest (induced_order r X).

Lemma finite_subset_torder_least r X:
total_order r -> finite_set X -> nonempty X -> sub X (substrate r) ->
has_least (induced_order r X).

Some consequences. A nonempty finite set[| has a maximal element, and if totally or-
dered, has a greatest element. A finite totally ordered set is well-ordered. We consider the
special case where the set is a subset of the integers.

Lemma finite_set_torder_greatest r:
total_order r -> finite_set (substrate r) -> nonempty (substrate r) ->
has_greatest r.
Lemma finite_set_torder_least r:
total_order r -> finite_set (substrate r) -> nonempty (substrate r) ->
has_least r.
Lemma finite_set_torder_wor r:
total_order r -> finite_set (substrate r) -> worder r.
Lemma finite_set_maximal r:
order r -> finite_set (substrate r) -> nonempty (substrate r) ->
exists x, maximal r x.
Lemma finite_set_minimal r:
order r -> finite_set (substrate r) -> nonempty (substrate r) ->
exists x, minimal r x.
Lemma finite_subset_Nat X: sub X Nat -> finite_set X -> nonempty X ->
exists2 n, inc n X & forall m, inc m X -> m <=c n.
Lemma Nat_sup_pr T (s:= \csup T) k:
natp k -> (forall i, inc i T -> i <=c k) ->
[/\ natp s, s <=c k,
(forall i, inc i T -> i <=c s8) &
(T = emptyset \/ inc s T)].

In a lattice, any non-empty finite set has a sup and an inf. We state lemmas of the form
sup(sup(X), x) = sup(X U {x}) in the case where X has a supremum, and also if X is a finite
non-empty set.

Section LatticeProps.

Variable (r: Set).
Hypothesis 1lr: lattice r.
Let E := substrate r.

Lemma lattice_finite_sup2 x:

finite_set x -> nonempty x -> sub x E -> has_supremum r x.
Lemma lattice_finite_inf2 x:

finite_set x -> nonempty x -> sub x E -> has_infimum r x.
Lemma lattice_finite_sup3P x y:

finite_set x -> nonempty x -> sub x E >

(gle r (supremum r x) y <-> (forall z, inc z x -> gle r z y)).
Lemma lattice_finite_inf3P x y:

finite_set x -> nonempty x -> sub x E >

1The word “nonempty” is missing in Bourbaki
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(gle r y (infimum r x) <-> (forall z, inc z x -> gle r y 2z)).
Lemma supremum_setUl a b:

sub a E -> has_supremum r a -> inc b E ->

supremum r (a +sl1 b) = sup r (supremum r a) b.
Lemma infimum_setUl a b:

sub a E -> has_infimum r a -> inc b E ->

infimum r (a +s1 b) = inf r (infimum r a) b.

Lemma sup_setUl X a:

sub X E -> nonempty X -> finite_set X ->

inc a E -> supremum r (X +s1 a) = sup r (supremum r X) a.
Lemma inf_setUl X a:

sub X E -> nonempty X -> finite_set X ->

inc a E -> infimum r (X +sl a) = inf r (infimum r X) a.
End LatticeProps.

5.5 Properties of finite character

If E is a set, a property PiX} (where X is a subset of E) is said to be of finite character if
the set G of all X satisfying P is of finite character; this means X € & if and only if every finite
subset Y of X satisfies Y € &. Example: the set of totally ordered subsets of an ordered set.
Theorem 1 [4] p. 171] states: Every nonemptyﬂ set G of subsets of a set E which is of finite
character has a maximal element (when ordered by inclusion).

Definition finite_character s:=
forall x, (inc x s) <-> (forall y, (sub y x /\ finite_set y) -> inc y s).

Lemma finite_character_example r: order r ->

finite_character(Zo (\Po (substrate r)) (fun z =>
total_order (induced_order r z))).

Lemma maximal_inclusion s: finite_character s -> nonempty s ->
exists x, maximal (sub_order s) x.

Lemma maximal_inclusion_aux: let s := emptyset in
finite_character s /\
~ (exists x, maximal (sub_order s) x).

Study of limit and predecessor of orderings. On page |[79| we introduced the notion of a
limit ordinal or ordinal predecessor. We explained that these notions could be extended to
any well-ordering. Here is the code.

Lemma succ_study (r: relation) x

(r’ :(=funab=>rab/\ a<>hb)

(Ap := fun y A => forall t, inc t A<> [/Nrxt, rty&t<>x])

(Ax:= fun y => exists A, Ap y A)

(Ay := fun y => choose (Ap y))

(ly := fun y => the_least (graph_on r (Ay y)))