N

N

Semias: A Framework for Highly Available and
Self-Healing Services in Large Scale Dynamic
Distributed Systems

Stefania Costache, Thomas Ropars, Christine Morin

» To cite this version:

Stefania Costache, Thomas Ropars, Christine Morin. Semias: A Framework for Highly Available
and Self-Healing Services in Large Scale Dynamic Distributed Systems. [Research Report] RR-7083,
INRIA. 2009. inria-00430443

HAL 1d: inria-00430443
https://inria.hal.science/inria-00430443
Submitted on 6 Nov 2009

HAL is a multi-disciplinary open access L’archive ouverte pluridisciplinaire HAL, est
archive for the deposit and dissemination of sci- destinée au dépot et a la diffusion de documents
entific research documents, whether they are pub- scientifiques de niveau recherche, publiés ou non,
lished or not. The documents may come from émanant des établissements d’enseignement et de
teaching and research institutions in France or recherche francais ou étrangers, des laboratoires
abroad, or from public or private research centers. publics ou privés.


https://inria.hal.science/inria-00430443
https://hal.archives-ouvertes.fr

%I 1IN RIA

INSTITUT NATIONAL DE RECHERCHE EN INFORMATIQUE ET EN AUTOMATIQUE

Semias: A Framework for Highly Available and
Self-Healing Services in Large Scale Dynamic

Distributed Systems
Stefania Costache — Thomas Ropars — Christine Morin
N° 7083
Novembre 2009
Domaine 3

apport
de recherche

ISRN INRIA/RR--7083--FR+ENG

ISSN 0249-6399







INSTITUT NATIONAL

DE RECHERCHE centre de recherche
EN INFORMATIQUE ;‘(I N RIA RENNES - BRETAGNE ATLANTIQUE

ET EN AUTOMATIQUE

Semias: A Framework for Highly Available and
Self-Healing Services in Large Scale Dynamic
Distributed Systems

Stefania Costach, Thomas Roparﬂﬂ *, Christine Morin*

Domaine : Réseaux, systémes et services, calcul distribué
Equipes-Projets PARIS

Rapport de recherche n° 7083 — Novembre 2009 — [25| pages

Abstract: Next generation HPC systems will be large scale distributed sys-
tems spread over wide area networks. Overlays are used in those systems to
provide scalable and fault tolerant communication mechanisms. In such a con-
text, providing highly available services to users is challenging. In this paper,
we present Semias, a framework that provides stateful services with high avail-
ability and self-healing. Based on active replication on top of a structured
overlay, Semias requires very few modifications of existing services. Semias self-
healing mechanisms are designed to minimize the number of reconfigurations
of replicated services while ensuring high availability. We have used Semias
to make Vigne grid middleware services highly available. Experiments run on
the Grid’5000 testbed show the performance and self-healing properties of the
framework.
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Semias : un cadre pour des services hautement
disponibles et auto-réparants dans des systémes
distribués dynamiques de grande taille

Résumé : Les prochains systémes de calcul haute performance seront des sys-
témes distribués de grande taille interconnectés par des réseaux longue distance.
Dans de tels systémes, des réseaux logiques sont utilisés pour fournir des mé-
canismes de communication passant a I’échelle et tolérants aux fautes. Dans ce
contexte, fournir des services hautement disponibles aux utilisateurs est diffi-
cile. Cet article présente Semias, un cadre qui assure la haute disponibilité et
I’auto-réparation de services ayant un état. Mettant en ceuvre des techniques de
duplication active au dessus d’un réseau logique structuré, Semias ne nécessite
que trés peu de modifications de services existants. Les mécanismes d’auto-
réparation de Semias sont congus pour minimiser le nombre de reconfigurations
de services dupliqués tout en assurant leur haute disponibilité. Nous avons util-
isé Semias pour rendre les services de l'intergiciel de grille Vigne hautement
disponibles. Les expériences conduites sur Grid’5000 mettent en évidence les
bonnes performances et les capacités d’auto-réparation de Semias.

Mots-clés :  Systéme distribué de grande taille, Haute disponibilité, Auto-
réparation
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1 Introduction

Distributed computing systems are becoming more and more complex. Next
generation computing systems will be large scale dynamic distributed systems
spread over wide area networks. Communication management in such systems
should be based on overlays to deal with scalability, dynamicity and fault tol-
erance issues. In this context, availability of services is going to be one of the
key challenges [1].

In this paper, we propose a framework, called Semias, to provide stateful
services with high availability and self-healing.

Semias is based on active replication of services on top of a structured peer-
to-peer overlay. The peer-to-peer overlay provides scalable and fault tolerant
key-based routing mechanisms. A distributed hash table (DHT), built on top
of this overlay, allows to manage replicated services in a distributed way and
offers good load balancing properties. Active replication ensures the availability
of services despite failures. The combination of these two technologies makes
replication completely transparent for services users.

Numerous works have studied active replication for high availability of ser-
vices in distributed systems [§]. However very few consider active replication
on top of a peer-to-peer overlay. Active replication is based on the use of an
atomic broadcast group communication primitive. Providing atomic broadcast
in a dynamic system raises the issue of handling group reconfigurations [23].
When active replication is built on top of a structured overlay, any node arrival
or failure can lead to the reconfiguration of some groups of replicas.

Self-healing requires to efficiently manage the overlay dynamicity at the repli-
cation layer to ensure the availability of the replicated services. In Semias, self-
healing of replicated services follows a set of rules that ensures the availability
of the services while minimizing the number of replicas group reconfigurations
and requiring small replication degree.

We have developed a prototype of Semias and validated it in the Vigne grid
middleware [21I]. Very few modifications of existing services are required to take
advantage of Semias.

Evaluations run on Grid’5000 first show that performance of replicating ser-
vices is acceptable. In a highly dynamic environment, Semias manages to ensure
service availability while ensuring acceptable performance. Lastly, large scale
experiments show that Semias makes appropriate reconfiguration decisions that
minimize their total number.

The paper is organized as follows. Section [2] details the context of this
work. Section [3| presents the advantages of using active replication on top of a
structured peer-to-peer overlay and introduces open research issues. We describe
the Semias framework in Section [f] and detail reconfiguration management. In
Section [5} we first describe our Semias prototype and its use to make Vigne
application management service highly available. Then we present experiments
run on the Grid’5000 testbed. Finally we present the related work in Section [6]
and draw conclusions in Section [Tl

RR n°® 7083



4 Costache & Ropars € Morin

2 Motivation

Before describing our goals in detail, we present the context of this work and
the system model we consider.

2.1 Context

Our work has been carried out in the context of grid computing. A grid gathers
a large number of computing resources, called nodes, distributed over a wide
area network. A grid can be composed of thousands of nodes. Furthermore,
it is a dynamic system where nodes can connect and disconnect at any time.
In such a system, overlays are an attractive solution to provide scalable fault
tolerant routing mechanisms.

Many services can be executing in a grid to provide grid users with different
capabilities including execution management, data management and resources
management. Those capabilities can be provided through standardized grid
services [10], which can be seen as stateful web services. Moreover grid users can
use grid resources to execute their own services. To be scalable, grid services
are generally distributed services, i.e. they are composed of a set of service
instances. They can, for example, be distributed on a per-application basis [13].

2.2 System Model

We are considering an asynchronous distributed system. We assume only crash
failures of processes, i.e. no byzantine failures. Processes don’t recover after
a crash. Channels are FIFO and reliable but there is no bound on message
transmission delay: if a process p; sends a message to process p;, and none
of them crash, then p; will eventually receive the message. Regarding group
membership, we consider the primary partition model because we want all non-
failed replicas of a service to be always consistent.

2.3 Goals

We present Semias, a framework to manage stateful services in a distributed
system and to provide them with high availability and self-healing. High avail-
ability is the capacity of a system to satisfy its requirements despite failures [19].
It is achieved through replication. Self-healing is the capacity of a system to
maintain its degree of fault tolerance. Self-healing is important because in a
large scale distributed system it cannot be assumed that a human intervention
will quickly handle the consequences of a failure every time.

Semias must be scalable since it has to be able to handle a large number
of services. As described in section replicating services increases resource
consumption and decreases service performance. The performance overhead
induced by Semias should not make the services unusable. Furthermore, we
want Semias to make use of all the nodes available in the system and to balance
the load induced by the replicated services between all those nodes.

Finally, Semias should be easy to use to be attractive. It means that the
work needed to integrate a service in the framework should be minimal. It also
means that service replication should be transparent for clients.

INRIA
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3 Active Replication on Top of a Structured Peer-
to-Peer Overlay

Semias is based on the combination of two well-known techniques, i.e. structured
peer-to-peer overlays and active replication. In this section we first detail the
useful properties they offer. Then we describe how they can be combined to
provide services with high availability. Finally we discuss the open issues related
to active replication implementation on top of a structured peer-to-peer overlay.

3.1 Structured Peer-to-Peer Overlays

Structured peer-to-peer overlays provide key-based routing mechanisms. They
are used to implement distributed hash tables (DHTSs). Several DHTs are de-
scribed in the literature. Semias uses Pastry [22] which is based on a ring
topology, but the solution we describe could be adapted to other DHTs.

Pastry provides scalable and fault tolerant routing mechanisms. All nodes
are associated with a randomly chosen unique identifier (id) represented in hex-
adecimal, and are ordered clockwise in the logical ring. An object in the DHT is
identified by a key. A key is mapped to the node having the numerically closest
id to that key. Reaching the corresponding object is made through that node.
Pastry routes a message in O(logN) overlay hops, N being the number of nodes
in the system. Each Pastry node maintains a O(logN) size routing table. Every
node in the system keeps a list of its neighbors in a leafset and monitors them
for failure detection.

In Semias, the objects put in the DHT are services. By randomly choosing
the services keys, we ensure that services are distributed over all the nodes in
the system. Thanks to Pastry, a client can communicate with a service without
knowing its physical position, simply by using the key identifying the service.

3.2 Active replication

Replication is used to make services fault tolerant. Replicating services in a
distributed system requires to keep every replica consistent. The two main
replication techniques are active and passive replication [27].

In active replication, also called state-machine approach [24], all replicas are
processing the client’s requests and are sending the answers. Active replication
assumes that if all replicas process the same requests in the same order, they
remain consistent. This means that services have to be deterministic. Active
replication is based on an atomic broadcast group communication primitive [23]
to ensure replica consistency. Deterministic services don’t need to be modified
to be actively replicated. Furthermore, the failure of a replica is transparent for
the clients, since other replicas are still available to process the requests.

In passive replication, also called primary-backup [4], only the primary
replica processes the client requests. After processing a request it sends an
update message to the backups. Passive replication requires less processing
power than active replication since requests are processed only once, and can be
used to replicate non-deterministic services. However, it requires modifications
of the service to implement the backup update mechanisms. Furthermore, the
failure of the primary replica is not transparent for the clients: if the primary
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fails while processing a client request, the client has to send the request again
to the new primary.

We have chosen active replication to achieve our transparency goal. Analyz-
ing Vigne services, we considered that determinism was not an overly restrictive
requirement. Active replication could be replaced by semi-active replication to
handle non-deterministic behaviors [7].

3.3 Combining the two techniques

By actively replicating services in a DHT, Semias makes replication totally
transparent for the clients. A client only needs to know the service key to send
a request to it. It doesn’t need to know the physical position of the service’s
replicas and doesn’t even need to be aware of replication. We describe next how
we place the replicated services in the DHT. We only present the basic idea.
A detailed description of the rules we use to select replica positions is given in
section The idea of replicating services in a DHT for high availability has
been first proposed in [21].

Semias puts the n replicas of a service on the n closest nodesﬂ to the service
key, as described in Figure[l] In that figure, two services, respectively associated
with key 58 and key AF, are replicated with a replication degree of 8. Since
messages in Pastry are always routed to the closest node to a service key, they
always reach a node hosting a replica of the requested service, even in the event
of a failure. In the example depicted on Figure [T} if node 5C fails, requests to
service 58 will be routed to node 48 which also hosts a replica of service 58. The
node receiving a message for a service is in charge of atomically broadcasting
the message to all replicas of that service.

Since node ids are chosen randomly, neighbors in the logical ring are, with a
high degree of probability, uniformly distributed over the physical network. By
placing the replicas of a service on neighbors in the logical network, we ensure
that the risk of experiencing concurrent failures of multiple replicas is low. Thus,
the replication degree for a service can be small.

3.4 Open Problems

When reconfigurations in the DHT occur, replicas sets have to be reconfigured
accordingly. Two cases have to be handled, i.e. node additions and node re-
movals.

Node addition: If a node joins the logical ring with an id closer to a service
key than some of the nodes currently hosting a replica of that service, this
new node is likely to receive messages for that service. One of the replica
has to be migrated so that the replicas remain on the n closest nodes to
the service key.

Node removal: When a node is detected as failed, it is removed from the
logical network. If the failed node was hosting a replica of a service,
a new replica should be created to keep the service’s replication degree
constant. Semias doesn’t provide specific mechanisms for voluntary node
disconnections. They are handled as failures.

n this paper, proximity always refers to ids.
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Figure 1: Service Active Replication in Pastry

Reconfigurations in group communication systems, also called view changes,
must be handled carefully. The specification of atomic broadcast requires same
view delivery, i.e. all group members must deliver the same set of messages
between two view changes.

The basic solution is to reconfigure the replica sets every time a reconfigu-
ration occurs at the peer to peer layer. However creating or migrating a replica
involves a state transfer which can be costly, especially in a wide area network.
Furthermore, in a dynamic environment, modifying the groups on every recon-
figuration of the peer-to-peer layer can lead to many useless reconfigurations.
In Figure [I] for instance, if a new node joins the system with id B3, the replica
set of service AF should be modified: the replica hosted by node C9 should be
migrated to the new node B3. If immediately after this reconfiguration, node
AC fails, a new replica will have to be created again on node C9, to maintain
a constant degree of replication for the service.

To avoid useless state transfers, we want Semias to delay non-critical recon-
figurations and to make use of this time to gather monitoring information about
the nodes in the system to take better reconfiguration decisions.

4 Framework Design

We designed Semias to be suitable for highly dynamic environments. Its archi-
tecture is structured in four main layers.

RR n°® 7083
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Replicated Service

deliver
request
Group Communication
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3 Y

send/receive
answer
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message overlay events
Y

Peer-to-Peer Overlay

Figure 2: The architecture of Semias.

As described in Section Semias provides active replication for services
distributed over a peer-to-peer overlay. A peer-to-peer overlay and a group
communication system are the two basic layers of the architecture. The peer-to-
peer overlay provides fault-tolerant key-based routing mechanisms. The Group
Communication System (GCS) implements atomic broadcast, required for active
replication.

To ensure the availability of the replicated services while minimizing the
number of group reconfigurations, we added a third layer to the architecture,
called the Group Monitoring Layer (GML). On every node that is in the sys-
tem, there is one GML instance that gathers information about the groups that
include the replicas hosted by the node and the changes in the node’s neigh-
borhood at the peer-to-peer layer. To ensure the service availability, the GML
applies a set of basic self-healing rules defined in Section £.5.3] To get the infor-
mation about the changes in the node’s neighborhood, the overlay’s maintenance
algorithms are used.

The fourth layer is the Service Communication Layer (SCL). It is used for
the communication between the clients and the replicated services. It makes
replication transparent for the clients.

Figure [3] presents the interactions between the layers. We describe them in
more detail in the rest of this section.

4.1 The Peer-to-Peer Overlay

Semias overlay is based on Pastry [22] and uses Bamboo’s maintenance algo-
rithms [20]. Every node in the overlay maintains a leafset, i.e. the set of its 2{
closest neighbors (the ! neighbors on its right and the ! neighbors on its left).
Neighbors periodically exchange the leafset in order to update the information
in their leafset. Events are generated when changes occur in the node’s leafset.
These events, handled by the GML, are joining, arrival, suspicion, non-suspicion
and failure.

To join the system, a node A needs to contact one existing node. A asks this
node to route a joining message to the key A. When this message arrives on a

INRIA
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node B that has the closest id to A, it generates a joining event. Other nodes
become aware of A and update their leafset due to the periodic leafset exchange
with B. When a node C adds A in it’s leafset it generates an arrival event.
C periodically checks if its neighbors are alive by probing them. If A does not
answer before the timeout, called suspicionTimeout, C' generates a suspicion
event and sends a second probe to A. If A answers before a timeout called
failure Timeout, C generates a non-suspicion event. Otherwise, C' removes A
from its leafset and generates a failure event.

4.2 Service Communication Layer

The SCL provides a one-to-many and many-to-one communication between a
client and a replicated service.

A message sent by a client to a replicated service is routed through the
overlay to the node responsible for the service key. The SCL from this node
checks if the node hosts a replica for the targeted group and calls the abcast
primitive provided by the GCS to send the message to all the group members.
If the node receiving the message does not host a replica of the group (it has
just joined the overlay and has not been included in the group yet), it is not
able to abcast the message. In this case, the SCL forwards the message to one
current member of the group, as described in Section

Every replica processes the client request and outputs the same answer. We
assume that the client cannot handle duplicate messages. Thus, the SCL delivers
to the client only the first answer and rejects the others.

4.3 Group Monitoring Layer

The GML handles the events generated by the peer-to-peer layer in order take
self-healing decisions for the groups hosted by a node. These decisions are
based on a set of basic safety rules that define the minimum requirements for
assuring the high availability of a replicated service. The GML also logs the
failures received from the peer-to-peer overlay. This log is used by the GCS to
avoid blocking during the reconfiguration process. The safety conditions and
the reconfiguration process are described in Section

4.4 Group Communication System

The GCS provides group membership management and atomic broadcast. Its
architecture is based on the protocol stack described in [14]. The proposed solu-
tion is designed for dynamic group communication and is using atomic broadcast
(abcast) to build the group membership component. The abcast algorithm is
based on consensus and requires an ¢S unreliable failure detector [6]. This
feature allows dissociating node suspicion from group member eviction. Node
suspicion is used for the liveness of consensus. Node failure is used to remove
the node from the group.

Thus, suspicionTimeout can be small to ensure the reactivity of the consen-
sus algorithm, while failure Timeout can be large to be sure that a node is really
failed before removing it. This is useful in wide area networks, where latency
can be large and variable.

RR n°® 7083
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Figure 3: The protocol stack of the Group Communication System component.

Reconfiguration Component The reconfiguration layer computes and in-
stalls a new group view when a reconfiguration event is triggered. To install
the new configuration, the reconfiguration component from a replica sends a
message to all the others members of the group containing the new view. The
configuration messages are totally ordered with the normal ones, by using the
atomic broadcast primitive. We describe the process of reconfiguration and the
conditions that are triggering it in Section

Group Membership Component The group membership component stores
the current set of group members. It provides a consistent view for all the other
components of the GCS. It updates the view by adding or removing members
when a new configuration is installed. Its role in the reconfiguration process is
passive.

Atomic Broadcast Component This component provides the abcast com-
munication primitive for the total order delivery of messages in the group. We
use an uniform atomic broadcast algorithm for dynamic groups [23]. To totally
order the messages, this algorithm is based on a sequence of consensus instances.
Every instance is used to decide on a batch of messages to be delivered. The
messages are classified in two types: application and membership. The last type
is needed to totally order the membership changes with the delivery of normal
messages. Every consensus instance is executed by the processes that are part
of the current view when the consensus has started. Therefore, a membership
change cannot affect the safety of consensus.

INRIA
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Consensus Component To choose an efficient consensus algorithm, we con-
sidered the behavior of representative algorithms in an environment with mul-
tiple crashes and wrong failure suspicions. Such algorithms are designed for
asynchronous systems and can tolerate up to n failures in a system with 2n + 1
processes. The Paxos algorithm [3] is efficient in environments where there are
frequent wrong suspicions and multiple correlated failures [26]. This observation
made us choose it for our consensus component. However, it could be replaced
by other consensus protocols.

Failure Detector The failure detector that we use is dependent on the con-
sensus protocol. Paxos requires an () failure detector [5]. This provides the
processes with an eventual leader election capability. To elect the leader, the
failure detector uses the events received from the GML and builds a list of non-
suspected processes. Then it selects the identifier of the node that is the closest
to the group key from this list.

4.5 Dealing with reconfigurations

To maintain the replication degree of a service and the logical positions of the
replicas despite changes in the overlay, the group configuration must be regularly
updated. However, in a dynamic environment, where nodes can arrive and fail
at any time, reconfiguring at every change in the overlay would be costly. Thus,
Semias is periodically checking the overlay to trigger a reconfiguration if needed.
Since the configuration can become invalid between two successive checks, a set
of safety conditions, described in Section[4.5.3] are verified by the GML at every
node arrival or failure event.

The new configuration is chosen and then proposed in the current group. If
multiple configurations are proposed for the current view, only the first decided
configuration is installed.

4.5.1 Definitions

For the sake of clarity, we define some terms that we use in the rest of this
section. A new view is the set of nodes that was decided in the reconfiguration
process and will replace the current one. An old view is the set of nodes that
made the group view before the new configuration is installed. A new replica
is a node that is added to the group when the reconfiguration occurs. Its state
must be initialized to be consistent with the other replicas in the group. An
old replica is a node that was included in the group before the reconfiguration
occurred. A forwarding state is a special state in which the node that is not
part of a group is aware of the set of group members and is able to able to
forward messages to them. A forwarding node is a node that has the GCS
component initialized in the forwarding state. The forwarding nodes that are
not included in the new view are classified in former and remaining forwarding
nodes. The former ones don’t respect the condition of a forwarding node in the
new view that is installed. The remaining ones comply with the condition but
they were not included in the new view, probably because they arrived during
the reconfiguration process.

RR n°® 7083
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4.5.2 Forwarding nodes

Since we don’t change the configuration of the current group at every node
arrival and failure, we can reach a situation when a new node receives messages
for a service but has not been included in the corresponding group of replicas.
In this case, it cannot handle the message. To avoid this, when a node wants to
join the overlay, the GML that receives the joining event checks if the new node
is eligible to be included in the group, i.e. if its id is closer to the group key
than some of the current replicas. If the condition is true, the node becomes
a forwarding node. In this state, the node is able to forward any received
messages to the closest node from the live replica set. In order to put a node
in a forwarding state, the GML sends to it an initialization message containing
the current list of non-failed replicas for each of those groups. When the joining
node receives the message, it initializes the GCS state for the groups in which
is included. At this point, the node is ready to announce its presence in the
overlay network.

Forwarding nodes mechanism requires to modify the rule for placing the
replica in the DHT: we select the closest node on both side of the key and n-2
other closest nodes to the key. This is illustrated by Figure|d| (a). In this Figure,
replicas are placed on the n closest nodes to the key. If a new node arrives with
id 5D, it should be a forwarding node because it becomes the closest node to
the key. But to join, it will contact node 66, which is the closest node id to 5D.
Node 66 could not make 5D a forwarding node because it is not aware of group
58. Therefore, node 66 has to be included in the set of replicas.

4.5.3 Safety Conditions

Checking for new configurations periodically could lead to situations where the
current configuration of a group becomes invalid. To avoid this problem, every
member of the group can propose a new configuration when it notices that the
current one is about to become invalid. The GML is in charge of detecting
critical configurations and triggering a reconfiguration. We define three safety
conditions that the GML checks at every failure and arrival event. They are
illustrated in Figure[d] In this example, a service has a replication degree of five
and is associated with key 58

Condition 1: There must always be a majority of non-failed replicas.

We set the failure limit at n where the size of the group is equal to 2n + 1.
This limit represents the number of failures that the consensus protocol can
tolerate. In the example from Figure {4| (b), this limit is broken because the
majority of replicas fails.

Condition 2: There must always be one replica on each side of the group key.
This condition is required by the forwarding node mechanism, as described
in Section [4.5.2]

Condition 3: A replica must have in its leafset all the nodes hosting the repli-
cas from its group.

Every replica must be able to receive notifications for all the replicas of its
group, in order to detect the suspected and the failed group members. But a

INRIA
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Figure 4: Cases avoided due to safety conditions. Grey nodes are hosting a
replica. Black nodes represent the failed replicas. Dashed nodes are the newly
arrived nodes.

node receives failure notifications only for the nodes that are in its leafset. If
there are multiple node arrivals, old nodes could be removed from the leafset.
In the example from Figure 4] (¢), we assume that the leafset of node 51 is the
one presented. The arrival of nodes 4D and 50 leads to the removal of node 4C
from the leafset of node 51. To avoid this, we must install a new configuration
before any replica is removed from the leafset.

When deciding these safety conditions, we assumed that reconfigurations are
fast enough so that the risk of having a node arrival or failure impacting a group
while a safety condition is not valid is very low. However, in highly dynamic
systems, where this assumptions would not be true, the safety conditions would
have to be strengthened.

4.5.4 The Reconfiguration Process

The reconfiguration process is divided in three phases: (i) configuration pro-
posal; (ii) configuration installation; (iii) initialization of new replicas. During
the reconfiguration process, the GML of the participating nodes keeps monitor-
ing the failure events to avoid a deadlock in the process. A complete change of
all the members of a group between two views is allowed.

The exchanges of messages between the new and the old replicas during
this process is illustrated in Figure [5| In this example, replicas R;, R and R3
belong to the old view and replicas Ry, R3 and R, compose the new view.
The configuration is proposed by Rs and abcasted to the other replicas. The
installation of the new view occurs when the message is handled by the replicas.
Ryew is added to the group and it’s state is initialized. R; is removed from the
group and it clears its GCS state. The phases of the reconfiguration process are
detailed in the rest of this section.

Phase 1: Configuration proposal The process starts when one of the repli-
cas from the current view proposes the next configuration. The reconfiguration
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Figure 5: Message exchanges between the old and the new replicas during a
normal reconfiguration process.

component computes the new view from the information provided by the GML.
Then it packs the proposal in a Reconf message and abcasts it in the group.
Several replicas can propose the new view, but only the first delivered proposal
is taken into account.

Phase 2: Configuration installation Every old replica handles the con-
figuration message. In this phase no other application messages are processed
because the Reconf message is ordered with the normal ones. Application mes-
sages are buffered until the new configuration is installed. Before changing the
view, every replica from the current view saves the state of the service. This
state is required by the new replicas to be consistent with the current ones. Then
the current view is updated by adding the new group members and removing
the ones that are not part of the new view.

The installation of the new view finishes with the clearing and the updating
of the remaining forwarding nodes. Every old replica sends a Destroy message
to the former forwarding nodes, asking them to revert to the normal node state,
and an Update message that contains the new view to the remaining forward-
ing nodes. The remaining forwarding nodes need this information to forward
the messages to the replicas from the new view until the next configuration is
installed.

Finally, every old replica sends to the new replicas an InviteNewReplica
message that contains the information required to initialize the GCS state: (i)
the new view is required to initialize the group membership; (ii) the old view is
needed to select a replica to ask the state to; (iii) the current instance and the
already delivered messages are required to initialize the abcast and consensus
components.

Phase 3: Initialization of the new replicas When a node receives the
first InviteNewReplica message, a GCS state for the new replica is created and
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initialized with the information provided. If the node was a forwarding node, it
stops sending the messages to the old replicas because it is now able to abcast
them. At this time the new replica receives the message abcasted in the group.
To complete its initialization, the new node must get the current state of the
replicated service from one of its replicas. To balance the state transfers, every
new replica sends an AskState message to the non-failed old replica with the
id closest to itself for the state. If the answer is not received before a timeout,
probably because the old replica crashed, the new replica sends the request to
a different old replica.

When an old replica receives an AskState message, it sends a SendState
message containing the saved service state. After the new replica installs the
state, it sends an acknowledgement message (ack) to the replicas from the old
view, announcing them that its initialization was successful. To avoid losing
any delayed messages received from a client or from a forwarding node, the old
replicas send the undelivered messages to the new replicas. At this point, the
new replica is ready to process any requests.

The old replicas that are not in the new view can be destroyed only when all
the new replicas are fully initialized. If they destroy the state immediately after
installing the new view, then they will not be able to send the current state to
the new replicas. Therefore, they wait for all the acks from the non-failed new
replicas before destroying the GCS state.

5 Evaluation

We have used Semias to make Vigne [21] a highly available grid middleware. We
implemented a prototype of our framework and used it to replicate the applica-
tion management service of Vigne. In this section we describe the integration
of the prototype in Vigne and its performance evaluation.

5.1 Integration in Vigne

In this section, we first detail our prototype of Semias. Then we describe what
has to be done to execute a service using Semias and how we used Semias in
Vigne.

5.1.1 Semias Prototype

Our prototype of Semias is written in C. It consists of a daemon that has to
be run on every node of the system. Each service replica is run in a separated
thread by the daemon.

Semias is based on a Pastry C implementation originally used in Vigne. The
routing algorithms of Pastry are slightly modified to take into account suspected
nodes: a node always tries to forward a message to the most appropriate non-
suspected node. Furthermore, to improve performance, a request doesn’t always
need to reach the node with the closest id to the key: if a routed request reaches
a node hosting a replica of the targeted service, the SCL of that node directly
abcast the message in the group. Our implementation uses the basic algorithm
of Paxos. Instances are run sequentially. Running multiple instances in parallel
or using Fast Paxos [11] could be solutions to improve performance.
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5.1.2 Replicating Services Using Semias

To run an existing service in Semias, a few modifications of the service have to
be performed. First, functions to save and load the state of the service must
be implemented. Second, the communication primitives of the service have to
be modified to make use of the functions provided by the SCL. The service’s
clients only have to be modified to address a service using an id instead of a
physical address. A client communicates with the local Semias daemon, which
routes the requests to the targeted service.

5.1.3 Using Semias in Vigne

Vigne is a grid middleware that provides grid users with services to ease grid
usage like resource discovery or application management. Application manage-
ment is the key service of Vigne since it is in charge of the applications during
their life-cycle on the grid. We used Semias to make the application management
service of Vigne highly available.

In Vigne, there is one instance of the application management service per
application. It is called an application manager (AM). Vigne was already based
on a peer-to-peer overlay to distribute the application managers over the grid
nodes and to provide fault tolerant message routing between applications man-
agers and clients or grid applications. So the only required modification was to
implement the functions to load and save the state of an application manager.

In the current prototype of Semias, the replication degree for services is
constant. So the replication degree for the application managers in Vigne has
to be chosen when Semias is started on the first grid node. To join the grid, a
node first has to start Semias and join the Semias overlay.

5.2 Performance Evaluation

To measure the impact of replication on the performance of a service, we created
a client that sends dummy requests to a replicated AM. We measured response
time and throughput in both a static and dynamic environment. For these ex-
periments, replica positions are chosen manually to highlight the characteristics
of Semias. Finally, we ran a large scale experiment to evaluate the efficiency of
the self-healing mechanisms. The evaluation was performed on Grid5000, on up
to 6 different sites.

5.2.1 Evaluation in a static environment

To measure the average response time and throughput of the replicated AM, we
ran experiments with 3 to 11 replicas placed on the same cluster and then on
different grid sites. We measured the average response time of a client’s request.
Additionally, we measured the time to abcast the request in the group of replicas
and the time needed to execute the corresponding consensus instance.

The response time for a request is composed of the time needed to send the
request and receive the answer, plus the time to abcast the request in the group
of replicas. The time to abcast is measured as the difference between the moment
the leader receives the message in the undelivered buffer and the moment the
message is delivered. The time for executing the consensus instance represents
the time for reaching an agreement on the proposed batch of messages.
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Figure 6: AM’s response time on a cluster for different replication degrees.

For the experiments run on the same cluster we chose the Rennes site. Each
node has a Intel Xeon processor at 2.33 GHz and 4GB memory. The nodes are
connected through a Gigabit Ethernet network with an average latency of 20us.

Figure Eka) shows the average response time of one request for multiple
replication degrees. For a replication degree of 1 the average response time
of a request is around 0.32ms while for a replication degree of 3 it becomes
1.2ms, increasing almost four times. This overhead is the time required by the
consensus to decide the delivery order of the received messages. The response
time increases gradually with the replication degree because the leader always
needs to wait for a majority before reaching the decision.

In Figure |§Kb) we present the average response time of the AM when multiple
clients issue requests at the same time. The increase in response time for a
replicated service is due to the fact that we don’t run multiple instances of
consensus in parallel. Therefore, the received messages are decided after the
previous instance finishes. Since we cannot assume that requests from different
clients arrive at the same time and are proposed in the same batch, multiple
instances of consensus could be required to decide them.

To test the performance overhead brought by the replication degree in a
wide-area network, we ran Vigne on 6 different sites of Grid’5000. The elected
leader for consensus was located on one node in Grenoble. The requests were
issued by a client located on Lille site. The replicas distribution and the latencies
between Grenoble and other sites hosting replicas are summarized in Table

Site RTT to Rep. Rep. Rep. Rep. Rep.
Grenoble (ms) | dgr 3 | Dgr. 5 | Dgr. 7 | Dgr. 9 | Dgr. 1
Grenoble 0.017 1 1 1 1 1
Lyon 4.7 0 1 1 2 3
Sophia 12.1 1 1 1 2 2
Bordeaux 12.2 1 1 1 1 2
Orsay 10.1 0 1 2 2 2
Nancy 14.1 0 0 1 1 1

Table 1: Replica distribution over 6 sites.
majority for which the leader waits in order to reach consensus.
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Figure 7: AM’s response time on the grid for different replication degrees.

Figure[7]shows the response time for various replication degrees. The perfor-
mance drop between a non-replicated AM and the three times replicated AM is
due to the high network latency between the site on which the leader is located
and the sites hosting the other replicas. Even when the replication degree is
increasing, Paxos average latency has a constant value around 18ms. This is
because the consensus leader only waits for the faster majority in order to reach
a decision. For example, for the replication degree of 11 the faster answers
are given by the replicas placed at Grenoble, Lyon and Orsay. The replicas
that compose the majority for every replication degree are better represented
in Table 1

Figure [8 shows the average throughput of a replicated AM on a cluster and
on the grid. For a replication degree of one, the throughput of the service is
around 12000 requests/second on the cluster and 7000 requests/second on the
grid. When the replication degree increases to 3 the throughput obtained on
the cluster drops to half of the original value. The throughput for the replicated
service distributed on the grid becomes 1/6 of the initial one. This behaviour is
explained by the high network latency and the time required for consensus to
decide a batch of messages. Since we used the same replica distribution as for
the evaluation of the AM’s response time, the behaviour of the replicated AM
when the replication degree is increased remains the same.

The experiments presented in section show that the performance of the repli-
cated services through Semias is maintained in acceptable limits. In a wide
area network, the response time and throughput for a replicated service are
dependent of the network latency between the replicas. Therefore, the replica
placement has a bigger impact on the performance than the replication degree.

5.2.2 Evaluation in a dynamic environment

To evaluate Semias in a dynamic context, we used a replication degree of 5
and put the AM replicas on 4 different sites. The client was located on a node
from Lille and sent a request every 100 ms. The configuration of the group was
periodically checked by Semias every 300 seconds. SuspicionTimeout was set to
3sec and failureTimeout to 60sec. We display average response time per second.
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Figure 8: Throughput for different replication degrees.

Impact of node failures In order to measure the impact of successive failures
in the group of replicas, we manually crashed four nodes that were hosting a
replica at an interval of 80 seconds each. Figure El(a) shows the variation of the
application manager response time during an execution where four successive
failures and three reconfigurations occur. In the Figure, the elapsed time is the
time since the first message is sent by the client.

The replicas were initially located on 4 different sites. The initial closest
replica to the service key was located in Orsay. The other 4 replicas were
located in Bordeaux, Lyon, Orsay and Nancy. The first replica that failed was
in Nancy. The next 3 replicas that failed are the closest to the service key: the
two replicas from Orsay and the one from Bordeaux.

The failed group members are removed gradually from the group, during
three reconfigurations. The distribution of the replicas after every reconfigura-
tion is summarized in Table [2l The first and the third reconfiguration occur
at the periodic checking of the group view. The period of reconfiguration is
measured from the time the service is started. Therefore, the first check occurs
before 300 seconds. When the first reconfiguration occurs, the second failure
is not yet detected and the failed replica is still included in the group. There-
fore, after the third failure is reported, the second reconfiguration occurs, due
to safety condition 1.

Reconf R1 Ro R3 Ry Rs

0 Lyon Orsay Orsay Nancy Bordeaux
1 Lyon Orsay Orsay Bordeaux Lyon

2 Bordeaux Lyon Bordeaux Lyon Orsay

3 Nancy Bordeaux Lyon Lyon Orsay

Table 2: Replica distribution during node failures scenario. The site hosting the
closest replica to the service key is shown in bold.

We notice that every failure increases the response time of the replicated

service. There are three causes that can lead to this: (i) the management of
the failed links in the overlay; (ii) the time required to elect a new leader for
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Figure 9: AM’s response time in the context of node failures and arrivals
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consensus and to route messages to it; (iii) the positions of the non-failed replicas
that can answer to the leader during consensus. This overhead is reduced at
every reconfiguration.

The overhead of managing the failed links can be noticed after the first
failure. Since the majority needed for consensus was made with the replicas of
Orsay and Lyon, the position of the failed one does not impact the consensus
latency.

The impact of crashing the replica closest to the service key can be noticed
for the next three failures. Every failure leads to a response time between 1.11
and 1.84 seconds for the messages sent at the time the node fails. This delay
represents the time that it takes for the failure to be suspected. From node
crash to the failure suspicion, the messages are routed to the failed node. In
the same time, the replicas are not able to process any message because no new
leader is elected for consensus. When suspicion is notified, the messages are
routed to the closest non-suspected node to the key. This node also becomes
the consensus leader, the replicas start to process the messages again and the
response time drops to an acceptable value.

The impact of the non-failed replica positions can be noticed at the third
failure. Now, the elected consensus leader is located in Bordeaux and the replicas
that give the faster answers are in Lyon, leading to a higher response time.

Impact of node arrivals To measure the impact of node arrivals, we added
three new nodes in the system and chose their ids such that the added nodes
become forwarding nodes. We set the interval between arrivals at 30 seconds.
Figure [9] (b) shows the variation of the AM average response time until the new
nodes are all included in the group.

Table [3] summarizes the replica distribution for each configuration. The
initial replicas were placed on Nancy, Orsay and Lyon. The three nodes that
arrived are from Bordeaux, Nancy and Orsay. Every new node has an id closer
to the key than any other existing node, so it becomes a forwarding node. All the
messages sent to the service key are received and forwarded to the replica with
the closest id to the key. Because the arrival of the new node is not immediately
considered when the message routing is done, during a small period of time, the
messages are still routed to the old node.

Reconf R, I R3 Ry Rs

0 Nancy Orsay Orsay Lyon Lyon
1 Orsay Bordeaux | Nancy Orsay Lyon
2 Orsay Bordeaux Nancy Orsay | Orsay

Table 3: Replica distribution during node arrivals scenario. The site hosting
the closest replica to the service key is shown in bold.

The first arrival increases the service’s response time. Since this new node
is in Bordeaux, the overhead is due to the network latency between Orsay and
Bordeaux.

The second arrival triggers the group reconfiguration because the safety con-
dition 3 is about to be broken. The reconfiguration has an impact on response
time. Since the new nodes are closer to the key than the old replicas, one of
them becomes the consensus leader. Therefore, during a small period of time,
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the old replicas need to wait for the initialization of the new leader in order to
process messages. Also, after the reconfiguration, client’s requests are routed
to one of the old replicas, until the node hosting the new replicas is taken into
account in message routing.

The third arrival has a smaller impact on the response time than the others.
As no safety condition is broken, the reconfiguration of the group takes place at
the periodic check. Since the majority of replicas are located in Orsay, the new
configuration leads to a better response time than before.

These experiments show that Semias is efficient in dynamic systems. The
good performance in leader failure scenario is due to the small suspicionTimeout.

5.3 Large scale experiment

To evaluate the scalability of Semias, we started 70 replicated AM on 100 nodes.
The nodes were distributed on 6 different sites. The replication degree was set
to 5. Node ids were chosen randomly. The reconfiguration period was set to
10mins. In our setup, nodes arrived and failed randomly. The average arrival
and failure rates were set to 1 node every 6 mins. During a 6 hours run, 394
reconfigurations occurred. During the experiment we logged a number of 537
reconfigurations that would have occurred if they were done at every failure or
arrival. Thus, due to our safety conditions, 26% percent of the reconfigurations
were avoided. All the AM were available at the end of the experiment.

6 Related Work

To our knowledge, Semias provides the first implementation of active replication
on top of a DHT. PaxonDHT [25] proposes a solution for implementing Paxos
on top of a DHT as a basic block for active replication. However, PaxonDHT
only ensure the safety of Paxos with some probality because group member-
ship changes are not synchronized with the run of consensus instances. A high
replication degree is required to ensure safety with a high probability.

Other recent works [16], 15 2] address the problem of implementing mutable
replicated objects on top of a DHT. Thus they also need to solve the problem
of handling reconfigurations. However, in their case, reconfigurations are not
constrained by the same view delivery requirement of atomic broadcast: re-
configurations are not serialized with normal operations. Consensus is used to
agree on the new configuration. In Etna [16] and Scalaris [I5], reconfigurations
are done on every node arrival and failures. In DhtFlex [2], reconfigurations
are done periodically, with the risk of loosing some replicated objects in case of
many failures.

Many existing group communication systems provide atomic broadcast [§].
However, most of them are based on a perfect failure detector, i.e. a suspicion
leads to the exclusion of a process from the group. Our group communication
system, founded on the architecture proposed in [14], is based on the {2 unreliable
failure detector [5], and allows to dissociate suspicions from node eviction.

We have used Semias to make the execution management service of Vigne
highly available. Few works have addressed the problem of grid services avail-
ability. XtreemOS proposes to combine active replication and mobile IPv6 [17]
to make replication of services transparent for clients. This solution does not
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handle the problem of selecting replicas position and so, does not handle load
balancing. Several other grid middlewares propose the use of active replication
for service availability [I8] 9, [12], but none of them describe how to handle re-
configurations. Finally, [28] proposes passive replication for non deterministic
services.

7 Conclusion

Semias actively replicates stateful services on top of a structured peer-to-peer
overlay to provide them with high availability and self healing. Failures and
reconfigurations of replicated services are fully transparent for the services users.
Furthermore only a few modifications are required to integrate existing services
in the Semias framework.

As our group communication system is based on the architecture proposed
by Mena et al. [14] for dynamic group communications, it allows to dissociate
node failure suspicion and node removal from a group. It makes Semias well-
suited for wide-area networks because it is not impacted by wrong suspicions.

To our knowledge, Semias is the first implementation of atomic broadcast
on top of a structured peer-to-peer overlay. Semias efficiently manages the dy-
namicity of the system, thanks to group monitoring layer in charge of gathering
information about the overlay and the groups states to take self-healing deci-
sions. These self-healing decisions are based on a set of rules that ensure the
services availability while minimizing the number of reconfigurations.

Semias has been implemented and used to make Vigne application manage-
ment service highly available. The experiments ran on Grid’5000 show that even
in a Grid, Semias can provide acceptable performance to replicated services. We
also show that Semias self-healing mechanisms ensure the availability of services
even in a highly dynamic system and manage to efficiently limit the number of
reconfigurations.

We plan to improve the GML to take better reconfiguration decisions. The
GML could monitor failure and arrival rates in the node’s neighborhood and
adjust replication degree accordingly. When the dynamicity increases, the safety
conditions could also be strengthened to maintain the service’s availability. In
the opposite case, the GML could relax the safety conditions to make fewer
reconfigurations.
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