N

N

Approximation based tree regular model checking
Yohan Boichut, Pierre-Cyrille Heam, Olga Kouchnarenko

» To cite this version:

Yohan Boichut, Pierre-Cyrille Heam, Olga Kouchnarenko. Approximation based tree regular model
checking. Nordic Journal of Computing, 2008, 14, pp.216-241. inria-00429345

HAL 1d: inria-00429345
https://inria.hal.science/inria-00429345
Submitted on 2 Nov 2009

HAL is a multi-disciplinary open access L’archive ouverte pluridisciplinaire HAL, est
archive for the deposit and dissemination of sci- destinée au dépot et a la diffusion de documents
entific research documents, whether they are pub- scientifiques de niveau recherche, publiés ou non,
lished or not. The documents may come from émanant des établissements d’enseignement et de
teaching and research institutions in France or recherche francais ou étrangers, des laboratoires
abroad, or from public or private research centers. publics ou privés.


https://inria.hal.science/inria-00429345
https://hal.archives-ouvertes.fr

Approximation-based Tree Regular
Model-Checking

Y. Boichuf®*and P.-C. Héaffifand O. Kouchnarenkd
@ LIFO, Université d’Orléans
Rue Léonard de Vinci,
BP 6759, F-4067 Orleans Cedex 2, FRANCE
Yohan.Boichut@univ-orleans. fr

® LSV, INRIA-CNRS, ENS de Cachan
61 avenue du Président Wilson,
94235 Cachan, FRANCE
pcheam@lsv.ens-cachan. fr

© LIFC, INRIA-CASSIS
16, route de Gray,
25030 Besancon, FRANCE
olga.kouchnarenko@lifc.univ-fcomte. fr

Abstract

This paper addresses the following general problem of tegelar model-
checking: decide wheth&*(L) N L, = 0 whereR" is the reflexive and transitive
closure of a successor relation induced by a term rewritysgesn®, andL and
L, are both regular tree languages. We develop an automatioxapation-based
technique to handle this —undecidable in general — probemoist practical cases,
extending a recent work by Feuillade, Genet and Viet TriemgTdVe also make
this approach fully automatic for practical validation etsrity protocols.

Key-words: Verification, model-checking, regular languages, segyribtocols.
Computing Reviews CategoriesD.2.4 and F.4.2.
1 Introduction

Automatic verification of software systems is one of the nasllenging research
problems in computer aided verification. In this contexgular model-checking has

*This author was at IRISA-LANDES, Rennes, France when perifag the work.
This work was done while this author was at LIFC, INRIA-CASSBesancon, France



been proposed as a general framework for analysing and/wveriinfinite state sys-
tems. In this framework, systems are modelled using regafamesentations: the sys-
tems configurations are modelled by finite words or trees iipbwnded size) and the
dynamic behaviour of systems is modelled either by a tracesdor a (term) rewriting
system. Afterwards, a system reachability-based anabystsiuced to the regular lan-
guages closure computation under (term) rewriting systeyinen a regular language
L, arelationR induced by a (term) rewriting system and a regulatsedf bad config-
urations the problem is to decide whethRr(L) "L, = @ whereR* is the reflexive and
transitive closure oR. SinceR*(L) is in general neither regular nor decidable, several
approaches handle restricted cases of this problem.

In this paper we address this problem for tree regular laggsidy automatically
computing over- and under-approximation®o{L). Computing an over-approximation
Kover of R*(L) may be useful for the problemigernLp = 0, proving thatr*(L)NL, =
0. Dually, under-approximation may be suitable to prove ®Rigt) N L, # 0. This
approach is relevant if the computed approximations aréawtoarse. Another im-
portant point is that in general, there are some restrist@mmnthe rewriting systems in
order to ensure the soundness of the above approach. Thes ppgeneralises this
approach for any kind of term rewriting systems, and 2) dbssrits successful appli-
cation for the security protocol analysis.

1.1 Contributions

This paper extends an expert-human guided approximatibnigue introduced in [FGVTTO04]
for left-linear term-rewriting systems. The contributsoorf this paper are:

1. We show how to extend the over-approximation approack@MTT04] to all
term rewriting systems,

2. We show how the under-approximation approach of [FGVTTA4y be ex-
tended to a suitable sub-class of non-left-linear termritawg systems,

3. We explain how 1. can befiiently implemented, particularly for quadratic
rewriting rules that are very useful in practice.

4. We explain how to make the approach fully automatic and tmsuccessfully
exploit this approach in the context of security protoc@sfication.

Notice that 1. and 2. were respectively presented in [BHK&E] in [BHKO7]
without proofs nor explicit examples.

1.2 Related Works

Model checking is a central verification technique basedate £xploration. Since for
infinite state systems an exhaustive exploration is impéssseveral symbolic tech-
niques (consisting in representing infinite sets of stayea bymbolic finite represen-
tation) have been developed.



1.2.1 Regular Model Checking

Regular Model Checking (RMC for short) is a symbolic appfoasing finite au-
tomata [ABJ98] [BW98] [BG96] [PS00] [JNOO] [DLS02] (and setimes regular ex-
pressions [BMTO7]) in order to encode infinite sets of statésst of these works deal
with word automata (see [FLOZ2] for automata with Presubucgastraints, [BFL04]
for automata with counters, [FWW97] for pushdown automett). These techniques
have been successfully used for verifying parametrizeel metworks and data-flow
analysis of multithreaded programs [BT02], for lossy cominating system mod-
elling and verification [AAB99] [CFO05] or for static analygsbf programs [BETO03]
[LJO7].

Tree data structures are more complex objects, and adaptidgveloping new
techniques remains a deep challenge. In [BT02], given attesesduceiT, the au-
thors explore how to use acceleration techniques to compuatier several hypothe-
ses, the transducdr‘. In [BETO5], the authors investigate how to use constraigt s
tems in order to address the reachability problem for thiseskd programs. The
work [BHRVO06] extends the abstract regular model-checkeahnique from words
to trees. In this work reachability sets are over-approxéuasing a predicate abstrac-
tion. When computing reachability sets, involved autoneaige with a combinatorial
state-space blow up; there are works to reduce these awtarsiag simulation-based
state-space partitions. The work in [ALdRO06] follows thigpaoach and develops it for
tree automata.

1.2.2 Term Rewriting Systems and Reachability Analysis on Bgular Languages

Given a term rewriting syster® and two ground terms andt, deciding whether
S — tis a central question in automatic proof theory. This probieshown decidable
for term rewriting systems which are terminating but it isdanidable in the general
case. Several syntactic classes of term rewriting systeweslieen pointed out to have
a decidable accessibility problem, for instance by prawgdan algorithm to compute
R*(L) whenL is a regular tree language [DT90] [CDGS91] [GT95] [Jac96yQR]
[Sal8g].

In [FGVTTO04], authors focus on a general completion baseddntguided tech-
nique. This technique has been successfully used (not atiatty) to prove the secu-
rity of cryptographic protocols [GK0O0] and recently Java@&yode programs [BGJLRO7].
This framework was extended in [OTO05] to languages accdptefC-tree automata.

1.2.3 \Verification of Security Protocols

The challenge we want to take on is to automate [FGVTTO04]Hergecurity protocol

verification in a very general context. Cryptographic poois are widely used to se-
cure information exchange over open modern networks. bigwidely accepted that
formal analysis can provide the level of assurance requiyeprotocols both the de-
velopers and the users. But, whatever the used formal mawialysing cryptographic
protocols is a complex task because the set of configuratiborensider is very large,



and can even be infinite. Indeed, any number of sessionsesgglor parallel execu-
tions) of protocols, sessions interleaving, any size ofsagss, algebraic properties of
encryption or data structures give rise to infinite-statteans. In the context of proto-
cols verification, the security problem we are dealing wighgists in deciding whether
a protocol preserves secrecy against an intruder, or not.

Complexity Issues.For this problem, current model-checking based verificatieth-
ods can be applied whenever the number of participants andumber of sessions
between the agents are bounded. In this case, the protauoltgeproblem is co-NP-
complete [RTO1]. The work in [Tru05] presents new decidgbiksults for a bounded
number of sessions, restricted to the case where the ikit@hledge of the intruder
is a regular language and under the assumption that the leggsio protocols are
atomic. When the number of sessions is unbounded, the sepuoblem of cryp-
tographic protocols becomes undecidable, even when tlgghlesf the messages is
bounded [DLMS99] [DLMSO04]. Decidability can be recovereg d&dding some re-
strictions to protocols as, for instance, in [CLCO5]. Arathvay to circumvent the
problem is to employ abstraction-based approximation otfiMon99][GKOQ].

Theoretical Works and Tools. A lot of theoretical work has been done for analysing
cryptographic protocols for fierent kinds of protocols and intruders models (wire-

less network [NHO6], time-stamps [BELO5], combinationshaories [CRO5], abelian

groups [LLTO7], homomorphisms [CT03], isomorphisms [0&|&or [CLS03] [CKRTO05],
probabilistic encryption [DJ06], voting protocols [KROBJANO5], non-repudiation

protocols [AG02], Ditie-Hellman like protocols [GRV05], e-mail-certification p®5],

etc), with diferent approaches (tree automata [OTO5][KWO04], SAT-sg/jkCO05],
model-checking [BMV03] ) and many tools (ProVerif [BlaORthena [Son99], AVISPA [ABB05],
Hermes [BLPO3], Mup [MMS97], ...) have been developed.

Close Works on Automated Protocol Analysis.An independent work close to our
approach is presented in [ZD06] where authors use a prolggtsra based model and
constraints-guided over-approximations. This approashtieen successfully applied
to the complex Kerberos protocol. However, [ZD06] does mespntly handle under-
approximations.

There already exists a number of tools in the literature fitavide automated
semi-decision procedures for security protocols with abaumded number of ses-
sions: Blanchet's ProVerif, Ernie Cohen’s TAPS, Isabetlegh assistant for the Proto-
col Composition Logic (PCL) from Stanford.

The CL-AtSe tool (Constraint Logic based Attack Search€éRRT05] now sup-
ports complete analysis of cryptographic protocols modiéoxor, including all the
intruder deduction rules for that operator, and modulo ¢kp except for the rule
01 = g (i.e. exponentials are tagged). CL-AtSe analyses are peeft for a bounded
number of sessions.

The On-the-fly Model-Checker (OFMC) [BMVO03] tool-set, isdea on two sym-
bolic techniques and now supports the specification of ogatphic operators alge-
braic properties, and typed or untyped protocol modelshadontext of a bounded
number of sessions. sessions, [M6d07] develops an absitagbretation based ap-
proach.



The Proverif tool [Bla01] allows an unbounded number of messbut — like in
our models — abstractions are performed on fresh data asdfédfse attacks can be
detected. Moreover, in [BAF08], the authors note that ttesihnique does have limi-
tations, and in particular, it does not apply to some equatitheories.

The recent Scyther tool [Cre06] can verify protocols withietbounded number
of sessions and nonces. It can handle verification of comguléixentication proper-
ties, handle non-atomic keys, and generate correct attAgsrformance comparison
between Scyther and a number of other tools has been detafl€d07]. Notice that
[CLO7] reports on a set of protocols that excludes protousisg algebraic properties.

One of the new features of the Maude-NPA tool is that it alldévgquationally
reason about security when facing attempted attacks oridegt-algebraic properties
of the functions used in a protocol such as, for example,casthaty-commutativity,
Boolean theory, and some forms of modular exponentiatiovviNEB7]. The Maude-
NPA tool follows an approach similar to that of OFMC since taghors consider
depth parameters for unification problems in some equdttbearies. However, the
Maude-NPA tool needs the help of expert users.

In the survey [CDLO6], the authors emphasise the fact thatréisults often re-
main theoretical, and very few implementations automHyiagerify protocols with
algebraic properties.

1.3 Layout of the paper

Section 2 introduces notations and the basic completiomoaph. Next, Section 3
presents the main theoretical contributions of the papes.itWfoduce the notion of
(I - r)-substitutions in Section 3.1. We show how it can be usectt@ldp an over-
approximation based technique for tree regular modeliéhgdn Section 3.2. The
case of under-approximations is handled in Section 3.4gv8ection 3.3 is dedicated
to an example. Section 4 exposes how the techniques aresstudbe exploited for
analysing security protocol.

2 Formal Background

As for prerequisites, the reader is expected to be familitlr basic notions on term
rewriting systems and tree automata. We just recall theiteriogy which is consistent
with [CDG*02], thus making our exposition as self-contained as plessib

2.1 Notations

Given the selN of natural integersiN* denotes the finite strings ovét. Let ¥ be a
finite set of symbols, associated with an arity funcion # — N. The set of symbols
of F of arity i is denotedf;. Let X be a countable set of variables. We assume that
XNF =0. 7(F,X) denotes the set of terms, afid#) denotes the set of ground
terms (terms without variables).

A finite ordered treé¢ over a set of labelsf(, X) is a function from a prefix-closed
setPost) C N* to F U X. Atermt overF U X is a labelled tree whose domaios()



satisfies the following properties: Post) is non-empty and prefix closed, 2) for each
p € Post), if t(p) € Fn (with n # 0), then{i | p.i € Post)} = {1,...,n}, and 3) for each

p € Post), if t(p) € X ort(p) € Fo, then{i | p.i € Post)} = 0. The empty sequenee
denotes the top-most position.

Each element ofos() is called a position of. For each subseX of ¥ U X and
each term Posi(t) is the subset of positionss of t such that(p) € K. Each position
p of t such that(p) € ¥, is called a functional position.

A subtermty, of t € 7(F, X) at positionp is defined by the following®os(,) =
{(w e N* | pw e Post)}, and for allj € Postp), tip(j) = t(p.j). The termt[s], is
obtained front by replacing the subterty by s. Var() is the set of variables occurring
within t and is formally defined as followsVar(t) = {t(p) | p € Pos() A t(p) € X}.

For all setsA and B, we denote by(A, B) the set of functions fronAA to B. If
o € X(X,B), then for each termt € 7(¥,X), the termto is obtained fromt by
replacing for eaclx € X, the variablex by o (x).

A term rewriting system (TRS for shorg over 7 (¥, X) is a finite set of pairs
(I,r) from 7 (F, X) x7 (F, X), written] — r, such that the set of variables occurring
inr is included in the set of variables bf A TRS is left-linear if for each rulé — r,
every variable occurring ihoccurs once at most. For each ground térmve denote
by R({t}) the set of ground ternts$ such that there exist a rule— r of R, a function
u € (X, 7 (F)) and a positiorp of t satisfyingt, = I andt’ = t[ru],. The relation
{(t,t') | ' € R({t})} is classically denoteebg. If t —¢ t fort,t’ € 7(¥), thentis a
rewriting predecessoof t’ andt’ is rewriting successoof t. For a set of ground terms
B, R*(B) is the set of ground terms related to an elemenB afiodulo the reflexive-
transitive closure of>x.

A tree automatorA is a tuple @, A, F), whereQ is the set of stateg\ the tran-
sition set, and~ the set of final states. Transitions are rewriting rules ef fibrm
f(qz,...,0k) — Oks1, Wheref e F¢ and theq’s are inQ. Such transitions are so
called normalised transitions. A terne 7 () is accepted or recognised byif there
existsq € F such that —} ¢ (we also writet —7, ). The set of terms accepted
by A is denoted[(A). For each statg € Q, we write L(A, g) for the tree language
L((@, A, {g})). A tree automaton is finite if its set of transitions is fait

2.2 Completion

Given a tree automataA and a TRSR, for several classes of automata and TRSs, the
tree automata completion algorithm computes a tree autom@t such thatL(Ay) =
R*(L(A)) whenitis possible and such thé¢Ay) 2 R*(L(A)) otherwise [GKOO][FGVTTO4].
The tree automata completion works as follows. Fr@in= Ay the completion builds

a sequenceAp, Ay, ..., A of automata such that i§ € L(A;) ands —x t then

t € L(Ai1). If the automatonAy is a fixpoint, i.e. ifAx = Ax1, then we have
L(A) 2 R*(L(A)) (or L(Ay) = R*(L(Ao)) for some restrictive cases of [FGVTT04]).
To build Aj,1 from A;, acompletion stefs performed which consists in findirggiti-

cal pairsbetween—¢ and— 4. For a substitutionr : X —» Qand aruld — r € R,

a critical pair is an instancer of | such that there existy € Q satisfyinglo -7 q
andro # O Forevery critical paito -5 d andro P d detected betweeR



andAj, Ay is constructed by adding new transitionsfip to recognisgo in q, i.e.
ra— _>~ﬂi+1 q'

lo —> ro

R
Al

% /
/
/Ai+1
q <--

However, the transitiono — ¢ is not necessarily a normalised transition of the form
f(qi,...,0n) — O and so has to be normalised first. For example, to normalise a
transition of the formf(g(a), h(q)) — g, we need to find some statgg, gz, g3 and
replace the previous transition by the following set of nalised transitionsi{a —

01, 9(01) — 02, h(q) — s, (A2, G3) — .

Assume thaty, gz, gz are new states, then adding the transition itself or its nor-
malised form does not make anyfigrence. Now, assume th@t = 0, the normalised
form becomeda — q1,9(q1) — g1, h(@) — g, f(g1,03) — qg}. This set of nor-
malised transitions represents the regular set of non His@daransitions of the form
f(g*(@),h(q)) — g, which contains among many others the transition we itjtial
wanted to add. Hence, this is an over-approximation. Wedchale made an even
more drastic approximation by identifyirg, 0., gz with g, for instance.

The above method does not work for all TRSs. For instancesidena constant
A and the tree automatafl = ({q1, 02, g¢}, {A = 01, A = 02, f(q1. 2) — ar}. {ar))
and the TRSR = {f(x,X) — g(xX)}. There is no substitutionr such thato —%, q,
foraqin {1, g2, g¢}. Thus, following the procedure, there is no transition td.a8lut
f(A,A) € L(A). Thusg(A) € R(L(A)). Sinceg(A) ¢ L(A), the fixpoint automaton
obtained is not an over-approximation®f(L(A)).

This constraint may prevent someone from specifying a sysie particular con-
cerning protocols. Unfortunately, to be sound, the appnaion-based analysis de-
scribed in [GKOO] requires using of left-linear TRSs. Netefess, this method can
still be applied to some non left-linear TRSs, which satsfyne weaker conditions.
In [FGVTTO04] the authors propose new linearity conditioHewever, these new con-
ditions are not well-adapted to be automatically checkethinsense that, they are
verified as soon as the computation is over. And if these tiomdi are not satisfied
then the computation must be done again by changing somésinpthe approxima-
tion technique.

3 Main Results — Sound Completion for any Kind of
TRSs

The challenge of this section is to describe an alternatasefar the technique [FGVTTO04]
in order to make it sound for any kind of TRSs. We first introglilc Section 3.1
the notion of [ — r)-substitutions and the normalisation related to it. Thisdkof
substitution allows variables to storef@rent values. Second, we present in Section
3.2 an extension of the completion procedure to any TRS forpeding sound over-
approximations. This algorithm is then detailed on an eXarimpSection 3.3. Third,



Section 3.4 explores how the technique can be used in actesrcase in order to
provide under-approximations for non left-linear TRSsuifb, Section 3.5 discusses
theoretical and practical aspects for applying the deesdpchniques to a large class
of applications.

3.1 (I — r)-substitutions, Normalisation

In this technical subsection, we define the notion df a(r)-substitution suitable for
the present work.

Definition 3.1 LetR be a term rewriting system andb r € R. A(l — r)-substitution
is an application fronosy(l) into Q.

Letl - r € Rando be a { — r)-substitution. We denote by the term of
T (F, Q) defined as followsPos(o) = Pos(), and for eactp € Pos(), if p € Posy(l)
thenlo(p) = o(I(p)), otherwisdo(p) = I(p). Similarly, ro is the term in7 (¥, Q) de-
fined by:Posfo) = Pos(), and for eactp € Pos(), if p ¢ Posx(r) thenra(p) = r(p)
andro(p) = o(I(p’)) otherwise, wher@ = min(Pos (1)) (positions are lexicograph-
ically ordered). Let us note that the above choice (i.e. ti@mal position forp’) is
arbitrary. Basically, every position inwhere the considered variable occurs, may be
chosen. The heuristics to chose this position have not estigated yet.

Example 3.1 Let us consider £ f(g(x), h(x, f(y,y))) and r= f(h(x,y), h(y, X)) repre-
sented by the following trees (elements after the comméarpdsitions in the term; |
is represented on the left and r on the right):

| /| N /N

x 11 x 2.1 f.22
N
y,221 y.2.2.2

Variable positions of | ard.1 and2.1 for x, and2.2.1and2.2.2 fory. Leto(1.1) =
O, 0(2.1) = O, 0(2.2.1) = g3 ando(2.2.2) = q4; o is a(l — r)-substitution and
loo = f(g(01), h(ge, (03, q4))) is the term obtained from | by substituting the variable
in position p byo(p). Now we explain how to compute.r The minimal position where
x [resp. y] occursin lisl.1[resp. 2.2.1]. Thus o is obtained from r by substituting all
x'sinrbyo(1.1) = q; and all y's byo(2.2.1) = gz. Thus - = f(h(qy, g3), h(gs, 91)).

As mentioned before, the completion procedure does not feokl tree automata
and TRSs. That is why we introduce a notion of compatibiligivieen finite tree-
automata andl (— r)-substitutions. The intuition behind the next definitienthat



different occurrences of a variable may be substituted figréint states if there exists
a term recognised by all these states, at least. Noticeltbatondition required below
is weaker than the conditions in [FGVTTO04]. Moreover, it isn@ general and can be
applied to a larger class of applications.

Definition 3.2 Let A be a finite tree automaton. We say thal a- r)-substitutiono
is A-compatible if for each x Var(),

() LA o(p) 0.

pePos (1)

Example 3.2 Let Aexe = ({00, At} Aexe {05 }) With the set of transitionAgye = {A —
0o, A — qs,f(ds,90) — qs, (0o, o) — o} Let Rexe be the TRS such th&eye =
{f(x, h(x,y)) = h(A, x)}. The automatorAe,e recognises the set of trees such that
every path from the root to a leaf is of the forrthfA. Let us consider the substitution
Oexe defined byoexd(1) = Qf, 0exe(2.1) = Qo and oexe(2.2) = (o. The tree t= A
can be reduced to gand belongs taL(A, oexg(1)). Furthermore t— qo, SOt e
L(A, 0exe(2.2)). Thereforereye is A-compatible.

The notion of normalisation and approximation functions elose to the ones
given in [FGVTTO04][BHKO5]. Indeed, the definitions beloweasimply adapted to
our notion of { — r)-substitutions.

Definition 3.3 Let A be a finite tree automaton. An approximation function (for
is a function which associates a function fréfos() to Q to each tuplgl — r, o, q),
where |- r € R, o is anA-compatiblgl — r)-substitution and g a state oA.

Example 3.3 Consider the automatofieye, the TRSRexe and the substitutionreye
defined in Example 3.2. Faree, an approximation functiofrexe may be defined by

Yexell = I, 0exe Qo) - {e = 01, 1+ Q2, 2 0}

To totally defineyeye, the others (finitely manyflexe-compatible substitutions should
be considered too.

The notion of normalisation below is basic. The onlyfelience comes from our
notion of { — r)-substitutions.

Definition 3.4 Let A = (Qo, Ao, Fo) be a finite tree automatory, an approximation
function forA, | — r € R, o anA-compatiblgl — r)-substitution, and q a state &1.
We denote biNorm,(I — r, o, g) the following set of transitions, calletbrmalisation
of(l »r,0,Q):

{f(0,....q) = o [p € Pose(r), r(p) = f,
q = qif p= ¢ otherwise = y(l - r,0,9)(p)
g =y( - r,o,q)(p.) if p.i € Posy(r),
g = o(min{p” € Posx(l) | I(p’) = r(p.i)}) otherwise

Themin is computed for the lexicographic order.



Notice that the seffp’ € Posy(l) | I(p’) = r(p.i)} used in the above definition is not
empty as soon &¥ar() is not empty. Indeed, in a TRS, variables occurring in @i
hand-sides must, by definition, occur in the left-hand side t

Example 3.4 Following Example 3.3¢ is the unique functional position of the term
r = h(Ay). We set gof the definition to be equal torqThusNorm,,_ (I — r, 0exe Q1)

is of the form{A — g2 h(g?,g??)— q:}. Since for r, the positiod is a functional
position and2 is in Posy(r), we use the last line of the definition to compu?&,@nd
g?is defined by the approximation functigge. Finally, we obtain:

Norm,, (I = 1, 0exe ) = {r(1) = Yexe(1), (&) (Yexe(1), Texd1)) — Qs}
= {A — do, (o, qt) — 0 }.

Lemma 3.1 Let A be a finite tree automatory, an approximation function, + r €
R, o an A-compatible(l — r)-substitution, and q a state ofi. If lo —7; q then

*
ro _)Normy(lar,rr,q) q.

The proof is obvious. The transitions in Noyrare precisely those added to reduce
rotoq.

3.2 Over-Approximations for TRSs without Left-Linearity C on-
straint

This section is dedicated to the proof of the main result aqptbéns how to build a reg-
ular over-approximation oR*(A). The following definition presents the construction
of a tree automato@, (Ag) from the tree automatafiy, the approximation functiop
and the TRSR. This construction is usually named a completion step. Agaie only
considered substitutions ade-f r)-substitutions.

Definition 3.5 LetR be a TRS. LefA; = (Qop, Ao, Fo) be a finite tree automaton and
¥ an approximation function fafly. The automatoit, (Ao) = (Q1, A1, F1) is defined
by:

A =Ag U U Norm,(I — r, o, )

where the union involves all rulesh r € R, all states qe Qp, all Ao-compatible
(I — r)-substitutionsr such thatd- -4, d and 1o P, A

Fi=Fy and Qi =QyU Q>,
whereQ, denotes the set of states occurring in left or right-hanésidfA; transitions.

The above lemma shows that a completion step computes arappesximation
of terms obtained by one rewriting step.

Lemma 3.2 Let Ay = (Qo, Ao, Fo) be a finite tree automaton andbe an approxima-
tion function forA,. LetR be a TRS. One hag(Ao) U R(L(Ao)) € L(C,(Ao)).

10



Proor. Lett € L(HAg) U R(L(Ap)). By definition of C,(Ag) one hasL(Ay) <

L(C,(Ap)). Consequently, if € L(Ap) then one has € L(C,(Ao)). Thus we now
assume that € R(L(Ap)). Thus there exists a rule— r € R, a termtp in L(Ap), a
positionp of tp and a substitutiop in (X, 7 (¥)) such that

top =Ilu and t=to[ru]p. Q)

fo: t[]pzto[lp t: t[lpzto[]p

Sincety € L(Ap), there exist a statg € Q and a stateg; € Fo such that
lu =% a and to[dlp =7, dr. ()

Sincely -7 qthere exists anl (— r)-substitutiono- such thatu —7 lo. Further-
more, for eactx € Var(),

e () LA(p)).

pePosi (1)
thus the [ — r)-substitutiono is A, compatible. Therefore, using Lemma 3.1 (by
hypothesislo- —7, ), one has

[ =% (9 & 3)

For each variablex occurring inl and all positiong of x in |, one hagu(X) =
o(p). In particular, for each variabbeoccurring inl, u(x) =% o(p’), wherep' is the
minimal position wherex occurs inl. Consequently and by definition of, one has

T =i, ro. 4)

We are now able to conclude: using (1) one hasto[ru]p. Now, by (4)t =%
to[ro]p. To finish, using (3) and then (2) we obtain the following uation: t —>*Cy(ﬂ0)

to[d]p =, - Thust € L(C,(Ap)), proving the lemma. O

Let us remark that using well-chosen approximation fumtimay iteratively lead
to a fixpoint automaton which recognises an over-approxonatf R*(Ap). One can
formally express this by the following (soundness) mairoteen.

11



Theorem 3.1 Let (A,) and(y,) be respectively a sequence of finite tree automata and
a sequence of approximation functions defined by: for eaglyé@r n,y, is an approx-
imation function forA, and A1 = Cy, (An). If there exists a positive integer N, such
that for every r= N, A, = Ay, thenR*(L(Ap)) € L(AN).

The proofis by induction using Lemma 3.2.

3.3 Completion Example

In this section we explain how our approach works on an exarmptouch with the
mathematical world.

We consider terms defined ovgg = {0}, ¥1 = {Opp s}, F2 = {+} andFy=3 = 0.

Here, the symbos denotes the successor function. For instast&s(0))) is the
successor of the successor of the successor of 0 and demoteteger 3. The operator
Opp denotes the opposite value of an integer. For example(s®)) is the opposite
value of the successor of 0 and denotes the intederWe use the following TRS to
encode addition and subtraction oZerTo simplify notations, we writex(+y) or x+y
for +(x,y).

R = {Opp(Oppk)) — x (5)
x — Opp(Oppk)) (6)
X+ OppKx) — 0 (7
X+y—>Yy+X (8)
X+(Y+2 - (X+y)+2z 9)
X+0— X (10)
X+ 5(0) — §(x) (12)
s(x) — x+ s(0) (12)
Opp(E(X) — Opp(E(s(X)) + s(0)} (13)

Notice that this TRS is not left-linear (Rule (7)). We aresi@sted in the following
problem: given three integeasb andc, are there integersandu such thatta+ub = ¢?
A basic number theory result states that the answer to theguequestion is yes if
and only ifc is a multiple of the greatest common divisoraoandb.

For instance, it is possible fa = 7, b = 3 andc = 15 (since gci{, b) = 1). We
may prove it using the above TRS. Indeed, fref0) ands*(0) one can reack™>(0)
using+, Opp and rewriting rules. For exampk(0) -1, S(0) + 5(0)) + 5(0). Conse-
quently,s’(0)+s*(0) 2.9 £(0). Similarly one has (é(z’ (0)+5'(0))+5(0)) —012)9)
$!(0). Moreover, Oppf(0) + $*(0)) —{12) ) OPPE(0)) + s(0). Therefore,
(((s'(0) + $'(0)) + §(0)) + Opp(S*(0) + $*(0))

—(8).(12).9) (s*X(0) + Opp(s*1(0))) + s'5(0) =710 st5(0).

Now we prove that the problem has no sofutionai()t 2,b=4andc =5 (this is
mathematically trivial, the goal is just to illustrate thiatan be automatically proved
using our over-approximation approach).

12



We consider for initial terms the language accepted by thevfong tree automaton
A whose states a, g1, 9z, 03, 94, -2 g-4 andgs, whose final states armg,q-», g-4,
04, andqs, and whose transitions are-8 do, S(do) — 1, (A1) — G2, S(02) — 03,
s(gz) — 04 (encodes thas?(0) ands*(0) are initially known), Opps) — ¢4 (encodes
that one can compute the opposite value of 4), QppE g-2 (encodes that one can
compute the opposite value of 2), + q:, — q; for all final statesys,, gr,, (encodes
that one can do the addition of two computed integers terifvg) want to prove that
$2(0) ¢ R*(L(A)). Some details on the first completion step are given below.

Rule (5) This rule provides no new transition. Indeed, thenmo statey in A such that
Opp(Opp()) can be reduced i to a state.

Rule (6) For each statpone has to add the normalisation of the transition Opp( @pp(
— . Assume that

Y(RulgB), {& - o1}, a1)(1) = 0.
Then during the completion step, the normalisation of Omp(@.)) — g; adds

the transitions Oppy) — gz and Opp(@s) — g1. With similar assumptions on
v, one adds during the first completion step Gpp& o, Opp@-4 — q4) and

Opp@-2) — 02.

Rule (7) Sincegs + Opp@s) —7; df, one has to add the transition- g (we may easily
verify this is the only compatible— r-substitution).

Rule (8-11) These rules don't provide new transitions.

Rule (12) Sinces(qo) —a g anddo + S(0) /7 g1, one has to add the following transitions
(with correct assumptions op) 0 — qo, S(0o) — 1 (these two transitions are
already inA) andgp+q; — g1. Similarly, one has to add transitiogg+ g, — 02,
Qo+ 03 — 03, Qo + G4 — Qa.

Rule (13) Since Op(a1)) — d-2 and Opp§(s(da)) + S(0)) /7, g-2, one has to add the
transitions (with correct assumption @i s(0) — g1, S(01) — 02, (Q2) — s,

Opp(@sz) — 01, 01 + g1 — 02 and Opp(2) — q-2.

Similar completion steps lead to the following tree autamas:

e States ofB areq-s, -2, 01, 02, 03, g4 @andqs. Final states arep, g4, 42, -4 and
gs, transitions on constants are-9 qp and 0— gs.

e Transitions with symbos are given by the following table:

o | O1 | G2 | O3 | G4
S| | Q| Q3| Ga| a

For instances(q,) — (s is a transition.

e Transitions with symbols Opp anehre given by the following tables:

04192 | % | 90| 9 | O3] G4 | Of
Opp| g4 | 92 | Yo | O3 | G2 |01 | 04| 0s
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| + || 0-4 | g-2 | o | 01 | 02 | 03 | 04 | as
0-4 || 9-4,0f | 9-2, Q¢ -4 g1 02, gf as a,ds | g
To
0-2 || 9-2,9¢ | Go,df | -2, Q¢ O3 o, G4, O+ 01 02, ¢ | Ot
Qo || 9-4,9¢ | G-2, Qs Jo 01 02, Qs 03 | Q4.0s | O
01 01 0] 01 02, Ot 0] Qo,df | Ot 0

Q4 0

02 G2, df | s, Qs | G2, ¢ a3 as, do O 02,4 | Q¢

To G4 as

O3 Os 01 Js Q4 01 O2,0¢ | O3 0

04 0

G4 Go,da | G2,df | Q4 0o O 02, gt (0] G4, Q¢ | Ot
as qr To

s ofi s 0 0 ofi 0 gs | Of

The automato is stable by the2, completion. Consequently, it accepts an over-
approximation of reachable terms @f by R. Sinces®(0) ¢ £(8), we may not have
A2+ ud=5withA,u € Z.

3.4 Under-Approximations for TRSs without Left-Linearity Con-
straint

The main idea (and problem) behind the under-approximaii®ithat one wants the
languages of computed tree automata to be in the set of temobable by rewriting.
Having some conditions on the TRS allows us to prove thataigactually reachable.
In order to obtain under-approximations, we do not want thapetion procedure
tointroduce unreachable terms. Classically, we then wattkiwjective approximation
functions. We define hergeto be an injective approximation function frofx (N* —
Q) x N* x Q into Q. Theorem 3.2 shows that with such an approximation fungtion
an under-approximation of the set of reachable terms isipesBefore, Lemma 3.3
presents an intermediary result useful for proving Thed@einthis result reveals some
features of terms recognised BYy(A) for which there exists a rewriting predecessor
recognised byA. In the following, we introduce the notatiodLV(t) which for a
termt of 7(F, X), denotes the set of non-linear variabled,dfe., the set of variables
occurring at least twice within

Lemma 3.3 Let R be a right-linear TRS for which NLWY) n Var({) = 0 for all | —

r € R. LetA be a tree automaton. There exisgsa 7 (F) such that§ € L(A,Qq)
and y —g t, if there exist a ground term t ovef, a state q ofA and a functionr
from Pos() to Q such that te L(C,(A),q), t ¢ L(A,q) andr satisfies the following
conditions: (i)7(e) = q; (i) for all p € Post), t, € L(C,(A), 7(p)) and, (iii) for all
p € Post) \ (&}, if 7(p) is a state ofA, then {, € L(A, 7(p)).

Notice that the conditioNLV(l)nVar() = 0 is a very strong condition that can be
easily weakened. However, this theoretical restrictiom loa practically relevant too,
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e.g. to model inverse operators. The example developectiin®e3.3 contains such a
rule: see (7).

Proor. To simplify the notations we denote Iy the set of transitions of the automa-
tonC, (A), Ao the set of transitions aff, andQ the set of states ofl.

The proof consists of 1) the construction of a tesne 7 (7, Q) such that

t —>Zl St —Norm, (I-r,0,q9) G (14)

2) the construction, by iterating a backward process, ofra e 7 (¥, Q) such
that
t—y s—

T\lorrry(l—»r,(r,q) g and (15)

3) the proof that
t =4 10 >Rom,(-reg O (16)

First, using (i) at the positior givest,. -5 7(¢). Sincet = t,. and sincer(¢) = q
(by (i), one hag =%, O

Sincet € 7(F) one hag # g, and every derivation -4, d has the length one, at
least. Consequently, there existss 7 (7, Q) such that =} s, —x, 0.

We now show by contradiction that the transitien — q ¢ Ap. Suppose that
s — qis atransition ofAg. Thens; € 7(F,Qp). Thus, usingi(i), t =}, S1 4, 0, @
contradiction ey Q).

Therefore, the transitios; — qis in Ay \ Ag. By definition of A; (see Defini-
tion 3.5), there existy’, o : Posc(l)" = Q andl — r € R such thats; —¢ a) q €
Norm,(l — r,o,q") and

lo —3, d. a7)

Now by definitions of Norm(l — r, o, ) andy, each target state of a transition in
Norm,(I — r, 0, q') is eitherQ \ Qo, or is equal tay'. Sinces; —¢,(a) q € Norm, (I —
r,o,q), eitherq € Q\ Qu, orq = . Becausd] € Qp, one hagy = g andt =
S —>Norm, (I-r,0.q) q.

We are done for (14). We now perform an iterative constructibs; ¢ 7 (7, Qo),
then there exists a positigmof s; such thats;(p) € Q \ Qp. Thuss,(p) is of the form
s1(p) = y(I — r, 0, q)(p). Sincey is injective, the only transition af; leading tos; (p)
is

r(PO( - r.oa(pl).....y(I = r.o.0)(p.0) - si(p).
Consequently, the derivaticm—>z1 s; has to conclude b§/—>z1 S — S where

s =si[r(P((I = r.ong)(p.1).....¥(I = r.0n9)(p.0)]p.
So, one has =}, 82 —Nom,(-reg) SL —Norm,(-reg O Now, if s, ¢ T(F, Qo),
the same construction can be iteratively applied;toand so on. Consequently, one
can build a terms € 7 (¥, Qo) such thatPos(s) = Pos() and

t _)21 S _>’lﬂ\|orm,(lar,o—,q) g, (18)
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and for each positiop of ssuch thats(p) ¢ Q,

s(p) = r(p). (19)
We are done for (15) .
We can begin the last part of the proof. lagt. .., g, be the states occurring &
while readings from the left to the right. Lepy,..., p, be respectively the positions

in s of statesqs, ..., Notice that the backward construction ®fs deterministic.
Indeed every derivation froitto g can be split up to

* *
t A S _>Normy(l—>r,¢r,q) g

It implies that for eacly;, withi = 1,...,n, one has

g = 7(pi). (20)

At this stagesis of the formro sincey is defined for every position of
Now using (20) and the hypothesis iii), one has

t—p ro _)Normy(l—w,zr,q) g.

The TRSR being right-linear withNLV(l) N Var(r) = 0 for each ruld — r of R,
one can built a substitutigm : osx(l) — 7 () such that:

e For p € Posyarp(l), one can set(p) = t' andt’ = t|y with p’ € Pog,(r).
Moreover, sincé|, ¢ NLV(l), one obtaing(p) = t’ =% a(p).

e Forp € Posyaryvarr)(l), one can proceed in the following way:

— if I(p) € NLV(l) then one can s@{(p;). ..., u(p}) tot’ wheret’ € L(A, o(p;))N
N L(A, o(pp) with {p], ..., pp} = POSi(py (1)-
— Otherwise, one can sg{p) to atermt’ € L(A, o(p)).

By this way, there existy = | € 7(F) such thaty -7, qandty —« t, proving
the lemma. O

The following result shows that each term of the langu@geAo) is reachable by
rewriting from Ay usingR.

Theorem 3.2 Let Ay = (Qo, Ao, Fo) be a finite tree automaton. L&tbe a right-linear
TRS. Given the approximation functiprdefined at the beginning of Section 3.4, if for
alll - r e R, Var() n NLV(l) = 0 thenL(C,(Ap)) € R*(L(Av)).

Proor. Let®, be the following proposition:
Forallt € L(C,(Ao)), if there exists a function from Post) to Q such thatr(e) = g
and for all pe Posf(),

tlh =¢ ) TP and  {r(p)lp =¢ (4, A
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and such that [{p € Post) | 7(p) € Qo A tlp 77, T(P)} =N,
then te R*(L(Ap)).
We prove tha®y is true for alln > 0 by induction om. To simplify notations, let

NR(t, 7) = {p € Post) | 7(p) € Qo and {, 5, 7(P)}-
Po : Assume that andr satisfy the hypothesis oftg. We havelNR(t, 7)| = 0. In
particular,e ¢ NR(t, 7). So,t = tl. =, 7(¢) = gs. SinceA, andC,(Ap) have
the same set of final statdss £(Ao).

Pn = Pnr1. Assume thaf, is true forn > 0 and that andr satisfy the hypothesis o, ;.
SinceNR(t, 1) is nhon-empty, letp be a maximal element dflR(t, 7) (for the
lexicographical order). Then, by maximality pf one can apply Lemma 3.3 to
tip. Thus, there existy € 7(F) such thato —7; 7(p) andto —« tp. Therefore,
there exists a functiom from Pos(o) into Qo such that for alp’, to =7 71(p’),
t{r1(P)]p —%y(ﬂo) 7(p). We define the function, from Post[to] ) to Q as
follows.

— If pis not a prefix ofp’, thent,(p’) = 7(p’),
— Otherwise, ifp’ is of the formp.u, thent,(p’) = 71(u).
By constructionf[to] , —« t and|NR(t[to] p, 72)] = n— 1. Thus, by induction,
t € R*(L(Aop)).
It follows that®,, is true for alln > 0, proving the theorem. O

Let C(y”)(ﬂo) be the tree automaton obtained aftecompletion steps performed
from Ay by using the TRR and the approximation function Finally, Proposition
3.1 shows that the approximation functipiprovides a sound under-approximation of
reachable terms.

Proposition 3.1 If R is ri%ht-linear and for alll - r € R, NLV(I) nVar() = 0
then for all n < 0, £(CM(A)) € R*(L(Ao)), LICP(A) ¢ L™ (Ap)) and
Uneo LGP (AA0) = R* (L(A0)).
Proor. By definition C"(Aq) = g,(C(Ar))). Consequently, the set of tran-
sitions of C!”(Ajo) is included in the transition set @f""™(Ao). Thus £(C"(Ao))
c LCT Y (A)).
Now, using Lemma 3.2, one has for alb 1:
R(LECP(A)) € LICI*D(Ao)).
Consequently, by a direct inductioRs"(£L(Ao)) € LC(Ag)). It implies that
R (LA < ) LEP (A0)).
n>0

One can prove that for afl € N, L(C(y”)(?lo)) C R*(L(Ap)) by direct induction om
using Theorem 3.2, and we are done. O
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3.5 Practical Issues
3.5.1 Approximations for Ensuring Safety

Thanks to the above theoretical contributions, at thisfpeia have means to compute
over-approximations and under-approximations of realehtdsms. From a system
verification point of view, by representing the set of irflit@nfigurations of a given
system by a tree automaty, and by encoding its evolution by a TS R*(L(Ao))
stands for the set of actually reachable configurationsei@Gavset of bad configurations
encoded by a tree automatdiy,g, in order to verify a safety property, it is enough
to decide whether the intersection betweRi{L(Ap)) and L(Apad) is empty. So,
as shown in Fig. 1, under-approximations are useful to shwaw there is one bad
configurationreachable, at least. And computing over-@dprationsis useful to show
that no bad configuration is reachable.

y : approximation function y : approximation function

RAL(A )

Figure 1: System verification using approximations.

3.5.2 Application to Protocols with Algebraic Properties

The completion procedure in Sect. 3.2 fits with all non lefear TRSs. However, the
user may be interested in developing algorithmdfiieiently handle the completion for
a particular class of non-linear rewrite rules. In the sigyarotocol analysis frame-
work, the problematic non left-linear rules usually comctire decoding abilities of an
intruder and the algebraic properties of some cryptogaptinitives. A particularity
of such rules is that they are quadratic, i.e. , rules wher@@ble can occur at most
twice within the left-hand side of the rule; let mentirs x — 0 for example. For this
application field, this section gives an algorithm té@ently handle the completion
on TRSs with quadratic rules, called quadratic complefidns algorithm is then used
for the experiments described in Section 4.1.

Recall that each completion step requires the computatidih &> r)-substitu-
tions compatible with the current tree automaton. In Exan$PR, the rule iMReye
is quadratic, and the substituti@nye is Aexe-cOmpatible becausé(Aexe Texe(1)) N
L(A, ocexd2.2)) # 0. This last computation can be done thanks to the squaf.gf
by establishing the non emptinessffAecxe X Aexe (Texe(1), Texd2.2))).

Definition 3.6 LetA = (Q, A, F) be a tree automaton. The square®f denotedA?,
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= O

Ag x Ag

Ao already computed
in the
previous step

- /

)
AI\AO - .
—

is the automatoes (Q x Q,A’, F x F) where:

A = {f({Qn.d), - .- Gn. On)) — €0, ) |
f(Qe,....0n) > qe AAT(0y,....00) = O € AL

Roughly speaking, for TRSs specifying protocols with qadidrrules, the square
of a tree automaton — the product of a tree automaton withi #s=n be computed by
using the square of its predecessor. Computing the squane afitomaton allows us
to know whether there is a common datum between two stea@slq’ of the built au-
tomaton. The quadratic rules are then linearised, and thessaken by the linearised
variables are checked on-the-fly. For example, if variataecurs twice in a rule, one
of occurrences is replaced by a fresh variapla this rule the left-hand side. Then,
this rule can be fired if the statgsandq’ — taken as values by respandy — share at
least a term.

More formally, letA = (Q, A, F) be a tree automaton. LA? = (Qxz, Az, F2)
be the square of the current tree automatbaccording to Def. 3.6. The square of the
tree automatog, (A) can be computed in the following wayC{(A))? = (Q42 U (Q x
@\Q)uU(Q\QAxQU((@\Qx(Q\Q), Az U (Ax(A\A)U((A"\ A)xA)
U((A"\ A) x (A" \ A)), F #2). Note that the square 6f,(A) is based on the square @t

To decide the firing of a rule, arfficient state-of-the-art algorithm for the emptiness
decision (see [CD@)2] for example) and an adapted data structure updatedesfiyth
are used. Doing so, one can decide in a véiigient way whether the language of the
squared automaton recognised{fy, ')} is not empty. In that case, the rule is fired
with the computed substitution.

Thanks to these new features, a large number of protocolbdwrs successfully
validated: NSPK-xor, View-only, and also the Encrypted Key Exchange protocol
(EKE2) using the exponential operator. All of these improvemangscarried out in the
next section.
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4  Automatic Approximations and Applications for Ver-
ifying Cryptographic Protocols

Modelling security protocols by tree automata and term itévg systems is basic,
see[GKOQ] for instance. On the one hand, the initial knogéednd synthesis abilities
of the intruder are encoded by a tree automafignOn the other hand, a term rewriting
systemR encodes protocol steps and intruder’s analysis abilit@®gr main purpose
being to automate the protocol analysis in so far as possipfgoximations should be
generated automatically. The main ideas behind such aduligmatic generation are
given in Section 4.1. We then give in Section 4.2 new expantadgesults obtained
with the new version of th&A4SPtool.

4.1 Automatic Generation of Approximations

Notice that a safe and sound abstraction with only two ad€it€03] is considered.
For each ruld — r, each [ — r)-substitutiono, each state| and each positiop
one has to defing(l — r,o,g)(p). Note that the approximation function is build in

order to use finitely many noncesymber used onge

NextR is divided into two partsR; that encodes protocol steps aRgthat encodes
intruder’s abilities. For rules iRz, y(I — r, o, q)(p) is independent of both- andq.
Moreover, for every pair of rulels — r; andl, — rp and positions op; of ry andp;
of rz, one hasy(l1 — r1)(p1) # y(l2 — r2)(p2).

For rules inRy, y(I — r, o, q)(p) does not depend ompbut only onl — r, p and
the value ofo- on a finite set of variablesq, . .. X,}, representing agents names. The
intuition is that one can ensure (by automaton propertres)it lo —7; g theno(x;)
may have a bounded number of values. Furthermore, theirgaesss like foR;, rules
is required.

Since there are finitely many rules with finitely many posigpthe number of
states introduced during completion steps is bounded. &pently, the completion
procedure always stops with that approximation functiod #aen computes an over-
approximation. Concerning the under-approximationsghdyi speaking new states
are introduced each time it is necessary. We refer the stexlegeader to [BHKO5] for
more details.

4.2 Experimental Results

This section reports on new experimental results obtairteehwsing the new version
of the TA4SP tool *.

The fully automaticTA4SP [BHKO5] tool has been plugged into the high level pro-
tocol specification languagéLPSL. We have thoroughly assessed etSP tool by
running it against some IEFFprotocols of the AVISPA Libraryand others from the

Ihttp://www.loria. fr/~boichut/tadsp.html.
?Internet Engineering Task Force
SAvailable athttp://www.avispa-project.org/.
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Protocol Computation time(s Diagnostic
(seconds)

NSPKL 4.12 SAFE
NSPK 10.26 RMU
NSSK 266.88 SAFE
NSPK-XOR 1803.97 RMU
Denning-Sacco sh. key 24.98 SAFE
Yahalom 874.35 SAFE
Andrew Secure RPC 212.01 SAFE
Wide Mouthed Frog 30.45 SAFE
Kaochow v1 227.30 SAFE
Kaochow v2 153.00 SAFE
TMN 109.08 RMU
AAA Mobile IP 1115.00 SAFE
UMTS-AKA 2.55 SAFE
CHAPv2 18.69 SAFE
CRAM-MD5 1.14 SAFE
DHCP-Delayed-Auth 1.05 SAFE
EKE 11.76 SAFE
EKE2 1541.43 SAFE
LPD-INMSR 12.24 SAFE
LPD-MSR 6.52 RMU
h.530-fix 54687.67 ?7?
TSIG 1140.38 SAFE
SHARE 50.41 SAFE
View-only-untyped 18444.57 SAFE

Figure 2: Experiments on some secrecy properties URiA§P

Clark and Jacob library [CJ97]. The experimental resuksraported in Fig. 4.2, be-
low. The diagnostiSAFEmeans that all secrecy properties have been verified for an
unbounded number of executions of the iniiaPSL scenario. A contrario, the diag-
nosticRMU — Rewriting Model is Unsafe — relates that there exists aachtagainst
one of the secrecy properties in our unbounded rewritingeho@he diagnosti®?
means that no conclusion can be drawn.

Using implemented under-approximations presented in. Se4t four protocols
(NSPK, NSPK-XOR, TMN andLPD-MSR) given in Fig. 4.2 have been diagnosed as flawed
and the attack traces have, indeed, been built with othds tafothe AVISPA plat-
form. Nineteen protocols, specified HLPSL, have been shown secure using over-
approximations as in Sect. 4.1. Notice that we have suaddssipplied TA4SP not
only to well-known protocols lik&ISPKL, SHARE, LPD-IMSR, from the Clark and Jacob
library, but also to large-scale IETF protocols&P-Delayed -Auth, CRAM-MDS5,
CHAPv2, TSIG, AAA Mobile IP, eftc.

The protocol€KE2, h.530-fix andView-only-untyped use cryptographic op-
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erators with algebraic propertiesxp andxor. The protocol¥/iew-only- untyped
andEKE2 have been successfully analysed despite the computatierfer the latter.

Not so good computation time is better than an inconclugselt, as foh.530-fix.

Note that the on-the-fly computation (OFC) in Sect. 3.5.2dlsved us to check the
protocolView-only-untypedwhen a naive approach was result-less as shown below.

Completion step| 0 1 2 3 4 5 6 7 8
OFCTime (ins)| 0.41 | 059 | 0.97 | 2.84 | 455 25 1709 7343 8956
Time (in s) 0.25| 0.33| 0.79 | 1.67 | 6.02 | 73.60 | 49.55 | >18000 X
Completion step 9 10 Total

OFC Time (ins) | 363.12 | 36.38 || 18444.57

Time (in s) X X X

Before concluding this section, let us focus on the intémgdtut inconclusive re-
sult concerning the protocal. 530-fix. In [BMVO03], the authors have detected an
unknown attack against the proto&ol530 using OFMC (On-the-Fly Model-Checker).
They have then proposed a new version of this protohob30-fix. OFMC has
shown this protocol secure for the given scenario. So it issgqthallenging to show
that this protocol is indeed secure now for an unbounded eunwiisessions. We have
tried to check the new version but, its analysis leads to aornalusive result. How-
ever, it would be interesting to define finer approximatiansrider to show the safety
of this protocol. We plan also to investigate in this direnti- notably using a trace
reconstruction technique we have developed in [BGO6].

One last word about the computation times of Fig. 4.2: theyiradteed not as good
as we wished, but we are developing a promising new engirteéazompletion which
gives impressive results. For example, a computation ¢gedaar days long has been
reduced to forty-five minutes. This rewrite engine is stillprogress, but we hope to
integrate the next engine withtA4SP in the coming months.

5 Conclusion

This paper presents an essential improvement of [FGVTTidjving how to extend
that work to any kind of TRSs. Moreover, we also explained hovautomate this
approach in a suitable way. In this context we have provideelatree regular model-
checking technique. We also exposed how to use the techfogqa@alysing security
protocols, showing that the approach is not a purely dortte+etic framework. We
want to emphasise the fact that all the algorithms have baptemented, giving rise
to the new version of th€A4SP tool.

The construction presented in this paper has several stiegefeatures. The au-
tomatic generation of approximation functions for segupitotocols is quite intuitive.
Indeed, it can be summarised to the following intuition:r'éach a session, normalise
in such a way". But, one can wonder how to generate approiamaautomatically
for more complex objects, as Java programs [BGJLRO7]. Itlvaiso be interesting
to investigate similar approaches for unranked-tree aatartnat are useful for XML
documents analysis. Moreover, a central question arisiiggbour work is how to
combine the approximation-based techniques with existegautomata regular tech-
niques approaches, in order to get benefit from both appesach
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