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Abstract

Nous abordons la gestion efficace de documents XML danssgauépair & pair structuré, basé
sur une table de hachage distribuée. Nous présentonsppnaeche permettant d’exploiter des vues
matérialisées déployées indépendamment sur le DHTIgsapairs. Ces vues sont utilisées pour
repondre a des requétes de motifs d’arbes XML. Nous mam® des algorithmes pour la mainte-
nance distribuée de vues et pour la réécriture des tesj@h utilisant desvues. Nous présentons les
differentes stratégies d’'indexation et de rechercheutss wur le réseau DHT et nous comparons leur
performance a travers des expériences sur notre platefo

Keywords XML, query rewriting, materialized views, DHT.

1 Introduction

Large-scale organizations need to produce, deploy andiexaige volumes of data, and in particular
structured XML data. We are currently involved in the Webt@omn R&D project (http://www.webcontent.fr),
including partners such as EADS, the European defense aomaad CEA, the French nuclear energy
producer. The project focuses on giving these companieasegifitools for gathering, enriching and ex-
ploiting (e.g. by semantic and linguistic analysis) stametl documents from the Web (RSS feeds, crawled
pages etc.) or produced by the companies, wittstnactured content warehousesed for market analysis
or Web intelligence gathering. Information comes from maitgs, depending on where crawlers run, or
where the analyst producing a company report resides, arstl Imeuefficiently exploitable by the other
sites. The sites producing information may change over,taa@ew ones may join and others may leave;
such changes must be handled transparently to the usersevdgvthe network dynamics is moderate,
i.e., sites do not experience frequent disconnects.

Within WebContent, we have devised a platform caNéB2P, standing forViews inPeer toPeer,
which enables efficient distributed data management basedHT (dynamichashtable [10]) and ma-
terialized XML views. ViP2P can be seen as a toolriistributing restructured data where it is needed
Any ViP2P site (or peer) may establish some materializedsjavhich reflect data published anywhere in
the network, that the peer is interested in. A more likelynse® is that several peers which are physically
close (e.g. machines in the same company site) share therbofdstoring some views which may be
interesting to all of them. All view definitions are then ixee in the DHT, so that any peer may learn
about them. A query posed on any peer is re-written usingxtstirg views. In this work, we focus on
the problem of finding equivalent query rewritings basedraviews in the DHT, as well as on building
and advertising the views.

This paper makes the following original contributions. Y4 describe the VIP2P architecture for
managing and exploiting materialized XML views based on alD{2) We consider the problem of tree
pattern query rewriting problem based on multiple views.e Blets of rewritings identified by our and
similar works [4, 9, 18] partially overlap; we prove an irgsting bound on the maximal rewriting size,
making it polynomial in the number of views, and we study salveorresponding rewriting algorithms.
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Figure 1: Architecture overview.

(3) We study several strategies for indexing materializiesv\wdefinitions on a DHT, and compare their
usefulness. (4) We demonstrate via experiments in a fullylemented platform the scalability of our
platform.

The architecture we envision is depicted in Figure 1. Nekwmeers labelegh, to py store documents,
shown as triangles, and/or views, shown as tables. Sucestatiributes may be of typen/ (whose
values are serialized XML subtrees), in the style of theweaXiIML data type in SQL/XML 2003. Such
attributes are shown as triangles inside tuples. We desgndocument! or view v at peerp by the
notationd@p, respectivelyp@p.

Each view is defined by a tree pattern, and this pattern (reovigw extent) is indexed in the DHT.
Query processing can be traced following the numbered arioihe Figure. Assume quetyis asked
at peerps (step 1). Thenpg will perform a DHT look-up to find which view definitions may lseful to
rewrite the query. For instancg, andps may return taps relevant view definitions (step 2). Pegrwill
then run a view-based query rewriting algorithm, tryingeformulateg based on these definitions (step
3). A query rewriting is a logical algebraic plan based on sariews, in our exampley; Qps, v,Qps,
andwvs@pg. After picking a rewriting,ps transforms it into a distributed physical plan, which runsai
distributed fashion (step 4, thick arrows denote data fesndn our exampley, is sent topg which joins
it with v3 and sends the result tQ. At ps it joins with v; which is sent fronps.

Each ViP2P view is complete, i.e. it includes(d) for any documend in the network (modulo some
update propagation time). To obtain such views, whenevevwadocument, say;@p; in Figure 1, is
published, the publishing peer performs another type dfupqstep 5) to determine (possibly a superset
of) the view definitions to which the new document may contiétuples. In the Figure 1, such definitions
are returned by,, andp, finds out that/,; contributes some tuples to the viewQp,. The tuples are sent
to py (step 6), which adds them to the view extent.

This article is organized as follows. Our pattern languagdiscussed in Section 2. Section 3 presents
the rewriting problem and its complexity, and Section 4 ssdeveral rewriting algorithms. How views
are materialized, indexed in the P2P network, and looked ujiscussed in Section 5. We present our
experiments in Section 6, discuss related works in Secti¢imen conclude.

2 Patterns

We will rely on a tree pattern diale®, defined as follows.



(1) Pattern nodes can correspondkidL internal nodegelements or attributes), or leavegwords in text
occurring inside XML elements, or in attribute values). pogsentation purposes, we do not distinguish
between elements and attributes. We extend the XPath d¥ssasaxis to consider that words are children
of their closest element or attribute ancestors. Eachriatg@attern node carries a label from a tag alphabet
A, ={a,b,c,...}. Each leaf node carries a label from a word alphabgt= {a,b,c...}.

(2) Pattern edges correspond to parent-child or ancesswethdant relationships between nodes.

(3) Each pattern node may be annotated with setoeed attributesdescribing some information items
that the pattern stores out of each XML node matching theepatiode. Theont annotation indicates
that the full (serialized) image each matching XML tree ndgtored. Théd annotation indicates that a
node identifier, which uniquely identifies the node (and thewinent it belongs to). Moreover, we assume
structurallDs, i.e. such that one may decide, by comparing the idertifietwo nodes:; andn,, whether

ny IS an ancestor/parent @f or not. Many variants of structural identifiers exist, e[g8,,12, 20], some

of which provide further information, e.g. allow identifig the least common ancestor of two nodes etc.
For the purpose of this work, we only require that parentatland ancestor-descendant relationships can
be determined from the node ID&inally, thewval labels stands for the node’s text value, obtained by
concatenating all its text descendants in document order.

(5) Each node may be annotated with a predicate of the fotin= | wherec € A, restricting the XML
nodes which match the pattern node, to those satisfyingréaiqate.

Notations and syntax simplificationWe say a pattern nodeasan id, respectivelyval, cont, or value
predicate, if the node is decorated with such an index.

For simplification, in the sequel, we only consider ancestescendant node relationshipsll the results
we present hold in the presence of both ancestor-descesmddparent-child relationships; the distinctions
to be made are quite well-known by now, e.g. when computirttepaembeddings [3], or structural
joins [2].

We introduce a simple text syntax for patterns. We denotesbg their4; or A,, label. The possible
id, val andcont labels, and predicates ovedl, are shown as indices to the node. For instangg,,.:
is a pattern storing the structural IDs and the content of &llements. We use parenthesis to show the
nesting of children inside parents, and commas to sepdratehildren of the same pattern node among
themselves. For instance(b(c;q)) stores the IDs of elements found on some path matching/b//c.
The patterm,q,—s (b, cia) Stores the identifiers of atlelements having amancestor of value 5, and whose
serialized XML subtree contains the ward
Pattern semanticsLet p be a pattern andbe an XML document. As customary, an embeddingy — d
of p in d is a function associating nodes top nodes, preserving node labels and ancestor-descendant
relationships [3]. The result of evaluatipgon d, denotedp(d), is the list of tuples obtained by lining
together in a tuple, all IDs and/or values and/or serialz@ttent, for each embeddingein d. Assuming
a total order over the nodes pf(top-down, left-to-right traversal), the tuple order;ixl) is dictated by
the lexicographic order over thenodes which are targets of the embeddings. For a documebt, seé
semantics op overD is defined as the concatenation (in the order of the docurBentf all p(d), d € D.

We useu.id (respectivelyq.val, a.cont) to denote the corresponding attributepiiD).

We say two patterng,, p, areequivalentdenoted), = ps, if for any databas®, p; (D) = p2(D). We
establish containment and equivalencéqgpatterns in time polynomial in the size of the patterns [3].

3 Algebraic rewritings using patterns

Given a queryy € P and a sel’ of views, we are interested in the rewritings @fbased on/. As
explained in Section 2, the semantics of both queries andlsvagerelations therefore, we investigate
rewritings which combine views by means of a relational bigespecified in Section 3.1. Based on this,
Section 3.2 formally states the rewriting problem, whilet®m 3.3 show that its complexity is polynomial
in the number of views.



3.1 Algebra

The algebra we consider consists of the following operators
(1) scan(v) (orv, in short), where) € V is a view.
(2) Then-ary cartesian product operater projection (denoted..;;), duplicate elimination (denotet’),
and sort (denotesl.,;,).
(3) Selection, denotedl,,.,. Here,pred is a conjunction of predicates of the foim c or: © j, wherei, j
are attribute names,c A, and® € {=, <} is a binary operator. We useto designate the “is ancestor
of” predicate. Thus, assuming the attributes namadd j contain IDs,0;;(op) returns thosep tuples
where the identifier in attributecorresponds to an ancestor of the node whose identifier isribuae ;.
Note that the presence of ando allows, in particular, ID equality joins<—, as well as structural
joins [2], denotedxi,.
(4) A navigation operator, designatedv; ,,,, which takes as input one algebraic expression. The atiribu
¢ in the input must correspond tocant attribute, andup is a pattern whose nodes must not have
Let ¢ be an input tuple to theav, andnp(t.i) denote the result of evaluating the pattegnon the XML
fragment stored irt.i (as defined in Section 2). Thenqav; ,, will output the tuplest x np(t.i), i.e.,
obtained by successively appending tach of the tuples inp(t.i). If np(t.i) is empty,nav; ,,,, acts like
a selection, erasing The reason why,p nodes must not havels is that it is generally not possible to
determine the ID of a node, from an XML fragment (not the wiaideument) to which the node belongs.
As an example, let be the Viewa;q coni. The eXpression = nav g cont,b(ceont deons) (V) FEIUNS tuples
with 4 attributes:a identifiers,a contents, and contents ofandd descendants af, having a commor
ancestor below.
For convenience, we extend the notation to allow severdépet to be applied on the sament
attribute by a singleav operator. ThuSpav; np, np, (0D) = NAV; 1, (NAV; 1, (OD)).

3.2 Problem statement

Equivalent rewritings Letq be aP query, and:(v;, ve, . . ., vx) be an algebraic expression over the views
in V. We say (V) is an equivalent rewriting of if and only if, for any databasP, e(v, (D), v2(D), ..., v (D)) =
(D).

As an example, the expressierirom the last example above is an equivalent rewriting ferdbery
q= aid,cont<b(ccont7 dcont))-

Problem statement (first attempt) We may at this point specify our problem as: giveandV, find all
equivalent rewritings of using the views’. Here and in the sequel, we assume the views and the query
have been minimized as in [3] (a difference to be made for attems with attributes is: no node having
id, cont or val can be removed by minimization).

However, this problem definition leads to an artificiallygarspace of solutions, since two algebraic
expressions may differ in their view join orders, selectand projection positions etc., all the while
corresponding to the same rewriting. For instanceglet a;4(b,c,d) andv, = a;q(b), v. = ai(c),
vg = ai(d). Twelve syntactically different join expressions ovgfv. andv, are equivalent rewritings
of ¢. We are not interested in exploring these alternativesxduewriting, as this exploration pertains to
the subsequent algebraic optimization step. To that effexintroduce the notion afanonical algebraic
expressionsAn algebraic expressianis said to be canonical if it has one of the following forms:

e form 1: scan(v) or nav(scan(v))
e form 2: x(ay, ..., ax), where eachy; is of form 1

e form 3: 0,,.4(3), whereg is of form 1 or 2

form 4: s.5(7y), wherey is of form 1, 2 or 3

form 5: 7.5(0), whered is of form 1, 2, 3 or 4
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Figure 2: Sample query, views, and rewriting.

e form 6: 7°(¢), wheree is of form 1, 2, 3, 4 or 5.

Intuitively, the operators in canonical expressions ajec@hsolidated - there will be at most one of
each of the following operators: cartesian product, seledjpossibly on a conjunction of predicates),
sort, projection, and duplicate elimination and (2) appiie a specific orders¢an, thennav, thenx, o,

s, m andn respectively).

Any algebraic expression can be brought to a canonical févensaye is acanonical rewritingof ¢ if
e is a rewriting ofg, ande is a canonical expression.

Minimal rewritings Certain canonical rewritings exhibit some redundancy]lastiated by the query
g = a;q and identical views = v = a;3. Then,e; = v ande, = v’ are canonical rewritings, but so is
es = ma(oia=ia(v X v')). Intuitively, we are interested in finding ande,, but note;. More formally, let

e be an algebraic expression. We gag minimalif and only if all the expressions obtained by removing
a view frome are not equivalent te. Several minimal canonical rewritings can be obtained feonon-
minimal one, as shown in the last example above.

View pruning If v appears in a rewriting af, then there exists an embedding v — ¢, such that:
1. ¢ preserves node names
2. if nis a parent ofn in v, ¢(n) is an ancestor af(m)

3. if m has a value predicateal = ¢] in ¢ and¢(n) = m, for somev nodem, thenm must not have
a value predicat@al = ¢}, if ¢; # co.

A similar observation has been made in [18] (excluding itesb@ve). This observation allows pruning
down the set of view¥ to a subset/ of views which can be embeddeddnwhile being guaranteed not
to lose any rewritings by doing so.

View expansion An important refinement of our problem is needed. Fromdhe attribute of a view
node, one may extract the value of this nodeig attribute (e.g. by the XPath querjtext()), as well as
information about its descendants, since they appear inotlieXML subtree. For instance, in Figure 2,
one can expand; by navigating withinb.cont to find its text value, and the text values of alléitdescen-
dants. This is represented by the algebraic plam, .o, ., ,,(,..)(v1), where by a slight abuse of syntax,
we denoted by, a pattern node matching only the root of the XML tree on whids evaluated, and
having aval attribute. The result can be seen as an expanded¥fiew b;g i cont(€var)- The algebraic
expression at right in Figure 2 builds on this plan, and isreoogcal minimal rewriting for the query.

The need for partial expansionsObserve that an expanded view does not necessarily add tinedegew
node havingont, all the forest rooted at the corresponding query node. dratiove example, expansion



added are node but not @ node. Indeed, had we added theode too, it would have been impossible to
rewriteq. Let us see why. Assume expansion transformisito v}’ = ;4 vat.cont (Ceonts €var). WE May join

v} with v, enforcing that.id is an ancestor df.id andb.id is an ancestor aof.id (the latter fromw,). The
resulting expression has twonodes, descendants fthe one fromv} hascont, while the other hasd
andcont. As a result, this expression contains a cartesian produbeq /b//c nodes with themselves,
which was not required by the query. We cannot unify theéwodes, as the one from the expanded view
v} does not haved. Thus, it is impossible to rewritg based on; v} is necessary. This phenomenon is
due to the fact that unlike XPath views used e.g. in [18], daws may store data from more than one
nodes.

We consider the views it have all been expanded into a 3&t and reason oV from now on.
Problem statement (final)Our problem can be now stated as follows: given a qyeagd a set of views
YV, find all minimal canonical rewritings af using views from the sétV, obtained by pruning, and then
expanding) .

3.3 Complexity

Several aspects impact rewriting complexity.

View pruning is performed by evaluating each view on the query, consttlasea data tree; if the result
is non-empty, an embedding has been found, and the view ts Képs, the cost of obtaining the Jét
fromVis O(|q| x Lpey|v]).

All views which survive pruning have at most as many nodeshagjuery (recall also that they are
minimized from the start). Thus, for anye U, |v| < |q|.

Expansion impact We consider the size of the 98t obtained by expanding views.

Letv be a view in{, where a single node has acont. Assume an embeddingmapsm to the query
noden. In principle, we should genera2&’! — 1 copies ofv (where|n| is the size of the query tree rooted
atn), each of which copies as a new childef a subtree of the-rooted query tree. If a node in this
subtree has ail, theid will be erased in the copy, since as said in Section 3.1, Ibaatbe found inside
cont attributes.

Three observations allow to reduce this set (see Figure 3):

1. Letn; be a descendant of, andn, be a child ofn;. Letv’ be an expansion af, in which n, is
copied asy|, whereas:, is not copied. To build a rewriting based ofj we would need some other view
v, covering noden,, and a predicate of the form,.id < n,.id enforcing the appropriate relationship
between the two nodes. Howevef,lacks an ID, thus this predicate cannot be checkedyparsduseless.
Thus, we only develop the expanded views such that: if a descen, of n is copied, so are its children,
but also their children etc. - thus, the full subtree rooted;anust be copied.

L

Figure 3: View expansion.

2. Again, letn; be a descendant af, andn, a child ofn;. This time, we consider an expanded vieWw
wheren, is copied asi,, andn; is not copied. To build a rewriting based af) we would need another
view coveringn,, and a predicate of the form .id < nl.id enforcing the appropriate relationship among
the two nodes. Again, this predicate cannot be checked sinlzeks an ID. Therefore, if we copys, all

its ancestors up te must be copied.



3. In the case whem: does not have af, let n; be a descendant of the query nadeandw’ be an
expanded view such that is not copied inw. By a similar argument as above, a rewriting basedvbn
needs another view covering node and a predicate over;.id ensuring that it is a descendantrafs
copy inw’. Since the latter node does not have an IR morw’, no rewriting can use’'.

Observations 1. and 2. entail that we only need to enumératsubsets of. children, and for each
subset, build an expanded pattern which fully copies théreab rooted in those children. This reduces
the number of generated expanded views f@ymto 2/ (wheref(n) is the fan-out ofz), which is often
smaller. Observation 3. further reduces ifitm the particular case where does not have an ID.

More generally, letf(q) be the maximum fan-out of eont node ing, f(q) < |q|. Letv; be a view
whose nodesn!, m?2, ..., m" havecont, k; < |v;| < |q|, and¢; an embedding from; to ¢ such that
¢i(m?) = n;, 1 < j < k;. The expansion of; produced,_, _ (2/()) views, which is bounded by

Thus,|W| < V| x olalxfla) < V| x 2ldl
Rewritings and coversLet e be a canonical rewriting based on some a subset WW. Clearly, the set
of ¢ nodes can be seen as covered by the union of the node setswiéwthivolved ine. Thus, from a
rewriting, one can extract@uery coveibased on the view nodes.

Not any query cover leads to a rewriting. For instance, aersine views); = a;4(b) anduvy = ¢;q,
and the query; = a;q(b(c)). In this case, the query requires thaode to be an ancestor of thenode,
but sincev; does not store identifiers féor we are unable to enforce this constraint.

A cover may use a view several times, and in distinct posstid@onsider, for instance; = a(a;q),
and the views; = vy = a,4; ¢o may be covered (and rewritten) by using:twice, orvs twice, oruvs in
the ancestor role and in the descendant role, or the opposite.

More generallyto each set of pairs of the form (view frami, embedding from the view to the query),
where distinct pairs may use the same view with differenteeltiings, corresponds at most one rewriting
We will describe an algorithm which builds this rewriting @rpossible in Section 4; the algorithm runs
in quadratic time in the combined size of the views.

How many different embeddings exist from a view to the queliyall query nodes have different
labels, then this also holds for each view, and at most oneeddibg exists. In general, let{q) be the
maximum number of times a given node label appears in theygliben, the view can be embedded in at
mostv(q)I"! < v(g)l? ways.

Rewriting size boundAs we will show in Section 4, the maximum number of views imeal in a minimal
canonical rewriting is equal to the number of query nodes.

2

Putting it all together, the worst-case complexity for ereuating all minimal canonical rewritings is of
the form |q| x (Z,ep|v]) + (Zg=1 ‘q‘Cl’jMxy(q)‘q‘) X (X,ew|v])?. The first term accounts for pruning.
The second is the cost of enumerating all subsets of (viem 9, embedding) pairs, of size at mdst
(by a known formula, this is iD((|W| x v(q)l?)ld /|q]!)), multiplied by the quadratic cost of building
a rewriting out of such a set. More simply, the sum of the coratibns can be put as(|WV|14!) which
translates ta@)(|V[19). The last facto(X,¢y|v|)? is less than|W| x |¢|)?, thus inO(|V|)2. Thus, the
total cost is inO(|V])l9+2. This is significantly less than th@(2/”!) which can be attained with a naive

set-cover approach.

.....

4 Rewriting-based query answering

In this section, we describe how queries can be answeredriarohitecture, based on materialized tree
pattern views. Section 4.1 discusses if and how an algel#aigting can be built out of a set of views.
Section 4.2 discusses algorithms for enumerating all mahranonical rewritings. Section 4.3 outlines
the optimization and execution of our rewriting plans.



Algorithm 1: Views-to-rewriting (possibly partial)
Input : querygq, viewsuvy, ..., vy € W,
embedding®,; : v; — ¢, 1 <i <k
Output: partial rewriting ofq usinguy, . . ., v, if one exists
1e«— X(vy,vg,...,0)
2 foreachquery node: do
3 | S(n) < {n; € v; such thaw;(n;) = n andn; has anid}

4 pred < true

5 foreach query node: do

6 | pred —pred AN\, , cop)(niid = n;.id)

7 foreachm child ofn do

8 L pred — pred A N, csim)m;esm) (i-id < m;.id)

9 € — Opred(€);
10 d — DAG(e); d «+ minimize(d)
11 if d is not a tree, ord cannot be embedded gnthen

12 Lfail

13 attemptFinalize{, q)

14 returne

g3 T v4 ﬁl v5 ﬁl DAG1 DAGZ DAG3
‘ a
b b b b H I
[ b b
c Cld Cld Cld H H NS
H Cld cid cid
did did f|d d| 7™\
H d dH|d fiddid d
. CI f id
fid ' fid
f|d

Figure 4. Sample query, views, and DAGs.

4.1 Building a rewriting out of a set of views

As we have seen, rewritings can be obtained out of some, Ibatllnoovers of the query using the views.
We present an algorithm (Algorithm 1) which, given the quargubset of views iV, and embeddings
from each view into the query, builds a particular algebeipression over all the views, or fails. In
particular, if the views constitute a node cover, and if apregsion is returned, it will be a canonical
rewriting of ¢, using all the views. This rewriting is not guaranteed to beimal;, we will address
minimality further on.

Algorithm 1 starts by building the cartesian product of thews. Then, it adds a selection on two
kinds of predicates (lines 2-9). First, all the view nodesitg anid, and embedded in the same query
node, must be equal. Second, structural relationshipsdegtwuery nodes should be enforced over the
corresponding view nodes. As an example, consider the gquespnd the viewsy, andwvs in Figure 4.
They lead to the expressien = 0. id—c.ida c.id<d.idr d.id<f.id(Va X Us), Where in the second predicates
from v andd is fromv,. Observe that no predicate connectsitim@des, since they do not haiss.

At line 10 in Algorithm 1, we examine the resulting expressily means of a DAG representation,
built as follows. Take all the; trees, and fuse all view nodes mapped to a same query noolenanode.
(The result is guaranteed to be a DAG, since the embeddingsp thev; trees tog.) We then minimize



the DAG, by removing all redundant nodes, and redundantedgyeode is redundant if it has rd, val

or cont attribute, and is not the only one mapped to its correspagngiirery node. An edge is redundant if
there exists a path in the DAG connecting the same nodese lexdimple of Figure 4, DAGS the DAG
obtained frome,; the nodes and edge on gray background are eliminated bynmation.

The functionattemptFinalize attempts to build & rewriting out ofe. It first tests if an embedding
from ¢ to d can be found; if yes, this also implies that the views form argwover. If so, it will attempt
to add the value selection predicates frgrthate does not have, a sort, a projection, and/or a duplicate
elimination on top ofe. The sort addition is a bit complex, since the order in whigtroduces results
depends on the physical operators implementing it, anetbpsrators are not known at this point. Thus,
we check (a) if the existing view orders allow producingutputs in the right order fay by somepossible
physical implementation of, or (b) if not, if ¢ projects sufficiently many IDs to enable sortirig output
as desired. If some of the desired operations cannot be adttechptFinalize fails. In the example in
Figure 4, the canonical rewriting founds ;4 7..a(e1)-

CorrectnessAlgorithm 1 is correct, i.e. if attemptFinalize producesarput and flags it as a complete
rewriting (line 13), that is indeed canonical rewritingofThis is guaranteed by the fact thas equivalent

to d (and the minimized)). If the minimizedd is isomorphic tag, and the necessary selection, projection
and sort operations could be applied on its equivalent espyee, then the result is an equivalent rewriting
of g.

Completenesdf a canonical rewriting based on a set of views and embeddéxgsts, Algorithm 1 pro-
duces it. This is because of the aggressive applicationaé poedicates (lines 5-8), enforcing as many of
the query-derived relationships between nodes as poshillgtively, omitting one of the predicates may
lead to an undesired cartesian produci.ifror instance, in Figure 4, if we omit the predicatel = c.id
from e;, we obtain the DAG from the same Figure, which, after minimization, is not a&tréf we omit
the predicatel.id < f.id, we obtain the DAG in Figure 4, which, after minimization, is a tree, but
attemptFinalize cannot turn it into a rewriting, sintés not a descendant af

Complexity Algorithm 1 runs in quadratic time in the combined size of #@vs; the most expensive
operation is the DAG minimization.

Bound on minimal rewriting size We now prove that a minimal canonical rewritinggfises at mosy|
views.

We start by proving the following lemma: for any query nodehere must exist at least a view node
m; of a viewv; used in the rewriting, such that(m;) = n andm; hasat least as many attributessn.
We distinguish possible cases by the number of attributgs:thas:

e No attributes: the fact that at least one viewmusthave a noden; mapping ton satisfies our claim.

e One attribute: the rewriting must provide it, so at least ohem,; nodes mapped to must have
it.

e Two attributes: consider first the case when one attribuémig. Eitherm; is the only view node
mapped to: (in which casen; must also provide the other attribute), or there are sevaainodes
mapped ta». Among these, some may have no attributes at all, but thogghwdo have attributes
must allhaveids, to enable the corresponding view jbirAmong these joined views, having,
nodes withids such that;(m;) = n, one at least must also provide the other attribute. of
Now consider the case wherhasval andcont. Similarly, eitherm; is the only view node mapped
ton, thus it provides both; or, the rewriting joins several védwy the equality of their nodes mapped
to n. Among these nodes, some must havet, and those who do, also havel due to expansion
(Section 3.2).

1otherwise, undesirable cartesian products (recall Pa&gavritings from Section 3.2) or, equivalently, non-treA®s
(such as DAG in Figure 4) may occur, and prevent rewriting.



Algorithm 2: Subset-enum
Input : queryg, view sety
Output: all minimal canonical rewritings af based oV
1 U — prunel, q); W «— U,y expand(v)
2 R0
3 foreach qc = {vy, vo, ..., v} subset oWV, |qc| < |q| do
foreachtuple ¢y, ¢o, . .. ¢, of embeddings fromy, vs, . .., vy iNto g do
e < views-to-rewritinggc, ¢1, ¢o, . . . ¢x) (Use Algorithm 1)
if e is an equivalent rewritinghen
| addeto R

~N o o b

8 remove fromR non-minimal rewritings
9 returnik

e Finally, if n hasid, val andcont, eitherm; is the only view node mapped to and it has these
attributes, or several views are joined#is of nodes mapped te. The first one to haveont, also
hasval, due to expansion.

Let vy,..., v, be an ordering over the views in the rewriting. Based on thenia, we define the
contributionof v;, denoted”(v;), as the set of query nodes such that (a) a node of is mapped t:
and has at least all the attributesmgfand (b) no view appearingefore: in the rewriting satisfies this, i.e.,
forall j < 1, eitherv; does not have a node mappechtar that node does not have all the attributes.of

It is easy to see that for two distinct views v;, the sets”(v;) andC(v;) are disjoint.

A view v; such thatC'(v;) = () is redundant. This is because any node relationship, dowateer which
v; brings to the rewriting, can also be found using the previoaws. Thus, for; not to be redundant,
|C'(v;)| must be at least.

Finally, the union of the”(v;) sets, for all views;, is the set of the query nodes. Thus, at mopt
views participate to a minimal rewriting.

For example, consider the rewriting @f based on, andvs discussed above. In this cagev,) =
{a,b,¢,d}, andC(vs) = {f}. This rewriting is minimal. Now assume that we also add tteswis from
the Figure to the rewriting, beforg andvs. Then,C(vs) = {c, f}, C(v4) = {a,b,d}, C(vs) = () andus
is redundant.

DAG vs. rewriting minimality Algorithm 1 minimizes the DAGI, not the rewritingz. Using theC' sets,
one can extract from a non-minimal rewritinggomeminimal one, in time polynomial ify/|.

4.2 Rewriting algorithms

The first end-to-end rewriting algorithm we consider is edbubset-Enumeration or SE in short (Al-
gorithm 2). It iterates over alV subsets of size at mogt|, all embedding combinations from the views
into ¢, and accumulates rewritings in the getA rewriting r is non-minimal if another rewriting’ € R
uses a subset ofs views.

Algorithm SE does not specify a subset enumeration ordas, tim the worst case, all rewritings are
enumerated before a minimal one is returned. A simple ingrant idncreasing-Subset-Enumeration
or ISE, which builds)V subsets from the smallest to the largest. Using a propestitieture forR, one
can efficiently check if a subset of the views used in a remgitias already lead to another rewriting, and
if so, discard the larger one.

Algorithm ISE repeats a lot of work. For example, lgtbe the viewb,, andvs be the viewb,,,.
They cannot be joined dn and any/V subset including them both will not lead to a rewriting. Hoee



Algorithm ISE will try such subsets. Similarly, if, andv,, can be joined, then this partial result could be
stored to be re-used in several larger rewritings.

Based in this intuition, we devise a bottom-upynamic Programming Rewriting algorithm (or
DPR, in short). It attempts to build larger and larger partialméngs, by combining smaller ones. The
initial set of rewritings is made of the pairs df|{ view, embedding in the query). Then, DPR combines
an existing rewriting, and a rewriting made of only one viakjn to building left-deep plans during
optimization. However, unlike an optimizer, DPR only exjgl® one ordering per sets of views, exactly to
avoid doing the optimizer’s work. To combine two partial régimgs, namelye; over the set of view$;
and set of embeddings,, ande, similarly based o, and®,, DPR invokes Algorithm 1 ofv; U V5 and
®, U ®,. Coming back to the above examples, DPR will observeithanhdvg cannot be combined, and
not attempt a rewriting combination{f;, vs} is a subset ot} U V5. The partial rewriting joiningy and
v19, returned by Algorithm 1, will be used to build larger rewrgs using one extra view. This give DPR
a significant reduction of work over ISE.

Algorithm DPR will identify a rewriting ofk views only after having tried all rewritings using up to
k — 1 views, which may take too long.

To alleviate this, we propose thgepth-First Rewriting algorithm (orDFR, in short). Like DPR, it
is bottom-up, and it builds only minimal, left-deep rewngs. However, instead of exploring all combina-
tions of increasingly many views, DFR is a greedy algoritany moment, it picks the partial rewriting
covering the most query nodé&sund so far, and joins it with a 1-view partial rewriting. iSHeads DFR
to frequently finding a first rewriting very fast. In exchangdnen DFR tries a sat of views, its subsets
may have not been previously explored. For instance, it mploee {v7, vs} after {v;, vs, v12} and after
{v7,vs,v13}, thus discover the incompatibility ef with vs several times.

ISE, DPR andDFR are correct and complete; they produce the minimal revgstiof ¢ given). ISE and
DPR produce the rewritings having the fewest number of vipassible, before the others. ISE and to a
lesser extent DFR may repeat some work. ISE and DPR prodweiings towards the end of the search,
whereas DFR may produce some very early on.

4.3 Evaluating a rewriting

A logical rewriting plan must be optimized by standard algébtransformations, e.g. transforming the
o(x) into a join tree, pushing andr etc., and then trasformed into a physical plan. In ViP2B, plan is
typically distributed over the peers in the DHT. The exemutngine includes standard implementations
for scan, o, 7, hash joins, binary structural joins [2] and a holistic twiouctural join [8]. In the view def-
inition index, we annotate the view tree pattern with itsdaaality (known at the view peer), allowing the
optimizer to decide about join orders. The optimizer agplieuristics to reduce, first, inter-site transfers,
and second, the number of sort operations.

5 P2P view management

We have so far explained how to exploit views for query ramgit We now consider how views are
materialized (Section 5.1), and identified in order to résva query (Section 5.2) in the DHT network.
Both operations require sonwew definition indexingn the DHT. We stress that we do not index view
extent (tuples), but only the pattern defining the views.

We start by introducing a useful term:dfis a document and is a view such that(d) # (), we sayd
affectsv.



5.1 View materialization

Assume peep decides to establish a view Then, when a peer; publishes a documenmtaffectingv,

pq Needs to find out that exists. To that effect, view definitions airedexed for document-driven lookup
as follows. For any label (hode name or word) appearing irddfmition of the views;, vs, . . ., v, the
DHT will contain a pair where the key is the label, and the eatithe set of view URLS;, vy, . . ., v%.

When a peep, publishes a document p,; performs a lookup with alf labels (node nhames or words)
to find a superses, of the views thatd might affect. Thenp, evaluates)(d) for eachv € S,. We
implemented this step based on a SAX traversal, with timeptexity in ©(|d| x |v|). In practice, large
fragments ofl are typically not interesting for a given view thus computing(d) tends to spend some
time traversing useless partsdfTo share this cost, we group view definitions in batches ofessizen
(we setn = 10) and evaluate all the views of a batch in a singlkeaversal. Thusd fragments useless to
all the views in a batch, are parsed only once per batch.

Finally, p; sends, for each view, the tuple sei(d) (if it is not empty) to the peep, publishingw.
Recall from Section 2 that element IDs include document URhich may get rather lengthy. To speed
up transfers, tuples are encoded so that the URlisfsent only once for the tuple sefd).

We have so far considered thais published before the documents which affect it. The ojpposay
also happen, i.e. whenis published, a documentaffectingv may already exist, and(d) needs to be
added ta’s extent. To that effect, we require the publishgof a document to periodically look up the
set of views potentially affected hi and send(d) to those views as described above. Thusijll be up
to date (reflecting all network documents that affect itgathe periodical check and subsequent actions
have been performed by all document publishing peers.

We end the section by considering view maintenance in the édaocument deletion or change.
When documents are deleted from the system, a similar vietlwipis performed, and the peers holding
the views are notified to remove the respective data. We namzlment changes as deletions followed
by insertions.

5.2 Identifying views for rewriting

A second form of view definition indexing is performed in orde find views that may be helpful for
rewriting a given query. In this context, a given algorithon éxtracting (key, value) pairs out of a view
definition is termed aiew indexing strategyFor each such strategyyvaéew lookupmethod is needed, in
order to identify, given a query, (a superset of) the views which could be used to rewtitdany strate-
gies can be devised. We present four that we have implemeanotgether with the space complexity of the
view indexing strategy, and the number of lookups requingthle view lookup method. We also briefly
show that these strategies ammpletei.e. they retrieve at least all the views that could be erdbddng
and, thus, lead tg rewritings.

Label indexing (LI): indexv by eachv node label (either some element or attribute name, or wait.
number of (key, value) pairs thus obtained iglv|).

View lookup for LI: look up by all node labels af. The number of lookups i9(|q|).

LI completeness is quite straightforward (details omitted).

The LI strategy coincides with the view definition indexiray ocument-driven lookup (described in the
previous section). An interesting variant can furthermmealevised:

Return label indexing (RLI): we indexv by the labels of alb nodes which project some attributes (at
most|v|).

View lookup for RLI , interestingly, is the same as for LI. The labels on whichridexesv, and RLI
doesn't, are those af nodes without attributes. On such nodes, no join can beeapphv (due to the
lack of id), and no navigation (due to the lack @fnt). Moreover, such nodes obviously do not provide
attributes corresponding to those returned by the quergréfare, one does not need to advertidimsed
on their labels.



The drawback of./ and RL]I is their lack of precision. For instance, a view(c;,) will be retrieved for
all queries involving the termsg, although it is useless for all queries not containingh more precise
strategy is the following.

Leaf path indexing (LPI): let LP(v) be the set of all the distinct root-to-leaf label pathsvofin this
context, a path is just a sequence of the node names, it déeschade the edgeslndex v using each
element ofLP(v) as key. The number of (key, value) pairs thus obtained (i P (v)|).
View lookup for LPI: let LP(q) be the set of all the distinct root-to-leaf label pathgotet SP(q) be
the set of all non-empty sub-paths of some path filoR1q), i.e., each path fron$ P(q) is obtained by
erasing some labels from a path/i’(¢). Use each element isiP(¢) as lookup key.

As an example, let = a;4(big, cia), thenv will be indexed by the keys.b anda.c. Let g be the
querya(f(biq, cia)). With LPI, the view lookups will be om, a.f, a.b, a.c, f, f.b, f.c, b, ande. Thus,
v will (correctly) be identified as potentially useful to reterq. Indeed, if a view' = f;; exists, then
q= Ua-<f/\f—<b/\f—<c(v X U/)-

Let h(q) be the height off andi(q) be the number of leaves in The number of lookups is bound by
Sperp@2 < 1(g) x 2"@.
LPI completeness:observe that if a view can be embedded in the querthenLP(v) C SP(q).

The last strategy we consider is:
Return Path Indexing (RPI): let RP(v) be the set of all rooted paths#rwhich end in a node that returns
some attribute. Index using each element diP(v) as key. The number of (key,value) pairs is also in
O(|RP(v)]).
View lookup for RPI coincides exactly with the lookup for LPIl. RPI completenissshown similarly to
RLI.

6 Performance evaluation

In this section, we present a set of experiments we madeitoastthe performance of various aspects of
our architecture. Section 6.1 briefly describes our platfoSection 6.2 presents the experimental setup
for the next two sections: Section 6.3 considers view malieation, while Section 6.4 studies query
processing. Section 6.5 studies view indexing and lookaprtgues, whereas Section 6.6 focuses on
guery rewriting on one peer. Section 6.7 concludes our study

6.1 System implementation and configuration

We have fully implemented the platform described so famagisiava 6. Berkeley DB (version 3.3.75,
available from www.oracle.com) and FreePastry (versidn &vailable from freepastry.org) are used for
storing view data and indexing view definitions respectivebr the implementation of thexv operator,
patterns are translated to XQueries, and executed by thenSé&Query processor (version Saxon-B 9.1,
available from saxon.sourceforge.net). The operator is always placed on the same peer as its input,
thus it is evaluated locally.

We have made some optimizations to speed up inter-peerrdatdd¢rs. More precisely, when sending
a stream of tuples, potentially including many document $JiRinode IDs, we encode the URIs on the
fly in compact integers, and send the dictionary with thedsip$o that they can be decompressed on the
other side.

In our experiments, unless otherwise specified, we havede@l000 ViP2P peers on 250 machines
on the Grid5K research network (https://www.grid5000.fpch machine hosts 4 peers. The machines
are distributed across 9 big French academic centers. Tavefdetween 2 GB and 4 GB of memory; most
of them are multi-cores. All run 64 bits Debian Linux 2.6.18ue to Grid5K restrictions, we could not
reserve the same sets of machines for all experim@vtg.an most experiments three times and averaged
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Figure 5: Total tuple extraction time. Figure 6: Observed view materialization latency.

the times; the difference between 2 runs was up to 20% of theesabut the general tendencies were
stable.

6.2 Setup for view building and query processing

The peers publish a total of 2000 XMark benchmark documdrikdf equal size; the total size of the
network documents varies across successive runs, from 2@NM.2 GB. The peers also publish 500
views of up to 7 nodes. 70 views are affected by all documehespthers use XMark node names but
have no results on XMark documents. The documents and viengpét uniformly over the network. The
views are indexed using LI. All 500 views are retrieved fdr24l00 documents by the document-driven
lookup method described in Section 5.1.

Once views are indexed, a designatedrdinating peersends to all others start signal. Then, in
parallel, the peers look up views, extract data, send aneiveduples, and store them in their local
BerkeleyDB databases. After all its tuples are stored, @aehn sends donesignal to the coordinating
peer. Of course, this synchronization is just for the expernit, and is not needed otherwise.

6.3 View building

Figure 5 shows the total time needed to evaluate 500 viewseoRQ00 documents. Extraction takes place
at the documents’ sites. The times are summed up for all teespen reality, extraction takes place in
parallel. As expected from the description in Section 5xiraetion time grows linearly with the total
document size.

Figure 6 shows the time measured at the coordinating peveba itsstartsignal and the last of the
1000endsignals. It can be seen as the time to load the network wittdoauments and views, at the
fastest possible pace. The time grows linearly in the dats sis was to be hoped.

Data transfers for view materialization increased linearly in the size loé dlocuments. For the 3.2 GB
of published data, we transferred 468 MB of data for view malieation, after URI compression.

6.4 Query evaluation

Once the views are loaded, we ask the query:

site;q(regions;q(africa;q(itemyy)), catgraph;q(edge;q)).

Query rewriting & optimization at the query peer take, respectively, 30 ms and 100 ms. Thikesima
rewriting uses two views on two machines, different from wiere the query is asked.
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Query executionFigure 7 shows that as expected, query execution time sgplegth the size of the data
set.

Data transfers for query processing also grew linearly with the total doeuatrsize, up to 12.57 MB for
processing our query on the 3.2 GB document set.

The benefits of VIP2P viewscan be appreciated on the following simple example. We usdaskt of
750 XMark [15] documents having the total size of 20 MB. We tisee different view sets to rewrite the
querysite(item(descriptioneon:)):

e )); contains the viewsite.,,;. This corresponds to storing the full documents in one sinvggw;
we use it to have a glimpse of the interesdoicument-level granularitindices. Indeed, a system
such as [11] would identify all the corresponding documeantsthen evaluate the query on the fly on
those documents. We proceed quite in the same way, by OULIM&WEav ;... item(descriptioneons) (V1)-

e )V, contains three views:ite,q, item;q and description;qon.. This corresponds to the node-
granularity indexing used in [1], but unlike [1], we also &nthe transfer of the XML results to
the query peer.

e )); contains one view which is exactly

This experiment was made with 2 peers in a 10 GB LAN, to mingwata transfer impact. The view
lookup and rewriting times are negligible; the executiongs are: 8.8 seconds fuy; 2.1 seconds foVs;
and1 second fon/;. As expected, having a view exactly matching the query is. Bégs exemplifies the
guery speed-up that can be obtained using views, if we pagasieof building them.

6.5 View indexing and lookup strategies

In this section, we compare the view indexing and lookuptatrias LI, RLI, LPI and RPI described in
Section 5. We consider a synthetic queryf 30 nodes labeled,, . . ., a3y. Each node of has between 0
and 2 children, and’s height is 5. Frony, we create three variants:

¢ ¢ has the same labels asbut totally disagrees with on the structure (whenevey is an ancestor
of a; in g, this does not hold ig’)

e ¢" coincides withg for half of the query (one child of the root), while the othefrconserves the
corresponding labels but totally changes structure (asloes)

e ¢ has the same structure @shalf of it has the same labels, . . ., a5, while the other half uses a
different set of tag$;, . . ., by5 (instead ofuyg, . . . , as).
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the Views. Figure 10: Identifying useful views.

From each of, ¢/, ¢” and¢” we automatically generati&®0 views of 2 to 5 nodes, for a total af#40
views. The views can all be embedded into the respectivaapjare. those generated frogncan be
embedded iy, those generated fropgi can be embedded iyt and so on. We, thus, obtain a mix of views
ressembling the query to various degrees. To this randgaherated view set, we added 3 hand-picked
views to ensure that one query rewriting exists.

We have indexed the resulting43 views in our network, following the LI, RLI, LPI and RPI stegies
described in Section 5. We then performed the four corredipgriookups.

Figure 8 shows how many views have been retrieved for eaategir, compared with the number of
useful views (those that are found to be embeddablg in our example, those generated frgmand
possibly some generated frafti andq”). We see that the path indexing-lookup strategies (LPI a@alj R
are more precise than label based ones (LI and RLI). MoreaW®dris the most precise. This is because
LPI uses longer paths as keys, thus, it describes views nmecgsply, eliminating some false positives.

Figure 9 presents the number of (key, value) pairs addecetinttex by each view indexing strategy,
and the number of lookups needed by each strategy for thg queeconsidered. As expected, LI leads to
most index pairs. With respect to query-driven lookup, Ld &1.1 lead to 30 lookups, much less than LPI
and RPI lead to 370 lookups.

Figure 10 shows the time to obtain the initial set of viewse Hygure distinguishes the time to perform
in parallel all the lookup calls on Pastry, and the time td lesach view is useful by embedding it into
g. The Figure shows that the simple LI strategy is the best.eddd even though Pastry lookups are
asynchronous, issuing many lookups from the same peer owitiea penalty, thus, LPI and RPI, which
needed 370 lookups, are significantly slower. LI makes ujtédow precision by requiring few lookups.

We mention that rewriting the query based on the relevamt¥i@82 in this example) takes around
6 seconds, whereas finding the first solution takes arounddénds. Comparing this with the times
in Figure 10, one notices that view definition look-up is gushort, which validates the feasibility of
retrieving view definitions at query rewrite time. One magoatonsidetocally cachingview definitions,
to completely avoid look-ups. The view pruning time couldlfier be reduced as we explain in Section 7.

6.6 Query rewriting

We use queries d, 9, 13 and 17 nodes, respectively. Each query is a balanced binary treszendl
internal nodes have two children. All nodes have differabtls; the root hagl, the other nodes have no
attributes. This experiment ran on a MacBookPro on the Da8a6.0 kernel, and having a 2.5 GHz Intel
Core 2 Duo processor.
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First, for each query, we make a sef@fl-node views, one per query label, each havingiahis is
a very hard case for our bottom-up algorithms, as almost abyet of views can be joined. The expected
complexity here i$)(|q|'7+2).

Second, we devise for each query another set of appgd + 1 views. One of these views copies
the top2 levels of the query nodes; the remainder ones are smallesgtf 1-3 nodes, made of the lowest
levels in the query trees. In these sets of views, only abalfitdh the nodes havéls (we took care that
rewritings still exist). The complexity her is i((|¢|/2)!?*2). Reducingid presence also reduces the join
opportunities and thus, simplifies the problem. In both saak the views can be embedded in the query.

Figure 11 shows, for the first family of view sets (top) and skeond family (bottom) the total time,
and the time to the first rewriting, taken by ISE, DPR and DFRe Tissing points are times longer than 2
minutes. The highest times are 43 seconds for DFR-Totahéatap) and 27 seconds for ISE-First (at the
bottom). Recall that the complexity of the problems we stisdy O(]V|'°). Figure 11 shows, first, that
ISE does not scale; the total time is very large evendioe 9 in the upper graph. Second, as expected, for
DPR the total time and the time to the first solutions almosiade. Third, DFR reaches a first solution
much faster than the others; we checked and these first iey#ritvere also of the minimal size (although
this cannot be guaranteed in general). Fourth, DFR tota tihmdeed longer than DPR’s, due to the fact
that DFR may repeat some work since it does not explore ssitisetncreasing order of their sizes.

Finally, we consider again the 17-nodes query and the 9 wieswd in lower part of Figure 11. We add
a view of 1 node, with the label of the query root, and havingt. The query root hag children, thus,
as explained in Section 3.2, expansion transforms this uiéw4 views (and no2'”). Thus, rewriting
proceeds with 13 views. Now, the smallest rewriting usestjus fully expanded view; DFR, DPR and
ISE all find it in less thari00 ms. The total times are respectively 5.8 seconds, 4.3 secand more than
2 minutes.

6.7 Conclusions of the experiments

Our experiments show that the VIP2P approach for view nadiegition and query processing scales up
linearly in the data size, on a network of 1000 peers. Withbeesto the rewriting problem, when queries
are complex and/or there are many views, DFR tuned to step #ifé first rewriting gives reasonable
performance. Rewriting time is also strongly correlatedh® number ofids in the views, since they
enable joins.

View indexing and lookup are relatively fast, which validaithe feasibility of exploiting views dis-
tributed over the peer network. Among the view indexingtseges we compared, LI cuts the most
interesting compromise between precision, number of@ntn the DHT index, and number of lookups



needed for a given query to rewrite.

On one simple example, we have demonstrated the potent@fiormance improvement provided by
VIP2P views, over DHT indexes either at document granyléeitel, or at node level. This demonstrates
that there exists a large in-between space, where viewslglegited to application needs can provide
significant performance benefits.

7 Related works

Our work is related to view-based XML query rewriting usiaggd to distributed XML data management.

Tree pattern query rewriting Rewriting an XPath query based on an XPath view has beerestir{6,
21]. More recent works have considered rewriting XPath iggarsing multiple views. View intersection
is used to build rewritings in [9], and the DAGs we use in Setd.1 recall their study, since ID equality
join is akin to intersection. Our rewriting problem is congpked by the fact that our views have multiple
attributes at various places in the view. Thus, we need j@ind we need to take into account how many
times a tuple is multiplied by each extra join (as in the déston around expansion and Figure 2). Also, we
assume structurads, which enable e.g. rewritingb.,,:) out ofa;; andb; ..., which [9] does not handle.
The recent work of [18] takes structurdk a step further. They use XPath views (including wildcardieso
labeledx) where the return node always hast anda powerful structurald, encapsulating th&ls and
labels of all its ancestors, up to the root. Thus, unlike ub[8h they may rewritei(b.on:) USINGD; 4 cont
simply by checking thé.id for ana-labeled ancestor. We chose not to adopt sdstsince they are rather
lengthy, and their encoding relies on an NFA [12]. In our exhtquerying many documents, each of
which would need an NFA, would significantly increase nadlsize, and thus, potentially data transfers.
Rewriting is reduced in [18] to finding covers of the queryies Our rewritings need to cover the whole
query, but we have proved in Section 4.1gabound on the rewriting size, and polynomial complexity
for the rewriting. In contrast, in [18] the rewriting sizedwd is|V| and the complexity is exponential
in the number of query leaves. View embedding in the queryery expensive in the presence gf
thus [18] prunes views by building a view automaton at a cd6st.Qy,(|v|), and then running through
the automaton. We could also apply this; it would reduce ounimg cost (e.g., the embedding time in
Figure 10) by a factor offy| — 1.

Rewriting rich patterns with multiple attributes is studli@ [4], under Dataguide constraints which
strongly impact the algorithm, and without consideringrilisition. XQuery rewriting based on XQuery
views is studied in [14], which establishes polynomial céewjty for the XPath case.

From XQuery to tree patterns More generally, tree pattern views with multiple attritaigglow answer-
ing more queries than XPath views (the presence and prepestinode IDs also impacts the queries
which may be answered, as shown above). For instan¢&;le(abstract;q cont, author;q.q) allows an-
swering bothurticle(abstract ,,;) andarticle(author,,) (user and duplicate elimination on soms).
Rich tree patterns, including optional and nested edgesgoeery close to capturing an XQuery dialect
of nested FLWR (for-where-return) expressions [5]. In jgattr, the mandatory part of a nested FLWR
query is found in the for-where clauses of the outermostiyland is captured by a conjunctive pattern,
as considered in this work.

[22] describes efficient XQuery evaluation techniques,doeries over documents whose URIs are
known (without using views or a DHT). The benefits of such teghes are orthogonal - and could be
cummulated with - those of using pre-computed view resasye advocate in this work.

Distributed XML processing Closest to our work are techniques for indexing and quer)ivid. in DHT
networks [11, 7, 17, 1]. Each of these works uses a specifgiesKML indexing strategy, whereas we
propose more flexible views, which can be better tailoreti¢éouery needs. View definitions are indexed
on a DHT in [16], but they consider RDF data and rewritingselolasn only one view.

A previous version of this work has been informally presdritea workshop (not in the proceed-
ings) [13]. The complexity analysis and experiments preskhere are new.



8 Conclusion

The efficient management of large XML corpora in structur2® Retworks requires the ability to deploy
data access support structures, which can be tuned tofdssgbplication needs. We have presented the
VIP2P approach for building and maintaining structuredariatized views, and processing peer queries
based on the existing views in the DHT network. Using DHT deadds the cost of a view definition
lookup, but pre-computed views can strongly reduce queajuation times. We have characterized the
complexity of rewriting conjunctive tree pattern querieighvattributes, using materialized views, and we
have compared several algorithms for view-based quenyitiegirDFR seems to be the most useful. We
studied several view indexing strategies and associateglebe view lookup methods. The LPI method
seems best, due to its low cost both in DHT messages involvetlexing and lookup, and to its good
precision.

Many avenues for future work exist. To efficiently handleMarge views, we could employ horizontal
view fragmentation, which would parallelize query execontias was done for the DHT index in [1].
Collaborative view recommendation is a next step; algor#tfior the centralized case start to appear [19].
Also, we are currently extending the view pattern languagsented here with value joins, to handle
gueries over XML documents with RDF annotations.
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