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ABSTRACT

Distributed applications typically interact withraumber of het-
erogeneous and autonomous components that evallepend-
ently. Methodical development of such applicatimas benefit
from approaches based on domain-specific languédD&d.s).
However, the evolution and customization of hetermgpus com-
ponents introduces significant challenges to accodating the
syntax and semantics of a DSL in addition to thefdogeneous
platforms on which they must run. In this paper, adaress the
challenge of implementing code generators for twohsDSLs
that are flexible (resilient to changes in genesior input for-
mats), extensible (able to support multiple outpugets and mul-
tiple input variants), and modular (generated code be re-
written). Our approach, Clearwater, leverages XMid &XSLT
standards: XML supports extensibility and mutapilfior in-
progress specification formats, and XSLT providegibility and
extensibility for multiple target languages. Moditlaarises from
using XML meta-tags in the code generator itselficlv supports
controlled addition, subtraction, or replacementtte generated
code via XML-weaving. We discuss the use of ourraggh and
show its advantages in two non-trivial code gemesatthe In-
fopipe Stub Generator (ISG) to support distribuflesy applica-
tions, and the Automated Composable Code Translatsupport
automated distributed application deployment. A&gample, the
ISG accepts as input an XML description and gemsratitput for
C, C++, or Java using a number of communicatioratfgrims
such as sockets and publish-subscribe.
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1. INTRODUCTION

Automating the generation of code for distributgdtems soft-
ware has been an established technique since titogluction of

RPC stub generator [4]. However, significant reskeahallenges
remain for generating flexible, reusable, and madudlistributed

systems software. For example, environmental as@yjdehanges
pressure the input language to change and evolven Orrefuta-

ble forces external to a project such as mergegisitions, or

standards adoption dictate this evolution. Simylatthe generated
code (output) often needs customization to a rafigeftware and
hardware platforms, also typically due to unyietdimarket and
technology evolution. This constant evolutionarggaure of input
and output formats has so far limited the practldal span of

code generation tools developed for distributedesysoftware.

Two of our recent research projects have encouhtiie issue of
accommodating heterogeneous distributed system eelsmin
code generation. In the first, the Infosphere mtpjeur obstacle
was encapsulating middleware for distributed infation flow
systems, which are characterized by continuousmetuof in-
formation traversing a directed workflow networK[I®]. The
second project addressed the resource deploymenttlepr
whereby distributed applications should start edfily and in
provably correct order by simultaneously enforcsegialization
constraints and leveraging the distributed systéntisrent paral-
lelism. In both cases, our challenge was buildingeaerator for
mapping evolving domain-level languages to multiplecution
platforms (lower-level output languages). The resil our ex-
periences was the Clearwater approach which appliei,
XSLT, and XPath to address these code generatiafieoges
[6][8]. Our earlier publications addressed the dbntions of the
tools we developed. The contribution of this paigeto illustrate
the practical and research advantages of usingClearwater
approach to code generation for domain-specificguages
(DSLs) and present two generators built using @a@ach, ISG
(the Infopipe Stub Generator) and ACCT (the AutadaCom-
posable Code Toolkit).

We can generalize the generator requirements needsdpport
ongoing research into the need fextensibility flexibility, and
modularity. Our reasons for each of these:

extensible— Extensibility is supported at two levels: foreth
domain and for the target implementations. In thea@vater



context, domain extensibility means that new donfie&iures
can be encoded in the XML specification with mininmapact

on pre-existing specifications. Furthermore, we wwansup-
port a variety of domain-level input sources (télds, pro-
gram toolkits, GUIs, etc.). With regard to target
implementations, extensibility addresses the probté het-
erogeneity, a hallmark of complex distributed systeThere-
fore, we required support for multiple general @
languages anthultiple communication layers as simultaneous
output.

flexible — Our specification formats are ongoing reseaBi.
the generators should be robust to changes in syedtifica-
tion, i.e. specification changes should require no or minimal
re-writes to the generator. Likewise, supportingvrienple-
mentation-level features and re-factoring of theegator code
generally should not demand re-writing of domaiveleele-
ments or re-structuring of the intermediate repreden.

modular— A developer frequently needs to make controlled
changes to the generated code. For instance, yjoakervice
often demands such consideration. These changesensye-
cific to the application for which we are genergticode and
therefore not suitable for general inclusion in toele genera-
tor. Supporting modularity encourages the writifigesusable
modifications for the generated code.

Traditional code generation techniques rely on Wpieg a lan-
guage and grammar, parsing inputs into a tokearstréuilding a
custom abstract syntax tree (AST), and then taiipe code gen-
erator to the AST to produce output code. Consetjyenchange
to or extension of the specification language neguimultiple
simultaneous activities: creating the new domaimglege fea-
tures, defining their lexical patterns, definingithgrammar rules,
updating the AST design, and finally, reconcilihg generator to
the new AST. Only when the developer has complatethese
can he or she construct a demonstration applicati@htest the
new produced code — a non-trivial task on its oWmmultiple
targets are required, the developer must changeaemtdhe gen-
erator for each and every target (implementatida)f@rm. This
overhead proscribes specification flexibility otensibility since
it magnifies even small changes. Code modularitpas readily
addressed in any platform independent fashioneeith

By using XML and XSLT, we can sidestep or mitigtese de-
pendencies and support cross-language developmentmailti-
input format specification while maintaining extanility in terms
of language support and code generation featurg. provides
an extensible and modular specification formattfar intermedi-
ate representation and the AST; and XSLT, withugts of XPath,
offers flexible structure-independent access toitii@mation in
the AST. Interestingly, by using XML meta-infornaii within
the generator itself and then weaving in new cdthr generation,
we can also achieve our goal of modular generaidd.c

Our project parallels several others using XML at@LT for
code generation. For example, the SoftArch/MTE Argb/MTE
teams have also had favorable experiences using XN{SLT
generators to “glue” off-the-shelf applications ettger [7][13],
and XML+XSLT is advocated for code generation tasksmdus-
try as well [24]. To our knowledge, these effor@vé not ex-
plored the issues of extensibility, flexibility, omodularity
presented here. Although Karsai discusses a nuofbpossible
shortcomings in using XSLT+XML in a semantic trasl [14],

we have found the two technologies to be quite atlenas a core
for code reuse through generation.

We have based two generators on this techniquelS®eunder-
pins four types of input: Spi, a human readablentdr for In-

fopipes; Ptolemy Il, a GUI builder for workflows;IR, the XML

description of Infopipes and native format for 1S@1d WSLA,

the Web Service Level Agreement specification. AC@Hich is

less mature, supports CIM-MOF. For output, the tf&@erates C,
C++, and Makefiles, and ACCT generates Java andtSmg’s

specification language [21]. These experiences estgthat the
Clearwater approach generally is not limited to garticular

input or output language.

The rest of the paper is structured as followsstFiwve introduce
our target application domains. Following that, present a gen-
eral overview of our DSL compilation process. Them, discuss
how XML and XSLT in the Clearwater approach introeuhe

extensibility, flexibility, and to code generatiofhird, Section 4
presents the ISG code generator, its AXpect wemastule, and
ACCT to illustrate their operation and how our goaf extensi-

bility, flexibility, and modularity are borne out ithose systems.
Next, we discuss and present our application-ngidixperiences
using the generators with respect to code perfocmamd func-
tionality, and finally, we present related work amd conclusions.

2. APPLICATION BACKGROUND

The Clearwater approach was developed in the cairbailding

the ISG for the Infosphere project. We refer theedes to [19] for
detailed discussion, and will present enough infdrom here to
provide an illustrative context that demonstratésa@vater bene-
fits in practice and makes this paper self-conthir@ur second
application domain, for ACCT, will be describedSection 4.3.

A simple Infopipe instance has two ends — a consuineort)

end and a producer (outport) end — and implemenisidirec-

tional information flow from a single producer tosagle con-
sumer. Between the two ends is the developer-peavidfopipe
middle, which processes or transforms informationoperation,
an information producer exports and transmits agpligly de-

fined and typed information flow, which goes to @asumer In-
fopipe’s inport. After appropriate transportatiostorage, and
processing, the information then flows to a secoridrmation

consumer which may reside in a different geografgdation.

The Infopipe abstraction is language and systerapgeddent; as a
consequence, generated stub of code in the alistrastable to
hide the details of marshalling and unmarshalliagameters for
languages, hardware, communication middleware, ®tere are
three sources of problems in the implementatioa stub genera-
tor: (1) the heterogeneity of languages, operasggtems and
hardware, (2) the translation between the langiegs procedure
call abstraction and the underlying communicatibraty imple-
mentation, and (3) customization to a particulgpligation’s re-
quirements.

3. CLEARWATER

We will first discuss a Clearwater generator’s tiela to tradi-

tional compiler architecture, and then we will gnesand discuss
how XML and XSLT provide flexibility, extensibilityand modu-
larity inside that model.



3.1 Overview

From an architectural viewpoint, Clearwater addhts compiler

approach of multiple serial transformation stagescede genera-
tion pipeline. The Clearwater hallmarks are thages typically

operate on an XML document that is the intermediafgesenta-
tion, and XSLT performs code generation. The oV@ralcess:

1. Compile to intermediate format (High Level Langudge
XML). This is mainly a straightforward translatidrom a hu-
man-friendly representation into XML.

2. Pre-processing of the XML intermediate represeomatiVe
lookup extra information from disk, if needed, refngy
names, etc., and add tie the new information ineXML in-
termediate representation.

3. Code generation via XSLT that transforms our regméstion
from XML to XML+Source code. We preserve the speai
tion and generate new source code into the (preegsed)
specification. In this phase, we may also genesaditional
XML tags along with the source code to be usedhi riext
step. One might also consider this as a parseaneetated
with source code.

4. Post-processing. This step may involve iterativdecgenera-
tion steps that consume and produce XML elements.

5. Write generated source to files, directories (tiems
XML+Source to pure source code).

Stage two reads and parses an XML input file talpce a DOM

(Document Object Model [16]) tree in memory, a dgiimg that

facilitates one generator’s serving multiple higlkidl languages.
In practice, we have kept the high-level compilefsstage one
independent from steps 2 through 5 and use the Xitirmediate
format as the primary input for experimentatiortlas allows for

greater flexibility in terms of research. Howevee could easily
opt to wrap step 1 and steps 2 - 5 via a shelps@itage two also
preps the intermediate language for processinghbycbde gen-
erator. Following that, stage three generates e@dXSLT result-

ing in a new XML document containing both the sfieation and

newly generated code. Stage four provides aspeating and

modular modification of the generated code. Finadfiage five

writes the files to disk by stripping their XML amgtrements.

3.2 XML: Extensible Domain Specification
XML’s chief contribution to the Clearwater approahthat it
introduces extensibility at the domain-language/diom
specification level. This stems from XML'’s simpleegll-defined
syntax requirements and ability to accept arbitragw tags
thereby bypassing the overhead encountered wheagimanboth
a grammar and code generator.

As an example of specification extension, consalecenario in
which a developer adds new information specifia target archi-
tecture. In Infopipes, an example is that nativekets support
only data transmission, but the ECho event middievgpports
“safe”, uploadable filters on events [12]. To acooodate the
filter functionality at the domain level, the ECHeveloper must
first extend the specification with new filter deptions. Whereas
the use of a grammar based approach encounteifficallties

listed in the introduction, in the Clearwater agmio adding new
elements to the specification document alongsidstieg ele-
ments requires no changes to the parser, lexetaxsyhecker, or
grammar definition.

In maintaining grammars, a developer spends a gesdtof time

explaining the structure of a domain language ® pharser by
defining tokens (lexing) and simultaneously deteing what

token orderings are valid. Deviations from defimales break the
lexer/parser and experimentation becomes diffidtlirthermore,
most approaches to generation create an abstmatetxslyee based
explicitly on the grammar for the language. Therefany lan-

guage change finds its way into the parser's A8®, and from

there the code generation logic that interacts with AST must
alsobe changed.

Because XML always represents a fully-parenthesiyethax tree,
document structure is always explicit (through edemnesting
and angle brackets), and rules that govern thetsteiare (often)
implicit. Consequently, a changed specificatiomfat very often
can be accepted without syntactic complaints byettisting gen-
erator package. This extensibility sidesteps tlablpms of pars-
ing by isolating them from the code-generator ch&@ecause
XML documents implicitly encode production rulesyvelopers of
domain language generators benefit by avoiding pfenature

tying of thegeneratorto a particular concrete grammar. Users can

add new XML tags to a well-formed XML document, ahére-
fore to their language grammar, provided the chsrmaintain
well-formedness.

XML has several advantageous properties for beingeeral
specification format. First, XML defines a very sila lexical
pattern for characters that allows automatic takaion by the
XML document parser. Reserved words which credtdazk” of

code with some meaning are either 1) enclosed gtedrackets
and given the meta-name “elemen®.d, <subpipes> in

Figure 1), or 2) form a quote-delimited name-vgla& specific to
an element and forms an “attribute®.g, name="UAV”). New
reserved words can be added to a language by adeivgele-
ments or attributes to the XML representation. Xhgelf only

reserves two symbols, ‘<’ and ‘&', the first to iolify elements
and the second as an escape character.

We exploited extensibility to great advantage dyri8G devel-
opment in that we were able to maintain multiplsesgchers’
efforts simultaneously without concern for specifion mis-
matches. As it turned out, each researcher creastightly differ-
ent code generator that operated from the same EKdfe

document. For instance, one developer worked ompatifor
aspects (AXpect) and introduced tags to suppotteffart while
another developer worked on mobile data filtershwiis own
custom tags added to the core document. Importathity devel-
opers could re-use the documents of each othesafamus testing
purposes without worrying about breaking their axede.

Concluding our XML discussion, one last useful feaf though
not strictly germane to fulfilling extensibilitysithe XML name-
space. An XML namespace, in principle, performsXofL ele-
ments the same function as a namespace in a gdapglage,
partitioning meaningful tokens into non-collidingtgroups. In
practice, this means that several overlapping tofésformation
can exist in the same document. Clearwater usegspanes to
clarify modularity for XML-weaving.

3.3 XSLT: Flexible, Extensible Generation
In addition to the extensible specification, we dexk an extensi-
ble and flexible code generator that operated ftbenspecifica-

tion. By flexible we mean that the code generator is tolerant of



Specification 1

Specification 2 - Extended

<datatype name="FloatArray">
<arg name="SIZE" type="integer"/>
<arg name="buff" type="string"/>
</datatype>
<pipe name="UAV">
<subpipes>
<subpipe name="Sender" pipeOf="Sender"/>
<subpipe name="Receiver" pipeOf="Receiver"/>
</subpipes>
<connections>
<connection comm="ECho">
<from pipe="Sender" port="out1"/>
<to pipe="Receiver" port="in1"/>
</connection>
</connections>
</pipe>

changes to the AST. Bgxtensible we mean similarly to extensi-
ble specification, new target outputs or functiitgatan be added
to the generator. The Clearwater approach fulbligh of these
requirements by using XSLT to generate target cédiest, we
will describe XSLT and its co-standard XPath [9jen, we will
address flexibility; and finally, we will discussctensibility to
new outputs.

XSLT, the Extensible Stylesheets Language for Taansations,
is a (Turing complete) language for converting XMbcuments
into other types of documents — typically anothétLXor HTML
document. Each XSLT script, or stylesheet, is gectibn of tem-
plates, and in the Clearwater approach, each stthaughly cor-
responds to some unit of transformation from sjpeatibn to
generated code. Practically, the flexibility regmirent means that
XSLT generator code must have the ability to ignonknown
tags and still generate correct code that implesnanportion of
the specification. It is the use of XPath that gfst XSLT with its
flexibility; XPath allows a developer to refer tochtions and
groups of locations in an XML tree similar (syntaatly) to how
a hierarchical file system allows path specificatidt has two
important features improving beyond basic file patiowever.

First, XPath has a ‘//' (“descendant-or-self”) ‘axthat encour-
ages writing structure-shy paths [17]. A structshg-path is one
that is not closely tied to the absolute orderimgl aesting of

<datatype name="FloatArray">
<arg name="SIZE" type="integer"/>
<arg name="buff" type="string"/>

</datatype>

<filter name="GREY">]

<in type="ByteArray"/ >

<out type="ByteArray"/>|

<pipe name="UAV">
<subpipes>
<subpipe name="Sender" pipeOf="Sender"/>
<subpipe name="Receiver" pipeOf="Receiver"/>
</subpipes>
<connections>
<connection comm="ECho">
<from pipe="Sender" port="out1"/>
<to pipe="Receiver" port="in1"/>
<use-filters>]
<use-filter nane="GREY"/>|

</connection>
</connections>
</pipe>

Figure 1. Specification 1 is a fragment from a basilnfopipe specification. We can extend our specdation, without modifying any
grammars and using the same parser, to include thé i | t er ' construct and ‘use-fi | t er’ modifier as in Specification 2.

nodes in a tree. The ‘//" and the structure-shylities of XPath

allow a developer to perform references to inforaratwithout

regard to explicit placement. Second, XPath pravigesdicate
execution. Because structure-shy paths do not saglysindicate
a single, unique XML element, it may return a seha@des from
the parsed document. Predicates can narrow thedesets to
small or singleton subsets. In Figure 2, we illagtrmoving data-
descriptions within the document does not breakopgrly writ-

ten XPath statement that retrieves that data fratatatype decla-
ration located in various places within the speatfion document.

In operation, a language developer can write a l@i@po be acti-
vated in one of two fashions. First, the templatyrhe invoked
explicitly by name — this is just as one calls agedure or func-
tion in other languages. Second, the template n®ynioked
implicitly by an XPath pattern match. In patterntatng, devel-
opers use XPath to select groups of elements (rtgJesom the
source XML document. These are matched to pattgpesified
per template, and when an appropriate match icteeleusing
XSLT apply-templates instruction, a template will execute.

As an example of template execution, consider & ¢ode gen-
erator’s operation over a XIP document. A XIP doenincan be
represented as a tree with a single element ‘gipitaining sub-
elements. The ‘pipe’ sub-element encapsulates #ta that de-
scribes an Infopipe. For a C generation templédte, pattern

XPath //datatype[@name='ppmType')/arg[@type='long']

<datatype name="ppmType">
<arrayArg name="mag"

type="char" size="2"/> <ports>

<arg name="pictureSize" type="integer"/>
<arrayArg name="picture"
type="byte" size="pictureSize"/>

pipe lang="CPP" class="ReceivingPipe">
<apply-aspect name="receiver_gpce.xsl"/>

<inport name="in" type="ppmType">
<datatype name="ppmType">

<pipe lang="CPP" class="ReceivingPipe">

<arg name="pictureSize" typ
<arrayArg name="picture" type="byte"

</datatype> size="pictureSize"/>
<arg name="pictureSize" </datatype>

<pipe lang="CPP" class="ReceivingPipe"> type="integer"/> <apply-aspect name="receiver_gpce.xsl"/>

<apply-aspect name="receiver_gpce.xsl"/> <arrayArg name="picture" <ports>

<ports> type="byte" size="pictureSize"/> <inport name="in" type="ppmType"/>

<inport name="in" type="ppmType"/> </datatype> </ports>

</ports> </inport> </pipe>

</pipe> </ports>
</pipe>

Figure 2. In this simple example, the XPath expregmn returns all the data members of typel ong’ for the type named ‘ppnilype’
equally well in all three cases even though datatgphas been moved within the specification documentfirst, as global informa-
tion, then as a localized association with a pipend finally as an association with a single port o pipe. Of course, these changes
do not affect XML parsing either. Such an XPath expession is used in code generation, for instance hen generating datatypes

containers €.g., astruct or cl ass) or marshalling code.



”

“Ixip//pipe[lang="C’] will execute for the subset of
Infopipes with a chosen output language of “CZpipe
lang="C"> in the specification) when theapply-
templates  selects /xip//pipe " — which comprises all In-
fopipe specifications regardless of implementaliorguage speci-
fied. If we also had a template for C++ that matche
“Ixip/lpipe[lang="CPP’] ", then the sameapply-
templates command would cause them to be executed, too
the other hand, if there is no match then thaiceci the specifi-
cation will be ignored without breaking the generafor exam-
ple, the specification statepipe lang="java” . but there is

no “/xip//pipe[lang=‘java’l " to recognize it.

Extensibility in the Clearwater approach emergegmwhuntime
compilation, pattern matching, and stylesheet irtgtmm com-
bine. In the ISG, language-specific XSLT files anported into a
single masterTemplate.xsl file, and pattern selection from
the specification controls the execution. We rehagize approach
at the communication layer level in our generatmréby estab-
lishing extensibility for various communicationscgages.

The first enabler of extension is XSLT’s optionuse either call-
by-name or pattern matching. The effect of haviothisemantics
is that it is possible to alternate control of tieneration process
between the generator and the specification. Famgie, using a
pattern to match the C Infopipes, as above, letsspfecification
control entry into that group of templates. Theseglates may
call by name other templates that automaticallyegate header
files and make files — at which time the generatmie controls
the code production. In our experience with 1SGs itjuite com-
mon for us to use both. Often, we create call-oyx@gemplates to
separate code generation into smaller fragmentsvehéot of
code is to be executed for a single pattern match.

Second, XSLT also supports importation of stylethess shown
in Figure 3, so that complex stylesheet behaviarkm composed
from multiple simpler stylesheets. Alternatively, @mplex

stylesheet can be broken into smaller stylesheetisdtter organi-
zation. As an example of this technique, in the B&use sepa-
rate stylesheets for our C and C++ generation amthdr

deconstruct those into smaller stylesheets baseadeonommuni-

cation mechanism supported (e.g. TCP or the EChnllevare

package).

Finally, XSLT is runtime compiled allowing outpub tchange
easily and quickly. One might mimic this functioityalthrough

masterTemplate.xsl
<xsl:import href="allMake.xsl"/>
<xsl:import href="CPP/CPP.xsl"/>
<xsl:import href="C/C.xsl"/>

&sl:apply—templates select="/xip//pipe"/>
C.xsl

<xsl:template match="/xip//pipe[@lang='C"]">

CPP.xsl

<xsl:template match="/xip//pipe[@lang='CPP"]">

Figure 3. By inserting ani nport directive and using XPath
pattern selection for the target language, extensioto new
output targets is easy and independent.

external resource strings if developing in a costil object-
oriented environment like Java, but generator agraknt then
becomes limited to variations on pre-identifiedings. Conse-
quently, any reorganization that does not alredtifhe estab-
lished mapping from high-level language to the enpéntation
language will require changes to a generator ob}¢8LT allows
easy change of the output without re-writing olgear re-

Oncompiling. This shortens the development cycle alsd lowers

the maintenance hurdle.

3.4 XML+XSLT: Modularity and Weaving
Finally, one sizable advantage the Clearwater amprdias lever-
aged is the fact that every XSLT document is vXlIML. Conse-
quently, using the Clearwater approach one can émbe XML
tags in code-generating XSLT but affect neitherespaor cor-
rectness of the transformation process. Then, wthen XSLT
generates output code, these XML tags are reptidhetags into
the target code where they act as semantic maregspose the
domain structure of the generated code. Each kbdéaenerated
code becomes a module that can be replaced or ategnd hese
blocks support aspect-weaving for the generatedrdeat. In the
ISG, the weaving capability is implemented by th&p&ct
weaver which we discuss in detail in Section 4.2.

XML, XSLT, and XPath combine to make the mechaoicthese
code substitutions and additions easy. Given argést docu-
ment with the aforementioned XML tags, an XSLT téatg can
use XPath to find those tags and replace or augthengxisting
code with new code and tags. From an AOP vantagg, ptPath
selects pointcuts and XSLT encapsulates advice theerjoin-
points. The XSLT processor performs the task afgoint identi-
fication and weaving for us. Note that the only gaage
dependency in this process is the direct dependbatyeen the
advice and the target source language so that daegspecific
weavers are bypassed. We have executed our AXpesiex on
both C and C++ Infopipes.

Consider the excerpts in Figure 4. Tjptpipe tags in the
generator template denote the code that performgieivn tasks
for an Infopipe which consists of successively shgtdown in-
ports and outports. On the right, we can see treatdgs are kept
with the code after generation and clearly labelghbrpose of that
block of C code. From an AOP perspective, these fagn a set
of joinpoints on the underlying generated code.hEginpoint
maps some logical domain feature into the “physizaplemen-
tation in a target language. There are two majoefits from this.
First, it allows code generation to be modularw# need to re-
place some default generated functionality, we €&am.instance,
Infopipe communicate connection information viggilover NFS,
but we replace that code with hard-coded connedtiformation
when we experiment in emulated distributed envirents. Sec-
ond, it allows us to insert features into the getet code that are
otherwise orthogonal to the domain language. A gaxample of
an orthogonal feature encapsulation is a WSLA guwner In-
fopipe performance [26].

4. IMPLEMENTATIONS

Using the Clearwater approach, we have implemetwedcode

generators. ISG drove the development of the appro& con-

verts Infopipe specifications, XIP, into generalgmse language
implementations and supports AOP via its AXpect aledThe

second generator, ACCT, resulted from a joint ventuith HP



Generator Template

Emitted XML+Code

/I shutdown all our connections
int infopipe_<xsl:value-of select="$thisPipeName"/>

/I shutdown incoming ports <xsl:for-each select="
infopipe_<xsl:value-of select="@name"/>_shutdown(
/I shutdown outgoing ports <xsl:for-each select="
infopipe_<xsl:value-of select="@name"/>_shutdown(

</ipt:pipe>

return O;

_shutdown()

.[ports/inport">

); </xsl:for-each>
.Iports/outport">
); <Ixsl:for-each>

1 shutdown all our connections
int infopipe_sender_shutdown()

<jpt:pipe point="shutdown">

/I'shutdown incoming ports

/I shutdown outgoing ports
infopipe_ppmOut_shutdown();
return 0;

}

Figure 4. “Generator Template” displays the XML markup in the XSLT that generates shutdown code for ahnfopipe — calling
shutdown functions on inports and outports. Emittedcode shows how this markup persists after generath and denotes, in this

case, the shutdown of the Infopipe’s lone outport.

Labs. Though it is newer and less developed, stilsbuilt upon
the XML+XSLT approach of Clearwater.

4.1 The ISG Generator

The current version of the ISG generator is a liyleinguage
application of C++, providing the XML parser and BIQiocu-

ment interface, with an embedded XSLT processor. réaéeg-

nized the need for a general purpose language disoovering
two limitations of pure XSLT. First, file suppors$ iimited, and
while new standards are enabling multi-documenputthis was
not true at the time we first wrote the ISG. Secod8LT has
only recently added the capability of accessingated XML

document fragments at run-time. This limited thditgbto con-

struct XML fragments with information from a docuntén any

sort of recursive fashion. Because of this, wetheeC++ and an
XML package to perform pre-generation processingiclv in-

volves resolving connections between Infopipes agttieving

specifications from the repository. This procesecsijrally in-

volves recursively descending through Infopipe dpsons and
retrieving multiple documents from disk from thepeository

which were then melded together to form what wé tbed XIP+

document actually used for generation.

As we mentioned one goal was to support multiplemmonica-
tion layers and implementation languages simultagigo In the
ISG, C and C++ can be created concurrently froimgles specifi-
cation. For example, a C Infopipe may communicate BCho
event channels to a second C Infopipe, which in gends data
over a TCP connection to a C++ Infopipe. Even sujimp sev-
eral output options, the code generator is a faithnageable in
terms of overall size (see Table 1). In additiothi® targets listed
in the table, we also have varying support for toldal language
and communication layer pairings with the ISG. Ehéwxclude
C++ using CORBA, local IPC, or local function callnd Java
and XML over TCP. The XSLT templates and XML ASTceaqr-
ages language dependencies to be isolated frofatigeage in-
dependent code of which is tailored domain-levelopipes
information.

Mirroring our multi-output goal, we support multpinputs via
multiple high-level language converters. Spi (Sfyétgy In-
fopipes) is a human-friendly language which is coeapthrough
the Ply parser/lexer package for Python into XIR. & second
high-level Infopipes tool, we augmented the Ptoldimpolkit to
support Infopipes. The XML based Ptolemy Il repreagons are
transformed via XSLT into XIP which can then be axed by
the code generator.

Figure 5 illustrates the stages of the ISG and AXpeeaver,
which we will describe more fully in the next sectj and Table 1
provides corresponding source sizes (calculatedDhyid A.

Wheeler's SLOCCount). During generation, the spestiion AST
is maintained as a DOM tree in-memory. Leaving uison of
the AXpect weaver for later, ISG code generatioocpeds as
follows:

1. The Infopipe XIP description is divided into seuesactions
of datatypes, pipes, filters, etc. and writes tpecdication
fragments to the repository.

2. Elements designating which pipes to build are ee&d from
the input XIP. Each forms the nucleus of a new duent,
which we term XIP+, which is built stored specificas and
has verbose connection information.

3. The ISG passes the document to and invokes an X#ad-
essor to execute generation templates. Both therged
code and the reconstituted XIP+ are retained aftele gen-
eration.

4. The specification+code is passed to the weaverc(iesl in
the next section).

5. Finally, XML markup is removed, and the code is agfed
into files and directories, ready for use in anligggion.

The XSLT templates encapsulate the language amaibdépend-
ent components of code generation. Figure 6 ibiss the organi-
zation of XSLT templates, and Table 2 presents giges.

Table 1. Lines of C++ code in languageéndependent ISG
modules excluding external libraries (e.g. XSLT proessor).
This code is not in the templates and essentiallyeforms
management of the generation process

Code (generation stage) Line Count
Pre-process (1, 2) 756
Generation (3, excl. XSLT) 40
Weaver (4) 90
Write Files (5) 469
Shared all stages 134
Total 1489

Table 2. Lines of code (XSLT and target languageniXSLT
templates that constitute the language&lependent modules of
code generation

Code Line Count

master (Makefiles) 56
C core 276
TCP 679

ECho 437

C++ core 515
TCP 612

C/C++ shared 211
Total XSLT 2773
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only output-language dependent modules of the gerstor.
The result of the “XSLT Generator” stage is a singt contain-
ing generated all code and the specification.
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Figure 6. XSLT template organization for C/TCP Infopipes.
Shaded boxes are directories, clear boxes are XSlfiles, and
arrows represent XSLT inclusion.

Table 1 and Table 2 provide some interesting in&drom with

regards to the ISG and the Clearwater approacht, kire note
that while it is not a large application, it issfnificant size com-
prising well over 3000 lines of code. Second, we chserve that
XSLT allows significant factoring of common codetween the
differing communication layers for the C template=l even be-
tween C and C++. Were this code (C core and C/Qwatesl) not

factorable,.e. were it required in both the TCP and ECho genera-

tors, it would increase them by over 70% and 1188pectively.

At the top of the hierarchy, the ISG invokes a masémplate
located in a well-known directory that run-time lumbes templates
for each supported language. Each of these langteagplates
resides in a directory dedicated to XSLT templatest support
that code generation. In the figure, we see ttaiGtsubdirectory
has templates for generation of C core code, Gmensupport,
and a map table for mapping Infopipe specific getmitives to C
types. Within the C subdirectory there is a TCPdingztory that
contains the XSLT templates for implementing TCRretions
between Infopipes. Likewise, ECho for C has a parabbdirec-
tory and allows the two communications implementadito share

the core code. Likewise, there is a CPP (C++) sabtliry for our
C++ generation templates with it, too, having npléicommuni-
cation language subdirectories.

Our C implementation follows the traditional apprbaf dividing

code into file-level modules and each file corresjsoto one func-
tional unit of an Infopipe. The generated C++ innpéatation

follows an object-oriented decomposition into batesses and
subclasses corresponding to functional units. Deghis, the two
implementations can have shared code. For inst&@yee directly

generates using C runtime support templates cadpuiblishing

and discovering Infopipe connection informationh@ttimes the
generators have structural similarities, such asrimarshalling
code, but due to language idioms are not shared,unmarshal-
ling data to astruct  for C but aclass for C++.

4.2 The AXpect Module

One of the most important goals of the Infosphexgegt is ad-

dressing quality of service, such as data latesegurity, or re-
source control, for information flow systems. Howgvour basic
code generation did not include generation of agedo support
QoS. Furthermore, it seemed that if we did addityuaf service

it would be difficult to anticipate all possible Qascenarios. In
light of this, we decided an aspect-oriented apgrda QoS was
warranted. Unfortunately, while there are sevem@laJaspect
weavers, there are no successful weavers for C+ar, Gur pri-

mary target languages. Still, some projects had Iseecessful at
marrying DSL techniques and AOP [3]. Our effortsthis space
produced the AXpect weaver. (See also [20] and fa6]more

details about AXpect; [15] for more about AOP imggal.)

AXpect weaving occurs subsequent to code generatighprior
to file output. Its implementation has three pafisst, we tag the
code generation templates with new XML that demascdn-
fopipe operations in the generated code. Thesgoints have
two functions. First, they map the domain data ametd in the
Infopipe specification into the generated code, aedond, they
expose language-level features such as classe®aateh files
which might otherwise be “hidden” during code getien. The
second part of its implementation is that we caitenain XSLT
template that encapsulates an aspect. In this agméotcutsare
expressed as XPath statements selecting the XMhbpgints.
Finally, the third piece is a C++ wrapper and dextlae <ap-
ply-aspect>
into the ISG, manipulate files, and resolve depeanis; the
weaving algorithm recursively executes as follo26]{

1. Retrieve the firsapply-aspect ~ from the specification.

2. If the aspect depends on more aspects, then theétgpplies
those aspects first, and re-enters the proces®aving at this
step.

w

. The weaver retrieves the aspect code from diskdbasethe
appropriate output-language for the target pipe.

4. The weaver code then passes the aspect and theggifera-
tion document to the XSLT processor. The resultisew
XIP+ document which contains the specification, eyated
code, new woven code, and joinpoints.

5. The resultant XIP+ document (still a DOM tree in muey)
serves as new input for any aspects that followctireent as-
pect. This includes aspects which depend on theemu@as-
pect's functionality, or functionally independenpacts that are

tags in the XIP to integrate the weaving process



applied later.

6. Once all aspects have been applied, then the etiiteresult
document is passed to the last stage of the gendoabe writ-
ten to disk. Residual XML joinpoints in the wovende remain
until the last stage removes them as the code émergtor
writes the source files to disk.

We have found AXpect to be useful in controlling®and im-
plementing web service level agreements [26], drad the ap-
proach encourages good reuse of QoS code [25].

It is interesting to note that the exact same fraork we use for
implementing basic Infopipes and their functionalin be used
to implement support for part of the WSLA specifioa without

modification. All that is required is to insert ne(SLT templates
that implement the desired WSLA functionality apexds. Fur-
thermore, this functionality can be developed onaameeded
basis since we can choose which aspects to impleatemhich

times and since XSLT templates can call other X&mplates to
form libraries of WSLA code generation functions.

4.3 The ACCT Generator

Our second generator, ACCT, we developed in comjmmavith
HP Labs. ACCT connects the design stage to theogaynt
stage in a business-objective driven closed loopagement sys-
tem for utility computing environments [23]. ACCTaps high-
level constraints on distributed application depteynt, such as
start-up sequencing, into a low-level deploymeanplCombining
such tools moves application deployment from tlzénneof brittle,

uncertainad hocscripts to provably correct and efficient automa-

tion. Cauldron, a high-level reasoning engine [A&jpduces a
deployment plan for a distributed application, a@chartFrog
provides deployment management daemons that caiutexde-
ployment workflows. We had two important problerfisst, per-
form the non-trivial mapping of Cauldron’s MOF into
SmartFrog’s requirement for Java source and Snwgthrork-
flow specification; second, accommodate tools bdyour basic
set of Cauldron and SmartFrog.

ACCT shared similar goals to the ISG: 1) Transk@suldron’s
high-level Managed Object Format (MOF) to low-lev@mnart-
Frog objects; 2) after initial support for Cauldi®martFrog, sup-
port translations in multiple deployment and reseur
management tools, and 3) support formal verificatid deploy-
ment schemes. Given the early stages of this grojee have
concentrated so far on the first two goals, but AG€E still built
using Clearwater’s hallmark of XML for the spec#imon and

Component
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CIM -
XML

XML
Splitting

Instance
Generator

Workflow
Generator

AST and XSLT for code generation.

There are two mismatches between Cauldron and Brogrt
First, they have no common interchange specifinat@auldron
emits MOF, but SmartFrog requires a SmartFrog wovkidocu-
ment plus a set of Java class definitions. SecGad]dron gener-
ates a deployment plan consisting of pairwise dépecies
between application components whereas SmartFragisna
complete workflow specification of all dependenciesorder.
ACCT fulfills both requirements.

Instead of using a C++ harness like the ISG, ACQiEas Java to
manage generation, although the first version oCAGvas pure
XSLT. ACCT is over 2000 lines of code has threeansfages: 1)
pre-processing to convert MOF to an XML formatdaja extrac-
tion, and 3) translation to code. In the first stanf ACCT, it
compiles the Cauldron-generated MOF input into C{ML, an
XML formatted document for the Common Informatiorodl.
This is passed to stage two which has three XSliegeors that
extract the proper data to generate source code.

SmartFrog itself requires three types of filessia workflow file
is created by converting pairwise event dependenergitted in
Cauldron MOF into totally-ordered and properly dymmnized
events in for SmartFrog workflow language. The otteo files

SmartFrog needs are ACCT-generated component tefisi
written in Java. These are also converted from datdained in
the MOF, and define generic component functionaktyd corre-
sponding instances of components that define tihe garameter-
ized (needed at run-time) definitions of the congria. These
generated specifications are converted wrappedisiogle XML

format called XACCT (XML for ACCT) that should prame

flexibility for other deployment tools in the futur Finally, one
more XSLT template strips the XML and provides thigmate

conversion into SmartFrog-deployable sources.

5. EXPERIENCE

So far, ISG-based information flow systems havenshfavorable
performance results when compared to traditionaC Ripstems.
Particularly, they are able to obtain better bamithvin synthetic
benchmarks [27][28]. This indicates that our Clestew architec-
ture poses no inherent limit on the generated eduen compared
to a traditional generation tool likpcgen .

We have used the ISG to build two differing C/TCiséd In-
fopipes systems. The first system we concentratedas a sim-
ple, two Infopipe image streaming system with gyadf service.
In this scenario, a streaming image server feghvieight client

T Ed
Templates
XML Post-
Processing
Java
Files

Figure 7. The ACCT generator maps CIM-XML into SmartFrog specification and Java code. ACCT splits a Gll-XML document
into three parts as input to three XSLT-based codgenerators. After generation, ACCT comprises themnito a single XACCT
document which is stripped of XML by an XSLT then written to disk as output.



with limited CPU resource. We used the ISG to gatgecommu-
nication stubs and AXpect to add WSLA implementatiode for
the CPU monitoring and adaptation [26].

To implement the CPU monitoring and adaptation,wrete six

AXpect aspects (listed in Table 3) and a WSLA doentrthat

described the adaptation parameters. In our test, e targeted
20% CPU usage for the receiver and adjusted outessnrate
based on returned CPU usage metrics. Even for ausimple

application, the communication code generated layI8G was
nearly 1000 lines and over 400 more lines were @dyeaspects
in the weaving process to implement CPU usage miegsuo

install a control channel, and to add parametedmatooks from
the application into the WSLA. In the end, abou¥36f the gen-
erated application skeleton code was dedicateddweiging QoS

measurement and adaptation. Most significantly, uke of the
AXpect weaver allowed this additional code to beagsulated
for later re-use rather than being “one-off” maochfiions applied
for each application.

Secondly, we have used the ISG and AXpect weavéuiid a
variant of Linear Road benchmark [25]. The Lineaa& bench-
mark stresses the performance of a continual geystem, in our
case STREAM [1], as it executes queries that cateuleal-time
tolls. The application is sensitive to latenciagsiit must receive
data and return answers to drivers. To calculaedlis, the query
engine must receive and evaluate data points fiomlated vehi-
cles on the highway to calculate traffic flow volejfrom which
the toll is set. In our version, we added adap®eS mechanisms
to react to out-of-bounds latency conditions tleatuced latencies
and allowed for greater system utilizations [25].

As a third test of our code generation architecture have used
ACCT in benchmarks with Cauldron and SmartFrog @aithg

the complete toolkit. In our tests, we comparedhgighe gener-
ated SmartFrog deployment of a 3-tier applicatmmeployment
using only hand-written scripts. While this tools#ll in the early

phase of its development, the generated plan mattie hand-
written deployment plan for startup performanceetifout signifi-

cantly, provably met deployment constraints wheraassuch

statement could be made for the handcrafted script.

6. RELATED WORK

Most closely related to the architecture of oureagnerator is
that it adopts a similar architecture already ubgdcompilers.
Also, it adopts an intermediate format for flexiyillike gcc and

Flick [11]. However, there are several importardtéees. Tradi-
tional compilers only map into basic assembly cddiek, too, is
restricted in its ability to output because it dowg maintain a
system state document as we do with XIP. This igial in

achieving the flexibility to do code weaving. SceMéeave.NET
is also similar in that it is a cross-platform weav

The Polyglot project has focused on creating extémsigh-level

languages [18]. However, while Polyglot has seesa imsother

projects, users are limited to variants on Javadasywhereas our
architecture permits the use of any human-friersyigtax which

can then be compiled to an XML intermediate format.

The SoftArch/MTE [13] and Argo/MTE [7] projects hawlso
used XML + XSLT for code generation. Their projeets primar-
ily concerned with resolving mismatches betweervsoe engi-
neering tools. Our results corroborate their exre. In
addition, we go significantly beyond this and udea@vater in

Table 3. Lines of C code contributed by each AXpedem-
plate in the streaming video application [26]

Aspect Where Lines
control_sender sender 117
sla_sender sender 73
timing receiver 50
control_receive receiver 125
cpumon receiver 14
sla_receiver receiver 55
Total from aspects 434
Base Implementation 976

Base + Aspects 1410
the ISG as a DSL implementation technique and $peet weav-
ing.

7. CONCLUSION

Based on our experience, using XML technologiesoite genera-
tion efforts can be extremely beneficial. We haesalibed our
general architecture and given two examples of igeoes em-
ployed by our research group that illustrate thiétalof this tech-

nique to accommodate a variety of implementatiogleges and
a variety of input languages.

When we generate a new document by using XML, weahbte to
express the semantic structure as inherited frothérhigher lay-
ers of abstraction — the Spi or XIP document. Impoter science
theory, it is well-known that it is impossible toope the equiva-
lence of two programs — it is impossible for anynpaiter pro-

gram to “understand” another program. However, tai&img this

domain information means that instead of understanthe gen-
eral purpose language that has been generatedpdergenerator,
and any later stages, need only operate on soad=performing
specific tasks taken from our domains.

Our future research plans are to expand the wemapmabilities to
the system level from just source-level weavingtf@ ISG. This
work would also include exploration for new wayswoite the
encode aspects for the AXpect module so that theynere read-
able. We anticipate this being a valuable architecfor imple-
menting multiple domain specific languages thatoelecdiffering
aspects of information flow systems. Also, we amecpeding on
with goals 2 and 3 of ACCT, and there may well bms integra-
tion work done between the two efforts in the fatur

Finally, it is worth noting that while we have enctered much of
the important technology in XSLT we are also inigeging the
Apache Software Foundation’s DVSL [10], a scriptiapguage
based on Velocity, for code generation, also, gwamises en-
hanced readability over XSLT.
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