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Résolution de contraintes faiblement couptes

Résunt : Dans beaucoup de problemes pratiques, on est amenéoduitg des
modeles basés sur de nombreuses relations définissaenisamble de contraintes.
De par la nature méme du probleme ou parce que le modalisast un humain, les
contraintes, prises deux a deux, ne partagent qu’unesfagnitie voire aucune de leurs
variables. La famille d’algorithmes présentée ici s#licette propriété pour abaisser la
complexité des problemes de décision ou de résolugaeld systemes de contraintes.
Avec l'introduction des arbres couvrants bien formés, miva méme a une repara-
metrisation des problémes initiaux d’'une maniére quit@e considérée comme un
généralisation de la triangularisation des systemegutitions linéaires.

Mots-clés : contraintes, élimination des quantificateurs
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1 Motivations
1.1 Context

In numerous domains, formal models are based on a set ofradristand predictions
of the models are based on constraint satisfaction. Let udiomed various applica-
tions of bounded model checking either in circuit concaptioautomatic control. An-
other domain where constraints are the model building bkrislqualitative modelling
either through influence graphs or more dynamical modekscti®ial applications range
from qualitative physic to system biology.

A constraint may be seen as a relatiRfxi, ..., xn) among some variables. Vari-
ables take values in various domains, which are in genertd fibue to the very nature
of the modelled objects or to the fact that there are humaatiores, it appears that in
many models based on set of constraints, each constramiv@s/only a small num-
ber of variables. As a consequence, two constraints shaegyalimited number of
variables. For that reason, we will call such systemsoasely coupled constraints
systems

This characteristic of such constraint systems comes vatyrally from the mod-
elling process. We do not suggest here any preleminaryfransof the set of con-
straints. However the most used transform is to replace tefggt of constraints by
their conjunction. This transformation give rise to a nemsnaint which involves
much more variables. In general, the representation of #ve constraint is much
more complex than the representation of the set of conssrafrwhich it is the con-
junction. Despite this drawback, replacing a set of costiay their conjunction was
current practice in algorithms based on BDD for boolean trairgs. The reason was
that, before the so called 'Sat revolution’, no other praadtprocedure was known for
deciding if the set of constraints can be satisfied and toyrea solution.

On the opposite, the use of SAT solvers necessitates a [maliyrtransform of the
set of constraints into a set of clauses. Since each rawredmsthust be decomposed in
a conjunction of clauses, the new set of constraints is n@eosely coupled although
it can be partitioned into subsets such that two constréaken from two different sets
are loosely coupled.

1.2 Example: boolean constraints

A boolean functionf(Xy,...,X) is a function from{t, f}" into {t,f}. A boolean
vector(xy, ..., Xn) satisfies a set of boolean functiofify, ..., fp} (Seen as constraints)
if for eachk, fy(xs,..., fn) =t. The set of constraintsfy,.. ., fy} is satisfiable if there
exist a boolean vector which satisfies it. Remark that satigfa set of constraints
{f1,..., fp} is equivalent to satisfying the unique constraint fa A ... A .

Going further, an equivalent point of view is to say that thenrula

XTI .. IXnFL A Fo AL A Fa(Xe, ., Xn)

without free variables is true. It happens that quantifiemiglation is possible in
boolean formula and very easy. Quantifier elimination csinisi replacing the for-
mula 3X; f(Xy,...,Xy) by a formula without quantifier and without the variatie.

RR n° 6958



4 Michel Le Borgne

The equivalent formula i$ (X1 =t,Xp,... Xn) vV f(Xy = f,X2,... Xn). So the operation
is easy for a single simple formula and a few variables. Whendeals with numerous
constraints and many variables, it becomes rapidly inttzZlet The main obstacle is
the computation of the conjunction of formulas which is@atiable most of the case.

The number of variables is a predominant factor in the corigief computations
on boolean formulas. Memory requirement and computatioa thcrease rapidly with
the number of variables, even with an efficient represemaif boolean formulas as is
the BDD (Boolean decision diagram) one. So the main idea palgorithm is not to
perform conjunction of formulas then quantifier eliminatibut to interleave the two
operations in order to compute conjunction on formulas Vgl variables. The key
observation is: ifX is not a variable off then3X f A g is equivalent tof A 3Xg. If
we perform quantifier elimination i6Xg, the second conjunction deals with simpler
formulas.

A more illustrative example is given by three loosely couffiermulas:

X IXTX3TXg F1( X1, X2) A F2(X2, X3) A F3(X3, X4)
is equivalent to
X1 (IX2(F1( X1, X2) A (FX2f2(X2, X3) A (FX4T3(X3,%4)))))

If the last formula computation is performed as indicatedbbyenthesis, it computes
conjunctions and quantifier elimination with formulas widhmost two variables in-
stead of four if the first formula were computed as it.

Although it is not evident from examples, another key propef quantifier elim-
ination which is used in our algorithm is commutativity. $tproperty gives a large
degree of freedom in the choice of the variable to be elineidatt each step. If we
think of an extension of this algorithm to more general gifemelimination problems
such that those encountered in QDF(Quantified Boolean Hajrdecision problems,
we will face difficulties due to the non commutativity betwesxistential and universal
quantifiers.

1.3 Generalization

Existential quantifier elimination may be seen as a prajeadiperation. In the case of
boolean constraints, it gives the constraints that musabisfied by the remaining vari-
ables in order to find a solution for the original constraihisoking at the computation
of the formula without quantifier, it appears also as a tramsfsimilar to the computa-
tion of a marginal distribution. In the case of boolean caaists, theor operation play
the same role than the sum in the computation of a marginaldidaete probability
distribution. Theand operator plays a role similar to the product in probabilitgtd-
bution. This shows that we are in the so called sum-produetdigm which extends
to many situations.

It is well known that the algorithms derived in the sum-prodparadigm apply
also to optimization problems provide that the cost furcti@s some nice property.
In system biology, cost minimization is used for inferriniglbgical networks of influ-
ence. So far, algorithms used for that goal are iterativerittyns which are known

INRIA



Solving losely coupled Constraints 5

to converge to a an approximate solution. Moreover, a sexpégmental data can be
explained by several influence graphs. An important infaromais whether an influ-

ence inferred is necessary or may be replaced by an alteeratie. We will see that
the proposed algorithm compute exact solutions and deéaetssary influences.

For that many reasons, we will present our algorithm in a \geperal setting.
The next section introduces the general satisfiability fgmobtogether with notations
used throughout the paper. The two preceding examplesedoaonstraints and cost
optimization will be used as illustrations of the main coptse The following section
is devoted to dependence graphs and well covering treekdywooncepts at the origin
of the algorithms. In next section we will prove the genetgb&athm and give some
interesting practical consequences of the main theoremalllfi we show that our
algorithm gives a new representation of a set of constraints

A prototype version of the algorithm is implemented in theoBuaLl package.
BioQuALl is a Python module that gives a framework for modelling bjidal sys-
tems as influence graphs. The introduction of this algorghmproved BOQUALI
efficiency by many orders of magnitude.

2 The generalized satisfiability problem

2.1 Generalized constraints

Let (Di)i=o,..n andD a family of domains. Each domain is in general finite but all
the domains are not necessarily identical. Associated tvétiamily (D;) we consider
variablesXp, Xy, ..., Xy with corresponding assignmemtg, Xy, ..., X, in the domains
Do, ..., Dn respectively.

A constraint is a paif f,P) wheref (Xp, X1, ..., Xq) is a function fronﬂ%ngi into
D andP(z) a logical formula with one free variablewhich can be interpreted on
D. In the following, this formula will be designated as thedioaite of the constraint
problem.

Definition 2.1. A multiple (xo,Xa, .. .,Xn) satisfies(f,P) if P(f(Xo,X1,...,%n)) IS true.
The satisfiability set of f, P) denotedsat( f, P) is the subset of multipleiso, xq, . . . , Xn)
in Mi=g satisfying(f,P).

When there is no ambiguity, we will drop the predicRte

Example3. In the case of boolean constraints, the dom@nandD are the set of
booleanB = {true, false}. The functionf is a boolean function andl(Z) = {Z =
true}. The notion of satisfiability is the usual one. Dependingrenapplication we are
either interested in checking the satisfiability propertinccomputing all the multiples
satisfying the constraints. Whehis a constant function, it is satisfiable if and only if
it is equal toTrue

Exampled. If we consider an optimization problem, for example costimiration on
the product of boolean spacﬂig& the functionf is a cost function in the domain of
real number® for example. Let us denote it &instead off to distinguish between
our two examples. Witl.(Z) = ¥y C(y) > Z, a multiple (xo,X1,...,X%n) satisfies

RR n° 6958



6 Michel Le Borgne

(C,R;) ifitis a point where the cost function is at his minimum. Tlaisfiability set is
then the seargmin(C). Since the domain of the cost function is finite, the satiftgb
problem has always a solution. In this case we are more stt=tén the computation
of the satisfiability set or at least of an element of this seam example. Notice also
that a constant function is always satisfiable for an optatiin problem, whatever the
value.

Definition 4.1. Two constraintgf;,P1) and(f,,P,) defined on the same domain are
equivalent if they have the same satisfiability set.

This definition is a straightforward generalization of thefidition of equivalent
formulas in propositional logic. Considering two diffetgaredicates is often interest-
ing. For example, in some applications we transform an dpétion constraints into a
logical constraints by reparametrization of the satisfiglset.

Some components of the domdifi., Di have interesting properties with respect
to satisfiability sets.

Definition 4.2. Given a constraintf (Xg,...,X,...Xn),P), a componenk; is a hard
component if for all multiple of valueg«, . .., Xi, ..., X,) satisfying(f,P), x; takes the
same value.

The concept of hard component comes from the field of quadtatodelling. For a
qualitative model represented by constraints, a hard comptrepresents a prediction
of the model. If a minimization or maximization problem drigtes in a statistical
inference technique, a hard component represents a elidiekence of parameter.

4.1 Variable elimination

The second ingredient we found in boolean constraint is aradipn named quan-
tifier elimination. We generalized it as variable elimiwati With the previous no-
tations if f is a function andX; is a variable, we assume that we have an opera-
tion called variable elimination transforming the functi6 into a function denoted
EXif(Xo, .-, Xi—1,Xi41,---,%n) defined orDg x ... x Dj_1 x Dj+1 X ... x Dp. Associ-
ated with the same predica®e the new function defines a new constraint on a smaller
space. Of cause, we assume that the operation can be repgatbdosing a vari-
able to eliminate among the remaining ones. The minimumegngmf this variable
elimination operation is some kind of commutativity.

Property 4.3. For all choices of different variables;Xand X, the two constraints
EXEX; T andEX;EX f are equivalent.

Exampleb. For the boolean constraints, variable elimination is exitial quantifier
elimination defined by the simple formul@Xif = fix_tue V fix—faise Itis well
known to be commutative.

Example6. Without more information it is not evident to guess what cbiié a use-
ful variable elimination for a minimization problem modedl as a generalized con-
straint problen(C, F;). If one recalls that variable elimination has some sintjasiith
marginal distribution computation, the following opematilooks satisfactory:

(EXC) (X0, -+, Xi-1,Xi+1---%n) = MiNgep;C(Xo, ... X%n)

INRIA



Solving losely coupled Constraints 7

The commutativity is trivially satisfied.

Commutativity is not a sufficient property. In the case ofmfiféer elimination for
boolean constraints, it is truly a projection. That meatas itthas something to do with
satisfiability. A multipley satisfying a projected constraidX f can be lifted into a
multiple (x,y) satisfying the original constrairft We impose this property to variable
elimination:

Property 6.1. Variable elimination must be a projection that is to say ifatisfies
(EXf,P) if and only if there exist an x in its domain such tifaty) satisfieq f,P).
y denote a multiple which is an assignment of the variableof.

Example7. The variable elimination associated to existential gd@mtelimination in
boolean constraints is a projection. It is the prototypehef toncept.

Example8. We show here that our choice féiXC in the case of a cost minimization
problem has the projection property. Soyetatisfying(é XC,F;). That means:

vy EXCY) = EXCly)
From the definition o€ XC we get:

Minep,C(X,Y) > Minep,C(x,y) = C(Xo,Y)

whereDy denotes the finite domain afandxg a point where theninis reached. Now
letx' € Dy. Then:
C(X,y) > minep,C(xY) > C(xo,Y)

which shows thafxo, y) satisfiesC, F;).

8.1 Decomposition of functions

Now we turn to function decomposition. In our motivating exale, we emphasized
on the fact that a decomposition of a constraint in a conjonadf loosely coupled
constraints might improve satisfiability checking. We needs to generalize this idea
of decomposition. For that purpose we introduce an oparation the domairD.
From the motivating example it appears that commutativity associativity are very
useful.

Property 8.1. The operatoro on D is commutative and associative.

The operation orD extends classically to functions froﬁiingi into D. From
now we will assume that decompose into several functions: = Oy—g__ pfk. Each
function fx depends only on a subset of variablesfofWe impose also some kind of
compatibility between variable elimination and theoperation:

Property 8.2. If X is not a variable of f the X(f(Y) ® g(X,Y)) is equivalent to
f(Y) © EXg(X,Y)

Example9. For boolean constraints the operator is the conjunction. It has the
desired properties.

RR n° 6958



8 Michel Le Borgne

Examplel0. Additive cost function are very often encountered. So we eahsider
the sum on real numbers asoperator in this example. It is clearly commutative and
associative. Moreover, it is not difficult to check ta€ (f (y) +a(x,y)) = min(f (y) +
g(x.y) = f(y) +ming(x.y) = f(y) +£Xg(xy)

Since predicates used in the definition of satisfiability @redicates on constants,
we need a property to compute satisfiability of expressionsamstants.

Property 10.1. Given a predicate P and an operatar defined on the same domain,
then P and® are compatible if Px@y) is satisfied if and only if ) and Rly) are
satisfied.

Examplell. This condition is satisfied for boolean constraint sinces the conjunc-
tion.

Examplel2. For optimisation problemsR(x) is satisfied for any constamtand the
property is trivialy satisfied since the two members of theiegjence are alwayErue

This property together with property (8.2) gives a key praifion for reparametri-
sation of a set of constraints:

Proposition 12.1. With previous notations consider a constrain:ff; © f,©... 0 f,
such that for all j j with i # j, fj and fj have no common variable. Then f is satisfied
if and only if each fis satisfied.

Lastly, for initializing recursive algorithms, we need aeitity element. So, in the
following we assume:

Property 12.2. ® has an identity element denote@nd R¢) is satisfied.

12.1 Satisfiability of a set of constraints

Given a set of propositional formulas, the satisfiabilitytoé set is usually defined
as the possibility to find an assignment of propositionalaldes that satisfies all for-
mulas. This way of defining satisfiability of a set of consitaidoesn’t generalize to
minimization problems for example. For that reason we pitie equivalent definition
which says that a set of propositional formulae is satisfiagbthe conjunction of the
formulas is satisfiable. This definition generalizes easjlyeplacing the conjunction
operation on propositional formulas by the generic compms® of functions:

Definition 12.3. With the preceding notations, a finite set of constra{tts, P)ic| } is
satisfiable if the constraifty;, fi,P) is satisfiable.

In the minimization problem, this definition says that thenmmization of the set
of cost functiongCi(X))ic| is obtained ak when the cost functioiy ¢, Ci(X) has a
minimum atx. Of course, that doesn’t mean that every partial @&X) is minimized.
The following proposition link satisfiability and variabédimination.

Proposition 12.4. A set of generalized constraintsf;, P)ic| } is satisfiable if and only
if the unique constraint with one variabléX; ... EX_1EXi11...EXn Oig fi, P) is sat-
isfiable for some variable;X

INRIA



Solving losely coupled Constraints 9

The proof is immediate by repeated application of property 6

A more logical formulation would be to eliminate all varial However we are
most interested in finding a solution and the formulation fgwsition 12.4 is more
appropriate. Remark that in minimization problems, theralays a solution, hence
the satisfiability is granted. The hard part is to find a poihieve the optimum of a
cost function is obtained. In the following we will descri@e optimization algorithm,
which provides examples, starting with one variable fuomsi

The computation of all but one variable elimination is alsaethod to detect hard
components of a set of constraints. It is enough to show tigadhe variable constraint
has only one solution. We will also see later that it givesraaresting reparametriza-
tion of the set of constraints.

13 Dependence graphs and well formed covering trees

As shared variables between constraints are importantfidale elimination, we in-
troduce a graph representation of these links.

13.1 Dependence graph

A dependence grapB is a bipartite graph whose nodes are the variaklem one
hand and the constraint componefiten the other hand. There is an edge between the
variablex and the functiorf if x is a variable off. V(G) represents the vertices &f
which are variables anl(G) the vertices which are functions. A dependence graph is

X1 f X2 fo X3
= ° = °
Xa
PS °
X5

X6

Figure 1: A dependance graph

not necesseraly connected. However, satisfiability of gurantion of functions must
be checked on each component. More precisely:

Proposition 13.1. Let {fi(X)} ¢y a finite family of functions defining a composite
constraint GX) = © fi(X). If G = Ujc3G; is the partition of the associated depen-
dence graph into connected componants, I€X3 = Oycr g f(X). Then GX) is
satisfiable if and only if each;CX) is satisfiable.

The set of functiong fi (X) }ic;) = F(G) can be partitioned a8(G) = UjF(G;j),
the constrain€(X )can be decomposed@¢X) = ©; Cj(X) with the local constraints
Cj(X) = Oter(a)) F(X). Now the variables of the functlons@]( ) are connected to
the functions u‘é and consequently belong to the same connected componeist. Th

RR n° 6958



10 Michel Le Borgne

implies thatC; andC have no common variables jf# k. The proposition is an
immediate consequence of this fact and proposition 12.1.

13.2 Well formed covering trees

Covering trees of undirected graphs are generally undicecees. However, since we
are looking for an elimination order of variables, we willrderorientedcovering
trees. Since dependence graphs are bipartite, their cavénges are also bipartite.
With oriented trees we can use the standard notiontee€endardandancestoras the
notions ofchild andfather.

Definition 13.2. A well formed covering tree of a dependence gr&pis a directed
covering tree such that:

1. the rootis a variable vertex .
2. for each function nodg, a variable off is:

« either a child off
« either a variable ancestor 6f
» or a child of a function node which is an ancestoif of

For each variable, there is at least one well formed covetiieg with root the
chosen variable.

Any traversal of a graph discover a directed covering tregrifiyy a traversal some
vertices are discovered and wait to be used to explore futtregraph. LetA be
the set of discovered not yet used vertices in a traversaldgfpgendence graph. It is
well known that deep first traversal is obtaineddifs managed as a stack and breath
first traversal ifA is managed as a FIFO. Unfortunately, neither deep first tsale
nor breath first traversal give a well formed covering tredlastrated in figures 2(a)
and 2(b) which shows deep first and width first examples ofnsal of the preceding
dependance graph. In figure 2(&),which is a variable off3 is not in correct position
with respect tofs. In figure 2(b),xs which is also a variable of,4 is not in correct
position with respect tdg.

Well formed covering trees are obtained by a mixture of brdéast and deep first
traversal. More precisely is managed as a stack. The variablhosen to be the root
is pushed on the stack. During the traversal, function nedegushed individually.
When such a function nodkis discovered and push on the stack, all the variables of
f which are not already discovered are pushed on the stackheSaroposed traversal
behaves as a deep first one on variable nodes and as a bretatnéren function
nodes. Moreover, variables nodes and function nodes ardaddhe tree when they
are discovered. Since the graph is a bipartite one, variadides are always discovered
as successors of function nodes.

Proposition 13.3. Mixed traversals, as described above, build well formededog
trees of a dependence graph.

INRIA



Solving losely coupled Constraints 11

X4
f3 fa
X1
X6 X5
f1
I
I
I
o]
X3 X5 Xs
(a) Deep first traversal (b) Width first traversal

Figure 2: Standard traversals

Let f a function node in the tree resulting from a mixed traver$ak father node
of f is a variable off and is clearly an ancestor. Children bre also variables of.
So consider & variablex which is neither a child nor the father éf

Sincex is not a children off, it was already in the tree whehwas added. Ik
were not in the stack whehwas put in the stack, thenis necessary a neighbor 6f
which was used to discovédr This implies thak is the father off in the tree, against
our hypothesis.

Soxwas yet in the stack whehwas discovered. Lafthe father ok. gis the node
from whichx was discovered and put it g cannot be a descendant bbecause all
descendants of are descendants of children &f Since all variables of are in the
tree after the children of are put in the treex cannot be discovered later.

If gis not an ancestor of, consider the variable nodewhich is the root of the
smallest subtree containing bothandg. Such a variable node exist since the root of
the whole tree is a variable. If the branch containingrere built before the branch
containingg, x was discovered beforg as a children off. If the branch containing
g were built before those containinfg f must be a successor »i.e. x the father of
f. Both hypothesis leads to a conclusion contradicting osummption onx. Sog is
necessary an ancestor of

Figure 3 shows two well formed covering trees of the graphgfrie 1.

In order to ease the algorithm description and the followsngofs, we introduce
some definitions.

Letnbe a node in a well covering tree. We denoteld/(n) all the variable nodes
which are descendant ofin the covering treen being excluded. SimilarhpF (n) will
denote all the function nodes which havas ancestor with excluded.

Similarly we denote byAF(n) all the function nodes which are on the unique path
from n to the root withn excluded again. For variables we need a different definition
adapted to the particular structure of well covering tre®¢e denote byAV(n) the
variables which are either on the path franto the root or are children of a function
node which is on this path. The variablesvi(n) will be said as being above

RR n° 6958



12 Michel Le Borgne

X4
f3
X1 X6
f1 fa
) X5
X3 X5
(a) Rootxg (b) Rootxq

Figure 3: Well covering trees

The following lemma is very useful:

Lemma 13.4. Let x a variable and fg two functions with a common variable y which
is in the subtree with x as root. Then f and g are in the samel dik.

If yis a child of f thengis in the subtree with root since it cannot be a child of
g and consequently is aboveg. The similar case whewnis a child ofg leads to the
same conclusion and in both cases the lemma is verified.

Assume now thay is abovef. Theny andf are in the same child of. If yis a
child of g, y andg are in the same child of. If y is on the path frong to the root of
the well covering tree, then this path containsincey is in the subtree with root so
gandy andf are in the same child of

The last case is whepis the child ofh which is on the path frorg to the root. But
in this caseh, is on the path frony to the root which contains and sincey is a child
of h, xis on the path froni to the root. Sy andg and of causd are on the same child
of x. O

This lemma is more useful on the following form: fifandg are on different chil-
dren ofx then their common variables are fx} U AV(X).

Lemma 13.5. Let X representing the variables of a well covering tree aht{ €) the
children of a function node. Then(fi)ic| is the family of function nodes of the tree,
then({Xo}, (CH(fi))tel) is a partition of X.

Since the tree is a covering tree of the dependence graptmeallariables appear
in the tree. The seBH(f;) are pairwise disjoints because two function nodes cannot
have a common childl

14 Checking consistency

Checking the consistency of a set of constraiit, P)ic; can be done by eliminating
all but one variables. As we suggested in section 1.2, a etezhoice of the order of

INRIA



Solving losely coupled Constraints 13

variable elimination can dramatically reduce the compiegf this elimination. This
section is devoted to the description and the proof of suclgarithm.

In this section we assume that the dependence graph of owf senstraint is
connected. In view of proposition 13.1, if it were not theesasatisfiability of the set
of constraints must be checked on every connected component

14.1 The algorithm

The algorithm is a message passing algorithm living on a feethed covering tree.
In order to describe it, we have to introduce some notatiting. is a set of variables,
&(U) denotes the successive elimination of all the variablés.ifThis notation is not
ambiguous since eliminations commute. Given a well formagedng tree, for each
noden we define a constraimhargin(n) recursively:

if xis a variable nodemargin(x) = @ margin(f)
feCH(x)

if f is a function nodemargin(f) = &(CH(f))(f® () marginx))
XeCH(f)

To be complete we have to specify stopping cases. These kbappsn when a
node has no child. If it is a variable nod¢henmargin(x) = ¢ the identity element of
the® operator. If we have a function nodehenmargin(f) = f.

Theorem 14.1. For all variable node x of a well covering tree:

marginx) = EDV(x) () f(X

feDF(x)
and for all function nodes f:
margin(f) = EDV(f) (fo () g(X
geDF(f)

The proof is by induction on the height of the nodes in the.tiée is a variable
leaf, margin(x) = € and the proposition is trivially true since the operatoapplied
to an empty set of operands givesthe neutral element. If is a function node,
margin(f) = f and the proposition is satisfied for the same reason.

Assume that the proposition is satisfied for all nodes witheglht lower than
m. Let n be a node with heightn. If n is a variable node, then marginx) =
Ofecrix Mmargin(x). The children ok are at a height lower tham and the hypothesis

applies:
marginx) = () EDV (fo O 9X
feCH(x geDF(f)

Now letg; andg, be two function nodes iDF (x) = UtecHx DF(f ) respectively in
DF(f1) andDF(f,) where f; and f, are two different children of. If y is a variable
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14 Michel Le Borgne

common tog; andgy, it must be a parent of or a child of a fonction node which is a
parent ofx since the tree from which it's a node is a well formed covetimg. So if
f1 and f, are children ok, DV (f1) UDF () = 0 and:

marginx) = &( |J DV(f) (O fo O a9X) (1)
feCH(x) feCH(x) geDF(f)
= v O fo O 9Xx) (2)
feCH(x) geDF(f)
= &v(x) (O f(X 3)
feDF(x)

sinceDF (X) = Uccrx DF ().
Now if nis a function node:

margin(f) = ECH(f)(fo () marginx))

X€CH(f)

and the recurrence hypothesis appliestargin(x) giving:

margin(f) =ECH(f)(fo () éDV(X) () g(X

X€CH(f) geDF (X)

From the properties of well formed covering trees, the §f$x) doesn’t contairx
and are disjoint. So it is possible to move the different eletion operations outside
the composition:

margin(f) = ECH(f)(f ©&(UyechnDV(X) O G 9X)) (@)
XeCH(f) geDF (x)
= ECH(f)(f ©&(UgecnnDV(X) ) 9(X) (5)
gebv(f)

Again, from properties of well formed trees, it is easy towttbat noDV (x) contains
any variable off if x is a child of f. So it is possible to move the elimination a step
further:

margin(f) = &ECH(f)&(UxecunDV(X)(fo &) ga(X (6)
gebv(f)
= ¢ov(f)(fo () gX 7)
geDV(f)

Corollary 14.2. Given a well formed covering tree of the dependence graptsef af
constraints( f;(X))iel with x the variable root, then marg(r) is a function with only

one variable x and: A
margin(x) = EX() fi(X)
iel

whereX is equal to X— {x}
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Solving losely coupled Constraints 15

This corollary gives a solution to the consistency problérarie knows how to
solve it for one variable. This corollary gives also a meacdmpute hard components
of a set of constraints if one knows how to solve constrairith wne variable. It is
enough to build anx rooted well formed covering tree of the dependence graph and
apply the algorithm. Solving the constraint givenrogrgin(x) detects if there is more
than one solution. Itis possible to perform this computafar all variables and select
the hard components. Remark that in doing so, we do many dzshircomputations
which should be possible to avoid, improving further theoaiipm.

14.2 Arecursive algorithm

To conclude this section we give a recursive algorithm thglicitly build a well
formed covering tree and compute timarginfunction on a dependence graph of a set
of constraintg fi (X))iel -

margin(n):
mark(n)
if nis a variable nodehen
m:=¢
for all nv neighbour of o
if nv not markedhen
m = m® margin(nv)
end if
end for
return m
else
m :=n.func
Ivar =]
I_neighbours :=]
for all nv neighbor of do
if nv not markedhen
I_neighbours.append(nv)
mark(nv)
end if
end for
for all nvin |_neighbourgio
m = m® margin(nv)
Ivar.append(nv.var)
end for
returné (lvar) m
end if

As any constraint and any variable apppears only once in arcay tree, the
size of the tree i©(m+ n) wherem is the number of constraints amdthe number
of variables. The complexity of the algorithm is essentidgpendant on the max-
imum complexity of the local computationsargin(x) = Orccrix Margin(f) and
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margin(f) = &(CH(f))(f ® Oxecn(r) Margin(x)) which are potentialy exponential in
the number of variables involved. Cycles in the dependarag@gncrease this number
of local variables and the size of cliques plays also a prédant role in complexity.

Properties of the dependance graph cannot be improved taidgbéthms. How-
ever, as described above, this raw algorithm gives oppitigsrior heuristic optimisa-
tions. When exploring the unmarked neighbours of a funatiotie or a variable node,
we don't give any constraint on the exploration order. A &altechoice of the next
node might improve the complexity of the algorithm. Varidweuristics are presently
under study.

15 Constraint reparametrization

In the preceding section, we have described an algorithratecking consistency of
a set of constraints. However, in many applications, coasty is not a sufficient
information and at least an example of an n-tuple satisfifiegconstraints is needed.
So we have to turn our algorithm into a solver. In the processyill get an interesting
reparametrization of the set of constraints.

Let us associate to each function node of a well covering theeconstraint:

Ci=fo O mx=fo O © mg (8)

XeCH(f) XeCH(f)geCH(x)

The constraint associated with the rogfs:

C= O mf)

feCH(xp)

These new constraints can be partially ordered on a treeeiieis child of Cq
if and only if there exist a variable which is a child off andg is a child ofx in the
covering tree Cy is the root of the new tree with childrefC; / f € CH(xg)}. We will
now show that this new tree gives a resolution order for thefseonstraint{Cs }. For
that reason we call the new tree, tlesolution tree Rassociated with the well covering
tree. Given a variablewe will denote byxan instantiation of this variable. We assume
we know how to solve constraints when the number of variaisléswv.

From the construction of a well covering tree, the constr@jphas only one vari-
ablexg. Letxg be a solution. Now substitute for g in each child ofC; in the resolu-
tion tree, which is also a child in the well covering tree. fravell covering tree prop-
erties, it is not difficult to show that for two childrefn g of xg, var(f) Nvar(g) = {xo}.
After instantiation ofxo, the constraintg|y,—x, andg|x,—x, have no common variable.
So they can be solved separately.

Sincexg satisfiesCo(Xo) = OtecHixg) M(F) = Otechix) & (CH(F))Cs it satisfies
the equivalent constrainf (Uscchx) CH(F)) Otechxy) Ct Obtained from repeated
applications of property 8.2 which is possible, thanks togtparation of variables. Let
Y =Utechxg) CH(F) =Utechix) Yr WhereYs =CH(f). From the projection property
6.1, there exist & = Utcchx) Yr Satisfyings (Urcchxg) CH(F)) O techixg) Ct lxo=x-
By separation of variable¥; satisfiesC|x,—x; and(Xo, Y¢) satisfie<Cs.
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Solving losely coupled Constraints 17

The resolution process can be propagated along the resoliiéie branches. As-
sume thatX satisfiesC; for a nodef of the resolution tree anX contains all the
variables abové. In

=fo O mx

X€CH(f)

the variables irCH(f) are variables of and consequently fro;. The fundamental
property of well formed covering trees implies that@|x_x, the component con-
straintsm(x)|x_x have separated variables. The propagation of resolutisoritbed
for the root node in the preceding paragraph can be repeated iodex. Conse-
quently, we have to solve separaté€lyly_x for the variable<CH(g) and for allg in
CH(x). The projection property of variable elimination ensuttest solutions exist.

In the process, we have to solve the constraigtg_x which involve the variables
in CH(g). When constraints are loosely coupled, the §344g) are small and finding
a solution is not a complex task. For example, for boolearsttamts, a BDD repre-
sentation is well suited to quickly find a solution. So for tet of constraint§Cy, }
derived from the set of constraint componefitst is relatively easy to find a solution.
The following theorem turn our algorithm into a solver prdoee:

Theorem 15.1. Given a constraint = ;¢ fi, and the derived constrain{€,,,C, },
let denote by Af) the set of variables which are above f in a well formed cowgrin
tree associated with £ ;¢ fi . If X is a set of values for the variables X obtained
by the resolution procedure described above, tHesatisfies f.

Conversely, iX satisfies f, it satisfies each constrain{id,, Cr, X |t A(F) )

Given a resolution tre®, a pruning ofR is a treeT such that ifn is a node ofT
thenn is a node oRR and the predecessor ofis in R. LetL(T) the leaves off and
DV (T) the variables of the leaves Bfwhich are not variables of other nodes. Given an
instantiationX of X, let us denot& |t an instantiation of the variables inyeT AV(9).

Itis an instantiation of all the variables of the nodeS oéxcept those iV (T). The
interior of a treeT is defined a§ = T\ L(T). Finally, a full pruning ofRis a pruning
such that for all node in the interiorT of T, the nodesucdn) are also i .

Lemma 15.2. If T is a full pruning of the resolution tree R thétjr satisfies

(Oho &v(T)( () Cy) )

heT geL(T)

The proof is by induction. The lemma is true when= {xo,CH(xo)} since in this
caseX|t = xp and satisfies

= 0O ECH (9Cg=¢DV(T) (O cg (10)

geCH(Xo gebv(T

because the set of variablésl(g) are pairwise disjoint and their union3/(T)
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Assume nowT is a full pruning of the resolution treR not equal toR and let
01 € L(T) such thag; has at least one child iR. ThenX |t satisfies the formula:

Oheéov(TM)( () Coly)=Cho

heT geL(T)\g1 hef

EDV(T\gr) O Cg] ©§CH(01)Cq,
geL(T)\on
(11)
The last equality coming from the separation of variableséh covering trees.
LetT' =T Usucdg;). T'is a full pruning ofR strictly containindT . The following
properties are then easy to prove:

X[t = X[rUCH(g1) 12)

L(T') = (L(T)\g1)Usucggs) (13)

DV(T) = (DV(T)\CH(g1))u [J DV(g) (14)
gesucggs)

Using the definition o€y from 8, we can rewrite 11 as:

Oho {E(DV(U\CH(gl)) ©) Cg] ©&CH(g1) [g@ ©) ECH(9>Cg]
heT geL(T\&r gesucegs)

(15)
SinceT is a pruning of a well formed covering tre¥|t contains the variable&F(g1)
and consequently, from the resolution proceigyy(q,) satisfieCy, |5, . So, from 12,

X| satisfies:

Ohogo [E(DV(T)\CH(gl)) ©) Cg]® (O ¢&CH(gIC;  (16)

heT geL(T)\o1 gesucgg)

Again, the separation of variables in well formed coveriregs allows for grouping
the sets of variableSH(g) :

Ohogo {E(DV(T)\CH(gl)) ©, Cg] ©&( J CH@) O &
heT 9eL(T)\g1 gesucdgy) gesucddy)

(17)
The lemma follows now from a last grouping again allowed kg skparation of vari-
ables property and from 13 and 14.

The resolution tree is a full pruning of itself. So 9 applidhe remainingCy in
formula 9 correspond to leaves Bfand the corresponding variabl€3(g), if not
void, are variable leaves of the well covering tree noKig. SinceCy are leaves of
R, Cq = g and allCgyx, have separated variables and are satisfie&pyq) in the
resolution process. These last set of variable instaatiatcan be grouped together
with X|r to give theX instantiation ofX obtained in the resolution process.

This result shows that the initial constraint problem issfarmed in a partially
ordered set of simpler constraint problems. This transédiom can be considered as
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Solving losely coupled Constraints 19

areparametrizatiorof the initial problem. More over, the partial order is a region
order similar to the resolution order obtained when onesghdasa system of linear
equation into triangular form. However, the resolutionerdssociated with a triangu-
lar form is linear. On the opposite the resolution order oi®d from our algorithm is
partial and given by a tree.

16 Conclusion

We have presented a family of decision algorithms well sufier loosely coupled
constraint problems in a broad acceptance. This is basedmixed traversal of a
bipartite graph: the dependence graph. Moreover, the wethéd covering trees give
not only a decision procedure but also a true solver and aaepetrization of loosely
coupled constraint problems into partially ordered simpigblems.

Further developments are under study on these algorithms:

* in the building of well formed covering trees some degrefefsedom remains
and may be used for optimization.

» when using the algorithm as a decision procedure, inctersig may be detected
earlier than at the end of traversal and used to find localisistencies.

* in finite domains, optimization constraints can be transfd into set constraints.
We plan to use the reparametrization to transform looselyptaad optimization
constraints into loosely coupled set constraints.

As already mentioned, the boolean constraint decisionguoie and solver are
implemented as a module of thadQuUALI package. Implementations of optimiza-
tion solvers are underway since there are needed for thdafeaent of BOSIGNAL
language and environment.
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