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Abstract: Several phylogenetic reconstruction methods have been proposed in
order to find the best tree that represents the evolutionary history of species an-
alyzed. Most of these methods define an optimality criterion for the evaluation
of possible solutions. However, different criteria may lead to dissimilar phylo-
genies, which often conflict with each other. In this context, a multi-objective
approach can be useful since it could produce a set of optimal trees accord-
ing to multiple criteria. PhyloMOEA proposes a multi objective approach to
phylogenetic inference using maximum parsimony and maximum likelihood cri-
teria. However, in many aspects, PhyloMOEA is a very basic tool with limited
expandability. The availability of metaheuristic and bioinformatics reusable
frameworks provides an excellent opportunity to increase PhyloMOEA capabil-
ities. In this report we describe the development of a new parallel PhyloMOEA
version using the ParadisEO framework
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Une approche multi-objective pour le probleme
de inference phylogenetique

Les experiences initiales de développement de
PhyloMOEA utilisant la plateforme ParadisEO

Résumé : Plusieurs méthodes de reconstruction phylogénétique ont été pro-
posées dans le but de trouver le meilleur arbre décrivant au mieux 1’histoire
de P’évolution des espéces. La plupart de ces méthodes définissent un critére
d’optimalité pour I’évaluation de toutes les solutions réalisables. Cependant, dif-
férent critéres peuvent mener a des phylogénies dissemblables qui sont souvent en
conflit entre elles. Dans ce contexte, une approche multi-objectif peut étre utile
puisqu’elle peut produire un ensemble d’arbre optimaux selon plusieurs critéres.
Cependant, sur plusieurs aspects, PhyloMOEA est un outil trés simple avec peu
d’extensibilité. La disponibilité de plateformes réutilisables de métaheuristiques
et de bioinformatique fournit une excellente opportunité d’améliorer les capac-
ités de PhyloMOEA. Dans ce rapport, nous décrivons le développement d’une
nouvelle version paralléle de PhyloMOEA utilisant la plateforme ParadisEO.

Mots-clés : inference phylogénétique, optimisation multi-objectif, ParadisEO



Porting PhyloMOFEA to ParadisEQ 3

1 Introduction

Phylogenetic inference is one of the central problems in computational biology.
It consists in finding the best tree that explains the evolutionary history of
species from a given dataset. Various phylogenetic reconstruction methods have
been proposed in the literature. Most of them use one optimality criterion (or
objective function) to evaluate possible solutions in order to determine the best
tree.

On the other hand, several researches [27, 33, 56] have shown important
differences in the results obtained by applying distinct reconstruction meth-
ods to the same input data. In this context, a multi-objective approach can
be a relevant contribution since it can search for phylogenies using more than
one criterion and produce trees which are consistent with all employed criteria.
Handl et al. [26] discussed the current and future applications of multi-objective
optimization in bioinformatics and computational biology problems.

One of the first studies that models the phylogenetic inference as a multi-
objective optimization problem (MOOP) was proposed by the author of this
report [5]. In this approach, the multi-objective approach used the maximum
parsimony [20] and maximum likelihood [15] as optimality criteria. In order to
solve this problem, a multi-objective evolutionary algorithm (MOEA), called
PhyloMOEA was developed.

The PhyloMOEA output is a set of distinct solutions representing a trade-off
between the considered criteria. Results show that the found trees are statis-
tically consistent with trees found by maximum parsimony and maximum like-
lihood analyses performed separately. Moreover, the clade supports obtained
from the trees found by PhyloMOEA approximate, in general, the clade poste-
rior probabilities of trees inferred by Bayesian inference methods [5].

One of the main drawbacks of first version PhyloMOEA is the difficult to in-
corporate new features to the proposed approach. It is due mainly the program
was developed from scratch without using mature metaheuristic and/or bioin-
formatic frameworks available. ParadisEO [3] is a open-source object-oriented
framework for metaheuristic design. Its clear separation between problem spe-
cific and independent parts of the solutions method provides maximum design
and code reuse. Thus, porting PhyloMOEA code to use ParadisEQ is a suitable
alternative to extend the original algorithm with minimal coding effort. The
main objective of this report is to describe throughly the development of Phy-
loMOEA version using ParadisEO. During this process, several advantages and
difficulties were identified and solved.

This report is organized as follows. Section 2 provides relevant background
information about phylogenetic inference and two phylogenetic reconstruction
methods: maximum parsimony [21] and maximum likelihood [15]. Section 3
presents a brief summary of the MOQO applications in phylogenetic inference.
Section 4 describes the development of PhyloMOEA using the ParadisEO frame-
work. Section 5 is focused on the parallelization of PhyloMOEA using the dis-
tributed /parallel modules in ParadisEQO. Section 6 describes the the experiments
involving the new PhyloMOEA version developed. Finally, Section 7 presents
conclusions and proposes future work.
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root

Figure 1: A rooted tree. Figure 2: An unrooted tree.

2 Phylogenetic Reconstruction

Phylogenetic analysis studies the evolutionary relationships among species. The
data used in this analysis usually come from sequence data (nucleotide or
aminoacid sequences), morphological features, or other types of data [17]. Fre-
quently, researchers only use data from contemporary species due the infor-
mation about past species is unknown. Consequently, the phylogenetic recon-
struction is only an estimation process since it is based on incomplete informa-
tion [54].

The evolutionary history of species under analysis is often represented as
a leaf-labelled tree, called phylogenetic tree. The actual species (or taxons)
are represented by the external nodes of the tree. The past species (ancestors)
are referred by internal nodes of the tree. Nodes are connected by branches
which may have an associated length value, representing the evolutionary dis-
tance between the nodes connected by the branch. It is important to stress
that a phylogenetic tree is a hypothesis (of many possible ones) concerning the
evolutionary events in the history of species.

A phylogenetic tree can be rooted or unrooted. In a rooted tree, there is a
special node called root, which defines the direction of the evolution, determining
ancestral relationships among nodes. An unrooted tree only shows the relative
positions of nodes without an evolutionary direction. Figures 1 and 2 show a
rooted and an unrooted tree, respectively.

The main objective of the phylogenetic inference is the determination of the
best tree that explains the evolutionary events of the species under analysis.
Several phylogenetic reconstruction methods have been proposed in the litera-
ture. Swofford et al. [54] separated phylogenetic reconstruction methods into
two categories:

1. Algorithmic methods, which use well-defined steps to generate a tree. An
important feature of these methods is that they go directly to the final
solution without examining many alternatives in the search space. Conse-
quently, the solutions are quickly produced by these methods. Clustering
approaches like NJ [43] and UPGMA [36] are in this category.

2. Optimality criterion methods, which basically have two components: an
objective function (optimality criterion) and a search mechanism. The
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objective function is used to score each possible solution. The search
mechanism walks through the tree search space in order to find the best
scored tree according to the used criterion. Optimality methods are slower
than algorithmic methods, however, they often provide more accurate an-
swers [27]. Examples of optimality criterion methods are maximum par-
simony [20], maximum likelihood [15] and least squares [6].

One of the main problems in phylogenetic inference is the size of the tree
search space which increases exponentially in function of the number of taxons.
In the case of optimality criterion methods, this means that the search mecha-
nism requires heuristic techniques, which are able to find adequate solutions in
reasonable running time for large or even moderate datasets. Exhaustive and
exact search techniques can also be employed, although their use is constrained
to problems with a small number of species.

Sections 2.1 and 2.2 present a brief review of the criteria employed in this
study: maximum parsimony and maximum likelihood.

2.1 Maximum Parsimony

The parsimony principle states that the simplest hypothesis concerning an ob-
served phenomenon must always be preferred. Parsimony methods search for
a tree that minimizes the number of character state changes (or evolutionary
steps). This tree, called maximum parsimony tree, refers to the simplest expla-
nation of the evolutionary history for the species in a given dataset [17].

Let D be a dataset containing n species. Each specie has N sites, where d;;
is the character state of specie i at site j. Given tree T' with node set V(T') and
branch set E(T'), the parsimony score of T is defined as [54]:

N
PS(T)=>" > w;-Clv,uy), (1)

J=1 (v,u)€E(T)

where w; refers to the weight of site j, v; and u; are, respectively, the character
states of nodes v and w at site j for each branch (u,v) in T and C' is the cost
matrix, such that C(vj,u;) is the cost of changing from state v; to state u;.
The leaves of T are labelled by character states of species from D, i.e., a leaf
representing k-th species has a character state dy; for position j. The following
properties can be noted from Equation (1):

1. Parsimony criterion assumes independence of sites, i.e., each site is evalu-
ated separately;

2. The calculation of the parsimony score only takes into account the tree
topology. Thus, the parsimony criterion does not incorporate other infor-
mation, like branch lengths.

There are several variants of the parsimony criterion. One of the simplest is
the Fitch parsimony [20], which assumes a unitary cost matrix such that Cy,, =1
if © # y; otherwise Cy, = 0. The Fitch and even other more complex variants
of parsimony can be even generalized for arbitrary cost matrix and restrictions
of state changes [44].
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Given a tree T, it is necessary to determine the character states of its internal
nodes such that PS(T') is minimized. This is also known as the small parsimony
problem. In the case of the Fitch parsimony, a post-order traversal in T is
enough to minimize PS(T) (this procedure is known as Fitch algorithm [20]).
In the case of generalized parsimony, the small parsimony problem can be solved
by applying the Sankoff algorithm [44].

Having defined an algorithm to minimize PS(T) for a given tree T', we should
determine the tree T such that PS(T™) is the minimum for all tree search space.
The problem of finding 7™ is called large parsimony problem, which was proved
to be NP-hard [17]. However, several heuristic techniques have been proposed
to overcome such a difficulty [23].

2.2 Maximum Likelihood

Likelihood is a widely-used statistical measurement. It evaluates the probability
of a hypothesis giving rise to the observed data [54]. Thus, a hypothesis with
higher probability is preferred to one with lower probability. The likelihood of a
phylogenetic tree, denoted by L = P(D|T, M), is the conditional probability of
the sequence data D given a tree T' and an evolutionary model M, which contains
several parameters related to tree branch lengths and a sequence substitution
model [17]. Two assumptions are necessary to compute likelihoods:

1. Evolution at different sites is independent;

2. Evolution from different tree lineages is independent, i.e., each subtree
evolves separately.

Given a tree T', L(T) is calculated from the product of partial likelihoods
from all sites:

N
= H L; (T)v (2)

where L;(T) = P(D;/T, M) is the likelihood at site j. The site likelihoods can
also be expressed as:

=D _Cjlrur) - my, (3)

where r is the root node of T', r; refers to any possible state of r at site j, m,, is
the frequency of state r;, and C;(r;, ) is the conditional likelihood of the subtree
rooted by r. More specifically, C i(rj,r) is the probability that everything that
is observed from node 7 to the leaves of T', at site j, given r has state r;. Let u
and v be the immediate descendants of r, then C;(r;,7) can be formulated as:

T]ﬂ ZC Uj, U 7"]7114], ru ZC Vj, U Tj7vj7t’r‘l/) s
(4)

where u; and v; refer to any possible state of nodes u and v, respectively. ¢,
and t,, are the lengths of the branch connecting node r to nodes v and u,
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respectively. P(r;,u;,t.,) is the probability of changing from state r; to state
u; during evolutionary time ¢,,. Similarly, P(r;,v;,t,,) is the probability of
changing from state r; to state v; at time ¢,,. Both probabilities are provided
by the evolutionary model M.

An efficient method to calculate L was proposed by Felsenstein [15] using a
dynamic programming approach, where L is obtained by a post-order traversal
in T. Usually, it is convenient to work with logarithmic values of L, then
Equation (2) results in:

In L(T) = i In L;(T). (5)
j=1

The likelihood calculation presented in this section assumes that sites evolve
at equal rates. However, this assumption is often violated in real sequence
data [61]. Several among site-rate variation (ASRV) approaches can be in-
corporated in model M. One of the most employed ASRV approaches is the
discrete-gamma model [60] where variables rates at sites follow a I" distribution
discretized in N4 categories. When the discrete-gamma model is considered,
Equation 3 becomes:

Neat

Li(T) =" pemy, Cj(rj,m,wi), (6)

k=1 rj

where wy and pg are the rate and the probability of the k-th category, re-
spectively. Usually, all categories are assumed to have the same probability
(pr = 1/Near). Values wy, are obtained from a discretized I' distribution. In
order to calculate the conditional likelihood for the k-th category, denoted as
Cj(rj,r,wr), Equation 4 is modified as follows:

Cji(rj,r,wi) = ZC’j(uj,u,wk)'P(Tj,uj,tmwk) X
u;

Z C](U]a v, wk) : P(ij vy, tTka)
vj

Several studies [27, 56, 59] have pointed out that the use of ASRV models
can improve the results of the likelihood inference. However, ASRV models also
increase the computational cost of the likelihood calculations.

In order to maximize L for a given tree T, it is necessary to optimize the
parameters of model M (i.e: branch lengths and parameters of the substitution
model chosen), which can be achieved using classical optimization methods [17].
Finding the maximum likelihood tree in the search space is a more difficult
problem. Moreover, only heuristic approaches [25, 34, 35, 46] are feasible for
large or even moderate datasets.

Another problem regarding likelihood calculation is the numeric precision
for large datasets involving more than 100 species [24, 58]. Consider Equa-
tion (4), if large datasets are involved, the conditional likelihoods C;(u;, u) and
C;(vj,v) produce very small values. Thus, the resulting C;(r;,r) value may
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not be representable on a computer generating an underflow error. In this case,
a scaled conditional likelihood, denoted as C;(Tj, r), is calculated according to
the following expression:

sy = | S G b G ) pe oy
Cj (ry, ) Z p; (1) P(rj uj,tr) | X Z 0 (0) P(rj,vj,tr) |
(8)

where p;(u) = max,,{Cj(u;,u)} and p;(v) = max,;{C;(v;,v)} are the scaling
factors of the conditional likelihoods for nodes u and v at site j, respectively.
Using C7(rj,r), the scaled likelihood, denoted by L%(T), is obtained as shown
in the following Equation:

Uj Vi

STy = — 1 o, Ci (1,1
L) = o) Z r, Ci(r.r). (9)

The summation expression in Equation (9) is exactly L;(7) from Equa-
tion (3). Applying natural logarithm to both sides of Equation (9) and replacing
terms, we obtain:

In(L;(T)) = In(L;(T)) + In(p;(w)) + In(p; (v))- (10)

This procedure enables the calculation of the original likelihood value by the
addition of the logarithms of scaling factors.

3 Multi-objective approaches to phylogenetic in-
ference

The use of various phylogenetic reconstruction methods can produce different
results for the same input data. Huelsenbeck [27] tested the main phylogenetic
approaches for simulated datasets containing four species. In this study, most
methods performed successfully, however, under some conditions, methods failed
to find the true tree producing different answers. Thus, the selection of the
reconstruction method is a crucial step in phylogenetic analysis.

Rokas et al. [41] pointed out other sources of incongruity in phylogenetic
analysis: the datasets used and evolutionary assumptions concerning data. Fre-
quently, data for a group of species can come from different sources. The use of
conflicting datasets in phylogenetic reconstruction, combined or separated, may
produce different trees

Poladian and Jermiin [40] propose an MOO approach to deal with conflicting
data. The authors built two artificial datasets of four DNA sequences which
were analyzed using the maximum likelihood criterion. The authors explored
the nature of conflicting trees in the Pareto-front obtained. Solutions along
Pareto-front reveal how topologies and likelihood values change. These results
are useful to summarize all solutions in representative topologies without loss of
information about Pareto front or fitness landscape. The authors also note the
importance of the four-species problem for phylogenetic reconstruction methods
based on quartets of species [53].

INRIA
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Coelho and Von Zuben [10] propose an multi-objective Artificial Immune
System (AIS) approach, called omni-aiNet, to the reconstruction of phyloge-
netic trees. The omni-aiNet is employed to find a set of Pareto-optimal trees
that represent a trade-off between the minimum evolution and the least-squares
criteria. Both criteria employs distance data to evaluate tree topologies.

Cancino and Delbem [5] propose a MOO approach for phylogenetic recon-
struction using maximum parsimony [20] and maximum likelihood [15] criteria.
This approach, called PhyloMOEA, is a based on the NSGA-II model [13]. Fur-
ther details of PhyloMOEA and its porting to use ParadisEO framework are
given in the next section.

4 Porting PhyloMOEA to ParadisEO

PhyloMOEA consists of two basic components: the evolutionary algorithm and
the phylogenetic solver. The EA component was initially based on the MOEA
library developed by Xiaming Xen, obtained from the EMOO repository [11].
Several new features and bug corrections were performed to this library dur-
ing PhyloMOEA development. The most important features added were the
incorporation of MOEA comparison metrics and the implementation of new
algorithms like NSGA-II and SPEA2 [63]. As results of these efforts, a new
library called LibMOEA was born '. A Parallel MOEA cooperative component
was lately added, although it was not extensively tested.

The phylogenetic solver component is responsible for the representation of
phylogenetic trees, sequence data management, likelihood and parsimony eval-
uations and branch length optimization. It is important to point out that this
component was developed from scratch due to the lack of documentation re-
garding implementation details in the main phylogenetic programs available.
Besides, the phylogenetic solver can be executed independently from the MOEA
component. This component separation allows that other metaheuristics li-
braries can be used with the phylogenetic solver.

ParadisEO? is an open-source meta-heuristic framework which assists the
development of program solvers. It provides several reusable components which
aims to accelerate and minimize the coding efforts. ParadisEO has four main
modules:

e ParadisEO-EO: which implements population-based metaheuristics.
e ParadisEO-MO: focused in single solution-based metaheuristics.

e ParadisEO-MOEQ: aimed for multi-objective metaheuristic and their hy-
bridization.

e ParadisEO-PEO: for parallel and distributed metaheuristics (also coverss
their hybridization).

ParadisEO-EO and ParadisEO-MOEO were the main modules involved in

PhyloMOEA port. During this process, new components, performance opti-

mizations and bug fixed were contributed to ParadisEO. The following section
describes porting of the main PhyloMOEA components.

'LibMOEA and PhyloMOEA first versions can be found at
http://sourceforge.net/projects/libmoea/
’http://paradiseo.gforge.inria.fr/
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':ObjectiveVectoﬂ
[
PhyloMOEO

+readFrom()

Figure 3: UML diagram for PhyloMOEA solution representation.

4.1 Internal Encoding

Phylogenetic trees are usually represented using an unrooted tree data structure.
An internal node is represented as a circular linked list, where each node has a
pointer to its adjacent nodes [1, 17]. The degree of an internal node defines the
number of elements in the list.

On the other hand, PhyloMOEA employs a standard graph structure pro-
vided by the Graph Template Library (GTL) [22]. GTL facilitates the imple-
mentation of genetic operators and the storage of additional information, such
as branch lengths. Furthermore, parsimony and likelihood criteria can operate
on rooted or unrooted trees.

The solution representation was implemented in the PhyloMOEQ class. This
class is derived from the MOEQ template class provided by ParadisEO-MOEO.
It is also necessary to define a copy constructor and an attribution operator
specifically designed to manipulate phylogenetic tree objects. Besides, this class
contains a pointer to the phylogenetic tree class already implemented in previous
PhyloMOEA versions. Figure 3 shows the UML diagram for PhyloMOEQ class.

4.2 Initial Solutions

The ParadisEO-EO eolInit class handles the initialization of the first popula-
tion. The PhyloMOEA initial trees are generated from either random or user-
defined trees. The generation of random trees is implemented in the PhyloMOEORanInit
class while the user-defined tree initialization is handled by the PhyloMOEONewickinit
class. Both classes are derived from eoInit.

The initial user-defined trees can be provided before PhyloMOEA execution.
These trees must follow the Newick tree format [18], commonly used in phylo-
genetic inference tree programs. Initial user-defined trees are read by the eoPop
class, which handles the population of solutions. For each tree read, eoPop calls
the readFrom method, which parses an input tree in Newick format. Thus,
it was necessary this method in the PhyloMOEO class. Figure 4 shows the
inheritance for PhyloMOEA tree initialization classes.

INRIA
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! :PhyloMOEO; ! :PhyloMOEO:

[PhyloMOEORaninit| ~~  [PhyloMOEONewickinit| "

Figure 4: UML diagram for PhyloMOEA solution initialization.

PhyloMOEA can generate initial random trees; however, these trees are poor
estimations of the maximum parsimony and likelihood trees. In this case, the
PhyloMOEA’s convergence is severely affected. In order to overcome this draw-
back, the initial solutions are provided by maximum likelihood, maximum par-
simony and bootstrap analysis [16], which are performed before PhyloMOEA’s
execution. This strategy is usually employed by other GA-based phylogenetic
programs [31, 34].

4.3 Evaluation

PhyloMOEA calculates parsimony and likelihood scores of the unrooted trees
using the Fitch and Felsenstein algorithms [20]. The class PhyloMOEOEval, re-
sponsible for function evaluations, was derived from the moeoEvalFunc template
class provided by ParadisEO-MOEO.

The evaluation of likelihood scores performs a significantly number of float-
ing point operations. In large datasets, such evaluation is time consuming.
Several alternatives exists in order to distribute these calculations among sev-
eral processors [47]. The parallelization of parsimony and likelihood calculations
is detailed in Section 5.

4.4 Variation operators

The recombination operator implemented in PhyloMOEA is the same operator
proposed in [35]. It combines a subtree from two parent trees and creates two
new offspring trees. Given trees 77 and 75, this operator performs the following
steps:

1. Prune a subtree s from T7;
2. Remove all leaves from T, that are also in s;

3. The offspring subtree T} is obtained by regrafting s to an edge randomly
chosen from T5.

The second offspring, denoted as T3 is created in a similar way: prune a
subtree from 75 and regraft it in T7. Figure 5 illustrates this operator.

There are three well-known topological modifications used in phylogenetic
inference [54]: NNI (nearest neighbor interchange), SPR (subtree pruning and
regrafting) and TBR (tree bisection and reconnection). NNI was employed in
PhyloMOEA, since it performs fewer topological modifications than the others.
This mutation operator performs the following steps:

RR n°® 0366
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pruned subtree

removed taxons

A B HY D A B c .
regraft F
Offspring T',

Figure 5: Example of the crossover operator.

1. Choose an interior branch whose connected nodes i, j define two pairs
of neighbors: A, B adjacent to ¢ (A,B # j) and C, D adjacent to j
(C, D #1);

2. Execute a swap of two nodes taken from each pair of neighbors.

Figure 6 illustrates the NNI mutation operator. This operator also modifies
branch lengths in order to improve the tree likelihood value. Some branches,
chosen at random, have their lengths multiplied by a factor obtained from a
I-distribution [35].

selected
branch

interchange

Figure 6: Example of NNI mutation operator.

The recombination operator class, called PhyloMOEQOCross, was derived from
eoQuadOp while the the PhyloMOEOMutate mutation operator class was derived
from eoMonOp class. Both base classes are provide by ParadisEO-EO module.

4.5 MOEA models

The first version of PhyloMOEA is based on the NSGA-II algorithm imple-
mented in LibMOEA. However, ParadisEO-MOEOQO provides other MOEA mod-
els including SPEA2 and IBEA [62]. The new PhyloMOEA implementation can

INRIA
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B ]
] :ObjectiveVector!
1

eoStat|

:__: EOT 1 EOT G
moeoBestObjVecStat | moeoAverageObjVecStat|

Figure 8: UML diagram for ParadisEO-MOEOQ statistic classes.

choose between NSGAII and IBEA as MOEA models. The comparisson of both
alternative models are detailed in Appendix A

The crowding diversity calculation in NSGA-II algorithm depends of several
sorting operations applied in the population. These sort calls performs swap
operation (attribution operators), which involves copy of individuals. In simple
solutions representations, the effects of these swaps are not noticeable. However,
PhyloMOEOQO class has a costly attribution method. Thus, the several sorting
operations greatly increases the execution time of the diversity calculation.

In order to overcome this problem, the sorting operations are only per-
formed in a list of pointers to the members of population individuals. The
moeoPtrComparator class allows to compare the MOEQO objects addressed by
pointers. Figure 7 shows the UML diagram for this class.

4.6 Statistics and output files

PhyloMOEA stores statistics concerning the population during iterations. ParadisEO-
EO provides the eoStat base-class, which is derided by several other classes
that calculates several population stats. However, the ParadisEO-MOEO mod-
ule does not provide any classes that deals with populations of MOEQO ob-
jects. The average and best scores of each objective function are required
by PhyloMOEA to store population statistics every given generations. The
moeo(0bjVecStat base-class, a specialization of eoStat, was created to compute
statistics for each objective function separately. Finally, moeoBestObjVecStat
and moeoAverageObjVecStat, derived from moeoObjVecStat store that best
and average scores for each objective function. The UML diagram for the new
aforementioned classes is showed in Figure 8. Note that the aforementioned
classes are general purpose, and can be employed in for other problems.
PhyloMOEA creates several output files that stores Pareto-optimal solu-
tions, population snapshots, algorithm evolution statistics, and clade support
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rates for trees found. The PhyloMOEA output needs are covered mainly by the
ParadisEO-EO class oFileMonitor. An additional class, eoSingleFileMonitor
was added in order to save the population statistics every number of iterations
in a single file.

The PyloMOEA ParadisEO-EO port was successfully finished and all fea-
tures of the previous PhyloMOEA version were maintained. The next step
involved in the PhyloMOEA version was to exploit the parallel capabilities of
the ParadisEO-PEO module. In the following section, the parallel PhyloMOEA
implementation is described.

5 Parallel strategies for PhyloMOEA using
ParadisEO-PEO

5.1 Phylogeny and parallelism

The increasing availability of large sequence data proposes new challenges for
high performance environments. In this context, parallel and distributed com-
puting can be used not only to speedup the search, but also to improve the
solution quality, search robustness and to solve larger problem instances[55].
Large search space and costly evaluation function (i.e: likelihood) are the main
bottlenecks of many serial phylogenetic inference programs. In this context,
there are several parallel approaches for found in the literature. The purpose
of this section is to summarize these studies empathizing the most important
contributions in terms of algorithm design and parallelism. Most of the heuristic
tree search methods tree follow hill-climbing, divide-and-conquer or stochastic
strategies. We adopt this classification and present the main approaches in the
literature according to the type of search method implemented. It is impor-
tant to point out that although exact parallel search methods, they can not be
applied to large problem instances.

A typical hill-climbing tree search begins with a small tree taxon tree. The
other taxons are added sequentially selecting the best insertion location. Each
time a taxon is added, several round of local tree rearrangements are performed
until no improvement is reached. For example a SPR rearrangement step consist
of prune all possible subtrees and regraft them in all possible positions. Exhaus-
tive branch length optimization is performed for each topology generated. If a
new best tree is found during a specific SPR move, this new tree is used as
starting point for a new round of SPR moves. The best tree obtained from re-
arrangements is used for the next taxon addition. Once the last taxon is added,
a final round of tree SPR modifications are performed against the complete
tree. Dnaml (part of the PHYLIP inference package [19]) and fastDNAmI [52]
(based on DNAml) are typical examples of phylogenetic software that follows
this strategy.

th the add taxon and the topological modifications generates several topolo-
gies that must be evaluated, which is a very time consuming process. The
parallel version of fastDNAml [52] addressed this problem using a master/slave
scheme where topological evaluations are distributed across worker processes.
The results reports near linear speedup up to 64 processors. However, the au-
thors points out the synchronization necessary after each add taxon and topo-
logical modification steps as a limiting speedup factor. Ceron et al. [7] propose
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a parallel implementation of the DNAml program, which uses a master/slave
approach similar to the fast DNAml. The authors studies how to break the se-
quential dependency in topological rearrangements: it is necessary to evaluate
each rearrangement to check if it produces a better tree after continue with
the other rearrangements. If a tree with higher likelihood score is found, it
becomes the new start tree for future search. A carefully running time analysis
shows that in most of the cases, the local rearrangements rarely find trees with
better likelihood scores. Thus, it is safe to perform local rearrangements inde-
pendently. The performance penalty incurred in the cases where a better tree
is found is small according to the authors. Experiments were performed using
several benchmark datasets with varying numbers of taxa and sites. The results
shows that the parallel DNAmI scales well in a wide range of multiprocessor
environments although the speedup obtained was lower than one obtained in
parallel fastDNAml [39].

One possible modification to this strategy is to begin with a initial tree
obtained by a fast maximum parsimony or clustering method. After, this initial
tree is modify iteratively by topological rearrangements until no improvement
is reached. RAXML (initially based fastDNAml) incorporate this strategy and
includes two important differences in the tree rearrangement step [49]:

e After a SPR movement, RAxML only optimizes the tree branch adjacent
to the regrafting position. This method, called lazy subtree rearrange-
ments, allows to quickly evaluates promising topologies that can improve
the maximum likelihood tree found so far. After a complete rearrangement
step, a complete branch length optimization is performed on the best 20
tree obtained.

e If during a SPR movement an best tree is found, it is keep and used as
new starting point only for the subsequent tree 6movements. This means
that, only a fraction of SPR movements are evaluated from this new tree
instead of a new round of all possible rearrangements.

The parallel version of RAxML follows a master/slave scheme [48]. The
master is responsible for sending the initial topology and distribute LSR tasks to
the workers. In serial RAxML version there is a sequential dependency between
the a LSR movement and the subsequent rearrangements when a best tree is
found. This dependency was broken in the parallel version at a cost of modify the
algorithm behavior. Let wg and wy be two workers that perform LSR movements
for subtrees 7 and ¢ + 1. If the worker wy detects a better topology, the new
best tree will be transferred to w; with some delay. In the meantime, worker
w; performs LSR modifications on the old best tree. This introduces some
non-deterministic search in the parallel approach producing different results
than the serial version [1]. However, this effect is important only in the firsts
iterations of the algorithm where the best topology is constantly improved. At
the end of the LSR tasks, the workers sends a list of the best topologies found
to the master. The master receives the list for each worker, determine the
overall best topologies and sends the best trees to the workers for branch length
optimization. Finally, the master collects results from the workers and start
a new algorithm iteration until no topology improvement is achieved. Using a
medium sized cluster (32-64 Intel Xeon nodes), the parallel RAXML was able
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to infer a phylogenetic tree for a 10.000 taxon sequence data being one of the
largest tree inferred using maximum likelihood to date.

Recent versions of RAxML [47, 50] also explore a fine-grained parallelism:
site independence of likelihood allows that partial likelihoods, log likelihoods
and branch length optimization to be calculated separately for each site. In a
recent study, Stamatakis and Ott [47] compares the scalability of the OpenMP,
Pthreads and MPI approaches for the aforementioned calculations in multi-
core, shared memory and massively parallel architectures. The Pthreads/MPI
follows a master/slave scheme where the master distributes commands for com-
pute partial likelihoods, optimization and sum log likelihood operations to the
workers/threads. The threads/workers perform these operations for a fraction
of sites the sequence data. In the case of the MPI implementation, data is
partitioned among the different nodes allowing to deal with very big datasets.
The master collects results for each worker/threads using reduction operations.
On the other hand, the OpenMP approach was implemented using compiler
directives. The proposed model were tested using benchmark datasets com-
prising thousands of sites on several target architectures. The results indicates
good scalability and even superlinear speedup (mainly in very large datasets)
for the three approaches due to increase cache efficiency. Moreover, customized
RAxML versions exits for specific heterogeneous multicore processors like IBM
Cell [51], Graphics Units Processors (GPUs) [8]. RAxML [45] is one of the fast,
accurate and actively developed maximum likelihood inference programs.

Divide an conquer heuristics decompose the phylogenetic inference prob-
lem in small subproblems and ensemble the partial solutions in a single tree.
Quartet-based [53] and disk-covering methods [1, 28] are examples of this class
of methods. Vinh and von Haeseler [57] propose the IQPNNI algorithm which
combines NNI arrangements6 and quartet methods in order to quickly explores
the tree search space. IQPNNI begins generating a initial tree by applying NNI
rearrangements over a tree generated using the BIONJ method. Then, some
taxa are separated for the tree and reinserting in new positions. These rear-
rangements are evaluated by the important quartet puzzle (IQP) algorithm,
which determines a subset of possible quartets (called important quartets). The
best tree obtained by applying IQP are further optimized by NNI movements.
The IQP+NNI steps are repeated until a specific stopping criterion is reached.
Parallel versions of IQPNNI (pIQPNNI) using a pure MPI implementation [37]
and an hybrid MPI/OpenMP scheme [38] were also proposed. Both versions
use a master/slave approach that distribute the IQP+NNI evaluations across
workers. The master collects the best tree and update the best tree in workers
in non-blocking way, i.e. best tree in some workers may be outdated. In the
hybrid parallel version, OpenMP is used to distribute the site calculation of
the likelihood function. The authors test both pIQPNNI versions with several
benchmark datasets and found that the hybrid version scales better in most of
the cases.

Evolutionary computation approaches were also successfully applied to phy-
logenetic inference problem [34, 35, 64]. Zwickl [64] proposed a GA approach
called GARLI (Genetic Algorithm for Rapid Likelihood) which was developed in
order to find the maximum likelihood tree for moderate and large sequence data.
The initial GARLI initial population containing either randomly generated or
user provided trees. An rough optimization is performed on the parameters
of the sequence model of evolution and the branch lengths of the initial trees.
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During its iterations, GARLI executes the usual selection and mutation genetic
operators and preserves the best tree found to the next generation. The mu-
tation operators produce changes in tree topology (NNI, SPR), branch-length
and parameters of the model of evolution. Several remarkable improvements in
the topological search and branch length optimization are introduced in GARLI
in order to reduce computational time required to perform the aforementioned
tasks:

e Adaptative tuning of mutation operator rates, which allows to empathize
the operators that have been more effective over recent generations.

e Costly mutation operators as optimization of the sequence evolutionary
model parameters are conducted each number of iterations.

e Selective branch length optimization process: for each topological mod-
ification, GARLI only optimize these branches that are directly affected
by the rearrangement. Additional branch length optimizations are itera-
tively executed in the neighborhood of the affected branches only when
these modifications result in likelihood increase greater than a threshold.
The threshold used is decreased during the GARLI iterations. Finally,
a final optimization round is performed on all branches altered in the
previous steps.

GARLI finishes its execution when no improvements are obtained during
topological modifications and update intervals or when the threshold used on
branch length optimization reaches its minimum value.

The parallel version of GARLI, named P-GARLI, follows a cooperative
model where several nodes running a serial version of GARLI collaborates in
the search of the best tree. Thus, the aim of the P-GARLI is not focused on
speedup the execution time by distributing the calculations performed in the
serial algorithm. However, the power of parallel processing is used to improve
the results in terms of solution quality. One of the P-GARLI nodes is named
master while the other ones are denominated slaves. The role of the slaves is to
execute the GARLI serial version and communicates the best tree found to the
master at each predetermined time interval. In addition, slaves receives from
the master a tree which replaces the worst solution in the local worker popu-
lation. The master is responsible for the coordination of the search performed
by the slaves and also maintain the best trees found by them. The trees re-
ceived from the slaves does not suffer modifications but can participate in the
generation of new individuals of the master population. The recombination op-
erator choses an individual for the master population and one solution received
from the slaves. A common clade for both parents is chosen and copied to the
second parent. The offspring tree is modified by an full branch length optimiza-
tion process. The level of master/slave communications can be predefined of
dynamically modified by P-GARLI. In the experiments, P-GARLI found test
tree than the serial GARLI version on several benchmark datasets. Moreover,
GARLI compares favorably against RAxML in datasets comprising until one
thousand of species.

In the phylogenetic reconstruction problem, topological search and tree eval-
uations are the main tasks to be parallelized. In the case of maximum likelihood
criteria, Bader et al. [1] classify parallel strategies in three groups:
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e Fine-grained: the evaluation of the maximum likelihood function is per-
formed in parallel. Equation 3 shows that likelihood calculations for each
site can be done independently. The evaluation of site likelihood can be
distributed using threads (for SMP machines [50]), message passing (for
cluster environments [52]) or a combination of these two schemes [1, 47].

o Coarse-grained: the topology search and the tree evaluation are distributed.
For instance, alternative tree modifications can be performed and evalu-
ated in a master/slave model [47, 52]. This approach not only allows to
evaluate the search space more thoroughly but also reduces significantly
the search execution time.

o Job-level: multiple searches can be performed using different starting
trees. It is also possible to run multiple bootstrap analyses.

It is important to point out that this classification also applies to other
parallel approaches using other optimality criteria like maximum parsimony [9]
or Bayesian inference [42].

5.2 Metaheuristics parallelism

Population-based metaheuristics, as PhyloMOEA, can be parallelized at three
levels [55]:

e Algorithmic-level: where independent and collaborative algorithms are
running in parallel.

e Iteration-level: in this model, each iteration of metaheuristic is parallelized
in order to speedup the algorithm and reduce the search time.

e Solution-level: focused on the parallelization of a single solution.

It is recognized that the costly floating points operations involved in like-
lihood calculations are the main bottleneck of maximum likelihood inference
programs [47]. A profile analysis of PhyloMOEA serial code reveals that around
90% of its execution time is consumed evaluating the likelihood function. Sim-
ilar results were obtained from other maximum likelihood inference programs
like RAxML [46] and PHYML [25].

In order to overcome this problem, PhyloMOEA was parallelized at iteration
and solution levels. It is also important to note that, at these levels, the algo-
rithm behavior is not altered. Further details of PhyloMOEA parallelization
are given in the following sections.

5.3 Parallelizing PhyloMOEA at iteration level

The first step for parallelizing PhyloMOEA was carried at iteration level using
a master/slave scheme. The master process is responsible for distributing solu-
tions from the population to be evaluated by the worker processes. The slaves
performs the likelihood and parsimony evaluations and return the results to the
master. Once all evaluations are collected by the master, it performs the the
selection, recombination and generates the new population.
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Figure 9: Iteration level parallelization in PhyloMOEA

The parallelization of PhyloMOEA using ParadisEO was quite straightfor-
ward. The ParadisEO-PEO component provides the class peoPopEval which
takes into account all communications needed to distribute the function evalu-
ations across the workers.

The branch length optimization of the solutions, performed at the end of
PhyloMOEA execution, can be also distributed. For this purpose the peoMultiStart
class, provided also for ParadisEO-PEOQO, was used. Figure 9 illustrates PhyloMOEA-
P, the iteration level parallel approach described here.

5.4 Parallelizing PhyloMOEA at solution level

A fine-grained parallelism was implemented in PhyloMOEA by distributing the
calculation of the evaluation functions. Both likelihood and parsimony criteria
assume site-independence, i.e, the evaluation of each site can be performed
separately (see Equations 1 and 5 for parsimony and likelihood criteria).

In PhyloMOEA implementation of parsimony and likelihood functions, the
per site evaluations are collected in a loop. As OpenMP (OMP) is well-suited
for automatic loop parallelization, it was used to develop the multi-thread ver-
sion of the parsimony and likelihood functions. Thus, different sites are evaluate
in separate threads on multi-core processors. The code changes needed to im-
plement such approach are minimal, as only additional compiler directives are
required.

Figure 10 shows PhyloMOEA-OMP, the solution parallel level approach ex-
plained in this section.

6 Preliminary results

This section describes the performed tests and analysis of the results for both
PhyloMOEA-P and PhyloMOEA-OMP.

6.1 Solution level scalability

In order to determine the speedup obtaining by PhyloMOEA-OMP version, we
compute only the likelihood function on a solution set. We used the following
datasets taken for the literature [47]:
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Dataset

/ . /Site evaluation

OpenMP Threads

Figure 10: Solution level parallelization in PhyloMOEA

Figure 11: Speedup for AMD Opteron Figure 12: Speedup for Intel Xeon
2168. E530.

e d50 5000, d50_ 50000 and d50 500000: each dataset contains 50 taxa
with 5000, 50000 and 500000 sites, respectively.

e d250 5000, d250 50000 comprising 250 taxa with 50000 and 500000 sites,
respectively.

e @500 5000 with 500 taxa and 5000 sites.

PhyloMOEA-OMP version was executed ten times for each dataset. Each ex-
ecution evaluates 20 randomly generated trees. The target 64-bit quad-core tar-
get architectures for each experiment were the AMD Opteron 2168 Q (2.6Ghz)
and the Intel Xeon E530 (2.66Ghz). The average execution time for all runs
was used to calculate the speedup in each dataset.

Figures 11 and 12 show the speedup for the Opteron and Xeon architectures,
respectively. These values in both architectures are around 1.8 for 2 threads and
3.2 for 4 threads in most of the cases.

The scalability of the OMP implementation is restricted by the number of
processor cores. In the experiments, we only used up to 4 threads due the
resources restrictions. The impact of the number of taxa and the site number in
the speedup appears to be not noticeable. However, explore scalability in more
cores can provide a better insight about the PhyloMOEA-OMP behavior.

The solution level parallelism implemented here can be hybridized with the
iteration level one. For example, instead of run PhyloMOEA-P using 4 work-
ers for solution evaluations, it is possible to use PhyloMOEA-OMP with 1
worker and 4 threads. The behavior of the iteration level and the mixed it-
eration /solution level parallelism is explored in the next section.

6.2 TIteration level scalability

PhyloMOEA serial and parallel versions (P and OMP) was executed using the
following datasets:

1. The rbcL 55 dataset comprises 55 sequences (each sequence has 1314
sites) of the rbcL chloroplast; gene from green plants [35];
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2. The mtDNA_ 186 dataset contains 186 human mitochondrial DNA se-
quences (each sequence has 16608 sites) obtained from The Human Mito-
chondrial Genome Database (mtDB) [29];

3. The RDPII 218 dataset comprises 218 prokaryotic sequences of RNA
(each sequence has 4182 sites) taken from the Ribosomal Database Pro-
ject IT [12];

4. Finally, the ZILLA 500 dataset includes 500 rbcL sequences (each se-
quence has 1428 sites) from plant plastids [25].

The PhyloMOEA initial population was obtained by parsimony, likelihood
and bootstrap analyses described elsewhere [4]. Table 1 shows the parameters of
PhyloMOEA used for the experiments. Due to walltime restrictions in Grid5000,
PhyloMOEA was running using a small number of iterations and the final branch
length optimization was not performed.

Table 1: Parameters used by PhyloMOEA in the experiments.

Parameter Value
Generations 50
Population size 50
Crossover rate 0.8
Mutation rate 0.05

Mutation operator =~ NNI
Substitution model HKY85

The PhyloMOEA-P scalability was measured using 2, 4, 8, 12 and 16 workers
(we denote these variants as 2w, 4w, 8w and 16w). The PhyloMOEA-OMP
version was tested with 1 worker (2 and 4 threads, denoted by 1w-2t, 1w-4t), 2,
3 and 4 workers (4 threads each, denoted by 2w-8t, 3w-12t and 4w-16t). Figures
13, 14, 15, 16 show the speedup values obtained by both PhyloMOEA versions
for rbcL 55, mtDNA_ 186, RDPII 218 and ZILLA 500, respectively.

For all datasets, the 2w, 4w and 12w variants have better speedup values
than the 1w-2t, 1w-4t and 3w-8t configurations. However, the 4w-16t is faster
than the 4w variant for all datasets except the ZILLA 500. A super-linear
speedup is achieved mostly for PhyloMOEA-P version for 2w and 4w while
PhyloMOEA-OMP version only reach similar results with the 2w variant. The
speedup increasing rate of the PhyloMOEA-P is severely affected with 16 work-
ers. However, in PhyloMOEA-OMP, the increase speedup descreases slowly. At
this point, PhyloMOEA-OMP version have better behavior probably due the
increasing communication cost in PhyloMOEA-P.

For some hundred of species, the communication costs become noticeable.
This is the case for the ZILLA 500 dataset. Figure 16 shows the speedup is
affected with more than 8 workers in PhyloMOEA-P and more than 3 workers
in PhyloMOEA-OMP.

In practice, it is difficult to determine what is the best combination that
optimizes the computation vs. communication ratio in parallel PhyloMOEA.
The datasets employed in this experiment were relatively small, mainly due
the limited computation resources available. For the largest dataset tested
(ZILLA 500), at least, the total execution time can be drastically reduced
from 2 days to 6 hours (serial vs. best parallel running times).
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7 Conclusion and future challenges

The PhyloMOEA development was motivated by several studies in the litera-
ture [27, 30, 33, 56], which point out that various phylogenetic inference methods
lead to inconsistent solutions. Previous experiment using PhyloMOEA shows
that parsimony and likelihood criteria yield to different trees when they are
applied separately [4]. On the other hand, the two main PhyloMOEA modules
(MOEA and phylogenetic) were developed from scratch without using mature
ready to use metaheuristics and phylogenetic frameworks. This factor limits the
incorporation of new features to the program.

This report describes PhyloMOEA porting efforts to the ParadisEO meta-
heuristic framework developed by INRIA Dolphin team. This framework pro-
vides ready-to-use components which simplified the program effort necessary.
Moreover, several contributions were incorporate to ParadisEO, mainly new
general purposes classes and bug fixing. On the other hand, the Bio++ bioin-
formatic framework [14] contains phylogenetic inference components more com-
plete and mature than the PhyloMOEA ones. The PhyloMOEA port to Bio++
components was begun although it was not finished yet.

The employ of ParadisEO framework allows new PhyloMOEA to maintain
all feature of the previous version. Besides, the ParadisSEO-PEO component
provides to PhyloMOEA new distributed and parallel capabilities. Two meta-
heuristics parallel levels were explored in PhyloMOEA:

e PhyloMOEA-P, which distributes the evaluation functions (parsimony and
likelihood) across the several workers.

e PhyloMOEA-OMP, focused on parallelizing the objective functions using
a multi-thread approach provided by OpenMP.

Results from both versions using several benchmark DNA datasets show
sub-linear speedup in most of the cases. Nevertheless, the execution time re-
duction compared to the serial version is significant. Moreover, the evalua-
tion the optimality criteria (mainly the likelihood function) is considered as the
major bottleneck of phylogenetic inference programs. In this regard, the dis-
tributed /parallel objective function evaluation implemented in PhyloMOEA-P
and PhyloMOEA-OMP are the most straightforward solution for this problem.

On the other hand, memory requirements for evaluating phylogenetic trees
with very big datasets easily surpass the capacity of a single machines. In this
case, data must be distributed across several nodes in order to evaluate a single
tree [47]. Thus, the data partitioning approach is a feature that PhyloMOEA
should incorporate in a future version.

Regarding PhyloMOEA parallelization at algorithmic level, several coopera-
tive PhyloMOEA heuristics can explore diverse regions of search space. Besides,
more sophisticated (yet time-consuming) recombination and mutation operators
can be implemented. Current PhyloMOEA genetic operators are pretty simple,
specially in the case of the recombination, and tend to be very disruptive. New
heuristics that not only deals with topological modifications, but also take ac-
count of branch length and sequence evolutionary parameter optimization are
necessary.

To sum up, the PhyloMOEA new version developed using the Paradise-EO
framework is feature par with previous one. The ParadisEO focus on reusable

RR n°® 0366



24 W. Cancino, L. Jourdan, E-G. Talbi

component design accelerate coding and minimizes program efforts. Addition-
ally, the ParadisEO-PEO module allows to easily incorporate parallelism to
PhyloMOEA at iteration an solution levels. The new parallel PhyloMOEA pro-
grams, namely PhyloMOEA-P and PhyloMOEA-OMP, reduces significantly the
execution time required compared to the serial version. However, it is impor-
tant to point out that these improvements do not modify the algorithm internal
design. The current PhyloMOEA issues mentioned above will be addressed in
future research.
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A Comparison of alternative MOEA models in
PhyloMOEA

In this appendix, results from NSGA-IT and IBEA from experiments in Section 6
are compared. The following steps were performed based on guidelines described
in [32]:

e The upper and lower bound for each objective function were calculated.
This procedure involves collecting all Pareto-fronts obtained in each exe-
cution for NSGA-IT and IBEA.

e Using the bound obtained previously, all objective function scores were
normalized.

e A reference set is obtained by calculating the non-dominated solutions
from the all the normalized solutions.

e Hypervolume and Epsilon unary indicators [32] (denoted by I7; and I},
respectively) were obtained from the normalized Pareto-front and the ref-
erence set.

e The Fisher matched sample test [32] was performed independent on I
and I}, indicators. This test was selected due that in all executions, the
same initial population was maintained for both NSGA-II and IBEA.

All the statistical test were carry out using the PISA framework [2]. Tables 2
and 3 shows the P-values obtained by the Fisher matched test in each dataset for
the the I; and I, b . unary indicators, respectively. The bold numbers indicate
P-values that show significantly differences between IBEA and NSGA-II. In
the rbcL 55 and RDPII 218 datasets, IBEA performs better than NSGA-II
according the I;; and I}, indicators while NSGA-II obtain the best results in the
mtDNA 186 dataset. In the ZILLA 500 dataset, no significantly differences
were found. The mixed results shows no clear superiority of IBEA or NSGA-II.

Table 2: Results from the Fischer matched sample test using the I indicator
rbeL 55 mtDNA 186 RDPII 218 ZILLA 500
IBEA 0.0137  0.9878 0.0091 0.4891
NSGA-IT  0.9862 0.0105 0.9898 0.5062

Table 3: Results from the Fischer matched sample test using the I, indicator.
p-values  rbcL 55 mtDNA 186 RDPII 218 ZILLA 500
IBEA 0.0078  0.9429 0.0306 0.4581
NSGA-II  1.0000 0.0525 0.9684 0.5383
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