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Abstract

In this paper, we propose a new approach to simulate the small intestine in a context of laparoscopic surgery. The ultimate aim of this work is to simulate the training of a basic surgical gesture in real-time: moving aside the intestine to reach hidden areas of the abdomen. The main problem posed by this kind of simulation is animating the intestine. The problem comes from the nature of the intestine: a very long tube which is not isotropically elastic, and is contained in a volume that is small when compared to the intestine’s length. It coils extensively and collides with itself in many places.

To do this, we use a layered model to animate the intestine. The intestine’s axis is animated as a linear mechanical component. A specific sphere-based model handles contacts and self-collisions. A skinning model is used to create the intestine’s volume around the axis. This paper discusses and compares three different representations for skinning the intestine: a parametric surface model and two implicit surface models. The first implicit surface model uses point skeletons while the second uses local convolution surfaces. Using these models, we obtained good-looking results in real-time. Some videos of this work can be found at: http://www-imagis.imag.fr/Publications/2004/FLAMCFC04/.
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1 Introduction

Laparoscopic surgery involves making small incisions in the body, through which surgical tools and a micro video camera are inserted. This technique avoids large cuts typical of conventional open surgery. It places the surgeon in peculiar working conditions, requiring among other skills a flawless hand-eye coordination. Training, therefore, is necessary, and could be done on a simulator.

Different endoscopic simulators are available commercially, such as the ones manufactured by Simbionix[35], Surgical Science[33] or Xitact[40]. These simulators usually handle the interaction of surgical tools on a single organ. Currently, there is no satisfying simulation solution for the viscera, which is made of easily deformed organs in contact, that cannot be simulated as totally independent components.

Being wound inside the abdominal cavity, the viscera must be pulled and folded with surgical tools to clear the area for treatment in such a way that they do return to their previous position. This manipulation is difficult for surgeons to perform correctly. Any mistake will prolong the procedure unnecessarily[11]. Since this clearing stage is necessary in almost all laparoscopic operations and surgeons have to train for a long time before acquiring the right technique, simulators will give them the opportunity to practice at a low cost.

Simulating a highly deformable and smooth organ such as the intestine is a challenge: the model must handle large displacements, contacts, and self-collisions in real-time. Moreover, the smooth aspect of the intestine must be adequately rendered. The goal of this work is to propose an intestine model well suited to the virtual surgical environment described above. To do this, we rely on a layered model, the components of which were described in two previously published conference proceedings[19,18]:

- a mechanical layer, which simulates the main intestine behavior and handles collisions with other objects as well as self-collisions,
- a smooth skin used at the rendering stage, for which three possible representations are discussed.

Obtaining a real-time simulation is a challenge with several temporal constraints: the first component (the mechanical layer) must be simulated at a high frequency (100Hz) to enable future user interaction via haptic devices [25], while the second component (the geometric skinning) can be updated at only 25Hz to display a continuous animation. Both simulations have to be performed in parallel.
This paper is organized as follows: Section 2 reviews related works. Sections 3 and 4 present our method of intestine simulation by describing the two components of the model. Section 5 contains the conclusion and discusses possible future refinements of our method.

2 Previous Work

We want to simulate the behavioral evolution and the visual aspect of the intestine under the action of surgical tools. In this section, we therefore present work related to two aspects of concern: soft tissue simulation and skinning.

2.1 Soft Tissue Simulation

Most previous deformable models for surgical simulation were dedicated to the simulation of volumetric objects (e.g. the liver). Some models rely on mass-spring nets [7,16,26] and others on finite elements [13,17,30]. Specific methods, such as condensation [6], reduction of the mesh to only surface elements [23] or adaptive simulation [15] were proposed to obtain real-time performance.

Unfortunately, volumetric models are not very well suited to represent the intestine, because the intestine is not isotropically elastic. Indeed, the intestine can withstand tight curvatures without any noticeable resistance, and it does not resume its shape after deformation (contrary to other organs like the liver). Since the geometry of the intestine is similar to a linear object, it seems more convenient to use a linear model (1D model), which provides better control of the strain, curvature, and twisting deformations. Therefore, to simulate the displacement of the intestine, we focus on the displacement of its virtual skeleton\(^1\), represented as a curve with mechanical properties.

A good way of simulating the dynamic behavior of a linear object is presented by Remion et al. in [32]. The authors use a Lagrangian model to animate a 1D spline where the physical properties are distributed continuously along the curve. We rely on this approach for our mechanical component of the intestine. However, the solution in [32] must be adapted to meet the real-time constraints of our future goal to provide a simulator for haptic devices. Moreover, an adequate deformation energy must be proposed to emulate as best as possible the intestine’s behavior. Several works can be used to define this energy. We have experimented with both spring-based energy as discussed by Provot in

\(^1\) The same way as the human motion may be computed from the skeleton motion.
and the continuous deformation energy as covered by Terzopoulos et al. in [36].

In addition, in the specific case of the intestine, we must handle multiple interactions and collisions, by taking into account the intestine’s thickness. The interaction between those parts of the intestine in continuous contact with themselves and with the intestine and its environment, consisting of surgical tools, other organs or tissues, can be decomposed into two tasks: the collision detection, and the computation of resulting interaction forces or displacements.

To address this problem, many approaches for collision detection are based on hierarchies of bounding volumes or spatial decompositions. Only a few of them are adaptable enough to handle deformable objects. They do this by building hierarchies of bounding volumes that ensure an optimum trade-off between the best approximation of objects and a straightforward checking of volume overlaps, for instance by using spheres [22], k-dops [24] or AABB trees [39].

With regard to the collision response, different approaches exist to prevent the detected interpenetrations. Impulses methods [28] or analytical approaches [2] are however restricted to rigid bodies. Instead, penalty methods [29] do not try to prevent overlap, but they apply forces, depending on the penetration depth or volume to decrease this overlap. This has the advantage of speed. In addition, the problem of numerous sections of the intestine being in contact with one another is quite similar to the simulation of multi-body collision detection. Yet, Milenkovic et al. in [27] show that a method based on interpenetration is usually more efficient in this case.

To be able to provide interactive simulations, we prefer to use a simple and fast algorithm for both the collision detection and response, based on a set of approximating spheres which interpenetration generates penalty forces. This technique is a good approximation and provides good results for the considered virtual scenes.

2.2 Skinning

Skinning is meant to provide an elaborate visualization of an object based on a simpler model than that of the object itself, namely the skeleton, which emulates the object’s behaviour. Skinning builds complex surfaces from a small set of skeleton model control points. Skinning is usually purely passive, attempting to restore skeleton deformations, without managing any supplementary deformations (radial deformations).
In [20], Haristis uses a series of circles placed regularly along a curve to display an “inside” view of the still colon. Our approach uses the same idea, but provides instead an animated tessellated surface for the external view of the intestine. We want to define a volume around the skeleton-axis of the intestine. Some methods are better adapted to build a tubular volume based on a linear skeleton.

A classical approach is to use parametric, generalized cylinders, based, for instance, on spline surfaces, as in [12]. A generalized cylinder is a solid whose axis is a 3D space curve. At any point on the axis, a closed cross section is defined, usually normal to the axis. The volume is then described by a bounded surface cross-section, which is swept along the 3D curve.

An alternative is to rely on implicit surfaces [3]. Implicit surfaces particularly suit organic shapes, since they define a volume around a skeleton, enabling realistic curved shapes and geometric contacts between surfaces. An implicit surface is defined by the set of points \( p \) at which a field function \( f \) has a constant value \( e \) (called iso-value): \( S = \{ p \in \mathbb{R}^3 / f(p) = e \} \). Two kinds of implicit surfaces are of interest for this work:

- **Distance surfaces** [5,8]:
  Given a skeleton primitive, the field it generates at a point \( p \) is the field generated by the closest point on the skeleton primitive. By summing all the individual fields of many skeleton primitives, a blending of them is obtained. The resulting implicit surface is a smooth blending of the individual surfaces, and may create bulges near the junctions [4].

- **Convolution surfaces** [4]:
  Convolution surfaces have an advantage over distance surfaces for defining tubular shapes. This representation avoids the bulges in regions connecting the segments, and allows the number of segments to change on the fly without creating jumps of the implicit surface (as long as newly introduced vertices are smoothly translated).
  For a single convolution segment-skeleton, the field value \( f \) at a point \( p \) is the sum of the fields of all the point-skeletons \( s \) along the segment \( S \):
  \[
  f = \int_{s \in S} f(p, S) ds.
  \]
  In [4], there are no analytical methods to compute this integral, and time consuming computations were proposed. In [9,21,34], other point-skeleton kernel functions were proposed, for which the integral has a closed-form solution. The solution proposed in [9] is the fastest, and is expressed as:
  \[
  f(p) = \frac{\sin \alpha_1 - \sin \alpha_2}{d^2(p, H)}
  \]  
  (1)
  Where \( d(p, H) \) is the distance between \( p \) and its projection \( H \) on the skeleton segment, and \( \alpha_1 \) and \( \alpha_2 \) are the signed angles between this axis of projection and the lines linking \( p \) to the extremities of the skeleton segment.
3 Mechanical Model

As shown in section 2, a dynamic spline seems to be a good approach to compute the global dynamic motion of the intestine. This section details the way we use this model and explains how we extend it to handle the non-zero thickness of the intestine for collision processing.

3.1 Modeling

We define the intestine’s axis (skeleton) as a cubic Catmull-Rom [10] segmented spline. A 1D spline defines points $P$ that are a linear combination of $n + 1$ control points $q_k$ and basis functions $b_k$:

$$P(s, t) = \sum_{k=0}^{n} q_k(t)b_k(s)$$ (2)

with $t$ the time and $s \in [0,1]$ being the parametric abscissa along the entire curve. The corresponding velocity can, therefore, be expressed simply as:

$$\dot{P}(s, t) = \sum_{k=0}^{n} \dot{q}_k(t)b_k(s)$$ (3)

This definition allows the user to control the shape of the spline by just modifying the control points.

3.2 Lagrangian dynamic splines

To animate the spline, we use the Lagrangian formalism proposed by Remion et al. in [32]. This takes into account the continuity of the object and thus enables a continuous mass distribution along the curve. It allows external actions and/or constraints to occur anywhere along the spline. We show here that this formalism can be adapted to real-time simulations of a curve.

The Lagrangian mechanism is based on the equations:

$$\forall i, \quad \frac{\partial}{\partial t} \frac{\partial K}{\partial \dot{q}_i^n} + \frac{\partial K}{\partial q_i^n} = Q_i^n + \frac{\partial E}{\partial q_i^n}$$ (4)

where $q_i^n$ represent the degrees of freedom of the object, $\dot{q}_i^n$ the velocities of these degrees of freedom, $K$ the kinetic energy of the object, $E$ the potential
energy (deformation energy and gravity) and \( Q_i^\alpha \) the non-conservative generalized forces (collisions forces). A description of equation (4) can be found in [32]. We detail, however, the left part to show an optimization that is important for real-time simulation purposes.

The expression of the velocity \( \dot{P} \) of equation (3), depends only on the velocity of the control points (and not on their position). Given this, we obtain:

\[
\forall i, \quad \frac{\partial K}{\partial q_i^\alpha} = 0 \quad (5)
\]

\[
\forall i, \quad \frac{\partial K}{\partial \dot{q}_i^\alpha} = m \sum_{k=0}^{n} \left( \int_{0}^{1} b_i(s)b_k(s) \, ds \right) \ddot{q}_k^\alpha(t) \quad (6)
\]

The left part of the Lagrangian equations (4) can be re-written as a matrix vector product of the mass matrix \( \mathcal{M} \) and the acceleration vector \( \mathbf{A} \):

\[
\mathcal{M} \mathbf{A} = \begin{pmatrix} M & 0 & 0 \\ 0 & M & 0 \\ 0 & 0 & M \end{pmatrix} \begin{pmatrix} A_x \\ A_y \\ A_z \end{pmatrix}
\]

with \( A_i^\alpha = \ddot{q}_i^\alpha \) where \( A_i^\alpha \) is an element of \( A^\alpha \) and \( \alpha \in \{x, y, z\} \). The right part of equations (4) combines the other energies, such as the gravity, deformation energy, viscosity friction, and collision forces (details can be found in [32]). It will be noticed that such forces can be applied on any point of the spline, not only on control points, thanks to the Lagrangian formalism.

### 3.3 Deformation Energy

To define the deformation energy \( E \), which is aimed at structuring the model (see equation (4)), we combine two methods.

The first method is based on springs to induce an internal potential energy in the system. We can simulate a strain energy by considering mechanical points of the spline that are consecutively linked. We are also able to simulate a curvature energy by joining a point to its immediate neighbors as presented by Provot in [31] (see Figure 1). The deformation energy is expressed as \( E = \sum_{i=1}^{N} \frac{1}{2} k_i (l_i - l_0)^2 \), where \( N \) is the number of springs, \( k \) their stiffness, \( l \) their current length and \( l_0 \) their rest length.
The second method provides a strain energy by considering the continuity of the spline. Terzopoulos et al. in [36] introduced three terms for the computation of a continuous deformation energy for curves: one for the stretching energy, one for the curvature energy and one for the twisting energy. An approximation of the stretching energy relative to a degree of freedom is:

\[ \hat{E}(t) = \frac{1}{2} k \left( \left( \frac{l(t)}{l_0} \right)^2 - 1 \right)^2 \]

with \( k = \frac{\epsilon s l_0}{4} \)

where \( k \) is the curve stretching, \( \epsilon \) the Young modulus, \( s \) the object section, \( l_0 \) the curve length at the rest position and \( l \) the curve length, that is, the sum of the lengths of the spline sub-sampled segments. The variation of this energy with respect to a degree of freedom, necessary to the Lagrangian law, is approximated by a finite difference:

\[ \frac{\partial \hat{E}}{dq_i} = \hat{E}_{q_i}^{\alpha} + \delta - \hat{E}_{q_i}^{\alpha} - \delta \]

where \( \hat{E}_{q_i}^{\alpha+\delta} \) represents the stretching energy with an infinitesimal variation of \( q_i^\alpha \).

In our experiments, we found that the continuous energy [36] is good for ensuring a global control of the stretching, but is not sufficient when used alone to handle local folds of the intestine. In practice, we thus combine the two energy terms: with the method described by [36], we ensure a global control of the stretching, while with springs, as in [31], we ensure a local but looser control of both the stretching and the curvature.
3.4 Real-time Simulation

Adding all these terms into the Lagrangian equations (4), leads to the resolution of a system in the form of $M A = B$, that is, the resolution of $A = M^{-1}B$, where $A$ is the variable. It should be noted that $M$ is a diagonal block matrix with identical diagonal elements $M$

$$M_{ij} = m \int_{0}^{1} b_i(s)b_j(s) \, ds$$

In [32], Remion et al. remark that $M$ is a symmetric, time-independent matrix because the basis functions used are commutative and time independent. We rely on this property to pre-compute the inverse matrix, yielding a faster resolution of the equation system.

In this paper, we benefit from an additional property provided by the cubic Catmull-Rom segmented spline: for any cubic spline, the matrix $M$ is a band matrix, the width $w$ of which is proportional to the spline locality $l$ (the locality is the number of segments on which a control point influences). This creates the following relationship: $w = 2l - 1$. Therefore, for a cubic spline of locality $l = 4$, the band width of the matrix $M$ is 7. This property permits a new pre-computation of the band matrix $M$ by LU decomposition, fading out the resolution complexity from $O(n^2)$ to $O(nw)$. Since $w$ is fixed ($w = 7$), the system resolution complexity becomes $O(n)$.

Once this equation system is resolved, we get the acceleration of the degrees of freedom. We use an explicit integration method, Runge-Kutta 4, to compute the new velocities and new positions of the degrees of freedom.

3.5 Collision/Self-collision Model

As mentioned in section 2, penalty methods are highly appropriate for the provision of real-time response to collisions. Moreover, since only external forces are added, a penalty method can be easily combined with our dynamic spline skeleton by computing the corresponding generalized forces $Q_\alpha_i$ in equation (4).

We need a simple geometric model of interpenetration for computing these penalty forces. We currently approximate the intestine with a chain of spheres (see Figure 2). These spheres, of the same radius, are uniformly distributed
along the curve (see Figure 2). When a surgical tool interacts with the intestine, the intestine’s spheres detect the collision and provide penalty forces as reaction response, which yields the subsequent intestine movement or deformation.

Fig. 2. Sphere distribution along the skeleton axis of the intestine.

The same approach is used for handling the intestine’s self-collisions. However, spheres that are neighbors along the skeleton (chain) do not figure in collision detection (see Figure 2).

Our method relies on a space grid used to accelerate the collision detection: only pairs of spheres located in the same voxel are considered. When two spheres belong to a same voxel, we compute the penetration distance from the spheres’ center and radius. We thus add a spring at the spheres’ center, to simulate the repelling action between them (see [14] for more details).

In practice, the collisions are checked at 50Hz (at least). This is fast enough not to miss collisions, since the surgeons’ gestures are relatively slow.

4 Skinning Model

The purpose of this section is to find a good way to compute the intestine surface display from the current position of its skeleton curve. We suggest, then analyze three different approaches.

4.1 Parametric Skinning

4.1.1 Method

We first define the intestine’s surface as a parametric surface defined by a generalized cylinder, with a spline skeleton associated with a circular section of a varying radius (see Figure 3). The Frenet basis represents a simple and efficient method to define a local frame on the axis curve. However, according to the configuration of the spline, important rotations of consecutive Frenet frames may occur, leading to unwanted twists. Hence, the solution we use is slightly different: for each parameter $s$ subdividing a segment of the spline
curve and $t_s$ the tangent vector of the curve at this point, we construct the new coordinate frame $(t_s, k_s, b_s)$ based on the previous one $(t_{s-\delta s}, k_{s-\delta s}, b_{s-\delta s})$ ($\delta s$ being defined as the axis parameter step used for tessellation) such that:

\[
  b_s = t_s \wedge k_{s-\delta s} \\
  k_s = b_s \wedge t_s
\]

For example, the initial frame may be the Frenet frame, where for each other segment, the frame $(t_0, k_0, b_0)$ is identical to the frame $(t_1, k_1, b_1)$ of the previous segment. In practice, this method generates good results.

We then define a certain number of points in the plane perpendicular to the curve, so that they discretize a circle where the curve point is the center and where the radius is obtained by $R(s) = R_{\text{min}} + \cos^2(\pi s)\Delta R$, in order to get an approximate shape of the intestine (see Figure 3). We use $\Delta R = R_{\text{max}} - R_{\text{min}}$, and $R_{\text{min}}$ and $R_{\text{max}}$ respectively to represent the maximum and the minimum radii allowed, and $s \in [0, 1]$ between two control points of the spline. Finally, we join the points between the circles to create facets. This representation allows a certain type of display of the intestine at interactive rates.

![Figure 3. Skinning of the intestine.](image)

### 4.1.2 Results

Here, we present the results we obtained with a 4 meter model of intestine. In the first case, we simulated a fall onto a flat surface. The result was a real-time simulation (the computation time of a simulation step was 19ms for 250 control points on a Pentium IV 1.7GHz 512Mb) that created a quite realistic placement of the intestine (see Figure 4a). The intestine display is performed at 90fps. In the second case, the intestine was placed in the abdominal cavity in the same way, and surgical tools were used to move it, performing the medical gesture of clearing (see Figure 4b).

This representation allows an interactive display. Nevertheless, it suffers from a major drawback (see Figure 4b): the resulting shape is imperfectly rendered in high curvatures, due to tangent discontinuities and the fact that the thickness variations are only $C^0$ in these areas.
The remainder of this paper, therefore, presents two alternate methods based on implicit surfaces for the display of the intestine.

4.2 Implicit Skinning using Point-Skeletons

4.2.1 Method

We define the intestine’s surface as an implicit surface, which is generated by discrete point-skeletons positioned along the spline. The strength of their field value is tuned according to the radius of the intestine (see Figure 5 (a)). During the animation, the skeleton shape varies as the spline points move. However, if two points of the elastic spline are too far from each other, the corresponding surfaces will no longer blend, thus separating the object into two parts. In order to avoid these topology changes, the number of sampling points must change during the simulation. This is done by adaptively placing spheres along the curve at intervals, the range of which is a function of the spline segment length and the radius of the spheres. Next, we use a real-time implementation of the marching cubes algorithm proposed by [38] for the visualization of the implicit surface.

4.2.2 Results

One purpose of the blended surface is to provide a smooth shape for the intestine model (see Figure 5 (b)). However, it is particularly difficult to provide a constant radius. Indeed, the variation of the number of skeletons leads to fluctuations of the geometry (this could represent the spasms of the intestine, but we want to control them\(^2\)). In addition, care must be taken to avoid blend-

\(^2\) Even when the intestine is at rest, it can undergo periodic spasms (related to digestion and elimination), which we want to simulate. Although the implicit skinnning
ing between non-consecutive parts of the intestine. To do this, we require the use of the blending graph. Unfortunately, in our implementation, the blending control cannot be done at a sufficient rate due to the marching cube method to display the surface [37]. We checked the same simulation that we used in the parametric case, that is, the intestine falling on a flat surface. The intestine display is performed at 19\textit{fps} with no blend control and at 1.1\textit{fps} with the blend control.

![Diagram](image)

(a) Model. (b) Interactive display.

Fig. 5. Implicit intestine using point-skeletons.

4.3 Implicit Skinning generated by a Convolution Surface

To avoid the flaws of a varying discrete number of point-skeletons, we must use the whole skeleton curve or at least a linear approximation of this curve to generate the intestine geometry.

4.3.1 Method

A straightforward way of modeling a smooth, complex surface would then consist of using convolution surfaces, by summing all the individual field contributions of the simple segment-skeletons. This would not however prevent the surface from blending between non-consecutive parts. To prevent this, we use the controlled blending technique developed by Angelidis et al. in [1], which also ensures the display of surfaces at an interactive rate.

First, we need to describe the sampling of the implicit surface. We use the seed-based method of Cani et al. in [9] which benefits from the temporal coherence. Seeds migrate toward the surface according to the iso-surface. Initially, they start from the skeleton, and in the remainder of the simulation, they start from their previous positions. The discretization of the surface triangulation using point-skeletons creates some spasm artifacts, they are not controlled.
is adaptive, allowing the surface to be rendered at different levels of detail. To produce this adaptive sampling, a rough polygonization is initially attached to a few sampling points, and then refined recursively by a uniform subdivision until a certain criterion is satisfied.

Finally, the unwanted blending is managed by local convolution [1] (see Figure 6 (a)). The display method then assigns to every point \( p \in \mathbb{R}^3 \) on the surface a parameter \( u \) along the skeleton, which corresponds to the attached point of the seed axis. A local portion of the skeleton around \( u \) is used to compute \( f(p) \), which is a neighborhood of constant size \( D \) around \( u \). The field value is then computed exactly as before, with the exception that only the useful part of the skeleton is considered in this case. A constraint on \( D \) is \( D < 2R \) (where \( R \) is the intestine radius), since two points on the surface separated by a distance greater than \( 2R \) must not influence each other.

4.3.2 Results

With this model, the visual rendering of the intestine is adequate: there is no blending, nor are any bulges created (see Figures 6 (b), 7 and 8). However, the computation time is still too long if we want a fine discretization of the surface object. To obtain the same simulation used in the parametric case, the intestine falling on a flat surface, we must perform the intestine display at 3.9 fps.

![Model and Rendered Model](image)

(a) Model. (b) Rendered model.

Fig. 6. Implicit intestine generated by a subdivision curve.

4.4 Discussion

We used three different models to represent the intestine shape. On one hand, the parametric model is the faster to display, but presents some visual artifacts. On the other hand, the implicit models provide satisfying visual results,
since they naturally can represent organic shapes. Nonetheless, due to their respective complexity, they can hardly be displayed at interactive rate. In particular, the first model with point-skeletons needs a control via the blending graph, that makes it much slower than the model based on convolution surface.

Therefore, the choice of the kind of display can rely on what we want to simulate: if the intestine is not the main object of the simulation but just an element of it, the parametric model may be reasonably good. On the contrary, if the intestine is the focused object, for instance undergoing an operation, the implicit model based on convolution surface may be more appropriate.
5 Conclusion

In this paper, we presented a method to simulate in interactive time the intestine in the abdominal cavity, for surgical training purposes. The intestine is a very deformable object, and during a surgery, it may undergo large displacements and multiple interactions. This paper focuses on two contributions.

We presented first a method based on a skeleton defined by a spline to compute the mechanical motion of the intestine, from the Lagrange formalism, which we optimized to obtain a fast simulation. We then used collision spheres for fast collision detection and response.

Next, we compared different methods of skinning this model. First, we created a skinning using parametric surfaces around the skeleton, but this produced rough visual effects associated with the curvatures of the intestine, however it was obtained in real-time. We then compared two implicit solutions that offer quite good results as far as visual effects are concerned, providing good shape and deformations of the intestine$^3$, but requiring more computation time.

Finally, we obtained a reasonable basic framework to allow intestine surgery simulations, by showing, in the context of a surgical simulator, that skinning by implicit surfaces can provide an attractive model when the surgical procedure focuses on the intestine; otherwise, the skinning by parametric surfaces method may be more appropriate. Some videos showing our results can be found at http://www-imagis.imag.fr/Publications/2004/FLAMCFC04/.

Nevertheless, several improvements can be envisaged. For example, it may be desirable to let the simulation switch between the two methods, providing better resolution for up close work and faster rendering for more general overviews. The challenge in doing this will be to create a simulation that lets us display the area of focus using the implicit technique, while simultaneously displaying the non-focused areas using the parametric technique; and, which lets us switch between the two display techniques, as the area of focus changes, seamlessly.

Moreover, only the discretization of the surface triangulation is currently adaptive. Future work might focus on dynamically adapting the discretization of the skeleton according to the curvature as it varies over time. The introduction of adaptive methods would be especially beneficial, since this would allow

$^3$ We restore the skeleton deformation as much as possible. When the skeleton curves itself, so does the surface, therefore, the surface is deformed. Nevertheless, the radial deformations of the intestine are not taken into account since they are independent of the skeleton.
the animation to be displayed at different levels of detail, thereby obtaining interactive rates on any workstation.

Self-collisions could also be detected more precisely by taking into account the cylindrical aspect of the intestine or the information provided by the implicit surface. It may also be possible to add the contact surfaces presented by Angelidis et al. in [1] so that the contact is better handled.

We should, nevertheless, obtain real-world data as input for our model. This will allow us to prove our model against real-life examples.

Finally, it should be noted that we can apply this model to other tubular objects in the human body, such as the Fallopian Tubes, as shown in Figure 9.

(a) View 1.  
(b) View 2.

Fig. 9. Fallopian Tubes modeled by our three-component method.
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