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Abstract: Distributed Collaborative Editors (DCE) provide compuseipport for modifying si-
multaneously shared documents, such as articles, wikispagd programming source code, by
dispersed users. Controlling access in such systems li@ sthallenging problem, as they need
dynamic access changes and low latency access to shareaeaisu In this paper, we propose a
Mandatory Access Control (MAC) based on replicating thesti@ocument and its authorization
policy at the local memory of each user. To deal with laterog dynamic access changes, we use
an optimistic access control technique where enforcenfemithorizations is retroactive. We show
that naive coordination between updates of both copies tecsecurity hole on the shared docu-
ment by permitting illegal modification, or rejecting legabdification. Finally, we present a novel
framework for managing authorizations in collaborativéiad work which may be deployed easily
on P2P networks.
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Modele Optimiste de Conttole d’Acces Obligatoire pour les
Editeurs Collaboratifs

Résun® : Les éditeurs collaboratifs fournissent un support lagjipour la modification simultanée
des documents partagés, comme des articles, des pagestwilkicode source des programmes,
par des utilisateurs dispersés géographiquement. LieGdem’acceés dans de tels systemes demeure
toujours un challenge difficile, car ils nécessitent desaaynamiques ainsi qu’une faible latence
pour accéder aux documents partagés. Dans ce rappors, proposons un controle d’acces
obligatoire qui se base sur la réplication du documentagértainsi que sa politique d’acces.
Pour traiter des problemes de la latence et les accés dgones) nous utilisons une technique
de contrble d'accés optimiste ou I'exécution des ds#dions est rétroactive. Nous montrons
gu’une coordination naive entre les mises a jour des depies peut causer des failles de sécurité
en permettant des modifications illegales ou en rejetastrdedifications légales. Enfin, nous
présentons un nouvel environnement pour la gestion desisations dans des éditeurs collaboratifs
qui peut étre facilement déployé sur des réseaux P2P.

Mots-clés : Contrble d’acces, Réplication Optimiste, Editeursi@lobratifs.



An Optimistic Mandatory Access Control Model for DistridtCollaborative Editors

Contents
[l Introduction]
b Related Works

B Our Collaboration Modell
B1 SharedData ODIECt . . . . . o v o o

l4__Consistency and Security Issuks

4.1 Out-of-order Execution of Cooperafive Operafions

-of- i jods . .. .....

5__Concurrency Control Algorithml

RR n° 6939

11

12
12
15

17

18



4 A. Imine et al.

1 Introduction

Distributed Collaborative Editors (DCE) belong to a partar class of distributed systems that en-
ables several and dispersed users to form a group for editiegments€.g. Google Docs). To
ensure data availability, the shared documents are réptlaan the site of each participating user.
Each user modifies locally his copy and then sends this updatier users.

DCE are distributed systems that have to consider humaratttens. So, they are characterised
by the following requirements: (BHigh local responsivenesthe system has to be as responsive as
its single-user editor$ [B. 15,11 6]; (iHigh concurrencythe users must be able to concurrently and
freely modify any part of the shared document at any time %R, (i) Consistencythe users must
eventually see a converged view of all cople§ 8, 15] in otdesupport WY SIWIS (What You See Is
What | See) principle; (ivPecentralized coordinatiarall concurrent updates must be synchronized
in decentralized fashion in order to avoid a single pointailifre; (v) Scalability a group must be
dynamic in the sense that users may join or leave the groupyairae.

Motivations. One of the most challenging problem in DCE is balancing themmating goals of
collaboration and access control to shared informatiaij. [1videed interaction in collaborative
editors is aimed at making shared document available to latl meed it, whereas access control
seeks to ensure this availability only to users with propgharization. Moreover, the requirements
of DCE include high responsiveness of local updates. Howexreen adding an access control layer,
high responsiveness is lost because every update must beediay some authorization coming
from a distant user (as a central server). The major problétatency in access control-based
collaborative editors is due to using one shared datatstreicontaining access rights that is stored
on a central server. So controlling access consists intagtkiis data-structure and verifying whether
this access is valid. Furthermore, unlike traditional fngser models, collaborative applications
have to allow for dynamic change of access rights, as usar®iuaand leave the group in an ad-hoc
manner.

Contributions. To overcome the latency problem, we propose to replicatatlcess data-structure
on every site. Thus, a user will own two copies: the sharedich@nt and the access data-structure.
It is clear that this replication enable users to gain penfamce since when they want to manipulate
(read or update) the shared document, this manipulatidnbe@igranted or denied by controlling
only the local copy of the access data-structure. As DCE taatow for dynamic change of access
rights, it is possible to achieve this goal when duplicatitgess rights. To do that, we propose a
Mandatory Access Control model (MAC) [111], in the sense trdy one user, calleddministrator
can modify the shared access data-structure. Thus, updasdly generated by the administrator
are then broadcast to other users. We choose dynamic adwesges initiated by one user in order
to avoid the occurrence and the resolution of conflict change

The shared document’s updates and the access data-stisicipdates are applied in different
orders at different user sites. The absence of safe codinlinaetween these different updates may
cause security holes.¢. permitting illegal updates or rejecting legal updates am ghared docu-
ment). Inspired by theptimistic securityconcept introduced ir 8], we propose an optimistic ap-
proach that tolerates momentary violation of access rightshen ensures the copies to be restored
in valid states with respect to the stabilized access coptiay.

INRIA
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Outline of the paper. This paper is organized as follows: Section Il discussededlwork. Section

Il presents the ingredients of our collaboration modelSéttion IV, we investigate the issues raised
by replicating the shared document and its access datetsteu Section V presents our concurrency
control algorithm for managing MAC-based collaborativétied sessions. Section VI describes our
prototype and its evaluation on experiments. Section Vithgwarizes our contributions and sketch
future works.

2 Related Works

A survey on access control for collaborative systems carohead in [17]. We only recall some
representative approaches and their shortcomings. Atmm#give environment has to manage the
frequent changing of access rights by users. Access Cdrigtsl (ACL) and Capability Lists (CL)
cannot support very well dynamic change of permissions.cdgthe administrator of collaborative
environments often sets stricter permissions, as multipés with varying levels of privileges will
try to access shared resourckesl[13]. Role Based AccessdCORBAC) [12] overcomes some
problems with dynamic change of rights. RBAC has the notiba session which is a per-user
abstraction[[b]. However, the "session” concept also pneva dynamic reassignment of roles since
the user roles cannot be changed within a single sessions baee to authenticate again to obtain
new roles. Spatial Access Control (SAC) has been propossalte this problem of role migration
within a sessior]2]. Instead of splitting users into groapin RBAC, SAC divides the collaborative
environment into abstract spaces. However, SAC implentientaaeeds prior knowledge of the
practice used in some collaborative system, in order toymea set of rules that are generic enough
to match most of the daily access patterns. Every access meetieck the underlying access data-
structures; this requires locking data-structures andeesd collaborative work performance.

The majority of works on replicating authorization polisiappears in database area [10,1, 18].
For maintaining authorization consistency, these workeegaly rely on concurrency control tech-
niques that are suitable for database systems. As outlinfd],ithese techniques are inappropriate
for DCE. Nevertheless,[ [10] is related to our work as it emplan optimistic approach. Indeed,
changes in authorizations can arrive in different orderii¢int sites. Unlike our MAC approach,
conflict authorizations may appear as updates are initlayeseveral sites.

3 Our Collaboration Model

We give here the ingredients of our model.

3.1 Shared Data Object

Itis known that collaborative editors manipulate sharesoty that admit a linear structufel[3|14, 16].
This structure can be modelled by thst abstract data type. The type of the list elements is a
parameter that can be instantiated by each needed typendtance, an element may be regarded
as a character, a paragraph, a page, an XML node, etC._linif1@s been shown that this linear

RR n° 6939



6 A. Imine et al.

structure can be easily extended to a range of multimediardeats, such as MicroSoft Wdtdnd
PowerPoirf? documents.

Definition 3.1 [Cooperative Operations]. The shared document state can be altered by the follow-
ing set ofcooperative operationgi) Ins(p,e) where p is the insertion position, e the element to be
added at position p; (ii) D€lp,e) which deletes the element e at position p; (iii) (ppe, €) which
replaces the element e at position p by the new elenient e O

It is clear that combinations of these operations enable define more complex ones, such as
cut/copy and paste, that are intensively used in profeattent editors.

3.2 Shared Policy Object

We consider an access control model basedwthorization policiesAn authorization policy spec-
ifies the operations a user can execute on a shared documierge 3ets are used for specifying
authorization policies, namely:

1. Sis the set oBubjects A subject can be a user or a group of users.

2. Ois the set obbjects An object can be the whole shared document, an element aug gf
elements of this shared document.

3. Ris the set ofaccess rightsEach right is associated with an operation that user cdomer
on shared document. Thus, we consider the right of readingl@ment (R), inserting an
element(R), deleting an elementD) and updating an element)).

Definition 3.2 [Policy]. A policyis a function that maps a set of subjects and a set of objeetséd
of signed rights. We denote this function by®S) x £(0) — P(R) x {+,—}, where?(S), P(O)
andP(R) are the power sets of subjects, objects and rights resgygtiVhe sign “4” represents a
right attributionand the sign “-" represents a rightrevocation O

We represent a polick as an indexed list of authorizations. Each authoriza®ds a quadruple
(S,0i,R,w) whereS CS O, CO, R CRandw € {—,+}. An authorization is saighositive
(resp.negativg whenw = + (resp.w = —). Negative authorizations are just used to accelerate the
checking process. We use a first-match semantics: when aatmpeo is generated, the system
checkso against its authorizations one by one, starting from the fitghorization and stopping
when it reaches the first authorizatibthat matches. If no matching authorizations are fouralis
rejected.

Definition 3.3 [Administrative Operations]. The state of a policy is represented by a trigieS, O)
where P is the list of authorizations. The administrator edter the state policy by the following set
of administrative operationgi) AddU ser/DelU ser to add/remove a user in S; (i) AddOQijelOb

to add/remove an object in O; (iii) AddAutp,1)/DelAuth(p,|) to add/remove authorization | at
position p. An administrative operation r is calleestrictiveiff r = AddAutt{p,l) and | is negative
orr = DelAuthp,I). O

INRIA
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3.3 Collaboration Protocol

In our collaboration protocol, we consider that a user nzaing two copies: the shared document
and its access policy object. Each group consists of onerastingitor and several users. Only
administrator can specify authorizations in the policyeaj It can also modify directly the shared
documents. As for users, they only modify the shared doctiwih respect to the local policy
object. Our collaboration protocol proceeds as follows:

1. When a user manipulates the local copy of the shared datubbgegenerating a cooperative
operation, this operation will be granted or denied by ortigaking the local copy of the
policy object.

2. Once granted and executed, the local operations are tbaddast to the other users. A user
has to check whether or not the remote operations are am#tbhy its local policy object
before executing them.

3. When an administrator modifies its local policy object bigiag or removing authorizations,
he sends these modifications to the other users in order @tepitkeir local copies. Note that
the administrator site does not coordinate concurrent eijye operations.

We assume that messages are sent via secure and reliablaiogration network, and users are
identified and authenticated by the administrator in ordestsociate correctly access to these users.

4 Consistency and Security Issues

The replication of the shared document and the policy oligemtofold beneficial: firstly it ensures
the availability of the shared document, and secondly dved!for flexibility in access rights check-
ing. However, this replication may create violation of egxeights which may fail to meet one of
the most important requirements of DEC, the consistenchi®@thared document’s copies. Indeed,
the cooperative and administrative operations are peddrin different orders on different copies
of the shared document and the policy object.

In the following, we investigate the issues raised by the afstne collaboration protocol de-
scribed in Sectioh=313 and we informally present our sohgito address these issues.

4.1 Out-of-order Execution of Cooperative Operations

What happens if cooperative operations arrive in arbit@ders even with stable policy object?
Consider the scenario in Figur 1.(a) where two users worl shared document represented by
a sequence of characters and they have the same policy @¢thjegtare authorized to insert and
delete characters). These characters are addressed fmthe énd of the document. Initially, both
copies hold the string “efecte”. User 1 executes operatios Ins(2, f) to insert the character ‘f’
at position 2. Concurrently, user 2 performs= Del(6,e) to delete the character ‘e’ at position 6.
Wheno;s is received and executed on site 2, it produces the expetcieg ‘®ffect”. But, at site 10,
does not take into account thap; has been executed before it and it produces the string ‘&ffec

RR n° 6939



8 A. Imine et al.

The result at site 1 is different from the result of site 2 arapiparently violates the intention o3
since the last character ‘e’, which was intended to be deéestill present in the final string.

site 1 site 2 site 1 site 2
‘efecte” ‘efecte” “efecte” ‘efecte”
01 = Ir%s(2, f) o= Dfel(6, e) 01 = Iﬁs(z f) 0y = Dfel(6, e)
DeI<6, e) Ins(é, f) IT (02, ) = Del(7.e) Ins(é, f)

(a) Incorrect integration. (a) Correct integration.

Figure 1: Serialization of concurrent cooperative operzi

To maintain consistency of the shared document, even ththalpolicy object remains un-
changed, we use the Operational Transformation (OT) agpradich has been proposed [ [3].
In general, it consists of application-dependent tramsédion algorithm, calledT, such that for
every possible pair of concurrent operations, the apptiogtrogrammer has to specify how to in-
tegrate these operations regardless of reception ordé&iglre1.(b), we illustrate the effect 6
on the previous example. At site 43 needs to be transformed in order to include the effects of
0, = IT((Del(6,e),Ins(2, f)) = Del(7,e). The deletion position ob, is incremented because
has inserted a character at position 1, which is before theacter deleted bg,. It should be noted
that OT enables us to ensure the consistencggrnumbeiof concurrent operations which can be
executed irarbitrary order[9,[4] (i.e. no global order is necessary).

For managing collaborative editing work in a decentralized scalable fashion, we reuse an
OT-based framework that is not presented here due to spaitefior more details seeg. [4]. Our
objective here is to develop on the top of this framework aiggclayer for controlling access to the
shared documents.

4.2 Out-of-order Execution of Cooperative and Administraive Operations

Performing cooperative and administrative operationdifileidnt orders at every user site may in-
evitably lead to security holes. To underline these issuesmil present in the following three
scenarios.

First scenario:Consider a group composed of an administrafttmand two standard usess and
%. Initially, the three sites have the same shared documéat ‘@nd the same policy object where
s1 is authorized to insert characters (see Fifire 2). Suppasadmrevokes the insertion right af
and sends this administrative operatiorsi@nds, so that it is applied on their local policy copies.
Concurrentlys; executes a cooperative operatimis(1,x) to derive the state “xabc” as it is granted
by its local policy. Wheradmreceives thes;'s operation, it will be ignored (as it is not granted

INRIA



An Optimistic Mandatory Access Control Model for DistridtCollaborative Editors 9

by theadmis local policy) and then the final state still remain “abc’s & receives thes;’s insert
operation before its revocation, he gets the state “xabat Will be unchanged even after having
executed the revocation operation. We are in presence afidebnsistency (the state afimis
different from the state of; andsy) even though the policy object is same in all sites.

adm $1 S
“abc" uabcn uabcn
revoke insertion Ins(él, X)

righttos;
Accepted

Ign(f)red “xaébc”

revoke insertion revoke insertion
righttos; righttos;

@ “xabc” “xabc”

Figure 2: Divergence caused by introducing administratperations

The new policy object is not uniformly enforced among alesibecause of the out-of-order
execution of administrative and cooperative operationsus] security holes may be created. For
instance some sites can accept cooperative operatiorarthéiegal with respect to the new policy
(e.g.sitess; andsp).

As our objective is to deploy such DCE in a P2P environmeatstilution based on enforcing a
total order between both operations is discarded as it wagldire a central server. Achieving this
objective raises a critical question: how the enforcemétit@new policy is performed with respect
to concurrent cooperative operations? It should be notadtkiis enforcement may be delayed by
either the latency of the network or malicious users.

To solve this problem, we apply the principles of optimistecurity [8] in such a way that the
enforcement of the new policy may be retroactive with resf@concurrent cooperative operations.
In this case, only illegal operations are undone. For irtaim FigurdR|ns(1,x) should be undone
in s, ands; after the execution of the revocation.

Second scenaridsuppose now that we use some technique to detect concunedatigns between
administrative and cooperative operations. In the scer@rFigure[B, three users see initially the
same document “abc” and they use the same policy oBjeck {s;},{doc},{rD},+ >. Firstly,
admrevokes the deletion right te; by removing an authorization fro® (P becomes empty).
Concurrently,s; performsDel(1,a) to obtain the state “bc”. Once the revocation arrivesatt
updates the local policy copy and it enforces the new policufdoingDel(1,a) and restoring the
state to “abc”.

RR n° 6939



10 A. Imine et al.

How to integrate the remote operatiel(1,a) atadmands;? Before to execute this op-
eration, if we check it directly against the local policyadm it will be rejected (the policy is
empty). After a while of receiving and ignoring operatiBel(1,a), admdecides to grant once
again the deletion right t@. At s1, the execution of both administrative operations leads to
P =< {s},{doc},{rD},+ >. Before to execut®el(1,a), if we check it directly with respect
to the local policy ofs; then it will be granted and its execution will lead to datadnsistency.

This security hole comes from the fact that the generationieed of Del(1,a) (the local policy
on which it was checked) a is different from the current execution contexisatmands; (due to
preceding executions of concurrent administrative ojpanaj.

adm $1 S
“abc” “abc" “abc"

Revoke déletion t@ Del(§1, a)

Ignbred

Revoke dfeletion te
undqDel(1,a))

Allow delfetion tos,

Allow deletion to

Allow deletion tos;

Accé pted

Figure 3: Necessity of admin Log.

Intuitively, our solution consists in capturing the causddtions between cooperative operations
and the policy copies on which they are generated. In othedsy@very local policy copy maintains
a monotonically increasing counter that is incrementedeyyeadministrative operation performed
on this copy. If each granted cooperative operation is éatutwith the local counter of the policy
object at the time of its creation, then we can correctlygrage it in every remote site. However,
when the cooperative operation’s counter is less than theypmopy’s counter of another site then
this operation need to be checked with respect to precedinguerent administrative operations
before its execution. Therefore, we propose in our modekdoesadministrative operations in a
log at every site in order to validate the remote cooperaijyerations at appropriate context. For
instance, in Figurgl2, we can deduce that(1,a) will be ignored ats; by simply checking it against
the first revocation.

Third scenario: Using the above solution, the administrative operatiorisbe totally ordered as
only administrator modifies the policy object and we asdecta every version of this object a
monotonically increasing counter.

INRIA



An Optimistic Mandatory Access Control Model for DistriedtCollaborative Editors 11

Consider the scenario illustrated in Figlite 4 wharés initially authorized to insert any charac-
ter. Whenadmrevokes the insertion right te, he has already seen the effect of #'s insertion.
If s, receives the revocation before the insertion, he will igrthiis insertion as it is checked against
the revocation. It is clear that the insertion may be delatesd either by the latency of the network
or by a malicious user. We observe that there is a causaiaelatad mbetween the insertion and the
revocation. This causal relation is not respectes @nd the out-of-execution of operations creates
a security hole as, rejects a legal insertion.

adm S1 S
“abc” “abC” “abcﬂ
I ns(él, X)

Accée pted @

xabc

revoke insertion

righttos,
o

revoke insertion
righttos,

“xa{bc” “xz;bc” “akg)c”
["xabc” | ["xabc”|

Figure 4: Validation of operations

revoke insertion
nghtg tos,

Igncj)red

Before it is received at the administrator site, we consalepoperative operation as tentative.
So, our solution consists of an additional administratiperation that doesn’t modify the policy
object but increments the local counter. This operatioitesés each received and accepted cooper-
ative operation at the administrator site. Consequentbryeadministrative operation is concurrent
to all tentative operations. The policy modifications dofterahe validation of a cooperative oper-
ation are executed after this operation in all sites, as atnative operations are totally ordered.

In case of our scenario in Figuk® 4, the revocation receiveq will not be executed until the
validation of the insertion is received. This avoids blatklegal operations and data divergence.

5 Concurrency Control Algorithm

Now we formally present the different components of our athmn. We also give its asymptotic
time complexity.

RR n° 6939



12 A. Imine et al.

5.1 Cooperative and Administrative Requests

We define acooperative request gs a tuple(c,r,a,0,v, f) where: (i)c is the identity of the collab-
orator site (or the user) issuing the request.r(ig its serial number (note that the concatenation of
g.candq.r is defined as the request identityqf (iii) a is the identity of the preceding cooperative
requesﬂ. If ais null then the request does not depend on any other requesb.iithe cooperative
operation (see Definitidn3.1) to be executed on the shaatel. gv)v is the number version of the
policy copy on which the operation is granted. (¥iJs the kind of cooperative (tentative, valid or
invalid). We consider three kinds of cooperative requests:

1. tentative when an operation is locally accepted, it is stored as agstiomaiting for validation
from the administrator.

2. valid : it is generated by a given site and validated by the locatpalf the administrator.

3. invalid : this means that it is not confirmed by the receiver localgyolit is then stored in the
log and flagged in order to memorize its reception.

To detect causal dependency and concurrent relations beta@operative requests, we use a
technique proposed ifnl[4] which allows for dynamic groupstas independenof the number of
users (unlike to vector timestamp-based techni@ue [3])is Téchnique builds a dependency tree
where each requegthas only to store im.a the request identity whose it directly depends on. For
more details, see]4].

We consider amdministrative requestas the triple = (id, 0,v) where: (i)id is the identity of
the administrator; (iip is the administrative operation (see Definit[anl 3.3); {iiis the last version
number of the policy object. As only administrator specifieghorizations in the policy object, the
administrative requests are totally ordered. Indeed, patihy copy maintains a monotonically in-
creasing counter that is stored (in the version compovjeartd incremented by every administrative
operation performed on this copy.

As seen in Sectiofl 4, it is crucial to correctly deal with the-of-order execution between co-
operative and administrative requests in order to avoicd#uairity holes. Leg| andr be cooperative
and administrative requests respectively:g(fepends causally aniff g.v > r.v, i.e. qalready has
seen the effect of; (ii) if qis tentative then it is concurrent tg i.e. the administrator has not yet
seen the effect af when it generates

5.2 Control Procedure

In our approach, a group consists of one administrator siteNauser sites (wherbl is variable in
time) starting a collaboration session from the same indkiecument stat®g. Each site stores all
cooperative requests in Idg and administrative requestddd AuthandDelAuth) in a logL. Our
concurrency control procedure is given in Algorithin 1. loskd be noted that Algorithiid 1 is mainly
based on framework proposed In [4]. This framework reliegipnsing OT approach[3] in order
to execute cooperative requests in any order; (ii) usingraqodar class of logs, calledanonical
where insertion requests are stored before deletion régjiresrder to ensure data convergence.

1According to the dependency relation describedn [4].

INRIA



An Optimistic Mandatory Access Control Model for DistriedtCollaborative Editors 13

1: Main:

2: INITIALIZATION

3: while not abortecto

4: if there is an inpub then

5: if 0is cooperativeahen

6: GENERATE_.COOP.REQUEST
7. else ifi = adminthen

8: GENERATE_ADMIN _-REQUEST
9: end if

10:  else

11: RECEIVE_REQUEST

12 RECEIVE_COOR-REQUEST

13: RECEIVE_.ADMIN_REQUEST
14:  endif

15: end while

16: INITIALIZATION :

17: D — Dg {Actual state of the site

18: s« Identification of local site

19: version— 0 {Initial Version of local sité
20: H « [} {Cooperative log

21: L < [] {Administrative log

22: F « [] {Cooperative requests buffer
23: Q « [] {Administrative requests buffer
24: compteurCoopOp- 0

25: RECEIVE_REQUEST

26: if there is a cooperative requegtrom a networkthen
27: F—F+q

28: end if

29: if there is an administrative requesrom a networkthen
30: Q«—Q+r

31: end if

Algorithm 1: Control Concurrency Algorithm at the i-th site

Generation of local cooperative requestin Algorithm[d, when an operatiomis locally generated,

it is first checked against the local policy objece( using boolean function @Eck_LocCAL). If

it is granted locally, it is immediately executed on its gextien state ile. Do(o,D) computes
the resulting state when executing operatmon stateD). Once the requesi is formed, it is
considered either as valid when the issuer is the admitdstoa otherwise as tentative. Function
ComPUTEBF(q,L) is called to detect insidd whether or nofj is causally dependent on precedent
cooperative request. Integratiggafter H may result in not canonical log. To transfoifid;q] in
canonical form, we use functionABioNIZE. Finally, the requesy’ (the result of @MPUTEBF) is
propagated to all sites in order to be executed on other sai¢he shared document. For more
details on functions GMPUTEBF and GA\NONIZE, see [[4].

Reception of cooperative requestEach site has the use of quelido store the remote requests
coming from other sites. Requeasgenerated on siteis added td= when it arrives at sitg¢ (with

i # j). In Algorithm[3, to preserve the causality dependency wepect to precedent administrative
requests and precedent cooperative requgstsextracted from the queue when itdausally-ready
(i.e. qv < versionand the precedent cooperative requestg lofive been already integrated on site
j)- Using function GiIECK_REMOTE(q,L), g is checked against the administrative lodo verify
whether or nogj is granted. Ifg is received by the administrator then it is validated andlalation
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1. GENERATE_.COOP.REQUEST

2: if CHECK_LOCAL(0) then

3 D < Do(o,D)

4 compteurCoopOp- compteurCoopOp- 1

5: if i = adminthen

6: g« (s,compteurCoopOm, null,Valid, version
7. else

8 g« (s,compteurCoopOm, null, Tentativeversion
9: endif

10: o «—ComPUTEBF(q,H)

11: H < CANONIZE(q ,H)

12:  broadcasty;

13: end if

Algorithm 2: Cooperative request generation at a site

request is generated in order to broadcast it to other Sitest, function @MPUTEFF(g,L) is called

in order to compute the transformed forito be executed on current stdde This function is given

in [@]. Finally, the transformed form af, namelyd’, is executed on the current state and function
CANONIZE is called in order to turn agaijii; q'] in canonical form.

Generation and Reception of administrative requestin AlgorithmM, the policy copy maintains
a version counter that is incremented by the request gestegt the administrator and performed
on this copy. This request is next broadcast to other usemrfimrcing the new policy. When the
received requestis causally readyife. rv = versiort+ 1 and ifr is a validation of a cooperative
requestq then this one has been already executed on this site), ittiacted fromQ. If r.ois
AddAuthor DelAuth (i) it is performed on the the policy copy; and, (ii) it undothe tentative
cooperative request that are no longer granted by the neieypdtowever, ifr is a validation of
cooperative requestthen it setsy to valid.

1: RECEIVE_.COOP.REQUEST(Q):
2: if qis causally readyhen

3: F—F-— q

4: if (CHECK-REMOTE(q,L)) then

5: if i = admthen

6: q.f « valid

7. r — GENERATE.ADMIN _REQUEST(Validate(q))
8: end if

9: else

10: g.f — invalid

11:  endif

12: ¢ < ComPUTEFF (gH)
13: D« Do(q¢,D)

14:  CaNoNize(d H)

15: end if

Algorithm 3: Cooperative request reception by a site

Asymptotic Time Complexities. Let Hgy be all deletion/update requesks. In the worst
case, when cooperative requesis an insertion and it has no dependency inditidsee [[4]):
(i) functions ®MPUTEFF(g,H) and GMPUTEBF(g,H) have the same complexit@(|H|), and;
(i) the complexity of function @NONIZE(g,H) is O(|Hqu|). Hence, the complexity of ENER-

ATE_COOP.REQUESTIS O(|H| + |Hqu| + |Pry|) = O(2x*|H| + |Pry|) (with Pry is the list of autho-

INRIA



An Optimistic Mandatory Access Control Model for DistriedtCollaborative Editors 15

: GENERATE_ADMIN _REQUEST

. version— version+ 1

. apply modification to the policy
. 1 — (adminversiono)

. broadcast;

! RECEIVE_.ADMIN_REQUEST(r):
1 if r is causally readyhen
Q—Q-r
if (r.ois an AddAuth or DelAuththen
apply modification to policy
if r is restrictivethen
H «— UNDO(q,H) for all tentative requesj concerned by the request
end if
14: else
15: j < GetIndexr.q) {to determine the index of the cooperative request to vadidat
16: H[j].f < valid
17: end if
18:  version— version+1
19: end if

e el
OREBORNe urwne

Algorithm 4: Generation and reception of administrative request

rizations at versiow), and the complexity of RCEIVE_.COOP.REQUESTIs O(|L|+ |H|+ |Hqd|) =
O(|L|+2x|H]) (whereL is the administrative log). Consequently, our concurramytrol algorithm
is not expensive and scale well as all functions have a libehaviour.

However, to enforce the new authorization policy we havealuke function Wipo(g,H). The
complexity of this function i©(|H|?) when allH’s requests are tentative and they should be undone
by request. Practically, INDO is not expensive if we assume that the transmission timeqpfasts
is very short. In this case, the most of tentative requedtswivalidated by the administrator and
there will be fewer requests to undo between two version@fitblicy object.

5.3 lllustrative Example

To highlight the feature of our concurrency control algiomit, we present a slightly complicated
scenario in Figur&l5, where the solid (dotted) arrows dbsctfie integration order (validation of
tentative requests). We have an administrathmand two users; ands; starting the collaboration
with the initial stateDo = “abc” and the initial policy version’ = vo) characterized by the policy
Pi0 =< (All,Doc, {iR,dR rR,uR},+) > (fori = adm 1,2). The notation#ll andDoc designate the
set of all users and the whole document respectively. Ihyitithe cooperative and administrative
logs of each site are emptif = L? = [| fori = adm1,2).

They generate three concurrent cooperative requests aldsgg: (o.0 = Ins(2,y), 1.0 =
Del(2,b) andgz.0 = Ins(3,x). After integratinggo, g1 anddgp, s1 generatesjz.o = Del(1,a). As
for s, it generates)s.o = Del(1,a) after the integration of; andgy. Finally admgenerates the
administrative requesto = AddAuth1, (s, Doc,dR —)). At the end of the collaboration, the three
sites will converge to the final statayc'.

We describe the integration of our requests in three steps:
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adm S S2
“abc” “abc” “abc”
Jo.0= Iéns(z, y) 01.0= Ié)el(z, b) q.o= Iéns(S,x)

Figure 5: Collaboration scenario between an administratadrtwo sites.

Step 1. At adm the execution ofj producesDé = "aybc¢ and H& = [go]. Whengy andq; arrive,
they are transformed by@PUTEFF(). This results iD3 = ayxcandH3 = [do; d); ] with ¢.0=
Ins(4,x) andd;.0 = Del(4,b). These requests are validated and sest tnds;.

At s1, the execution ofy; gives D% ="ac” and Hl1 = [g1]. Once received and granted by the
local policy, g2 and qo are transformed and the obtained log is twice modified lywGNIZE()
as insertions must appear before deletions. WeDQe-t: "ayxc¢ and Hf’ = [02; qo; 01 with .0 =
Del(3,b). Executingy, andg; ats, produceD? = "axc’ and H? = [g; ).

The sitesadm s; ands; generate, gz andgq respectively. They are propagated as follows.

Step 2. At adm site, r is restrictive and it produces P} =<
(s1,Doc,dR —), (All, Doc, {iR,dR rR,uR}, +) >, L = [r] andv§ = vo+ 1. Indeed, it revokes the
deletion right tos;.

At s, the execution ofys after H13 results in D‘l1 = "yxc'. To broadcasigz with a minimal
generation context, function@ PUTEBF() is called to detect causal dependency inski@e The
obtained log i} = [d2; qo; 0}, 3]

At s, ga is executed afteilZ and produce®3 = "ac’ H3 = [qz; t1; G4]. Using COMPUTEBF()
enables to detect thay, depends onyp, asqs removes the character inserted gy Whenqo
arrives, its integration producd®} = "ayc’ and Hj = [dp;do; df; qj] (with ¢}.0 = Del(3,b) and
qy.0 = Del(3,x)). This log is the result of ENONIZE().
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Step 3. At adm whengqg is checked again$1é it is rejected but is stored in invalid form; which
has no effect on the local document state. The resultingslbtj’ = [Qo; o; 07, 95]. Whenag, arrives,
it is only transformed againsf; andc as it depends og,. This results irDS ="ayc and HS =
[Go; O3 0y, O3, Oly] With 0.0 = Del(3,X).

At s, the integration ol produce? = "yc’ and H? = [d; Go; 0}; O3; Ga . Integratingr results
in L1 = [r] andv} = vo + 1. Enforcing the new policy requires to undg as it is a tentative (not
validated yet) request. The inversemf notedds, is firstly generated witfgz.0 = Ins(1,a). Next,
Tz is transformed against; giving @’ of which the execution results B¢ = “ayc’. Finally the log
is modified toH® = [gg; qo; d; ds; Ta; ] whered, is the form ofqy as if gz hasn’t been executed.

At s, the reception of results inL2 = [r] andv% =Vp+ 1. Requests is invalidated ¢3.f =
invalid) and stored in log without being executed. This resultdn= [0y; do; 0 ; Ga; 5

6 Implementation and Evaluation

A prototype of DCE based on our optimistic MAC has been im@atad in Java. It supports the
collaborative editing oHTML pages and it is deployed on P2P JXTA platform (see Fiflire®). |
our prototype, a user can createiamL page from scratch by opening a new collaboration group.
Thus, he is the administrator of this group. Others users joiajthe group to participate inTML
page editing, as they may leave this group at any time. Thdrashnator can dynamically add
and remove different authorizations for accessing to tlageshdocument according the contribution
and the competence of users participating in the group.dJU®¥TA platform, users exchange their
operations in real-time in order to support WYSIWIS (WhauYsee Is What | See) principle.

Experiments are necessary to understand what the asymptatiplexities mean when interac-
tive constraints are present in the system. For our evang@rformance, we consider the follow-
ing times: (i)t is the execution time oGenerateCooprequest); (ii) tz is the execution time of
ReceiveCooprequest). We assume that the transmission time between sites igitggli In gen-
eral, it is established that the OT-based DCE must prdyié¢t, < 100ms[6]. Both algorithm§R and
B call function G:\NONIZzE, their performances are mostly determined by the percerdgfigsertion
requests inside the log. The management of the policy magtatfie performance of the system
since, in Algorithm§R and 3, we have to explore either thécpar the the administrative log which
are edited by the administrator. In our experiments we ss@plaat the policy is not optimized€.
it contains authorization redundancies).

Figure[T shows three experimeﬂmith different percentages of insertions inside ldg These
measurements reflects the timest, and their sum. The execution time falls within 200ms for all
|[H| <5000 if H contains 0% INS|H| < 9000 if H contains 100% INS which is not achieved in
SDT and ABT algorithmd]6].

2The experiments have been performed under Ubunto Linuxekér6.24-19 with an Intel Pentium-4 2.60 GHz CPU and
768 Mo RAM.
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Figure 6: p2pEdit tool

In this paper, we have proposed a new framework for contrgliccess in collaborative editing
work. It is based on MAC and optimistic replication of the sfthdocument and its authorization
policy. We have shown how naive coordination between updafteoth copies may create security
holes. Finally, we have provided some performance evanatto show the applicability of our

MAC model distributed collaborative editing.

In future work, we intend to investigate the impact of our lwathen using delegation of adminis-
trative requests between the group users. As the lengtltaf (administrative and cooperative) logs
increases rapidly during collaboration sessions, we madtress the garbage collection problem.
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