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Abstract: Due to the large size and complex structure of modern netsyditewall policies can
contain several thousand rules. The size and complexitiiesfe policies require automated tools
providing a user-friendly environment to specify, configand safely deploy a target policy. Much
research has already addressed policy specification, codéitection, and optimization but very
little research is devoted to firewall policy deployment. \Drecently, some researchers have pro-
posed deployment strategies for two important classeslafypediting languages. In this report, we
show that these strategies have serious flaws leading totsdmeaches. Then we provide correct,
efficient and safe algorithms for both classes of langua@es experimental results show that these
algorithms are very fast and can be used safely even for dieygjeery large policies.
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Stratégies Sires et Efficaces pour la Misea-jour des Politiques
de Pare-Feu

Résune : Actuellement, les politiques de pare-feu (en anglais fiteywauvent contenir de milliers
de regles et ce a cause de la taille énorme et la structumplexe des réseaux modernes. De ce
fait, ces politiques nécessitent des outils automatifuemnissant un environnement convivial pour
spécifier, configurer et déployer en slireté une poliigible. Beaucoup de travaux de recherche ont
traité de la spécification des politiques, la détectiea donflits et le probleme d’optimisation, mais
tres peu de travaux se sontintéressés au déploiemeulitiques. Ce n’est que recemment, certains
chercheurs ont proposé des stratégies de déploiementgsodeux importantes catégories d’édition
de politiques. Dans ce rapport, nous montrons que ceggteatsont erronées et pourraient mener
a des failles de sécurité. Ensuite, nous fournissons digorithmes corrects, efficaces et sirs pour
les classes d’édition de politiques. Nos résultats BRpEntaux montrent que ces algorithmes sont
trés rapides et peuvent étre utilisés en toute stineé&ne pour le déploiement de politiques dont la
taille est trées importante.

Mots-clés : Gestion des Politiques de Pare-Feu, Pare-Feu, SécestRéseaux.
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1 Introduction

A firewall is an essential component of any network securifyaistructure. Network firewalls are
devices or systems that control the flow of traffic betweenvogts employing different security
postures[[18]. The network traffic flow is controlled accoglio a firewall policy.

The large size and complexity of modern networks resultiigdaand complex firewall policies.
Firewall policies containing 10K rules are not uncommon fravalls configured with as many as
50K rules exist[[24]. Due to intervening nature of firewalles, correct configuration ardeploy-
mentof such large policies is a very difficult and error-prone. dlipy deployment is the process by
which the running policy is replaced by the target policy.

To ease the burden on firewall administrators, many firewathagement tools such as Cisco Se-
curity Manageri[R], Juniper Networks’ Netscreen Securitgridgeri[5], and Check Point SmartCen-
ter [1] have been developed. These tools provide a usereiyeenvironment to specify, configure
and automatically deploy a target policy. Much researcteldasessed policy specificatidn [IL), 4,16],
conflict detection[[19, 15]9], and optimizatidn [20] 17]. whkver, very little research has been done
on firewall policy deployment.

A firewall policy deployment should have following charatsécs [24]: correctness, confiden-
tiality, safety, and speed.

Correctness A deployment is correct if it successfully implements theget policy on the firewall.
After a correct deployment the target policy becomes thainmpolicy. Correctness is an essential
requirement for any deployment.

Confidentiality: Confidentiality refers to securing the communication kegw a management tool
and a firewall. Due to the sensitive nature of informatiomsraitted during a deployment, the
communication between management tool and firewall shoaldonfidential. Confidentiality can
be achieved by using encrypted communication protocols aaSSH[[23] and SSIL[22].

Safety. A deployment issafeif no legal packet is rejected and no illegal packet is acpiuring
the deployment. A naive deployment strategy may resultlinDenial of Service (self-DoS) and/or
temporary security breaches. Deployment safety is a nevehalienging area of research.

Speed A deployment should be done in the shortest time, so thatldsired state of affairs is
achieved as quickly as possible. A deployment algorithrukhbave a good running time, so that
it is applicable even for large policies. Also, the algamitBhould be efficienti.e. it should issue the
minimum number of commands to accomplish the deploymentlofx seployment is unpleasant
for users and may partly defeat the purpose of deploymeiht [24

Different firewalls support different policy editing commds. The set of policy editing com-
mands that a firewall supports is called its policy editinggaage. Inl[24], the authors classify
policy editing languages into two representative clas$gpe | and Type Il, and provide deploy-
ment algorithms for both types of languages. To the best oknawledge, it is the first work that
addresses deployment safety and efficiency.

In this paper, we analyse the algorithms provided.r [24] ahow that these algorithms have
serious flaws. We present an improved safety formalizatiah¢an be used as a basis for formulat-
ing safe deployment strategies (Section 3). We provide tmaal algorithms for Type | deployment
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(Section 4). The first algorithm is most-efficient and it ersuthat either no legal traffic is rejected
or no illegal traffic is permitted. While the second algonithis safe but it generates some extra
rules to ensure deployment safety. We also give an apprdixiehalinear, most-efficient and safe
algorithm for Type Il languages (Section 5). Finally, wegaet experimental results of our Type Il
algorithm, and give conclusions.

2 Firewall Background

A firewall is a perimeter security device that filters packst traverse across the boundaries of a
secured network. The filtering decision is based on a firepality defined by network administra-
tor. A firewall policy is an ordered list of rules. A firewall leir defines an action, typically accept
or reject, for the set of packets matching its criteria. Migyoof firewalls filter traffic according
to first-match semantics, that is when a pagkatrives, it is compared against the rules top-down
until a matching rule is found and the process is repeatethéofollowing packet. All policies have
a hidden match-all default rule at the end. Therefore, whpacket does not match a rule in the
policy, then the default action is followed. In most firevgalthe default rule isleny-all however
a permit-all default rule is also possible. Majority of firewalls do notoal identical rules in the
same policy.Therefore, we assume this restriction and do not allow aapibn of rules within a
policy. A rule is a set of fields, where each field can have an atomicevaila range of values.
It is possible to use any field of IP, UDP, or TCP header$ [243weler, the following five fields
are most commonly used: protocol type, source IP addreas;esort, destination IP address and
destination port[12].

Any field in packet’s header can be used for the matching pddowever, the same five fields
are most commonly used. In a packet, each of these fields ha®@anic value. If all the fields of
a packeip match with the corresponding fields of a ruleghenp is accepted or rejected according
to the decision field of. If p does not match to any rule in policy, then the default matthike is
applied.

3 Policy Deployment

Policy deployment is the process by which policy editing ceamds are issued on firewall, so that
the target policy becomes the running policy. As discusadtie Introduction, a deployment must
be correct and should satisfy the following three charésties: confidentiality, safety, and speed.

3.1 Policy Editing Languages

A network administrator or a management tool issues comsandirewall to transform the running
policy R into the target policyT. The set of commands that a firewall supports is called itgpol
editing language. Typically, a firewall uses a subset of thlewing editing commands[[24]:
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6 Z. Ahmed, A. Imine and M. Rusinowitch

(appm) appends rule at the end oR

(delr) deletes fromR

(del i) deletes the rule at positidrirom R
(insir) insertsr at positioni

(movi) moves théth rule to thejth position inR

Policy editing languages can be classified into two reprasier classed [24]: Type | and Type
Il.

Type | Editing. Type | editing supports only two commands, append and de@enmandapp

r) appends a rule at the end of the running polidy, unlessr is already inR, in which case the
command fails. Comman@el r) deletes from R, if it is present. As Type | editing can transform
any running policy into any target polici[24], thereforastcomplete. Most older firewalls and
some recent firewalls,such as FWSM 2.k [2] and JUNOSe T .»ofdy; support Type | editing.

Type Il Editing. Type Il languages allow random editing of firewall policy.slipports three op-
erations:(ins i r) inserts ruler as theith rule in running policyR, unlessr is already presentdel

i) deletesth rule fromR; (mov i j) moves theth rule to thejth in R position. Type Il editing can
transform any running policy into any target policy with@dcepting illegal packets or rejecting le-
gal packetd[24], therefore it is both complete and safe. dbivious that for a given set of initial and
target policies, a Type Il deployment normally uses fewétirgglcommands than an equivalent Type
| deployment. Examples of Type Il editing firewalls includenScreen 3.1 Lite [14] and Enterasys
Matrix X [B].

3.2 Deployment Efficiency

A deployment is most-efficient if it utilizes the minimum nber of editing commands in a given
language, to correctly deploy a target policy on a firewalliefiefore for a given deployment scenario,
the most-efficient Type | deployment uses the minimum nunab@ppend and delete commands,
similarly a most-efficient Type Il deployment uses the miaimnumber of insert, delete and move
commands. Usually a policy editing command takes consitaet and the variation in deployment
time is negligible for different types of commands. Therefahe most-efficient deployment min-
imizes the overall deployment time. Deployment efficienay Type | and Type Il languages are
discussed in more detail in Sectidils 4 &hd 5 respectively.

3.3 Deployment Safety

A deployment is safe if no security hole is introduced and egal traffic is denied at any stage
during the deployment. A temporary security hole may penmaticious traffic to pass through the
firewall that may cause serious damage to the network iméretstre. Similarly, rejection of legal
traffic during deployment may interrupt critical operatsoand result in serious losses. This is like
inflicting a self-DoS attack and hence it is intolerable irssmn-critical networks, even for a short
duration of time.

Deployment safety is particulary important in cases wheamynchanges are to be made to a
large firewall policy. In such cases, a deployment can lasogeveral minutes, which may provide
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sufficient opportunity to a malicious party to exploit a vetability. Fast spreading worms, such
as Confickerl[lb] and Slammerl[4], can infect million of systeatross the globe within minutes.
Furthermore, a skilled hacker can use automated tools tineausly probe for vulnerabilities and

instantly exploit these as they appear during an unsafegem@nt.

The first serious work on deployment safety is presentelddh ghd a safe deployment formal-
ization is presented. The formalization defines a safe gempdmt as follow; PolicyA is denial-safe
w.r.t. policiesB andC iff every packet thatA denies is also denied B or C. A deployment is
denial-safe iff at every moment during the deployment thimg policy is denial-safe w.r.t. to the
initial and the target policies. Similarly, polidyis permission-safev.r.t. policiesB andC iff every
packet that permits is also permitted bg or C. A deployment is permission-safe iff at every mo-
ment during the deployment the running policy is permissiafe w.r.t. to the initial and the target
policies. A policy issafeiff it is both denial-safe and permission-safe. In the rdgtaper, we de-
note the initial policy byl and the target policy by. A firewall has a new running policy every time
an editing command is applied. Thus deployment can be viesetsequence of running policies
| =Rg,Ry,...,R_1,Ry =T with R 1, is derived by applying an editing commandRp[24].

Let P(x) denotes the set of packets permitted by Policy x afd Benotes the set of packets
denied by Policy x. Then, mathematically we can define théitya is safe w.r.t. policyl and
policy T as follows:

Saféx, |, T) «— (P(1)NP(T))
Saféx,|,T) «— (D(1)ND(T))

P(x) < (P(UP(T))
D(x) € (D(1)UD(T))

Definition 3.1 Partial-Safe DeploymentA deployment is partial-safe if it is either permissionesaf
or denial-safe but not both w.r.t. initial and final policies

Theorem 1 A deployment that satisfies the following two conditionsife:s

(a) Every running policR only contains rules frorhand T, and every rule common to botland T
is present in R. (b) Letyrand r; be two rules in or T or both, such thats always appears aftenr
then r, appears afterfin R.

Proof. The first condition states that a rule can apped only if it belongs tol or T, and the rules
common to both andT are always present in R. The second condition states thatevieer; and
ro simultaneously appear R, the mutual order of; andr; in R is according to eithdror T.

Letr be a rule that it is present in bothandT, and p; be a packet that hitsin both policies.
Clearly, no ruler’ exists before in | or T that matches;. According to condition(a); is always
present in R. According to condition(by,cannot occur before Thereforep; will always hitr in
R. If p1 is permitted by, thenp; is always permitted during the deployment and vice versapke
be a packet that does not match any rulé andT. According to condition (a), only rules from
andT can appear iflR. Therefore,p, will never hit a rule inR. Hence R is safe w.r.t.| andT, and
the deployment is safe. |

Theorem 2 A deployment which only utilizes the ruleslcdind T, and satisfies the condition(b) of
Theorenill is partial-safe.
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8 Z. Ahmed, A. Imine and M. Rusinowitch

Proof. We first consider a firewall policy with a deny-all defaultewdt the end, i.e. all packets that
do not match to any rule are rejected by default. Let us cemsiduler1, which denies a packet,
is present in both andT. Let us consider a rule,, which acceptgs, is present in eithelror T or
both. Assume thap; hitsrj in bothl andT. This implies that ifro appears irl or T, it appears after
r1. Now, if R contains only rules fronh and T and the condition(b) of Theorefd 1 is satisfied then
ro cannot appear before in R during the deployment. Therefore rif is present irR, thenp; hits
r1 and it is denied. On the other handr ifis not present iR, thenr; is also not presentiRandp;
does not match any rule Rand it is denied by the default rule. Thus, any packet thatigat by
| andT is also denied byR and hence the deployment is safe.

Following the same reasoning, it can be proved that a firewithi a permit-all default rule is
denial-safe |

4 Type | Deployment

4.1 Problems with Previous Algorithms

Two algorithms are presented [n]24] for Type | deploymetits Assumed that both the initial policy
| and the final ond are stored in separate arrays. The first deployment algorittiows a simple
scheme but it is not most-efficient. The algorithm is congtlisf two phases. In phase 1, starting
from the first rule inT, the algorithm appends each ruleTirto the end oRR . If the rule is already
present inR, then it is first deleted the appended back at the end of R. &8, starting from the
last rule inl, every rule inl thatis notinT is deleted fronR. It is claimed in [24] that the deployment
is safe except for intervals when rules that are presenttimlbandT are deleted and appended back.
However, we have found that this algorithm is not safe foeo#situations as well.
| T R
a. deny tcp 10.1.1.0/24 any b. permitip 192.168.1.0/24 any| c. permit tcp 10.1.0.0/16 any
b. permitip 192.168.1.0/24 any| a. deny tcp 10.1.1.0/24 any d. permit tcp 192.168.2.0/24 any
c. permittcp 10.1.0.0/16 any | c. permit tcp 10.1.0.0/16 any b. permitip 192.168.1.0/24 any
d. permit tcp 192.168.2.0/24 any d. permit tcp 192.168.2.0/24 a. deny tcp 10.1.1.0/24 any

(a) Initial and Target policies. (b) Running policy.

Figure 1: Example of Policy Deployment

For example, consider the initial and target policies giveRigure[l.(a). Now consider a packet
p with source address of 10.1.1.1. Clearly, raldeniesp, while rulec accepts it. It is evident that
bothl andT denyp. If we apply the algorithm,then after two steps we get theiltesy running
policy Ras shown in Figurgl 1.(b).

Now rule c appears before rula, while it appears aftea in both| andT. The running policy
accepts, which is denied by both andT. Clearly, the condition(b) of Theorehh 1 is violated and
R is not safe w.r.t.| andT. Hence, the deployment by the given algorithm is not safe evieen
common rules are appended baclto

The second algorithm proposed for Type | editinglinl [24] iBethSCANNINGDEPLOYMENT .
Itis claimed that this algorithm is a most efficient Type I@ithm. However, it can be easily shown
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that the algorithm is not correct even in simple cases. Whenalgorithm is used for deployment,
the longest prefix of that is a subsequence bfs deleted from the final running policy i.& is
not deployed correctly. For example, consider the by appl\BCANNINGDEPLOYMENT ON | and
T with the same rules as in Figutk 1.(a) we have:

T

b
c —— SCANNINGDEPLOYMENT — ]
d

O T o|—

Clearly, the deployment is not correct. Also, the ruteandc that are presentin bothandT are
missing fromR, and the condition(a) of Theordrh 1 is not satisfied. Consigrackeip, with source
address 192.168.1.1. Clearpy is permitted by both andT, butR denies it. This a serious problem
because the final running policy will deny legal traffic ustiluture deployment is done correctly.

SCANNINGDEPLOYMENT comprises of two phases. In the first phase, a stack and adfalshg
used to store all the rules that are candidates of beingatkietthe next phase. At the end of Phase
I, the hash table should contain only hashes of rules that@reresent ifT. In the second phase,
the algorithm pops a rule from stack and check if it is in hadiid. If it is present in hash table that
means it is in but notT and should be deleted. However, the algorithm is not fortedlaorrectly
and at the end of phase I, hash table contain entries foriulEsAs a consequence, these rules are
deleted from the final running policy afidis not deployed correctly.

4.2 Our Solutions for Type | Deployment

Algorithm[dl presents the corrected version a/3ININGDEPLOYMENT, in which the rules ifT are
deleted from the hash table at the end of phase I. These Gorre@re shown in bold (lines 19-23).
Recall that two types of security problems may arise during@safe deployment: (a) Rejection of
legal traffic. (b) Creation of temporary security holes.

To be safe, a firewall policy deployment must avoid both typisroblems. However, safe de-
ploymentis not always possible by using only the ruleksaridT and Type | editing commands [24].
In Algorithm[2, called RRTIAL SAFEDEPLOYMENT, we give a most-efficient algorithm that pro-
vides apartial-safedeployment, that is it can avoid either situation (a) or (b) bot both. For
firewall policies with permit-all semantics, the algoritlensures that situation (a) will never occur.
Similarly, for firewall policies with deny-all semanticdsation (b) is avoided.

It is worth mentioning that some types of security threatswd be dealt by firewalls alone and
additional security mechanism such as Intrusion Deteaiuh Prevention System (IDPS$) [8] may
be required. If the situation (b) temporarily arises durindeployment, an IDPS can be configured
to block the illegal packets that may pass through the firevialerefore, in the presence of an IDPS,
a firewall policy with permit-all semantics can avoid botpég of problem.

The algorithm is efficient, as it deploys the target policingghe minimum number of Type |
editing commands. The algorithm selectively deletes afigthat are i but not inT, in reverse
order and appropriately append rulesfRdT he algorithm begins by finding the longest preffixof T
that is a subsequencelofind all rules of that are not inl’, starting from first rule in, are pushed
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to stack and added to hash table (lines 3-9). Next, starting the first rule inT that is not inT’,
each rule is taken and placed at correct positiorRnif r is present in hash table, this implies that
is present irR and needs to be deleted first. If In this case, all ruldstiat are not inf” and occurs
afterr in | are deleted fronR (lines 12-17). Them is deleted fronR and appended back at the end.
This ensures that all rules, which do not appear befanel or T, never appear before r in R. Thus,
the condition of Theorefl 2 is satisfied and the algorithrPAL SAFEDEPLOYMENT is partial-
safe Finally, the stack contains rules that are ibut notT and therefore must be deleted from R.
After the deletion of these rules (lines 20-2R)becomed’. Hence, the deploymentis also correct.
Let|X| represents the total number of rules in policy X , thiga- | T| — 2| T’| editing commands are
generated by the algorithm. The algorithm takes O(n) tintesgpace,whera = max|l|,|T|).

1: CORRECTSCANNINGDEPLOYMENT(I,T)

2: Il Phase I:

i1

4: for t — 1to sizeOfT) do

5:  whilei < sizeOf() andI[i] # T[t] do

6: stack.pushi(i]) 1: PARTAIL SAFEDEPLOYMENT(I,T)

7 hash.addI(i]) 2: /I Find longest prefid” of T such thafl’ C |
8: i—i+1 3 - 1 )

9: end while 4: for i—1to sgeOf() do

10:  if i > sizeOf() then 5 if 1[i] = T[j] then

11: if hash.containd{t]) then 6: je—i+l

12: hash.removeT(t]) 7. else _

13: IssueCommand (ddl[t]) 8: stack.pusH(i])

14 end if 9. hash.addI(i])

15 IssueCommand (applt]) 10:  endif

16:  endif 11: end for

17: end for 12: // Place each rule oF that is notinT’ at correct position]
18: // Phase II: o

19: for t — 1to sizeOf(T) do 13: for t — j to sizeOf{) do

20:  if hash.contains( [t]) then 14: if hash.containg(t]) then

21: hash.remove T [t]) 15 repeat

22:  endif 16: y « stackpop()

23: end for 17: IssueCommand (del y)
24: if sizeOf() > sizeof(T) and sizeOf()> 0 then 18: hash.delete(y)

25:  i—i+1 19: until y=TIt]

26: end if 20:  endif _

27: for j — sizeOf() downtoi do 21:  IssueCommand (appli])

28:  IssueCommand (dé[j]) 22: end for . _
29: end for 23: /I Delete all rules inl that are not il
30: while NOT stack.emptylo 24: while NOT stack.emptylo

31:  r stack.pop() 25:  IssueCommand (del stack.pop())
32: if hash.contains(then 26: end while

22: ot eCommand (del 1) Algorithm 2: Partial Safe Deployment.
35: end while

Algorithm 1: Corrected version for Scan-
ning Deployment proposed by [24].

Due to the limited set of operations and the restriction tegetition of rules is not allowed,
not all deployments can be done safely using Type | langug@#i}s The restriction, that all rules
must be distinct, can be overcome by using semanticallyvatgnt rules or by breaking a rule
into sub-rulesr; andry, such thatr; Ur, =r. Two rulesry andr, are considered semantically
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equivalent, if both rules match exactly the same set of gack€he uniony1 Ury, provides the
semantic equivalence to Regardless of firewall policy architecture, it is alwaysgible to split
a rule with a multi-value field into several rul€s[21]. In Aldgthm[3, we provide a safe strategy
for Type | deployment by splitting into r; andr,. An obvious scheme to splitinto semantically
equivalent rules is to to find the first fieldin r that can be split into field$; and f;, then generate
two rulesr; andr, such that:

ri.f =f,ro.f =fo,andry.fUr,.f =r.f

All other fields ofr; andr, remains identical to the corresponding fields of

The algorithm begins by finding the longest prefixof T that is a subsequence lofThen, for
each ruler in T that needs to be deleted frofiand appended back later on, two rutgsandr;
are appended first tB, thenr is deleted fronR and appended back at the endrofFinally, rq, ra
and all rules inl that are not inT are deleted fronR. The algorithm follows the same logic as in
PARTIAL SAFEDEPLOYMENT (see AlgorithnfR), except that before deleting a commonfroia R,
semantically equivalent rules are appende®tdhus, both conditions of Theordth 1 are satisfied,
and the deployment is safe. The algorithm has a linear rgntiine, but it cannot be considered
most-efficient because it generates two extra rules for adeln common to both andT such that
is notinT’. However, the deployment is safe at each step, and at th€ endeployed correctly. Let
c1 represents the number of ruleslitbut notT, andc; represents the number of rulesTinbut not
notl, then the total number of commands generated by algorittequsl to 6l | + c, — 6| T’| — 5c;.

5 Type Il Deployment

Type Il deployment allows for random modification of a rurmjpolicy. Therefore, for a given set
of I andT, a safe Type Il deployment usually utilizes less editing ntands than an equivalent Type
| deployment. Ifl andT have identical set of rules, th@hcan be considered as a permutation of
I. In this case, the optimal edit sequence preserves a Lofigesmon Subsequence LQJ() of
the two sequences, and the optimal edit sequence have leggéth to|l| — |LCS(1,T)| [13]. That

is, a move command has to be generated for each rule that in h@S(l,T). In the general case,
wherel has some rules that are notirandT has some rules that are notlira command has to be
generated to insert/delete each such rule. Therefore ptimal edit sequence will have a length of
[l|+|T| —c—|LCS,T)|, wherec is the number of rules common to bdtlandT.

5.1 Problems with Previous Algorithms

Two algorithms are proposed in_[24] for type Il deploymenheTiirst algorithm is a greedy two-
phase algorithm called WOPHASEDEPLOYMENT, while the second algorithm is a most-efficient
algorithm called &NITIZEIT. It is claimed in [24] that WvOPHASEDEPLOYMENT is correct and
safe. However, it can be shown that it is not correct even éoy gimple deployments. Consider the
application of WOPHASEDEPLOYMENTto | andT given in FigurdL.(a):

T

— TWOPHASEDEPLOYMENT —

oo o0

alc
b|b
c| a
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12 Z. Ahmed, A. Imine and M. Rusinowitch

1: SAFET1DEPLOYMENT(I,T)

2: //'U holds the original rules that are broken and need to be afguEoaick later on
3: /IV holds the rules, andr, that are to be deleted later on
4:i—1

5. j«1

6: isStarted— FALSE

7: for i +— 1to sizeOfT) do

8:  while i <sizeOf() andl[i] # T[t] do
9: stack.pusH(i])

10: hash.add(i])

11: i—i+1

12:  end while

13:  if i < sizeOf() then

14: i—i+1

15:  else

16: if NOT isStartedhen

17: if hash.containd{[t]) then
18: isStarted— TRUE
19: r— T[I]

20: U.append(r)

21: /1 Split rule r into sub-rules; andr,
22: V.append(z)

23: V.append(z)

24: IssueCommand (app)
25: IssueCommand (app)
26: else

27: IssueCommand (app
28: end if

29: else

30: r«— T[t]

31: U.append(r)

32: /1 Split ruler into sub-rules; andr,
33: V.appendi(y)

34: V.appendiy)

35: IssueCommand (apR)
36: IssueCommand (app)
37: end if

38: endif

39: end for

40: // Phase Il

41: while NOT stack.emptylo

42: r — stack.pop()

43:  if hash.contains(then

44: IssueCommand (de)

45:  endif

46: end while

47: for i — 1to sizeOf() do

48: IssueCommand(app|i])

49: end for

50: for j « sizeOfy) downTo 1do

51: IssueCommand (d&f[j])

52: end for

Algorithm 3: Safe Type | Deployment.

Obviously, the final running policy is different frof, and hence the deployment is not correct.
This a serious problem because the final running policy withain unsafe until a future deployment
is done correctly. 8NITIZEIT is a most-efficient and safe Type Il algorithm that dependswthe
optimal edit sequence D computed diff algorithm [24]. The deployment sequence D is given as
an input to 3NITIZEIT. An important question is how to compute the set of rdldsom D. The

INRIA
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diff algorithm generates a sequencésfanddel commands, and the rule’s position specified in an
operation depends upon the sequence of previous operalitvesefore, it is not clear that how to
directly determine the rule concerned by a particular ofp@na This computation might change the
overall complexity of the algorithm. For example, consittex following running policy and the set
of insert and delete operations performed on it.

R |del3|inslc|ins3,d| del4

a a c c c

b b a a a

c b d d
b

The sequence of rules concerned by these operations iB)(cBlut to actually determine the
rule concerned by a particular operation, one must know tineeat state of R.

5.2 Our Solution for Type Il Deployment

The above problems motivate us to provide a correct, safevargd-efficient O(n log n) algorithm,
called BE-FICIENTDEPLOYMENT (see Algorithm§HX and 5). The main phases hFIEIENTDEPLOY-
MENT can be summarized as follow:

1. Construction of Intermediate Target poli€y

2. Perform Move up and Insert operations

3. Perform Move Down and Delete operations

The algorithm performs a most-efficient deployment by gatieg exactly one editing command
for each rule inl andT that is not in the longest common sequenceafdT LCS(|,T), represented
by L in the Algorithm. Computation of LCS is a classical probldmattcan be solved i®(nlogn)
time [11]. Letr be a rule that is present in bothkandT but notL, andr’ be the first rule oL that
appears afterin T, then whether is to be moved up or moved down can be determined as follows:

if (IndexOf(r’,1) < IndexOf(r,1)) then (Move Upr) else(Move Downr) end if

In the first phase (lines 3-27), the algorithm constructserimediate target policlp such that
every rule to be moved up or insertedR¥is placed correctly relative to the elementd ofvhile the
rules to be moved down or deleted frdRpreserve their relative position inw.r.t elements ot..
As the order of rules to be deleted or moved down is preseretdden the initial policy andT,,
therefore LCS|(T,) consists of all the rules ih, the rules to be moved down and the rules that are
in | but notinT. Similarly, LCS(T>,T) consists of all the rules ih, the rules to be moved up and the
rules that are ifT but not inl. LCS(1,T,) is represented bk, while LCST,,T) is represented by
Lz in the algorithm. The role of; is to simplify the calculation of rules’ positions as the aoands
are issued over the running policy.

The construction of; is very simple, and is done as follows. A pointgrl is maintained if,
that represent points to current rulelithat is a candidate to be appendedio Starting from first
rule in T, any rules to be moved up or inserted are appenddd.ttf a ruler’ that is inL is found,
thenl is traversed from current pointer untilis found and all rules that are notTa are appended
to To. Also, all rules inl that are to be moved down or deleted are pushed into a staék pfbhse
takes O(n) time and space, where |I| + |T|.

RR n° 6940



14 Z. Ahmed, A. Imine and M. Rusinowitch

. EFFICIENTDEPLOYMENT(I,T)
. I/ Phase |: Construction @b
1 S « empty stack | — LCS1,T)
L r' L. first,cpl — 1
: for t — 1 to sizeOfT) do
if T[t] =r’ then

while I[cpl] # T[t] do

if 1[cpl] ¢ T> then
T,.appendl[cpl]) , Lo.appendl[cpl])

PRRRRRRE
NouswnRoXNIARRNE

end if
if 1[cpl] ¢ T then
S;.pusf(l[cpl])
end if
cpl —cpl+1
end while
T,.appendr’) , Lo.appendr’)
'« L.next
18:  else
19: if T[t] ¢ I then
20: T,.appendT|t])
21: else
22: if indexOf(T[t],1) > indexOf(r’,I) AND indexOf(r’,T) < sizeO{l) then
23: T,.appendT[t])
24: else
25: Si.push(TIt])
26 end if
27 end if
28 end if
29:  for i« cpl to sizeOf() do
30: if 1li] ¢ T, then
31: Si.push(I[i])
32: end if
33:  endfor
34: end for

35: // Phase Il: Move up and Insert operations

36: 1’ « Ly.first , inserts— 0, cursor— indexOf(r’, 1)
37: for t — 1 to sizeOff,) do

38: if T, =r' then

39: indexOf(r’,R) < indexOf(r’,|) + inserts+ Moveup$r’, FALSE)
40: Ls.appendr’)

41 if NOT L,.endthen

42: r’ — Lp.next

43: curosr«— indexOf(r’,1) +inserts+ Moveups$r’, FALSE)

44: else

45: cursor« cursor+ 1

46: end if

47 else

48: if To[t] ¢ I then

49: IssueCommand (ins curs®s|t])

50: inserts— inserts+ 1, cursor« cursor+ 1, Lz.appendT;[t])
51: else

52: if indexOf(T,[t],1) > indexOf(r’,1) then

53: IssueCommand (mandexO f{T»[t], 1) + MoveU p$T[t], TRUE) +inserts cursor)
54: cursor« cursor+1, Lg.appendT,[t]

55: end if

56: end if

57:  endif

58: end for

59: //Phase Ill: Move Down and Delete operations
60: while NOT S;.emptydo

61: r—S.pop)

62: ifr¢Tthen

63: r.pos— indexOf(r,T,) +1

64: D.append(r)

65: else

66: r’ « La.next

67: cursor« indexOf(r’, T,) — MoveDown§l, FALSE) + 1
68: r.pos«— indexOf(rT;) - MoveDowns(r, TRUE)

69: IssueCommand (move r.pos, cursor)

70:  endif

71: end while INRIA
72: for d + 1 to sizeOf(D)do

73: r— D[d]

74: IssueCommand (del r.pos)

75: end for

Algorithm 4: Efficient Type 1l Deployment.
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: MoveUps(r, add)

. I* The fucntion MoveUps takes two argumentandadd. The function returns the number of rules N, which are alygadved up, having
initial position below the initial position of. If add=TRUE, then r is added to the list M for future rule comparisotherwise it is noi
added to the array M. The value of N is determined using Bisagrch */

3: start« 1, last < sizeO{T) , count— 0

4: i — (start+last) + 2 // Integer Division

5: while i # indexOfr, T,) do

6: if i <indexOf(r,T;) then

7:

8

9

NP

if add=TRUEthen

M[i] < M[i] +1
end if
10: start—i+1
11: else
12: count« count+ Mi]
13: last—i—1
14:  endif
15: i< (start+last)+2
16: end while

17: if add= TRUEthen
18: M[i] — M[i]+1

19: else

20:  counte count+ M(i]
21: endif

22: return count

25: MoveDowns(r, add)
26: /I Same as MoveUps, except that statements 8 and 12 areniateyed.

Algorithm 5: MoveUps and MoveDowns Functions.

In the next phasel, is considered as the target policy. All the rules to be irezbdr moved up
are placed at their correct position accordingidlines 30-48). After the completion of this phase,
T, becomes the running policy. Starting from first rul€lin the algorithm traversek and perform
move up and insert operations. As a roulie encountered iffy, its current position ilRis computed
and updated by using the following relation:

Current Position of rin R- r's position inl + M + N

where, M is the number of rules already insertedRimnd N is the number of rules that are
already moved up that initially appear belowin |. The value of N is determined in I0§| steps
in the functionMoveUps(lines 67-84). All rules inL, and the rules moved up or inserted to R are
placed inLs.

In the last phas@, is converted tdl (lines 51-63). Editing commands are generated for rules to
be moved down or deleted froRiand the current position of each rulés determined and updated
using the following equation:

Current Position of rin R- r's position inT, - U

where U is the number of rules already moved down havingaihfibsition above the initial
position ofr. The value of U is determined in I¢§| steps in a way similar to M except that counts
are maintained for rules that are already moved down. Phaselllll takes O(klog) time in total,
where k is equal tdT,| — [LCS1,T)|

RR n° 6940
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5.3 Safety and Correctness OEFFICIENTDEPLOYMENT

It can be shown that EICIENTDEPLOYMENT is both safe and correct. Firstly, we show tAatis
safe w.r.t.I andT. Starting from the first rule iff, any rule to be inserted or moved up is immediately
appended at the end ©f. Once a rule is appended td>, no other rule can be placed befaria T,.
This means that the order of rules to be moved up or insertectisrding toT. When a rule’ of L is
encountered iff, thenl is traversed untit’ is found inl, and all rules to be moved down or deleted
are appended 6. Again, once a rule to be moved down or deleted is appendgd tw rule can be
appended before it. Thus, the order of rules to be moved doweleted is according to the order in
I. Hence, the condition (b) of Theorddh 1 is satisfied. Alsa @vident that thé, =1 UT, therefore
the condition (a) of Theorel 1 is also satisfied dpds safe w.r.tl andT.

In Phase II,T; is traversed from the start and editing commands are gestefat rules to be
moved up or inserted iR. As these rules follows the order ®f this implies that a rule iff that is to
be moved up or inserted is placed correctly before any rblasappear after it iff. Similarly, in the
Phase lll, editing commands are generated for all the elesrterbe moved down or deleted from
R. This phase perform operation in reverse order, that ideathat appear towards the endBfis
placed correctly before any rules that appear before it.sTaAtiany moment during the deployment,
the rules in R follows the order inhor T. Hence, the condition (b) of Theordih 1 is satisfied.

Initially, Ris equal tol. During phase I, all the rules if that are not irl are inserted iR and
no rule is deleted fronR. This means that at the end of PhasR is equal tol UT and condition(a)
of Theorentl is satisfied. In Phase I, all rules that arelimit not inT are deleted fronR and no
new rule is inserted iR. Thus, at the end of phase IR,contains only rule ifT and the ordering of
rule is exactly the same ashas described in the previous paragraph. ThereRiEcomed and
the first condition(a) of Theorel 1 is also satisfied. Hentoe deployment is correct and safe.

6 Performance Evaluation

To evaluate the performance oFECIENTDEPLOYMENT, we try to follow the same set of test cases
as in [24]. We use four firewall policies with 2000, 5000, 10p8nd 25000 rules. For each policy,
we perform five different tests. In a most-efficient deploytriest 1, test 2, test 3,test 4 and test 5
requires 10, 500, 1000, 60%, and 90% of commands respactivebnvert initial policy to the target
policy. Note that these percentages are taken from thalipitilicy. The algorithm is implemented
in C++, and all tests are performed Brell Precision 370with Intel Pentium IV 2.0 Ghz processor
and 1 GB of RAM. The results of each test on policies 1-4 arergin the table below. The time
taken by EFICIENTDEPLOYMENT s specified in the column ED, while the column Sl specifies the
total time taken bydiff and S\NITIZEIT algorithm given in[[24] for computing a safe deployment.
All times are represented in seconds.

INRIA
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Tests | Policy 1 (2,000)| Policy 2 (5,000)| Policy 3 (10,000)| Policy 4 (25,000)
ED Sl ED Sl ED Sl ED Sl
Test1| .00783| .01200| .01646| .02300| .03585| .04400 | .08027| .24200
Test2| .00704| .01200| .01813| .02800| .04721| .04900 | .08116| .28300
Test3| .00684| .03800| .01859| .04900| .03826| .07000 | .08409| .32500
Test4| .00684| .04000| .01837| .20500| .03713| 1.3820| .08247| 12.582
Test5| .00696| .07000| .01687| .38700| .03454| 4.3920| .08761| 26.983

Itis clear that EEFICIENTDEPLOYMENT takes a fraction of second to calculate safe and most-
efficient deployment for policies as large as Policy 4. AIE6FICIENTDEPLOYMENT generates a
most-efficient and safe deployment much faster than thei3altialgorithm. However, as no details
are given about nature of changeslinl[24], it might not be apiate to directly draw conclusion
for tests 2-5. For example, consider Test 5 on Policy 4, 90kdestance means 22500 commands
need to be issued to tuinto T. If 22,500 insert commands are required that mekmas 47,500
rules, while if 22,500 delete commands are required théas only 2500 rules. Therefore, reliable
comparison can only be done if sizelodnd T used in [1] is known, so that policies of same size
could be used for testingEICIENTDEPLOYMENT. However, Test 1 involves only 10 changes and
it can be used to compare the two algorithms.

0.3

Timesin Secs
)
o

0 5000 10000 15000 20000 25000 30000

Number of Rules in Initial Policy

— #— EfficientDeployment —s— 51 (diff + 5 anitiz elt)

Figure 2: Comparison of EFICIENTDEPLOYMENT and SanitizelT for Test 1

From the curveillustrated in Figul 2, it can be concludexd ErFICIENTDEPLOYMENTiS more
efficient than 8NITIzEIT and the running time is close to linear. FurthermoreN81zE I T appears
to have a polynomial running time. This effect is more nagdhlcase of test 5 and Policy 4, where
Sl takes almost 27 secs to compute a deployment sequence.
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7 Conclusion

Firewall policy deployment safety is a new and area of radealn this paper, we have shown that
recent approaches[24]to firewall policy deployment cantaitical errors. Indeed, these approaches
can introduce temporary security holes that permit illegaiffic and/or interrupt network services
by blocking legal traffic during a deployment. We have praggba formalization for deployment
safety and used this formalization as a basis to provideasadeefficient algorithms for both Type |
and Type Il languages. We have proposed for type | policyreglianguages two correct algorithms:
the first one is efficient and partial-safe. The second onafeslsut it is less-efficient as it generates
some extra rules in order to ensure safety. For Type Il paitifing languages, we have presented
an approximatively linear, most-efficient and safe aldomt Our experimental results showed that
this algorithm does not add any overhead and it is practicah €or very large policies.
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