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Abstract: On-chip communications are a key concern for high end desi@ince
latency issues cannot be avoided in deep-submicron teogies, design methodolo-
gies need to cope with it. In such a case, precise FIFO sizarmgsf high interest, to
find the right trade-off in between area, power and throughftis paper provides
means to sizeptimally FIFOs while reaching maximum achievable throughput. We
apply our algorithms to Latency-Insensitive Designs. Salglorithms can also be used
to size FIFOs in other application fields, as for instancendéts-on-Chips. We also
revisit theequalizationprocess, which introduces as much latencies as possitiein t
system while preserving global system throughput. Thistlgm point out where it is
possible to introduce more stage of pipelines while engutie maximum throughput
of the system. It allows for instance to postpone executiolP¢s) to limit dynamic
power peak. We provide a modified algorithm that globally imizes the number of
such introduced latencies.
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Debit et dimensionnement de FIFO: une application au
Latency-Insensitive Design

Résune : Les communications sur puce sont une limitation importaates le cadre
de design sur puce a grandes performances. Puisque ldémpesbde latences ne peu-
vent étre évités dans les technologies de gravure salemgues, les méthodologies
de design doivent les prendre en compte des la conceptians Dn tel cadre, le di-
mensionnement précis des FIFOs est trés important, afirodeer le bon compromis
entre la surface occupée, la puissance consommée dhite dé

Ce rapport de recherche introduit comment dimensioopémalementles FIFOs
tout en atteignant le débit maximum obtensible. Nous gppins nos algorithmes au
cas du Latency-Insensitive Design. Ces algorithmes pdwdtem aussi utilisés dans
le cadre de Networks-on-Chips. Nous revisitons aussi legesugi’égalisationqui
introduit autant de latences que possible dans le systéoieeh préservant le débit
global. Cet algorithme détermine quels sont les endraitd'an peut rajouter des
étages de pipeline tout en assurant les contraintes de @&zxi permet par exemple
de retarder I'exécution de certains composants afin dedimhes pics de puissance
dynamique. Nous proposons une version modifiee de cetitigr permettant de
minimiser globalement le nombre de latences introduites.

Mots-cles :  FIFO sizing, Buffer sizing, Throughput, Latency-InseivsitDesign,
Marked Graphs
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1 Introduction

On-chip interconnect is one of the main bottlenecks for kpghfor-mance designs:
required bandwidth is growing far away than what standas$bs can support. More-
over, interconnect delays exceed the mean clock rate of I®ablocks, and will con-
tinue to grow in the future. FIFOs and flow-control (also edlback-pressurgare
needed for high performance ASICs, multi-clock designsidativorks-on-Chips.

Determining FIFO sizes is a key concern in order to maximigsigh throughput,
and to minimize area footprint while maintaining acceptapbwer and temperature
requirements.

This paper describes how we can deternmopéimal FIFO sizes in case of single
clock IPs, interconnected together with fixed integer leies Optimalin our case
means to achieve the maximum throughput of the system, wihiilémizing the sum
of FIFO sizes, and take into account the flow-control indurg&1FOs (distributed or
atomic ones). We show an application of our results to theipease of Latency-
Insensitive Design. Our results may also apply to differeages, and especially on
Networks-on-Chips.

In next section, we briefly describe Latency-InsensitivesiDe, which is a spe-
cific case of synchronous design with non-uniform latenaiesynchronized through
distributed FIFOs (callecelay station¥ andshell wrappers

Then, we establish the link that exists between Latencgfisisive Design and
Marked Graphs with finite capacities. We briefly recall sorseful results on static
scheduling of Marked Graphs. We introduce an algorithm tmgote minimum FI-
FOs sizes while achieving maximum throughput, and few wsifor different set of
constraints.

After, we recall theequalizationprocess, which is an algorithm able to push as
much as possible latencies on a given design while mainigits maximum through-
put; that is to say, to point out where data flows can be slovesehdvithout affecting
the global throughput. This provides hints for re-pipaiimia design. We present a
revised equalization, which is ablet@nimizeglobally the number of such introduced
latencies: showing opportunities of re-pipelining givihg smallest area footprint (and
still maintain original throughput).

Finally, we discuss results, experiments and implemeonati

2 Latency-Insensitive Design

This section introduces briefly the Latency-InsensitiveiDe (also known as Latency-
Insensitive Systems, Latency-Insensitive Protocols orc8yonous Elastic Flow).

Latency-Insensitive Design (LID] 5] allows to split apagnchronous module
functionalities and their communication constraints. risares that communication
latencies will not interfere with necessary pre-conditiaf the synchronous modules.
LID is a composition opatient processesa synchronous process where its function-
ality only depends on signal values, but not on their receptimes. Composition of
patient processes is itself patient, as shown in Carloeisisal paper[6]. Since most
of IPs do not match this requirement, LID has two kind of bédacks (cf. Figurdll).

A shellwraps each computation block ; the latter is nampedrl. Shell function is
two-fold: 1) inputs synchronization, the pearl is execuasdoon as all input data are
present; and 2) outputs propagation, computation reswdteraitted only if downward
receivers are able to store them, in order to avoid overivg#and data losses.

RR n° 6919
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Figure 1: Example of latency-insensitive system.

Signals cannot go through long wires within a single cloc&leyn practice. Such
long wires are split up in shorter ones usireday stationsthey are patient processes,
ensuring data storage from a clock cycle to the next one. lwings are segmented
in a such way that each relay station is only “distant” fros ufppward emitter and
downward receiver of less than a clock cycle. In order to étbioughput shrinking,
the minimum capacity of a relay station is supposed to be [6jo [

Finally, LID relies on two hypotheses: pearls can be stall@tin one clock cycle
and all latencies are integers.

The design is a composition of modules, communicating thinopoint-to-point
channels. This modules are wrapped by shells, used asaogsrbetween relay sta-
tions. Neither blocks placements nor communication latsnare knowra priori; they
have to be estimated and refined during placement and ro@imannels are iteratively
split and relay stations inserted until it reaches a fixedhpdCarloniet al. detail this
methodology in[[5].

Data flows can be controlled in two ways:

* With dynamic scheduling 4,15, 8, 11] using flow-control rhaaism (called
back-pressure when a component cannot handle more data, it sustastepa
signal on the upward channel till the register is freed. Hakition is flexible
enough to prevent data losses, even if a pearl unexpectadily’s drawback of
the dynamic protocol is that it precisely needs control algn Such overhead,
especially wiring, may be expensive to place and route inleady complex
design.

An alternative is to statically schedule pealls[[#, 9]. &xon instants can be
computed at compile time, and each component knows exatilg own when
it will receive a new data. But it can also take a lot of siliGmea to implement
such static scheduled pearls: big shift registers may beinedy depending on
the schedule sequence to store.

3 Latency-Insensitive Design as Marked Graphs
In the sequel, LID will be modelled as Marked Graphs. We fiestall in this section

the main definitions and results on Marked Graphs. Then, we stith examples how
bounded capacities may shrink the graph throughput.

INRIA
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3.1 Marked Graphs with Finite Capacities

Marked Graphgalso calledEvent Graphsare a quite useful subset of Petri nets, in-
troduced and first studied il _[lL0,113]. They were ldtered introducing latencies, in
[A5].

Definition 1 (Timed marked graph)
A Timed Marked GraplfTMG) is a structure/ A\, P, Mo, L), such that:

» AL is afinite set ofvertices or computation nodes
o P C N x AL is afinite set ofarcs or places

* Mg : P — N is the function that assigns an initial marking (quantity ds#ta
abstracted asoken3 to each placﬂ

* L:? — Nis a function that assigns a weight to each place. In our c#ss,
weight is the latency for a token to go from the input to thepatihode.

For each place, we noteep (resp. pe) its tail (resp. its head), such thep =
{neA/In eN, p=(nn)} (resp.pe={ne N /I € A, p=(,n)}). TMG are
bipartite directed graphs, wheve € P, |ep| = |pe| = 1. In other words, places have
a single producer and a single consumer, thus leading to senab ottonflicts This
also means that a TMG onfluent for all sets of activated nodes, the firing of any of
this nodes does not remove another node from this subsetttigdiin This means that
all firing rules define a partial execution order compatibléhnthe as soon as possible
(ASAP) firing rule: a node is fired as soon as it is enabled.

We recall some essential results on Marked Graphs given mn@mneret alii.
Proofs are deferred td [lL0].

Lemma 1 (Token count)
The token count of a directed circuit does not change by xdirieg.

Theorem 2(Liveness)
A marking is live if and only if the token count of every citdsipositive.

Theorem 3(Firings).

If there exists a firing sequence for a graph whose underlyindirected graph is
connected, and this sequence leads back to the initial mgrithen all nodes have
been fired an equal number of times.

Real-life systems have bounded memory capacities. In dadarodel this con-
straints, placeapacitiesmay be added to Definitidd 1. Then, we define the function
K: P — N*, assigning to each place the maximum number of tokens tbahitontain
atatime.

TMG with capacities can be transposed in an equivalent witbapacities, intro-
ducingcomplementarylaces[[L[2]. Ifp; = (a,b) is a place with a capaciti (p1),
its equivalent without capacity, = (a,b) and the corresponding complementary place
P2 = (b, a) have initial markings such th#o (p2) = Mo (p1), andMg (P2) = K (p1) —

Mo (p1), as shown in FigurEl2. In the sequel, for any set of plagese will note P
the set of its complementary places.

This means that, for instance, if it exists a circuit in a acafyabounded TMG whose
initial marking saturates its place capacitigp, Mo (p) = K (p)), then itis equivalent

1We recall thatN = {0,1,2,... } andN* = N\ {0}.

RR n° 6919



6 Boucaron & Coadou & de Simone

Figure 2: A Marked Graph whose places capacities are 2-benifeft) and its equiv-
alent without capacitiesight).

one to a complementary circuit with a void initial markingus violating Theorerfl 2.
In other words, an overflow (divelocK in a TMG with capacities, is equivalent to a
starvation (odeadlock in its equivalent one without capacities.

Itis worth noticing that the property of acyclicity loses gense when talking about
a graph with finite capacities: it behaves the same way asdsgly connected equiv-
alent, where complementary places introduce circuits.

3.2 Example-Based Throughput Limitations

A LID can be modeled as a TMG: a shell with its pearl is abstdets a computation
node, and a relay station with its two buffers correspondsyttace of capacity two.

First, we do not take into account place capacities; we denshat places are un-
bounded channels and recall briefly known results on scireglof Marked Graphs.
Then, we show on two simple examples why finite capacitiesstam down through-
put of cyclic and acyclic systems.

3.2.1 Infinite-Capacity Places

A lot of interesting scheduling results exists on top of MatlGraphs with unbounded
places and ASAP firing rulé 2, 16].

Definition 2 (Rate)

; f i . _#tokens
We denote theateof a circuit the ratio: zZ=0=

Theorem 4(Throughput)

Thethroughpubf a Marked Graph is its maximum execution speed. The thmutgif
a strongly connected graph equals the minimum rate amowirdsits. The throughput
of an acyclic graph i4.

Proof. A Marked Graph cannot run faster than such throughput [12].hps shown
that Marked Graph executions can reach such throughput. O

Definition 3 (Critical circuit).
A circuit is saidcritical if its rate is equal to the graph throughput.
3.2.2 Finite-Capacity Places

Finite capacities may slow down the graph throughput, caoeth&o a topologically
equivalent graph with unbounded buffers. We give an exarimpleigure[3 of a 2-
bounded graph. Plain places belong to the graph with finipacisies, while dashed

INRIA
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Figure 3: Strongly connected Marked Graph with unitaryrates, whose throughput
is limited to 3/4 due to 2-bounded places.

Figure 4: Acyclic 2-bounded graph whose capacities shitirekthroughput down to
3/4.

places are complementary places. We just show two of theshéthones), the most
significant ones.

We suppose null places latencies. Initially, the graph kas dircuits: the left
circuit has a throughput of % = 1, and the right one has a throughput g4

However, if we construct its equivalent graph without catyaeve have to intro-
duce complementary places, such that their initial markiggals the capacities minus
the markings of original places: this leads to introducerauif whose throughput
equals 34, slowing down the system because of a lack of capacity.

In a graph with infinite capacities, each lock or slowdown i do (temporary)
starvation: a node produces data as long as it receivessinipgtops only when await-
ing tokens to process. Then, as soon as we introduce finiteitags, we introduce new
constraints in addition to the previous ones: nodes are migtawaiting inputs, they
also need available storage for their outputs. Dynamic L&D back-pressure signals
to handle this problem; they have to be modeled while abistigaa LID into a Marked
Graph.

At first sight, it seems that the throughput of a directed dcygaph (DAG) is 1, as
stated inl[[¥]. However, the introduction of complementdacps creates cycles. Then,
a DAG may have a throughput lower than 1, according to itsahiharking, as illus-

RR n° 6919



8 Boucaron & Coadou & de Simone

trated in Figuré4. In this example, branches do not haveanbeal marking, causing
a bubblein the left branch to get back in the right one. When we congidecom-
plementedyraph, there is a circuit with a throughput® the one passing through the
back-pressurelashed path in the right branch, getting back into the lefhbh. Only
trees with capacities of two or more escape this rule, sintteducing complementary
arcs do not create more simple circuits than an arc and itptmentary.

In both [4] and [9], the authors use tiheaximum cycle meaproblem [2,1?] to
compute the throughput of LID systems. Authorslih [3] usetlgasrcuits enumera-
tion to obtain its throughput. However, none of these pagersuss the throughput
slowdown due to lack of capacity. 10l[7], a DAG is supposed aweha throughput
of 1, which is false with our definition of throughput as we wimopreviously on an
instance. We need to clarify what is the throughput of a LIBteyn. If we assume
that the throughput is computed without taking into accdahetback-pressure, then
the previous statement about the DAG is true. However, dihbehas relay-stations
with bounded capacity of 2, such definition of throughputi®aerestimatiorof what
will be the real and effective throughput of system. Lack lafce capacities (or relay-
stations in LID case) may cause potential slowdown, as we bBaglained previously.

4 Capacities and throughputs

As said above, the maximum achievable throughput is boubgete ratio%g

but may be slower because of lack of place capacities. Irstiison, we detail such
maximum throughput taking care of place capacities. Negtpvovide our algorithm
to compute for each place its capacity, in order to achieveimam throughput while

minimizing the global number of capacities introduced.

4.1 Maximum Throughput with Given Capacities

Definition[2 introduces necessary notations. Thedrem Swallim compute the exact
system throughput, with respect to its capacities.

Definition 4 (Complemented graph)

If G = <9\[, P, Mo, L, K> is a connected timed marked graph with finite capacities, the
complemented grapy’ = (A", ', Mg, L") is its equivalent with complementary arcs
and no capacities such that:

N = N
P = PUP
Vpe®, My(p) = Mo(p)
andMy(p) = K(p)—Mo(p)
Vpe®, L'(p = L'(P)=L(p)

In order to shorten notations, we write in the sequéf’) or L' (C) of a circuit C
(resp. Mg (C) or Mg (C)) the sum of its place latencies (resp. initial markings)r Fo
instanceMo (C) = ¥ pec Mo ().

Theorem 5(Maximum throughput)
LetG = <9\[,£P, Mo, L, K> be a connected timed marked graph with finite capacities,

INRIA
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and G’ = (N, ?',Mg,L") its complemented graph. The maximum reachable through-
putd(G) of G is:

_ Mp (C) )
0(G)=min | —2—""—1
6= m0 (et
Proof. The rated (n) of a noden is usually defined by:

. i
o) = lm =5
whereT, (i) is the elapsed time up to th# firing of n. For each circuitC, each node
cannot be fired more than once per instant; that is toisayl, (i). So the global
throughput is at most 1, and we ignore the case wW§reC) > |C|+ L' (C).

We now considet with M; (C) < |C|+L' (C). A Marked Graph can be ultimately
periodically scheduled with the ASAP firing rule. And as niened earlier, all firing
rules are compatible with the ASAP one. Then, we can regtietstudy on a single
period. The minimum time for a token to go roudds |C|+ L' (C). This sum of all
nodes and places latenciesdris the period length. Over a period, so that each token
go round the circuit, each node is firdt} (C) times (cf. Lemmdll and Theordth 3).

To summarize, the rate of a circuitis:

. Mg (CO)
8(C) =min (7|C|JSL’(C)’1)

Sinceq’ is the complemented equivalentgfand G is a (possibly acyclic) connected
graph,G’ is strongly connected because of complementary places @ad=0(G’).
The throughput of a strongly connected graph equals theofate slowest circuit (cf.
Theorenth). O

4.2 Required Capacities for Optimal Throughput

Additional capacities may be required in order to reach thaximum throughput.
Number and positions of such capacities can be computedtiétfollowing Integer
Linear Program (ILP):

i K
min 5 K (9

with for all circuit C in G’ such thatC contains at least one complementary place:
Mo (C).- (Gl +L' (&) = Mo(Go)- (ICl+L'(€)) = 0
and forallpin P:
K(p) =2

where ( is the “latency-critical” circuit (without taking capai@s into account) M
andL’ are defined in Theoref 5.

As stated previously, the maximal throughput of the grapthésthroughput com-
puted on its complemented equivalent. If there is a slowdowthe system, it is
caused by a circuit passing through at least one complemygpitece, that is to say a
place where back-pressure shrinks the effective througHhptuitively, the ILP states

RR n° 6919



10 Boucaron & Coadou & de Simone

that we want to minimize global capacity count for FIFOs untie following set of
constraints: for each circuf having at least one complementary place, we can add
further capacity until we reach the maximal throughput af thraph. We seK (p)
greater or equal to two, so that general LIP properties ajijly

Previous inequations can be slightly modified if we want taimize the number
of capacities to reach (if possible) a specified througpdthen,M{ (&) and|Ce| +
L' () can be replaced byl andL respectively, such th&= M/L.

Such ILP formulation is also interesting to introduce coaists on capacities.
Because of blocks placement and routing, it is not alwaysiptesto add more ca-
pacities to a single place at a given location. One can addt@nts of the form
K (p) < Kmax(p), for example.

4.3 Algorithm

Now, we provide the algorithm to compute minimum capacitie®ach place in order
to achieve maximum throughput of the system.

1. Compute maximum throughput on thet-complemented
graph using for instance Bellman-Ford algorithm (or Yergogithm [18] since
we do not have any negative circuit).

2. Build complementedraph.

3. Enumerate all directed circuits having at least one cemphtary arc in theom-
plementedyraph. We use a modification of Johnson'’s algorithm [14] Haaes
some memory: to detect circuits this algorithm uses a cldepth-first search
algorithm. Once a circuit is found, we check the previousctrral criterion.
We can optimize this further, in case of LID, we remove simgleuits com-
posed of an arc and its complementary one. LID assumes thia if at most
one initial token per place, thus such circuits have a thinpug of one. The
modification of Johnson’s algorithm is straightforwarddaemove at Ieaﬁt?\[\
circuits from potentia| A(|! circuits.

4. Build and solve previous formulation of the ILP.

The LID optimization is due to the fact that places will havebie expanded to
match LID requirements. Relay stations are separated by latencies of at most
one, so places with latencies of two or more will have to beaexied|[15]. A general
example of expansion is given in Figlite 5.

Thus, a place of latencyL (p) will be synthesized as a row &f( p) relay stations,
with a total capacity of R(p), plus the inner registers of wrappers (since node latencies
are unitary). A cycleC composed of a placp and its complementarg will have a
throughput of:

_ My(€)  Mo(p)+K(p)—Mo(p)
O ICl+L(C) 2+2L(p)

_2+42L(p) _

T 2+2L(p)

That cannot shrink the global throughput which is at mostétpone. Thus, we can
remove safely all such simple circuits.

INRIA
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m-— 1 nodes
mplaces

nnodes
n—1 places

Figure 5: Latency expansion.

5 Equalization

In this section, we recall thequalization procesmtroduced in[[3], and we present a
revised one in order to minimize the number of added placks.efjualization process
is an algorithm that adds as much as possible places in tpé graile maintaining the
throughput of the system. The addition of such places givelsiat where there is a
positive slack, so that the designer can add more pipelageés) while ensuring the
same performance of the whole system. Also, such positaekstan be used to post-
pone an execution, in order smoothdynamic power and flatten temperatine-spots
that are critical for leakage power (leakage power is exptinkewith temperature).

5.1 Standard Equalization
The equalization process is built using ILP. The algoritharks as follows:

« Compute maximum throughput of ttemplementedraph.

« Enumerate all circuits (using in our case Johnson’s allgori14]): circuits are
used to build constraints between places that can be shgreblor more cir-
cuits.

» Build and solve the ILP.

The ILP formulation is of the form:

max z a(p)
pEP

with the constraints that for each circiitin graphg:

(1G] +L(G) Mo (€) — Mo (o). <|C|+L<c>+ 3 a(p)) >0
peC

RR n° 6919



12 Boucaron & Coadou & de Simone

and the following bounds for each plape
a(p) =0

wherea(p) are latencies added to each place

Intuitively, the ILP states that we want to maximize the nemaf introduced la-
tencies on each place (arc) while ensuring for each cirbait its throughput will be
at least as fast as the throughput of the system. Dependelations exist between
circuits throughsharedplaces (arcs) that is why we need to enumerate all circuits.

We use ILP for its versatility to introduce new constrairdssuit a given need:
for instance, a designer run the equalization process ae ik a set of arcs he/she
does not want any additional latency, such modification isedguickly on the ILP
formulation.

5.2 Revised Equalization

This revised equalization is a variant of standard equidinahat minimizes added
latencies, using arcs shared amongst different circutie. odification is straightfor-
ward; it consists in introducing a weight for each arc in thevipus formula that we
want to maximize.

The function to maximize is:

max ) w(p).a(p)
pe?P
wherew(p), the weight associated to the arc, is simply the number afiwences of
circuits it belongs to. The set of constraints stays unchdng
Correctness criterion: both standard and revised equiizhave the same opti-
mum value. The underlying intuition is has follows:

 Letus assume that there is no circuit sharing the same/plac& hen the weight
equals one, we have the same sum to maximize.

* Now, let us assume that there is a set of circxgharing a place/arc, and we can
add 1 latencies on each circuits. In the standard equalizatie attempt to put
at different locations in order to maximize the gain, so wé add x latencies.
However, in the revised equalization, if it is possible taladlatency to this
shared place/arc, then we will add it. In both cases, we \ailleithe same gain
X.

6 Discussion

Johnson’s algorithm  One of the building block is Johnson’s algorithm, enumeuati
all elementary circuits. This algorithm and different aaris are used for all of our
algorithms. This algorithm has been implemented using BGoaph Library [1¥] and
C++. As detailed in Johnson’s seminal papel [14], worst cgaphs for enumerating
all circuits are complete graphs, in such case the numbérafits is huge, up t¢9\[\ L
But, in real-life such complete graphs are not usual. In@@hlve provide experiments
for complete graphs, run on an Intel Xeon 3Ghz, 8GB RAM, Lin6%, gcc4.3.

Memory is of course an issue in a such case. We have implethanviariant of the
algorithm just to enumerate circuits on-the-fly. We haverbesgle to enumerate around
10 circuits; run time of such experiment is about 5 to 6 dayss klso possible to
parallelize the algorithm, using a parallel depth-firstreba

INRIA
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Table 1: Enumerating circuits of complete graphs
| #circuits | # nodes| Time (s) | Memory (MB) |

125673 9 0.170 20
1112083 10 1.730 190
10976184 11 17.0 1600

Table 2: Number of added latencies by standard equalizatioavised one
Examples | Standard | Revised | %
(latencies)| (latencies)

Simple DAG 9 7 -22
No Share 14 14 0

Shared 14 7 -50

Test4 45 27 -40

Throughput w.r.t. capacities We have structurally characterized the capacity bottle-
neck, for the maximal theoretical throughput, as circuitstaining at least one comple-
mentary place. We use this structural hint to implement ficieft variant of Johnson'’s
algorithm that enumerates only circuits having this presiproperty. As we said, the
number of circuits can be huge, up [@&(|!; we reduce memory requirements ot |
circuits in such a case. This helps the ILP solver (in our tgsmlve) to ramp up a bit
more. Notice that we used a notation of the foui+ L (C) throughout the paper to
mention latencies. This is due to the fact that we have swgupibat the execution of a
pearl takes one clock cycle, in order to match early LID impdatations. This can be
modified if one suppose combinatorial pearls (null firingetaty), or integer latencies
as well.

Equalization Both equalization algorithms have been implemented usiegipus
Johnson’s algorithm implementation and the ILP enginedjve. TabldR shows re-
sults of both algorithms. The worst case for the revisedrélym is when there is no
circuits share places. Then both standard and revisedtidgonave the same solution.
Figure[® depictIest4 As shown in the right strongly connected component, we have
hierarchy of circuits with shared paths. In this case, thésesl equalization algorithm
is much more efficient.

7 Conclusion

This papers introduces an algorithm to compypéimal FIFO sizes while maintaining
maximum achievable system throughput, in case of singlekdgnchronous systems,
interconnected with fixed integer latencies.

We establish the link between such synchronous systems ankeiGraphs (MG)
with bounded-capacity places. After, we briefly recall tesabout throughput of MGs
with unbounded capacity places. Then, we recall a simpletral transformation to
convert a MG with bounded capacities into a MG with unbounchghcities: for each
place, itintroduces a neeomplementarplace in reverse direction, with an appropriate
marking. This creates a circuit between the initial placd e complementarpne
that ensures the capacity constraint of the initial place.
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Figure 6: Screenshot of example Test4, designed with olir too

This graph transformation enables a simple structura¢igon to find out circuits
causing throughput degradation, because of bounded Flpéxites: circuits with at
least one complementary place. We provide a variant of dotimalgorithm using this
criterion to enumerate only such circuits. After, usingyioeis algorithm, we provide
an algorithm using Integer Linear Programming to compuéeattimal size of each
FIFO. Hence, we obtain the maximal throughput while miningzthe sum of FIFOs
sizes. We also provide an additional simple structurakédon in case of Latency In-
sensitive Design (a specific case of MG with bounded capatiiges). This allows to
remove more unneeded circuits: we describe an algorithngukis additional crite-
rion.

Next, we briefly recall theequalizationprocess. This algorithm inserts in the sys-
tem as much latency as possible, while maintaining its maxirachievable through-
put. This provides hints where a designer can add furthezlipip stages without af-
fecting the system throughput. It also enables to deferwgi@tof some parts of the
system, in order to minimize dynamic power peaks. We proeaidevised equaliza-
tion process that globally minimizes the sum of such latescit showdestlocations
where to re-pipeline the design with minimum impact on area.

We apply our results on Latency-Insensitive Design (LIRJ, &uch results are not
limited to LID and can be used in Network-on-Chips, and offedds.
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