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Interopérabilité entre regles métier utilisant
I'Ingénierie Dirigée par les Modéeles

Résumé:L’'Ingénierie Dirigée par les Modeles (IdM) estlise de plus en plus dans plusieurs
applications. Nous présentons dans ce rapport xmérience menée dans le cadre d'ILOG, un
leader dans le développement des systémes dergdsticegles métiers (SGRM). Les SGRMs

permettent aux utilisateurs d'automatiser leurgigoeés métier. Il existe un nombre croissant de
SGRMs supportant différents langages, mais l'irgérabilité entre eux est trés limitée, voir

inexistante. Dans ce rapport, nous présentons ppeoehe basée sur I'ldM pour permettre

l'interopérabilité entre langages des regles; nstlation a été implantée et testée sur différents
SGRMs. Le succés de l'expérience a conduit au dgwpement d'un nombre important de

transformations de modéles. Aux méme temps, cetfgreence a montré des nouveaux

problemes relatifs a la gestion d'un nombre élewénddéles et d'autres éléments logiciels.
Nous examinons [l'utilisation de fagon positive ddM dans ce domaine, mais également la
nécessité de prendre en compte la complexité gté générée.

Mots clés: Ingénierie Dirigée par les Modéles, transformatiate modeéles, régles métiers,
SGRM, interopérabilité
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Industrial-strength Rule Interoperability using MDE 3

1 Introduction

In 2000, the OMG [23] (Object Management Group)pmsed a new model-based vision for
the development and maintenance of software sysfEnasinitial idea was to capture platform
independent business models with modeling langusigels as UML and then to map them on a
given platform language (Java, C#, etc.) with talp lof automated transformations. Since then,
Model Driven Engineering (MDE) has considerably dutened its application area and many
new applications currently fall in its scope. Theeodiscussed here is related to language
bridging, a central issue in companies like ILOG.

This paper describes an experiment to apply MDBrtieges to the field of Business Rule
Management Systems (BRMS). The experiment was abeduover one year within an
industrial environment (at ILOG Company), with & eé open source MDE tools previously
built at INRIA (the AMMA tool suite [22]).

The field of BRMS is characterized by a number afmative, open source, or proprietary
systems and languages (ILOG JRules [12], JBossI®1{d8], Fair-Isaac Blaze Advisor [7],
etc.), allowing the expression of various solutide@sbusiness problems at a high abstraction
level, but with heterogeneous sets of capabildied languages. Going from the initial problem
(e.g., UML to Java translation) to a more generabfem of DSL (Domain Specific Language)
to DSL translation is an important step that westhin this industrial case.

Rule Interchange Format (RIF) [27] and ProductianieR Representation (PRR) [26] are
two standard proposals respectively developedea¥MBC and at the OMG aiming at providing
a level of standardization to the domain. But theseessary initiatives are either not ready (or
approved) or only covering a share of the BRMS Usggs.

The question to answer in the project was thus talbich help - if any - MDE could bring
to provide interoperability between BRMSs. A fitghited experiment had been conducted
before to bridge normative business rule langu@besThough our project has a much greater
size and complexity, the former has provided ushiitspiration and reasonable hope for
convergence.

Our goal was to take projects of the source BRM®@I3) as input and to automatically
produce ready-to-use projects in the target BRMEBOG JRules). We developed two
interoperability tools (i.e., bridges): a reasogadimple one from DRL (Drools Rule Language
[15]) to IRL (ILOG Rule Language [12]), and a mutiere complex bridge that takes IRL rules
as input and that generates Business Rules wiittehe ILOG “Business Action Language”
(BAL) [12].

The experiment was much broader that typical oreattransformations, because we had a
higher number of artifacts that should be produged., different kinds of project or control
files). In particular, two major issues have riseinst, we had to do an inventory of all artifacts
and to create all the operations/transformationsréaluce them. Second, we had to coordinate
their execution in a coherent flow. We describe dperations that we created, and how they
were composed to handle these issues.

To summarize, the major contributions of this paper the following. We report on an
experiment that included a complex MDE architecemeompassing a large number of input or
output artifacts and operations — no less than tiwenfor developing bridges between two
BRMS. We focus on the definition of the operatiamsl on the coordination of their execution.
We apply our solution to different projects, goiingm standard business rules benchmarks to
real-life interoperability project.

This paper is organized as follows. Section 2 Hgpiecalls the basic principles of MDE and
presents the tools used in the experiment. Seétiotroduces the field of BRMS and presents
the general architecture of the two main BRMS usetthe experiment. Section 4 presents the
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4 Didonetet al.

interoperability solutions that have been develoggelction 5 describes the lessons learned.
Section 6 concludes.

2 Model Driven Engineering

The primary software artifacts of the MDE approacé models, which are considered as first-
class entities. These models may be defined usiegOMG standards (e.g., UMLJle facto
standards (e.g., Eclipse Modeling Framework [16])may even be other kinds of artifacts like
programs (e.g., Java, C#, SQL), XML documents, litetas, etc. Every model conforms to a
metamodel (or grammar, or schema), which defireeahistract syntax. One of the most common
operations applied on models is transformationctvitionsists in the creation of a set of target
models from a set of source models according toipeules.

Recently, a convergence between MDE and DSL engimgebas been observed [22]. There
was previously a strong focus on a small numbeelatively large general-purpose metamodels
(e.g., UML). But, an increasing number of smallenin-specific metamodels are now being
defined and used. Additionally, MDE techniques a@ls® being used to represent existing DSLs.
n this new MDE-DSLs combined approach a languageypscally captured as a set of
coordinated models. There are three main elemersisch a set:

* A metamodel represents abstract syntaxas a set of domain concepts and relations
between them.

A concrete syntaxis defined by a model specifying concrete repredgms for
metamodel elements. This notably applies to viara textual (e.g., context-free,
XML) syntaxes. A given language may have severatoste syntaxes.

* The semantics of a language may be encoded imsfdranation from its metamodel
(i.e., abstract syntax) to another metamodel, wisemantics is known (e.g., state
machines, Petri nets). Other kinds of definitiores/ralso be used.

This list may be extended as appropriate in ordeiake into account other aspects of a

language. These may in turn be captured as mddmtsformations, or both.

A modeling platform generally offers languages dodls that support the definition of
abstract and concrete syntaxes, as well as tranafms. The experiment presented in this
paper is based on the AMMA [22] modeling platformatt we are developing. The three main
tools offered by AMMA are the following;

e KM3 (Kernel MetaMetaModel) [18] is a simple and expies metamodel

specification language (i.e., a metametamodel$. Uised to define abstract syntaxes of
DSLs.

e TCS (Textual Concrete Syntax) [17] is a bidirectionaapping tool between
metamodels and grammars. It is able to perform bethto-model (injections) and
model-to-text (extractions) translations from agénspecification. TCS is used to map
context-free concrete syntaxes to metamodels.

e ATL (AtlanMod Transformation Language) [19] is usedetgpress model-to-model
transformations. ATL has a development environnigegrated into Eclipse.org [16],
which notably includes a textual editor, and a dgjewn. ATL transformations are
notably used to translate from one DSL to another.

There are several other tool suites similar to AMk&Ag., Epsilon [20] or oAW [24]). The
closest one is 0AW, which is also available on Hudipse.org platform. AMMA and oAW
share the same model-centric vision and only ddfesome implementation choices.

In this work, we use the AMMA platform in order tepresent existing business rules
DSLs, and to define transformations between them.

3 Business Rule Management Systems

A BRMS [25] is composed of several components stpupthe definition, management, and
execution of business rules. Business rules ardlyrans evolution of production rules [8] — an
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Industrial-strength Rule Interoperability using MDE 5

established A.l. technique — used to enable businsers to automate policies. The rules are
written in Domain-specific declarative languagesiase as possible to the application domain
and terminology. The technical details of the rudesl application are hidden by a “business-
level” front-end close to natural language.

This enables the policies owners to create and geattee rules by themselves with little to
no support from software developers. Being largedependent from IT, the business users can
react almost immediately to most policies changgsatdding, removing, or changing rules.
Well-formalized processes guarantee that new oriffeddrules are well managed and have
little to no risk of breaking the application logic

Rule authoring components are key elements in BRMfy provide facilities for rule
editing and maintenance. They act directly on theiress rules produced by the rule
developers.

In this section, we first present business rulé®nl we zoom into the two BRMS studied in our
experiment, focusing on the business rules.

3.1 Rules

The rules are written in domain specific languagebjch may have different levels of
abstraction. In this section we present an overgthwusiness rules.

3.1.1 Production rules

Production rules (or simply rules) are more and eanosed to help business organizations
automating their policies, providing propertiesisas reliability, consistency, traceability, and
scalability. The rules are mostly madelbfThen statements (as shown in Figure 1) involving
predicates and actions about sets of businesstsbjec

Rules variables are bound to objects of a certgia;twhen the condition part recognizes
that a set of objects satisfies its predicatesatti®on is triggered.

r ul e applyDiscount {
when {
?c : Customer (status == "Gold" );
}
then {

?c.applyDiscount (20);
}
}

Figure 1. A simple production rule

3.1.2 Business rules

Compared to earlier rules languages such as thinae@PS5 [8] intended to be used by
software developers or knowledge engineers, thnéss rules approach is an attempt to bring
the power of rules programming to business usdlmgito automate business policies.

The business rules are expressed in a language thosatural language that can be
understood and managed by “business analysts”. Hustess-level language is compiled into
a lower-level technical language (such as the anéigure 1); the (not so) simple ‘production
rules’ semantics remains unchanged.

The “Business Layer” is composed of additional miedipporting the definition of the
rules (see Figure 2).

* A Business Object Model (BOM) defines the classgmesenting the objects of the
application domain. A BOM is in fact a simplifiecitology defining the application
classes with their associated attributes, predicated actions.

* A Vocabulary model (VOC) defines the words or pbeassed to reference the BOM
entities.

RR n°® 6747



6 Didonetet al.

A Business Action Language (BAL), close to natulahguage, which uses the
elements of the VOC to build user understandabiésysuch as “If the customer status
is GOLD, apply a 20% discount”.

The business object model and vocabulary are dkfman early stage of the project, and their
projection on an executable layer. The executadbterlis composed of the eXecution Object
Model (XOM) and of the technical rule language -ahitis implemented by the IT specialists.
Figure 2 illustrates how the BOM is implementedthg XOM (typically a set of Java or C#
classes), and how the business language is comfilettie technical rules language. The
technical rules are applied to the XOM objects.

references

Business
level
implemented by ‘ implemented by
A\ 4 A
Execution applies to Technical
level XOM
eve rule language

Figure 2. Different layers of production rules

3.2 Drools

Drools is an open-source BRMS part of the JBosadation. Its rules language is called DRL,
for Drools Rule Language [14]. Though Drools haerely introduced some sort of macros for
defining business friendly rules, we have been dowu our work on the technical rules
language, as illustrated in Figure 3.

rul e "approve"

when

not Rejection ()

$policy : Policy ( approved == false )
t hen

System . out . printin  ("approve" + $policy . getPrice ());
$policy . setApproved (true);
System . out . printin  ("Policy approved" )
end

Figure 3. Example of a rule in DRL

3.3 ILOG JRules

JRules is the product developed and marketed blLi©supports the two different levels of a
full-fledged BRMS: the technical level targetedsaftware developers and the business action
language targeted at business users. They aréedeb@iow.

3.3.1 Technical rules

The technical rules of JRules are written in IREgsan example in Figure 4). The complete
specification of IRL may be found at [13]. Considee rule illustrated in Figure 4. The rule has
the same semantics as the DRL rule presented urd=ig, and the rules’ structures are very
similar.
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Industrial-strength Rule Interoperability using MDE 7

rul e approve  {

when {
not Rejection ();
?policy : Policy (approved == false);
then {
out .printin ("approve" +?policy.getPrice 0));
?policy.setApproved (true);
out .printin ("Policy approved" );

}
}

Figure 4. Example of a rule in IRL

3.3.2 Business Action Language

The Business Action Language of JRules hides impigation details of IRL, allowing
business analysts to concentrate on the busingss [Bhe equivalent rule for the previous
examples (Figures 3 and 4) is shown in Figure 5.

definitions
set 'policy' t 0 a policy
if there is norejection and 'policy' i s not approved
t hen
print "approve:" + the price  of 'policy'
make it true that 'policy' i s approved
print "Policy approved”

Figure 5. Example of a rule in BAL

IRL and BAL are independent languages in JRules, @ach one has its own schemas,
syntax, and editing facilities. JRules providedthnitranslation from BAL into IRL, but not in
the opposite direction.

3.3.3 Business Object Model

The Business Object Model (BOM) is mapped to thecakion objects that support the actual
application data. In the simplest cases, the BOMmautomatically extracted from the classes
definitions in Java, C# or XML-Schema. For instgritéhe execution objects are Java objects,
the business model will define one BOM class peaddass. We illustrate in Figure 6 the BOM
of the Policy concept used above. The origin priypadicates the source used for extraction.

property origin "xom:/Input/Policies-xom"
public cl ass Policy {
publ i ¢ boolean approved
publ i c void setApproved(boolean argl)
publ i ¢ void setPrice(int price) ;
publ i c float getPrice() ;
publ i ¢ Policy O);

Figure 6. BOM for the Policy business object

Note that the design of the BOM of JRules has begpired by the Java syntax, thus the
main structure looks like the declaration of a Jaless. However, the BOM may provide
additional information, such as the origin of tHasses, the specification of the domains and
annotation properties (not shown here).

RR n°® 6747



8 Didonetet al.

3.3.4 Vocabulary

The vocabulary (VOC) defines a text file with a tolied vocabulary that “closes” the rules
syntax on a fixed set of allowed words and fragment

An excerpt of the vocabulary of class Policy iswhon Figure 7. For instance, the
verbalization of classPolicy is policy. Then, the attributansurancePriceis mapped to
“insurance price of {this} The {this} token indicates the calling object.

Pol i cy#concept . | abel = policy

Pol i cy. appr oved#phrase. acti on = makeit {approved } that {thi s} isapproved
Pol i cy. appr oved#phr ase. navi gati on= {thi s} is approved

Pol i cy. pri ce#phrase. acti on= set the price of {this} to {price }

Pol i cy. pri ce#phrase. navi gati on= {price } of {this}

Figure 7. Vocabulary with the terminology of thePalicy class

The business rules editor proposes only the valichd while a business user creates or
modifies a rule.

3.3.5 B2X and project files

The “Business To eXecution” model (B2X) describesvtthe logical elements represented in
the BOM are actually mapped to physical data sirest (XOM), i.e., it is used when there is
not an implicit 1-to-1 mapping towards Java, C&KbiL. Thus, the application developer might
add new B2X constructs to specify the way the nB®@M elements are implemented with the
target programming language.

For instance, consider we need to callreert method to add a new object in the memory,
which is a common scenario. However, the BAL doest provide a built-in vocabulary for
insert. The solution is to create a new “virtualtthod in the BOM callethsertAction which
takes gava.lang.Objecias parameter (see Figure 8). A verbalization éated as well. When
the corresponding method is called in a busindss tle engine executes the expression “insert
(object)” (the target language is Java).

<method>
<name>InsertAction</name>
<parameter type = "java.lang.Object"/>
<body language = "java">
insert (object);
</body>
</method>

Figure 8. B2X mapping

A JRules application has an additional projectfileuleproject (RP) — which specifies the
project parameters, the folder where the rules,Bfd&1 and the vocabulary are stored and a
URL.

4 Rule interoperability

Our solution applies MDE techniques to achieveroperability across BRMS. As already
stated, the central concept in a BRMS is the rahgllage. For that reason, our main goal is to
transform a set of rules of a source BRMS, int@aecutable set of rules (and associated files)
of a target BRMS.

The architecture follows the usual MDE patteémect, transform, extract, and relies on
core MDE practices and technologies (see sectipD@nain Specific Languages (DSLs) [22],
metamodeling [22], model transformations [19] andjgctions across technical spaces (i.e.,
injections and extractions) [21].

In our scenario, we have two complementary objestitranslating a set of rules in DRL
into IRL and translating IRL into BAL. We first pdoice the IRL rules from the DRL ones, and
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Industrial-strength Rule Interoperability using MDE 9

then we produce the BAL rules from IRL. In order@ve a complete and ready-to-run JRules
application, it is also necessary to produce theakalary, the BOM and the project files. This
has led to the definition of several operationsg,amdy a single model-to-model transformation.

The existence of several interacting artifactsemisvo major issues. First, we have to
discover (and to develop) all the required operatiGecond, we have to connect them (and in a
correct order) to be able to define an automaiubger.

First, we present the model management operatlmiswie have defined. Then, we show
how the operations are connected through the eecot chains of transformations.

4.1 Model management operations

The bridge is composed ofventy fouroperations (as shown in Figure 9). The operatames
identified by an initial letter depending on thaegory, plus an integer increment. The labels
indicate the kinds of artifacts that are produdedinstance, a BOM model, or a BOM file. The
operations are categorized below.
« External (X;): any operation implemented prior to the developimaf the bridge. For
instance, the generation of BOM and VOC by JRulesifthe Java classes.
* Injection (1;): injection of the input textual files into a mddEor instance, the input files
for DRL, BOM, VOC, and optionally IRL.
« Transformations (T;): the model transformations; they come in diffeérgpes.
o Refactoring: endogenous model transformation for DRL and IRL.
o Augmentation: growing endogenous model transformation for BOWDC, B2X,
and Rule Project.
o Translation: exogenous model transformation for DRL to IRLLIR BAL and
BAL to BRL.
o XML-ification : a special kind of exogenous model transformatooard XML,
for B2X, BRL and Rule Project.
» Extraction (Ey): toward ad-hoc files for IRL, BOM, VOC and BALnd toward XML for
B2X, BRL and Rule Project.

———x1 X2
Execution) - '>‘BOM|‘ ----

classes
12
BOM
DRL T5
11
T1
DRL DRL
T2 T4 T8 E5
T3 r]—P[ RP XML }—>| RPJ

IRL

e > o [] ()
Legend: JRules Injection Transformation Extraction File Terminal
operation model

Figure 9. DRL - IRL - BAL complete process

An operation has the following signature:

<Mour1: MMoyry, ... » Moytm: MMgymim> =
T[TSour TSN <M ing : MMy, «ov s Mn - MMine>).
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10 Didonetet al.

T is the operation name; [ES-TSn] are markers used to indicate the output and input
technical spaces. For instance, when injectingaaé file into a model, we mark the operation
with [MDE-EBNF]. These markers are optional and am used when specifying model
transformations in the MDE technical space.

<M1 - Mine> are the set of input models (n >= 1); the inpotels conform to the input
metamodels <MM; - MM >; the input metamodels may be equak¥l - Moyt iS the set
of output models (m >= 1); the output models comfdo the output metamodels <M, —

MM oy,

4.1.1 DRL to IRL operations

This bridge produces an ILOG JRules project inclgdiules written in the IRL language from a
set of files written in DRL.

The KM3 metamodels are based on the online spatidic of Drools and JRules
(respectively expressed as XSD schemas and EBNEiat For the sake of maintainability,
we chose to create the metamodel elements stidkirlge original specifications. Still, in the
Drools case, we need to refactor the KM3 to take iccount the nested nature of XSD
schemas. The bridge has five operations.

drl; : DRL = I11[MDE-EBNF] (drl : DRL) Q)
drl, : DRL = T1 (drh : DRL) 2)
irl; : IRL=T2 (drl, : DRL) 3)
irl, : IRL = T3 (irly : IRL) (4)
irl : IRL = ELJ[EBNF-MDE] (irl , : IRL) (5)

The first operation(1) parses the textual file (conforming to the EBNFngnaar of DRL)
and it produces as output a model conforming tdRé& metamodel.

However, there are a few DRL expressions that atenatively supported by IRL. For
example, DRL conditions might be connected by @GR predicate — such as inndt
Rejection () OR Policy (approved == false)” — which is not possible in IRL. Instead of
handling these kinds of expressions in a singlastmmation, we first run an endogenous
refactoring transformatio(R) that takes a DRL model as input and that prodace=factored
DRL model.

Then, we translate the refactored DRL model intolRb model (3). The IRL model is
refactored as we(d), for instance, to rename the variables that ugevdeals.

The separation in two transformations enables pleeification of a relatively simple “DRL
to IRL” transformation. These kinds of refactoriraye typically formed by expressions that are
not frequently used, thus it is possible to sk§péekecution in order to improve performance.
Finally, the IRL models are extracted into the Ifités (5).

4.1.2 IRL to BAL operations

This set of operations produces an ILOG JRuleseetancluding rules written in the BAL
syntax. As this bridge is far more complex than phevious one — it includes additional input
and output models, such as the BOM, the VOC an@&he

We have created five KM3 metamodels, for the BOMDG/ BAL, B2X and project files
(RP), and three TCS schemas, because only the BN, and BAL have a concrete textual
syntax. The BOM and the VOC models are relativétypte. So, despite the lack a formal
specification, we have been able to create themuatals by testing successive alternatives in
the JRules editor. The B2X and RP metamodels h&eady an Ecore specification. The
definition of BAL has been quite challenging, besmBAL is essentially a composition of
small fragments of free text.

INRIA



Industrial-strength Rule Interoperability using MDE 11

The bridge is a composition of twenty (20) openadioThey follow the sample principle of
the previous one: injection of the input files,feiient sets of transformations and extraction of
the output models.

bom : BOM = X1 (java : JAVA) (6)
voc : VOC = X2 (bom : BOM) @)
bom : BOM = I2[MDE-EBNF] (bom : BOM) (8)
vog : VOC = I3[MDE-EBNF] (voc : VOC) (9)
irl , : IRL = 14[MDE-EBNF] (irl : IRL) (20)

The first step in the bridge is the generationhef YOC and BOM {6), (7). Though these
operations could be defined using model transfdomat we rather use the existing facilities
provide by the JRules API, because it has beenlyigeed and tested. Then, the generated
files, plus the input IRL files are injected intmdels -(8), (9), (10).

Note that(10) is optional when the whole DRRIRL->BAL bridge is executed, avoiding an
extra injection.

bom : BOM =T5 (bom1 : BOM, igl: IRL) (12)
vog : VOC=T9 (bom: BOM, vog : VOC) (12)
bom : BOM = E2[EBNF-MDE] (bom: BOM)  (13)
voc : VOC = E3[EBNF-MDE] (vog: VOC) (14)

However, the initial vocabulary is not always coatpl For instance, BAL does not natively
supportinsertor retractactions andor, while andif statements.

We augment the vocabulary and BOM(11), (12) - to support these primitives. For
instance, we add a virtuéhsertAction method, with a verbalizationirsert object X The
augmented models are extractgd3), (14) - overriding the initial generated files.

b2x : B2X=T6 (bom: BOM) (15)
rpy: RP =T4 (irk : IRL) (16)
b2x_xmj : XML = T7 (b2% : B2X) a7
xmb : XML = E4[XML-MDE] (b2x_xmj : XML ) (18)
rp_xmk : XML =T8 (rp; : RP) (29)

xmh : XML = E5[XML-MDE] (rp_xmi : XML ) (20)

A B2X mapping model is produced with all the newtwél methodg15). The project files
are produced from the input IRLL6).

However, the project files and the B2X mappingsxdbhave a concrete textual syntax, i.e.,
they are saved in a specific XML format. We firsbguce an XML model (XML-ification),
conforming to an XML metamodel (17), (18). Then, the XML model is extracted into and
XML file - (19), (20). Another option would be to create a single exinacoperation for each
model. We choose a two-step approach to be alveute the final XML extraction.

bal; :-BAL=T10(irl,: IRL, bom :BOM, vog :VOC) (21)

bal : BAL = E6[EBNF-MDE] (bal : BAL) (22)
brl, : BRL = T11 (bad : BAL) (23)
brl_xmk : XML = T12 (brk : BRL) (24)

xmk : XML = E7[XML-MDE] (brl_xm} : XML ) (25)

The central operation of the bridge is the tramsfgion of the IRL models into the BAL
models(21). The transformation must search the correspondipgessions in the BOM and in
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the vocabulary. Once the verbalization is found tmadsformed into the correct expressions
(e.g., arithmetical expressions). Though the dearakmt of this transformation has been quite
challenging, we do not describe further detailgofmplementation, since it is out of the scope
of this paper. The BAL models are extracted in&irttextual formaf22).

However, the BAL rules are encapsulated into oneen¥diL format, called BRL. Thus, the
BAL rules are transformed into BRR3), which is in turn XML-ified -(24), (25).

4.1.3 Measurements

The development of all the KM3 metamodels, TCSnigdins and transformations required
considerable work. We provide some quantitativerimiation below. Table 1 presents the size
of the KM3 metamodels and TCS models.

Table 1. Size of KM3 and TCS of the main DSLs

TCS size KM3 size
BOM | 260 lines, 21 templates 102 lines, 21 classes
VOC | 235 lines, 16 templates 100 lines, 18 classes
DRL 654 lines, 98 templates 520 lines, 102 classes
IRL 1135 lines, 179 templatels 946 lines, 185 classes
BAL 986 lines, 191 templates, 935 lines, 194 classes

n

Table 2 lists the size of the two main transforovai one refactoring, two set of helpers,
and two augmentation transformations. The sizehefIRL2BAL transformation indicates the
increase in complexity when dealing with modelg tra close to natural language.

Table 1. Size of the transformations

Transformation size

DRL2IRL (T2) 1005 lines, 61 rules
DRLRefactor (T1) 1412 lines, 81 rules
IRL2BAL (T10) 2396 lines, 90 rules

BOM augmentation (T5) | 677 lines, 32 rules
VOC augmentation (T9) | 778 lines, 31 rules

4.2 Chaining and parameterization

The correct chaining of transformations is a kegtda of success of the project, because the
bridge must be easy to configure and to run, aatvey several input and output models. An
operation cannot be fired until all its parametars loaded. Consequently, the dependency
relations shown in the schema of Figure 9 musebpeacted during the execution.

We use the AM3 [3] tool to create scripts that execchains of transformations. AM3
provides a set of Ant tasks [4] integrated with Bwipse environment. Ant is a widely used tool
to automate different tasks, such as compilatida, dopy, and others. AM3 provides three
model management tasksad, transformandsave The use of AM3 enables a rapid integration
with the Eclipse platform, without the need to catiead-hoc application.

Consider the DRL to IRL bridge. The operations thete been defined take a fixed number
of models/files as input and they produce a fixathber of files/models as output. However, a
typical BRMS has hundreds or thousands of rulesisTlthe operations must be executed
several times, and the files must be created irctingect folders. We illustrate below a simple
script (using pseudo-code) that performs the toandtion of several DRL files.
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procedure DRL2IRLBridge() {

Registry r = new Registry();

Transformation t1 = r.newTransformation(*DRLRefacto ”);
Transformation t2 = r.newTransformation(“DRL2IRL");
Transformation t3 = r.newTransformation(“IRLRefacto ”);

FileList fList = readfiles(*/Input/”);
For each file in fList {
Model drl = r.inject(aFile, “DRL"); //11
drl = t1.execute(drl);
Model irl = t2.execute(drl);
irl = t3.execute(irl);
r.extract(irl, “/Output/”); //E1
}

}

First, the script creates a model registry. Thelgdds three transformation based on their
file names and it reads all the input files. It pgoover each file; each file is injected into a
model, refactored, transformed into IRL and ex&ddhto a text file.

This script is implemented using a combination ative Ant tasks (from its API) and AM3
tasks. We illustrate below three AM3-specific taskadMode] atl andsaveModelWe do not
show the whole DRL2IRL script due to space reag®hL is very verbose).

The firstloadModeltask loads the IRL metamodel specified in the patiemodelHandler
attribute indicates that the file is read using EMF API [11]. The metamodel is KM3 (in this
case a metametamodel). It assigns a unique ndRie (o the metamodel. The second
loadModeltask does the same for DRL.

<am3.loadModel modelHandler="EMF" name="IRL" metamo del="KM3"
path="/IRL/MM/IRL-KM3.xmi"/>
<am3.loadModel modelHandler="EMF" name="DRL" metamo del="KM3"

path="/DRL/MM/DRL-KM3.xmi"/>

The following task reads therll.drl text file, and injects it into a model. The tastes
EBNF as the base parser, and the TCS injector imgniéed atDRL-parser.jar It assigns a
unique namén_DRL to the injected model.

<am3.loadModel modelHandler="EMF" nhame="in_DRL" met amodel="DRL"
path="/Inputfolder/drl1.drl">
<injector name="ebnf">
<param name="name" value="DRL"/>
<classpath>
<pathelement location=
"/DRL/Syntax/DRL-parser.jar"/>
</classpath>
</injector>
</am3.loadModel>

The task below executes the DRL2IRL transformatide define the transformation path,
the input and output models. Thameattribute must be the same as the one declardukin t
transformation header. Timodelattribute uses the unique names that are previaffgcted to
the models.

<am3.atl path="/DRL2IRL/DRL2IRL.atl">
<inModel name="DRL" model="DRL"/>
<inModel name="IN" model="in_DRL"/>
<inModel name="IRL" model="IRL"/>
<outModel name="OUT" model="out_IRL"
metamodel="IRL"/>
</am3.atl>

Finally, thesaveModetask extracts the transformed modwsit( IRL)into the specified path.
It uses the IRL TCS extractor in order to produeeIRL file.
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<am3.saveModel model="out_IRL" path="/Output/out.ir ">
<extractor name="ebnf">
<param name="format" value="IRL.tcs"/>
</extractor>
</am3.saveModel>

The specific settings of each migration applicatioa saved on separate property files (e.g.,
the path of input and output files). This way, thedel management scripts can be easily reused
in different migration projects.

5 Lessons learned

This experiment has shown that MDE tools reacheghaonable level of maturity allowing their
use in the context of industrial projects. Theyéhgood performances, little residual bugs, and
are easily available as Eclipse open source pmjeith fairly good documentation. The major
advantage of MDE is the possibility to concentrmatethe problem specification and to apply a
declarative and modular approach using a smatifgatinciples and tools.

The developed solution has reached a level of cexitglin terms of the number and types
of operations performed. It may be considered asigaificant deployment of an MDE
application in a real environment to solve a pradtiproblem. The current implementation
mainly supports Drools and JRules, but the concemty be easily extended to be used in
similar applications.

The bridges have been first tested on the two arahidusiness rules benchmarksganners
and waltz [2] and on an “insurance claim” demonstration [9}e have run themanners
benchmark with settings for 16, 32, 64, 128, 256 &id2 objects. Then, the bridges were
applied to the migration of more than 100 Droolgswsed by a banking application. The rules
are executed over the Java objects provided wihettamples. In all cases — DRL, IRL and
BAL - the execution of the rules produced the saemuilts. The generated rules correctly
preserve the operational semantics of their origimadels.

KM3 enables the definition of the metamodels in racfical way, with no particular
limitations. On the syntax side, thought we couldrgually reach our objective, we found more
difficulties with TCS, because of its context-fregproach. Such a limitation has introduced an
unwanted level of complexity in our metamodels. #Mes produced a BAL metamodel covering
a large subset of the language, but not all. Wedcbave used some existing code generation
tool to produce the final BAL, because they havielyfagood capabilities and they can be
parameterized easily. However, using a bidirectiapecification enabled the reutilization of
the generated code into other MDE applicationsiirfstance, if we intended to implement the
transformation in the other direction, i.e., BALIRL to DRL.

Declarative model transformations are a concise practical approach. The ATL
transformations are particularly elegant in the DIRLURL bridge, because the languages have
similar semantics. However, the metamodels havecifipedetails that have required
considerable development time. The developmenttofdge in the opposite direction would be
a useful development as well. It would be intergsto verify how much of the transformation
code could be reused.

As far as we know, a MDE bridge requiring suchrgdanumber of transformations has not
been deeply explored before. Current solutiond sked to improve their modularization
capabilities. For instance, we would like to havensformations and libraries separated by
packages, and with easy ways to navigate throughtridnsformation code. We chose to
modularize the transformation code using sepaitattary of helpers.

The bridges do not have specific error handlings th a major concern because they are
designed to be used by external integrators. Tdmgtime there is an error, we initially got an
execution error that was not easy to understand.itdpeoved the transformation by adding
messages on points where errors could occur. Howerpredicted errors remain unhandled.
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We believe that it is rather rare to have a prdjeat executes a single transformation. Thus,
the utilization of a script language coupled witlopgerty files has proved very important in the
usability of the bridges. It would be unproductteeexecute all these operations manually.

The use of Ant as a basis was very useful becausea iwell-know tool that can be learned
relatively fast. However, an integrated repositarging graphical interfaces integrated within
Eclipse would help a lot. As a side consideratioe,can observe here the need to get tools to
handle complex networks of transformations. This field where MDE has still to provide new
solutions.

In addition, the scripts and the property files avapt models, violating the base principle
“everything is a model” of a complete MDE approatie think the script language can be
integrated into a megamodeling platform [6].

So far, we have used a fixed naming conventiontlfer folders. However, it would be
valuable to have an extra presentation tool toebettganize all the models and files. Another
possible solution would be to use some existing<lmw engine. However, we are not aware of
a product that provides such MDE capabilities.

6 Conclusions

In this paper, we have presented an experimentdeide interoperability between industrial
BRMS. The utilization of MDE techniques enabled goccessfully develop two bridges
amongst rule languages with different degrees pfassiveness.

On top of their expected practical usefulness, é@m@nting these bridges has revealed both
the strength and some limits of available MDE tot& have greatly appreciated the power of
declarative programming associated with a scripplagform, but we have also suffered from
the main limit relative to the parsing of non cotiteee grammars.

Our approach has been validated by executing idgédon a set of well-known benchmarks
for business rules, on a demonstrative examplecemdn industrial application. The bridges
produced the expected results.

To the best of our knowledge, this is the first magh implementing a solution for
transformations with such a large number of tramsétions. The discovery, development and
chaining of complex transformations has been alagihg task. This project and particularly
Figure 9, has been used by Don Batory [5], to tithte the need for regular and complete
frameworks for Model Driven Engineering.

The presence of several transformations, models amtamodels showed that
megamodeling is a crucial issue when dealing vatilge projects. The scripting language is a
first step that helped a lot, together with itsgmaeterization. However, we think much more
work can still be done on that area, especiallyhim specification of generic megamodeling
platforms.

There are several possibilities for future workclswas the creation of similar bridges
amongst different rule languages (e.g., Blaze AalyisThe parsing can be internationalized into
different languages, which is a common requireneénbdustry. Finally, we plan to study how
to use MDE techniques to parse context-aware grasyraaeven natural language.

The main conclusion of this work is that MDE haadleed a level of maturity that allows
using it to revisit traditional solutions to compleeal-life problems and not only to toy
examples. However, care should be taken to cotiteohccidental complexity generated by this
solution. New ways to manage important numbersetzsted modeling artifacts are among the
most urgent needs to prepare model driven engimgdar moving to full-scale industrial
deployment.
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