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Abstract: We extend the relational approach to interprocedural analysis of
sequential programs to concurrent programs composed of a fixed number of
threads. In the relational approach, a sequential program is analyzed by com-
puting summaries of procedures, and by propagating reachability information
using these summaries. We generalize this approach to concurrent programs
by computing for each thread procedure summaries that takes into account the
parallel execution of the other threads.

Technically, we define our analysis method by instrumenting the operational
semantics of programs, then by abstracting the call-stacks of the concurrent
threads, and last by abstracting the program environments in order to lead to
an effective analysis that always terminates.

This method allows to extend to concurrent programs existing relational
interprocedural analysis (e.g., numerical variables analysis, shape analysis). We
implemented it for programs with scalar variables, and we experiment several
classical synchronisation protocols in order to illustrate the precision of our
technique, but also to analyze the approximations it performs.
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abstract interpretation
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Analyse relationelle interprocédurale de
programmes concurrents

Résumé : Nous étendons aux programmes concurrents ’approche relation-
nelle de 'analyse interprocédurale de programmes séquentiels. Dans ’approche
relationelle, un programme séquentiel est analysé en calculant des résumés de
procédure, et en propageant ensuite les informations d’accessibilité au moyen de
ces résumés. Nous généralisons cette approche aux programmes concurrents en
calculant pour chaque tache des résumés de procédure qui prennent en compte
I’exécution paralléle des autres taches du programme concurrent.

Techniquement, nous définissons notre méthode d’analyse en instrumentant
la sémantique opérationnelle standard, puis en effectuant une interprétation
abstraite des piles d’appels des taches concurrentes. Une interprétation abstraite
portant les données permet finalement ’obtention d’une analyse qui termine.

Cette méthode permet d’étendre aux programmes concurrents les ana-
lyses interprocédurales existantes (analyse des variables numériques, analyse de
forme). Nous l’avons implantée pour des programmes & variables scalaires, et
nous avons expérimenté plusieurs protocoles classiques de synchronisation, afin
d’illustrer la précision de notre méthode, mais aussi les approximations qu’elle
effectue.

Mots-clés : vérification de programmes concurrents, analyse interprocédurale,
interprétation abstraite
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1 Introduction

Interprocedural analysis of sequential programs is well-understood in its princi-
ples [CC77hl, SP&T], [KS92] and more recent contributions concerns mainly algo-
rithmical techniques and/or alternative views [RHS95l [EK99, RSIMO0A, [1S04].
However, the interprocedural analysis of concurrent programs is much harder:
it is known to be undecidable, even when all data variables are finite [Ram00],
unlike in the sequential case [Can92)|.

We consider in this paper the reachability analysis of concurrent programs
with a fixed number of threads, recursive procedures, shared memory and in-
terleaving semantics. Such an analysis has (i) to model the procedure call and
return semantics in each thread, and (i) to take into account the modification
of global variables made by the other threads during the execution of the proce-
dure of the thread being active. It is precisely this combination which is difficult
to tackle: in the case where the other threads does not modify global variables,
classical interprocedural techniques apply; in the case where no thread perform
procedure calls, one can reduce the concurrent program to a sequential one, by
computing the interleaved product of the control-flow-graphs of all threads, as
done in model-checking.

Recent works follow various approaches. A first approach is thread-modular
analysis, in which one consider a thread interacting with its environment. [FQ03|
proposes a method taking into account the procedure calls of a thread while in-
ferring in parallel environment assumptions that abstracts the possible steps
of other threads. The advantage (and the motivation) of this approach is to
limit the combinatorial explosion typical of concurrency with an interleaving
semantics. However the obtained analysis is not very accurate because of the
abstraction of the environment threads. Another approach is to be less general
on the class of considered program: [QRR04] defines a notion of transaction
and transactional procedures, for which they succeed to summarize procedures.
Another recently explored approach consists in focusing only on executions with
a bounded number of context switches [QRO5, [LTKROS|. This restriction allows
to reuse traditional interprocedural analysis method and to obtain completeness
results, but of course modulo the considered subset of executions: the inferred
invariants are not sound for any execution. In some way, this approach is rem-
iniscent of symbolic execution, as it allows to discover bugs but it cannot be
used for proving a property.

We propose here an approach that analyzes all threads in parallel and tracks
effectively procedure calls and returns in a concurrent context, even in the case
of unbounded recursion. In particular it is able to generate for a procedure P in
a thread ¢ a procedure summary P! that takes into account the possible moves
performed by the other threads during the execution of P.

Technically, our method relies on a previous work [IS04] that reformulates
classical interprocedural analysis as an abstract interpretation [CC77al of the
operational semantics of (sequential) programs. Basically, by a suitable ab-
straction of the program’s call-stacks, one eliminates the source of infinity due
to stacks. This abstraction exploits the equality between actual and formal pa-
rameters in call-stacks in order to match accurately procedure calls and returns.
Then, if some data variables are infinite, a data abstraction can be applied (such
as convex polyhedra for numerical variables) to lead to an effective analysis.
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4 Bertrand Jeannet

In this paper we generalize this stack abstraction approach to concurrent pro-
grams, in which each thread has it own call-stack. The abstraction we describe
abstracts separately the stack tail of each thread, but it pairs their stack tops, in
order to relate the local environments of the different threads. This abstraction
results in an interprocedural analysis method for concurrent programs that is
as general as corresponding methods for sequential programs; it deals only with
the control part of programs, so that all all the known abstraction for data can
be reused. Moreover, this method can also lead to a backward analysis, that in-
fers necessary conditions for reaching some (typically erroneous) configurations,
and which is very useful in combination with forward analysis: (i) either to im-
prove forward analysis: sometimes a forward analysis fails to prove a property,
that becomes successful when intersected with a backward analysis, because the
approximations performed by the two analysis are different; (ii) or to perform
a “semantic” slicing of a program, that isolates the executions that are possible
counter-examples to an invariance property.

Contributions. Qur contribution can be summarized as follows:

e we define an interprocedural analysis method for concurrent programs,
which lead to both forward and backward analysis;

e we prove its soundness w.r.t. the concrete operational semantics of the
considered programs by using abstract interpretation techniques;

e we show how to combine it with a data abstraction and we study the
complexity of the resulting analysis;

¢ we implemented our technique for programs with finite-type and numerical
variables, and we experimented several classical synchronisation protocols,
that allows to illustrate the precision of our technique, but also to analyze
the approximations it performs.

Outline. Section B defines the model of the programs we consider and gives
their standard semantics. In Section Bl we define two instrumented semantics
(resp. dedicated to forward and backward analysis), which equip the standard
semantics with additional information that will be exploited in the stack ab-
straction. Section H motivates and defines our concurrent stack abstraction,
describes the induced forward and backward abstract semantics together with
correction proofs, and discusses optimality results. We discuss in Section Bl its
practical implementation and we analyze its complexity. We eventually describe
in Section [@l the experiments that we performed with our implementation, and
we analyze practically the strength and weaknesses of our analysis in term of
precision. Sections [ and B resp. discusses the related work and concludes.

2 Program model and standard semantics

We consider a simple concurrent imperative programming language with the
following features: (i) a program is composed of a fized number of threads,
interacting by the mean of shared global variables, and a set of non-nested pro-
cedures with a value parameter passing policy (as in JAVA or ML). (ii) each

INRIA



Relational interprocedural analysis of concurrent programs 5

((77 > 0) 7)
T, P: Threads and procedures : m o
P} : Main procedure of thread T ((n=0)7) l ﬁ"%f( ¥ (z:=n-1)
GVar,g: Global variables i N
FP;,fp,: Formal input parameters of P; (ro= 1) l = ) L (= f(2))
FR;, fr;: Formal output parameters of P; 4_//_ cq
LVar;,l; : Local variables of procedure P; e

: (including fp, and fr;) (xet T = fen

si,e; : Entry and exit points of P;

Table 2: cfg for the Factorial
G = (K, I): Global flow graph

(single-thread) program

Table 1: Syntactic domains.

procedure has its own set of local variables, formal input and output parame-
ters. We rely on shared global variables for communication and synchronisation
between threads. Figs. give examples of our program model.

The main restrictions are thus the absence of exceptions or non-local jumps,
variable aliasing on the stack (as it happens with reference parameter passing),
pointers to procedures and procedural parameters.

2.1 Program Syntax

The syntactic domains we use are summarised in Table[Il g, 1 denote vectors
of variables, whereas G Var, LVar denote sets of variables.

A program is defined by a set of global variables, a set of procedures, and
a set of concurrent threads (see Figs. B). A thread T" is defined by its main
procedure, denoted as Pi. Each procedure P, = (fp,,fr;,1;,G;) is defined by
its vector of (formal) input parameters fp,, output parameters fr;, and local
variables 1; (that includes formal parameters), and by its intraprocedural CFG
(control flow graph) G;.

The intraprocedural CFG of a procedure P is a graph G = (K, I) where

e K is the set of control points of P, containing unique entry and exit control
points s and e;

o [: K x K — Inst labels edges of the graph with two kinds of instructions:
intraprocedural instructions (R) and procedure calls (y := P;(x)), where
x and y are the vectors of actual input and output parameters.

Intraprocedural instructions are specified as a relation R C (GEnv X
LEnv)? allowing to express both a guard on global and local variables,
and a transformation of those variables.

We require the G to be deterministic for procedure calls, i.e. if I(c,c)
is a call then there exists no ¢’ such that I(c,¢”) or I(¢”,c) is a call.
The functions call and ret record matching call and return-site nodes:
call(c) = ¢’ and ret(c') = c.

The global CFG G of the program is constructed as the union of intrapro-
cedural CFG G;’s, further modified by replacing edges labelled by procedure
calls by a call-to-start edge (connecting the call-site to the entry point of the
callee) and an exit-to-return edge (connecting the exit point of the callee to
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6 Bertrand Jeannet

v € Value : values of expressions and variables
o € GEnv = GVar — Value : global environments
€ € LEnv; = LVar; — Value : local environments for procedure P;
€ € LEnv =, LEnv; : local environments for any procedure
r={ce) € Act = K x LEnv : activation record (standard semantics)
r € Actt : stacks (sequences) of activation records®
(o,T) € 8'= GEnv x Act™ : state of a thread in isolation

(0,T", %) € S = GEnv x Act™ x Act™: full program states

Table 3: Semantic domains

the return-site), see Fig. I Thus there are three kinds of instructions la-
belling edges of global CFGs: intraprocedural instructions (R), procedure calls
(cally := Pj(x)) and procedure returns (rety := P;j(x)). Entry nodes has
no incoming edges except call-to-start edges. proc(c) denotes the (index of the)
procedure that contains c.

; :
2.2 Operational Semantics -
. . [
For the sake of simplicity, from now on we cl T e 2 2
assume a program with only two threads.
The semantic domains are summarised in [o] | € Z 1 e
Table Global Stack of Stack of
A state s = (0,T1,13) is defined by environment thread 1 thread 2

a global environment o and the stacks I'* Figure 1: Program state in stan-
of activation records of the 2 threads, see dard semantics

Fig. M An activation record is a pair of a

control point ¢ and an local environment e. (c!, ,€l, ) is the current or top
activation record of the thread 7.

Environments map variables to values. They can be concatenated with the
@ operator, and updated with the notation o[z — v]. If v,v’ are vectors of
variables, €(v) denotes the corresponding vector of values, and v \ v/ denotes
the subvector of v that does not contain any variable in v’.

Tab. H first defines (in SOS-style) the semantics of one thread in isolation
(transition relation —*). The transition relation — C S x S induced by the full
program is then defined as a special asynchronous product of the two transition
relations —! and —2, in which the global environment is shared. We define
the initial set of states as SO = {(o, (s}, €!), (s3,€%)) | init(c)} where s} and s3
denote the start point of the main procedure of each thread, and init an initial
condition on global variables.

2.3 Collecting Semantics.

The forward collecting semantics induced by a transition system (S, —) char-
acterizes the set of reachable states of a program, from a set of initial states
XQ Q S:

reach(Xo) et {s|3s0 € Xo, so—" s} (1)

For any set E, B+ %< Uiso E°.

INRIA



Relational interprocedural analysis of concurrent programs 7

I;((Cy <) = ({?)

(o, T-(c,)) =t (o7, T-(c, €)) (Intra)

I'(c,s5) = (cally := P;(x)) I'(ej,c) = (rety := Pj(x))

R;:Pj(x)(a, €,€5) R;::Pj(x)(a, € €,0 €
(o, T-{c,e)) =t (o, T-(c,e)-(sj,€5)) (o, T-(call(c),e)-(ej,e;)) —t {0/, T(c,€))
(Call) (Ret)
(0,T1) =" (o', T) (0,T2) =7 (0", T%)
AP PR R A rR P R PR AR
Ry _p o (0,6,6) = ¢;(fp;) = (0 @ €)(x) (R+)
_ /o de o' =oly — ¢;(fr; GVar

Ry::PJ‘(X)(U’ €€, ,€) & { € = 6[3[/y|—> €; (E'rj))| |yy€€LVar] ! (R-)

Table 4: Standard Operational Semantics: transition relation —! of the thread
T and transition relation — of the full program. The relations on environments
R* and R~ define parameter passing mechanisms.

It is the standard semantics for inferring invariants. For X C S, we define
the concrete postcondition operator post(X) dof {s' | 3s € X: s — s}, which
we will actually decompose into operators associated to the transitions of the
interprocedural flow graph G:
I(c,c)
post(X) = U post(c ———
(e, ) eEKXK

)(X)

post(c 1), )(X) is easily deduced from the semantic rules of Tab. @l For

Xo,X C S, we define the forward transfer function F[X](X) ' XU post(X).
Since F[Xy] is monotone and continuous, according to Kleene’s theorem we have

reach(Xo) = Ifp(F[Xo]) = U (F[Xo])™(0)

n>0

By duality, the backward collecting semantics characterizes the set of states
coreachable from (i.e. leading to) a set of final states. It is the natural choice
for inferring or checking a necessary condition on a program state to reach a
final, typically erroneous configuration. We get the following definitions:

pre(X)
coreach(Xo)

{s]3s'eX:s— s}
Ifp(G[Xo]) with G[Xo](X) = XoUpre(X)

3 Instrumenting the standard semantics

We introduce now a modified semantics, in which
1. global variables will be passed forth and back on procedure calls;

RR n° 6671



8 Bertrand Jeannet

2. procedures will keep a frozen copy of formal parameters (including the
those holding the value of global variables).
This technique is classical in relational interprocedural analysis, for relating the
possible states of a procedure at its start point with its possible states at its
exit point. The only difference in the concurrent case is that we have to ensure
that the threads agrees on the current value of global variables, as each of them
will have its own copy of them.

We will actually define two instrumented semantics, one dedicated to for-
ward analysis and the other one dedicated to backward analysis. The goal of
an instrumented semantics is typically to transform properties on executions
into properties on (instrumented) states, that can be later exploited in a more
abstract semantics. In our case, we will obtain strong properties on possible
call-stacks. In particular, it will provide a necessary conditions for an activation
record to lie below another activation record in call-stacks, that will be exploited
by the stack abstraction that will be introduced in Section Hl

3.1 A forward instrumented semantics

In the forward instrumented semantics an activation record is of the form
(¢, ¢,0,€), where
e ¢ € GFPEnv = GVar U FP — Value keeps track of the values of
global variables and formal parameters at the start point of the proce-
dure Pproc(c);

e 0 € GEnv and € € LEnv are the global and local environment at point c.
Such an activation record links the values of formal parameters and global vari-
ables at start point to the current values of global and local variables at point
c.

We now have Act; = K x (GFPEnv x GEnv x LEnv) and S; = Act; X
Act; (with the constraint that the top activation records agree on the values of
global variables). To lighten notations, we will denote simply € € Env the new
environments associated to control points, with the convention that gy and fp,
denotes the copy of global variables and formal parameters holding their value
at start point of the current procedure.

Tab. H defines the semantic rules. Rules ([ConcIH) and (Conc2H) takes care
of propagating the update of global variables induced by one thread to the con-
current thread. As already precised, the top activation records of the concurrent
stacks always agree on the current value of global variables. However it is not
necessarily the case for tail activation records, that memorize the value of global
variables at call-sites. The new set of initial states is defined as

S ={((s0 ,5,0,€"), (55 ,5,0,€%)) | init(o) As = o}

Properties of states in the forward instrumented semantics. In this se-
mantics, reachable call-stacks are necessarily well-formed in the following sense.

Definition 1 (Well-formed stacks and states)
A stack T = {co,€) ... (Cn, €n) € Act; is well-formed if, for any i < n:

INRIA



Relational interprocedural analysis of concurrent programs 9

I*(e,c') = (R)
R(e, €') N e(go, fpg) = €' (80, fPo)
T. <C, €> _gzt T. <C’, 6/> (IntraF)
I*(c,s5) = (cally := Pj(x)) I'(ej,c) = (rety = P;j(x))
R;::Pj (x) (6’ ej) R;::Pj (x) (67 €js el)
r- <C7 6> _’ﬁ r- <C7 6> ’ <Sj7 €j> r- (call(c)7 6> ’ <ej7 6j> _)i r- <C, €/>
(CallF) (RetF
=Ty T =T7-(d,€) Ty —2Ty 5 =T%-(ch,ep)
€y = e2[g — €1(g)] €) = e1[g — €5(g)]
(1, Ta-{ca,€2)) —i (T4, Ta-{ca,€h))  (Ti-{c1,ex), Ta) —; (T1-(c1,€)), Th)
(ConclF) (Conc2F)
def 1 i
R;,_::pj (x) (67 ej) = € (g07 fpéa g, fpj) = 6(g7 X, 8, X) (R+)
— -y def 6’(807fP071\Y) = e(g()apr?l\Y)
Bt =L T 2 S ()

Table 5: Instrumented semantics: transition relation —! of the thread 7" and
transition relation —; of the full program.

(i) c; is a call site for the procedure P;, with j = proc(c;y1):
I(c;,sj) = (cally := Pj(x))
(ii) equality between actual and formal input parameters holds:
€i(g,x) = €ir1(80, fpy)-
A state (T'1,T?) € S; is well-formed if I'' and I'? are well-formed, and if top
activation records agree on the current value of global variables.

In a well-formed state, conditions (i) — (i¢) above are a necessary condition for an
activation record to lie below another activation record in reachable call-stacks.

Proposition 1 Any initial state s € S} is a well-formed state. If s € S; is a
well-formed state, then any s’ € S; such that s —F s’ is a well-formed state.

Soundness of the forward instrumented semantics. It should be clear
that this new semantics does not modify the behaviour for programs: one can
always fall back to the standard semantics. More formally, we define the pro-
jection function 7 : S; — S as

1 (_ 2
(cb, sg,ob ey ... (et ¢t ol el Oy (= 030,),
7_‘_<< 027 0°>%05%0 7;17 T 7’;17 1;1>7 _ <C%),€%)>...<C}Ll,€}“>,
. Ac ,)

2 2 2 2
<COv gO ’ UOa 60> e <C77,27 gng ) 0712 ) 6112
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10 Bertrand Jeannet

In the sequel, we implicitly restrict S; to its subset of well-formed states.We can
now formulate the correction of the instrumented semantics w.r.t. the standard
semantics.

Proposition 2 (Soundness of the forward instrumented semantics)
For any s;,s;, € S; and s,s' € S:
1. 5, €8 = 7(s;) € S® and s € So = Fs; € 7 1(S});
2. 8 —F s, = w(s;) =* w(s}) and
s—*s = Js;eni(s), Isl e mH(s) 1 8; = s

3.2 An instrumented semantics for backward analysis

The instrumented semantics of the previous section has nice properties for states
belonging to executions going forward, but it is not the case if one consider
inverse executions, that is, if we are interested in states leading to a set of final
states.
In the backward instrumented semantics, top activation records will be of
the form (c, ¢, o,¢€), where
o ¢ € GFREnv = GVar U FR — Value keeps track of the values of global
variables and formal output parameters at the exit point of the enclosing
procedure;

e 0 € GEnv and € € LEnv are the global and local environment at point c.

=P;
Tail activation records, attached to a call-site ¢ with ¢ =B, ', will record

in addition the value £(y) of actual output parameters y at the return-site ¢,
as they are forgotten when going backward because of their assignment.

To lighten notations, we will denote simply € the new environments associ-
ated to control points, with the convention that gy and fry denotes the copy of
global variables and formal output parameters holding their value at exit point

of the current procedure. For tail environments attached to a call-site ¢ with
c (y:=P;(x))

c = ret(c).

Tab. Bl defines the semantic rules. We define first the inverse (standard)
transition relation as: s’ « s iff s — s/, and we then instrument the transition
system (S, <) to obtain a transition system (S;, «;). Notice that the additional
information carried by the instrumented semantics is propagated from left to
right, although we use a left arrow to remind the reader that the execution of
the program is going backward.

c’, y1 denotes the copy of actual output parameters at return site

Properties of states in the backward instrumented semantics. As for
the forward instrumented semantics, coreachable call-stacks and states in the
backward instrumented semantics are well-formed in the following sense.

Definition 2 (Well-formed stacks and states)
A stack T = {co,€) ... (Cn, €n) € Act; is well-formed if, for any i < n:
(i) c; is a call site for the procedure P;j, with j = proc(cit1):
I(c;, sj) = (cally := Pj(x))
(ii) equality between the copy of actual output parameters and formal output
parameters holds:

€i(g,y1) = €ir1(8o, fr).

INRIA



Relational interprocedural analysis of concurrent programs 11

I*c, ') = (R)
R(67 6/) A €(g0, frO) = 6/(g07 frO)
- (c,€) <t T{(c,e) (IntraB)
I'(c,s;) = (cally := Pj(x)) I'(ej,c) = (rety := Pj(x))
R;:pj(x)(ﬁej,e') R;::Pj(x)(e,e',ej)
I <C7 6> ’ <Sj7 6j> <_§ I <C, €/> I <C7 6> <_§ I (call(c)7 6I> ’ <ej7 €j>
(CallB) (RetB
LT D =T e?Ty  Tp=TY-(h.e)
€y = e2[g — €1(g)] €] = e1[g — 6(g)]
(T1, Ta-{ca,€2)) i (T4, Ta-{ca,€h))  (Ti-{c1,ex), Ta) «; (T1-(c1,€)), Th)
(ConclB) (Conc2B)
" oy def ¢'(g,x) = ¢;(8, fp;) ,
By—pyool6 € €) = { ¢ (g0, frd, 1\ y) = e(go, fr), 1\ y) (B+)
- of [ €(go,frj,1\y,y1) = e(go,frj,1\y,y)
R, _pol(6€ € d:f{ i, BN R-
yi=p 006 € 9) cj(go. fry, g, fr') = €(g,y.8y) ()

Table 6: Backward instrumented semantics: inverse transition relation <! of
the thread T and inverse transition relation «; of the full program.

A state (T'1,T?) € S; is well-formed if I'' and I'? are well-formed, and if top
activation records agree on the current value of global variables.

As for the forward case, conditions (i) — (i7)) above give a necessary condition
for an activation record to lie below another activation record in coreachable
call-stacks.

Proposition 3 If so € Act; x Act; is a well-formed state, then any s € S; such
that so < s is a well-formed state.

Soundness of the backward instrumented semantics. We formalize the
soundness of the backward instrumented semantics w.r.t. the standard seman-
tics as for the forward instrumented semantics. We have the projection function
w:S; — S with

1 1 1 1 /1 1 1 1 1
71_<< <COa EOag()vUan >"'<Cnla §77,130'n13677,1>a >> _

(3, e3,68,08,€3)...(c2 2 2
U"’L1(: Ung)a
(e, €0) - - (emys €my ),
ns)

2
no? g?’LQ ? Y ng? 677,2
2 2 2
<c()7 €O> e <C7L2 ’ 6112

In the sequel, we implicitly restrict .S; to its subset of well-formed states.
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12 Bertrand Jeannet

Proposition 4 (Soundness of the backward instrumented semantics)
For any s;,s, € S; and 5,8’ € S:

s; —F st = w(s;) «<* 7(s)) and

s—*s = 3Js; e (s), Is. e n1(s) 15 7 sl

3.3 Some facts about Abstract Interpretation

We just remind some definitions and properties of abstract interpretation frame-
work, that will be discussed in the sequel of the paper. We refer to [CC92| for
a detailed presentation of abstract interpretation.

A Galois connection (L,C) % (L¥,C*) between two complete lattices
induces the following properties on abstraction and concretization functions:
(i) o and  are monotone (increasing); (ii) « is distributive for the least upper
bound (iii) « o~ is retractive (a0 C id); (iv) v o « is extensive (v o o J id).

Given a continuous function F : L — L, the standard fixpoint transfer
theorem says that if one take a correct approzimation F* 3% oo F o~ of F in
L%, then

Ifp(F*) 3 a(lfp(F))

Ifp(F*) is then an overapproximation of fp(F) in the sense: y(Ifp(F*)) 3 Ifp(F).
Considering for F the forward transfer function F[X](X) defined above, with
L = p(S), this theorem allows to compute an overapproximation of reachable
states in a simpler lattice L¥, using a correct approximation of F[X,](X) in L.

Now, using the stronger hypothesis F* oo = avo F', which implies the previous
one, we get the stronger result

ifp(F*) = a(ifp(F)) (2)

When designing an abstract interpretation, it is highly desirable (but not always
possible) to satisfy such an hypothesis for abstract transfer functions.

4 Stack abstraction and derived semantics

We will use the following functions on stacks: for any stack ' =1r¢...r, € E*,
hd(T) = {rp}, tIT) = {ri | 0<i<n} and elts(T') = hd(I') U t{(T"). These
functions are extended to sets of stacks.

4.1 Two sources of inspiration

The abstract domain we propose for concurrent and recursive programs is in-
spired by two techniques.

The first one is the functional or relational approach described in [SP8&1]
KS92|. In this approach, one associates at each control point a relation between
the input state and the current state of the enclosing procedure, so that at the
exit point of a procedure P one obtains its input/output behaviour or summary
Rp(x,2’). The effect of a call to P on a set of reachable states Q(z) is obtained
by considering Q’(x’) = 3z : Q(z) A Rp(z).

The call-stack abstraction of [IS04] formalizes this approach within abstract
interpretation framework. Starting from the instrumented semantics of Sec-
tion Bl in which environments relate the input state of a procedure (variables
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g0, fpy) and their current state (variables g, 1), we define the Galois connection
o(Act!) == p(Act;) x p(Act;) with
af

T
. —_— hd(l“)7 . {Tn}a
Tn € Yia
vt Yaa,Yu) — (s=rg...r, |VO<i<n:r; €Yy @

s is a well-formed stack

In the induced abstract semantics, when computing the effect of a procedure
return (rule (BetH) of Tab. H), the well-formedness condition in the definition
of v¢ allows to match suitable pairs of tail and top environments with the
condition (i¢) of Definition [, so as to implement the relation composition of
[KS92| (modulo the details due to the parameter passing mechanism). [S04|
gives an alternative proof of the interprocedural coincidence theorem of [KS92]
in this framework.

The second technique which inspired us is the classical method used for the
analysis of non-recursive concurrent systems. Such systems have a state-space
of the form

S = GEnv x (K'x LEnv') x (K?x LEnw?)

The usual technique for analyzing such systems is to observe that
0(8) ~ K'x K? — o(GEnvx LEnv' x LEnv?) (5)

and to possibly abstract sets of (tuple of) environments o(GEnv x LEnv' x
LEnvz) by an abstract lattice Env®. It is important to observe that the ability
to relate the local environments of concurrent threads is important.

e There is first a technical reason. Assume that we maintain separate pred-
icates Y1(g,1') = (g = ') and Y?(g,1?) = (g9 = [> — 1) for two threads,
and that the thread 1 modifies the value of the global variable g with an
instruction g := g+1'. It is easy to compute its effect on the predicate Y!
(one obtains (g = 2i')), but less so on the predicate Y2. The only way to
perform this is actually to build Y = Y1 A Y2 = (g =1' Al =12 — 1), to
compute the effect of the instruction on Y, and then to forget the variable
I* (one obtains (g = 2% — 2)).

The conclusion is that one need to relate the local environments of different
threads, at least temporarily, when a global variable is assigned in one
thread.

e There is also a precision reason. Consider the program of Fig. &l in which
two threads synchronize their parallel execution by rendez-vous on a chan-
nel a (this synchronization mechanism can be implemented using global
shared variables). In order to establish that the loop of the thread T2
does not terminate (the rendez-vous induces a deadlock when j = 11), we
need to infer the invariant i = j when each thread is at the control point
just after the synchronisation instruction. If the possible environments of
each thread are inferred separately, the non-termination of the thread T2
cannot be proved.
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thread T1: thread T2:
var i:int; var j:int;
begin begin
i=0; j=0;
while i<=10 do while j<=11 do
sync a; sync a;
i = i+1; j = j+1;
done done
end end

Figure 2: Two single-procedure concurrent threads, synchronizing on a channel
a

4.2 Concurrent stack abstraction

Intuition. The discussion of the previous section lead us to generalize the
stack abstraction of [IS04] reminded above. Assuming two threads, an abstract
value will be defined by three functions Y},4, Y,} and Y;7, where

o Vi : K'xK? — p(Emv' x Env®) associates to pairs of control points
(c', c?) sets of environments Yy (ct, ¢®)(g, g5, fpo,1', g2, fp3,12) relating
the global variables and the local variables of both threads (as in Eqn. (@),
as well as auxiliary variables introduced by the instrumented semantics.

o Vi i K' — p(Env'), t = 1,2, associate to call-sites ¢ the set of tail
environments Y/ (g, gb,fpy,1!) of thread t. Hence, the tail activation
records of the different threads are not directly correlated, but indirectly
they are linked by the means of global variables g. This limits the loss of
information due to the abstraction, as illustrated in Section Bl

It is interesting to understand the kind of procedure summaries we obtain
with the function Yjq. If we consider a procedure P; called by the thread

1 (with ¢ R 12 ), Yaa(ej,c®)(g, go,fpo,1, g3, fpg,1%) can be seen as a
relation between the input (go,fp,) and the output (g,1) of P; in thread 1,
that depends on the current state of the thread 2, given by control point c? and
local variables 12 (the remaining variables g2, fpg, 12 does not play a direct role
in this context). This relation takes into account the moves that thread 2 has
performed since thread 1 started the execution of P;.

Now if we consider the tail environments at the call site Y}} (¢)(g’, gb, fpy, 1),
we can match Y4(e;,c?) with Y, (c) with the constraint g’ = go A x’ = fp,
(equating actual and formal parameters) and then perform the suitable opera-
tions to obtain a top environment Y;4(c, 02) at the return site.

Formal definition. We define the following Galois connection
p(Si) = p(Act] x Act]) = A, = p(Act;x Act;) x p(Act;) x p(Act;) (6)
with

ti(T'y),
H(T5)

{r}l |0§i1<n1},
{7"12 |0§i2<n2}

2

—_—N—  —— }) hd(rl’rz)’ {<T7111’T7212>}’
- - ()

(7)
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Ye((Yna, Vi1, Y1) =

(Ta,Tay) € Yia A €, (8) = €, (8)
1 9 9 > VO<ii<ng : rill EY&
V0<is<ng : 7’1‘22 EYﬁ

1 1 2

rg...ry, and r§...r2, are well-formed stacks

(8)

Observing that p(Act;) = (K x Env) ~ K — p(Fnv), we have the isomor-
phism

A, ~ (K1 x K? — o(BEnv' x Envg)) X (K1 — p(Envl)) X (K2 — p(Ean)) 9)

used at the beginning of this section. Elements of A, may not be representable.
However the abstract domain A, still defines an abstract semantics that it is
simpler than the concrete collecting semantics, and that can be seen as an
analysis method. In particular, this stack abstraction can be further combined
with a data abstraction, as discussed in Section [l in order to lead to an effective
analysis.

Observe in particular that for Boolean programs (that have only finite-state
variables) A, is a finite lattice that can be implemented without further abstrac-
tion.

Remark 1 (7. is not injective) The Galois connection p(.S;) ‘(Z:) A, is

not a Galois injection, i.e. . is not injective, as shown by the followz'ngc counter-
example, on the single-thread program of Tab. [A. We consider the forward in-
strumented semantics, but the same phenomenon happens for the backward in-
strumented semantics.

g (< (s = =1 Aoy o =n=2 7 =1 >>
ot (el )

={{(s,no =n=1),{cs,np =n=2Ax=1)-(s,n9g =n=1)}

What happens is that the element (c3,ng = n=1Ax=0) cannot belong to a
well-formed stack. Hence, we have o o v/ (Y) C Y, because af o~! filters out
elements that cannot belong to o well-formed stack.

4.3 Forward abstract semantics

In this section, we abstract the transfer functions of the forward instrumented
semantics (Section B in the abstract domain A..

Tab. [ defines an abstract postcondition operator apost, : A, — A. induced
by the concrete postcondition post : S; — S;. We decompose apost, according
to each edge of the global CFG, and we detail only the edges of the CFG induced
by the CFG of the thread 1 (the case of edges induced by the CFG of thread 2
is obtained by symmetry).

The case of intraprocedural instruction (Eqn (I)) is simple : the top en-
vironment of thread 1 is modified according to the relation R, and the top
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R .
apost(c L &) (Via, Y3, Y2) = (Zna, Z4, Z2) with

<C, €, 62, 62> € Yia

Zna = (c,€,c% (2)) | R(e,€) A elgo, fpy) = € (g0, fpg) (10a)

(€) = €[g — €(g)]
Zy =Yy (10b)
Ztgl = t% (10c)

cally:=Pj(x .
apost(c <Y ZBON, (Vi V1Y) = (Zna, Zh, 23) with
2 2
. 2 2 <C,€7C,6>€Yhd
Zhg = {<SJ76J70 ) € > ‘ R;::Pj(x)(e’ej) (lla)
Ztll :}/t% U{<C7€> | <C7€,62,62> EYhd} (11b)
ZZ =Y} (11c¢)
rety:=P;(x .
apost(e; Y=, o) (v, VAL YE) = (Znas 24, 22) with
(ej €5, €2) € Yia A (call(c),€) € Y,

= ¢;(go, fp})
Zna = (€, 32, (2) 6(g,_x) ; (8o, fpg 12a
v = 3 €2 () O (12a)

(€) =g — €(g)]
Zy=Yy (12b)
Zy =Y} (12¢)

Table 7: Abstract postcondition apost, : A. — A.. The relation Rt and R~
are defined by Eqns. (BZ)) and (BJ) of Tab.

environment of thread 2 is modified to reflect the new values of global vari-
ables, as in Rule ([nfraF)) of Tab. B The sets of tail activation records are not
modified (Eqns. (I0B) and ([I0d)). For procedure call, Eqn. (), the new top
environment of thread 1 is initialized using the relation R™ defined in Tab.
The set of tail activation records of thread 1 is extended by pushing the former
top environment of thread 1, Eqn ([1L).

The case of procedure return is the most complex. We select a global top
activation record in rjg € Yjq and a tail activation record r}, € Y, for thread
1, so that actual parameters in 7}, match frozen copy of formal parameters in
rha- This is a necessary condition for the tail activation record 7, to lie just
below the projection of the top activation record r,q in the stack of thread 1.
The new top activation record is then obtained using the relation R~ defined in
Tab. B and the top environment of thread 2 is modified to reflect the new values
of global variables (when they are assigned by the procedure return). Observe
that we do not remove tail activation records from Y,}: we could in some cases,
using the well-formedness condition, but this would be incomplete in the general
case.

We then define the abstract forward transfer function F.[Xo](Y) = a.(Xo)U
apost,.(Y).
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Proposition 5 (apost, is a correct approximation of post) For any set
X € S; of well-formed states,

apost,, oa(X) 3 a, o post(X)

More precisely:
1. If 7 is an intraprocedural or a call instruction, apost (1) o a(X) = ao
post(7)(X).
2. If T is a return instruction, apost,(7) o a(X) 3 a o post(1)(X)

Corollary 1 For any sets Xo, X € S; of well-formed states, F.[Xo] o a.(X) 3
ae o F[Xo](X)

Proof. (of the corollary)
Fe[Xol(ae(X)) = ac(Xo) Uapost.(ac(X))
I ac(Xo) Uac(post(X)) = ac(Xo Upost(X))
= a(F[Xo](X)) o

Not surprisingly, the abstract semantics is less precise for return instructions,
that are the most complex to compute, as they implicitly need to rebuild the
stacks. We do not use the best correct approximation a. o postoy,., because
its expression is too complex to be exploited in practice. We delay a deeper
analysis of the precision of this abstract semantics to Section B

Proof. First, observe that for any 7, the function a. o post(r) : p(S;) — A, is distributive, as a
composition of distributive functions.
R
e Let 7T =c RELNY Observe that the function apost,(7) defined by Eqn (@) is distributive,
hence apost,(7) o a. is distributive. We can thus compare the two distributive functions
apost, (7)o a. and a. o post(T) on singleton sets.

From Eqn m we have

ac o post(T) ({<F1-<c,e> F2 2 2)>}

R(e, €')
= Q¢ <F1 . <C/» E/>) r? '<027 (62)/>> E(g07 pr) = e/(go,fpo)
() = g — ¢ (g)]
< {<c € 076 >|Ree)/\e(go7fp0) €
= elts(T'),
)

"(80, fPo) A (2) = €[g — €' ()]}, >
elts(I'?

On the other hand, from Eqn (D),

apost (7)o« ({(Fl c,e), T2(c2, €2>>})

<{ {{c,¢, c?,e?
= apost (1) < elts(F )
elts(I'?)

’

< {(c/,€',c®(2)') | R(e, €) Ae(go: o) = € (80, fPo) A (€7)' = *[g — € ()]}, >
= elts(T'),
elts(I'?)

The two expressions are equal.

call y:=P; (x) . .

o Let 7 = ¢ —————— s;. Observe that the function apost,(7) defined by Eqn ([ is

distributive, hence apost,(7) o . is distributive. We can thus compare the two distributive
functions apost,(7) o a. and a. o post(T) on singleton sets.

From Eqn (CallE) we have
ac o post(T) ({<F1 c,e), T2-(c? e >>})
= Q. ({<F (e, e)-(sj,€5), r? c J€ )> | Ry =P, () E,E]‘)})
< {{sj,€5,c%,€2) | Ry:=Pj(x)(576j)}7 >

elts(TY) U {{c, €},
elts(I'?)
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On the other hand, from Eqn (1),

apost,, (T)oa({<F1 ce), T2.(c? e )>})

= apost (T) ({ <

The two expressions are equal.

rety:=P; (x)
-

Let 7 = e; c.

ac o post(T).

post(T)(Y) =

{(F ) T2 (e, (1))

{<C, c27 6’, (62)/

U {elts(Fl) | {
au(Y)
, from Eqn ([2a),

aposty, (1) o ac(Y) = apost,;(7)((Yhd,

Thus,

’

g 0 post(7)(Y) e, € (%)

ay 0 post(r)(Y)
ai o post(7)(Y)

On the other hand

(e,e', e, (e2))

(e,e', e, (e2))

3 apg o post(T)(Y)

2/>

{(eec® )},

elts(T'!), >}>
elts(I'?)
{<Sj’€j’62 2> ‘ Ry =P; (x)(évej)}a
< elts(T'') U {{c, e}}
elts(I'?)

)

Here apost,,;(7), hence apost(r), is not distributive, unlike
Thus we cannot obtain an equality, but just a soundness inclusion.
Eqn (Befl)) we have, for Y a set of well-

From
formed states:
<F1-<call(c),e>-<ej,e]>, ( Y)Y ey
Ry (e ) A () = e e
call(c),€)-{ej, e5), T2 (c? )y ey
R;:Pj (x)(e7 €j, ') A (62)/ = [g — €' (g)]

(T -(call(c), €)-(ej, €5), T?-(c? (%)) € Y
(g, x) = €;(go, fp;)
Ry pio (& ) A () =g € ()]

)

|

Tt (call(c), €)- (e}, €;), F2> € Y}

Y, Yi))
(ej,€5,¢%,€%) € Yig
(call(c), €) € Y;t
e(g,x) = EJ(goafpj)
Ry _p (€ cie) N () =g —€(g)]

<F1'<ej1€j> F2 2 2>>€Y

(94 - (call(c), €) - Ql, 92> €Y
(g, x) = €; (8o, fp;)

R, _ —p, (x)(67€j76/) A (2) =g — € ()]

From Eqn (ZH), apost}l(r) oa.(Y) = a}l(Y) | a}l o post(7)(Y)

From Eqn ([[2Zd), apost?(7) o ac(Y) = «

Lzl(Y) = ozlzl o post(7)(Y)

4.4 Backward abstract semantics

Tab. B defines similarly an abstract
induced by the concrete precondition

Proposition 6 (apre, is a correct approximation of pre) For

X €5, of well-formed states,

O

precondition operator apre, : A% — A?
pre: S? — SP.

any set

apre,oa(X) J . o pre(X)

More precisely:
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apre(c o &) (Yig, Y, Y2) = (Zna, ZY, Z2) with
<Cl 6 ,( ) > € Y
Zna = X (c,6,¢%, %) | R(¢ ,e) € ( go, fro) = €(go, fro) (13a)
=()[g — ()]
Zy =Yy (13b)
72 =Y2 (13c)
apre(c M D Yha, Y, Y3) = (Zna, Z4y, Z7) with
(c,e) €Y A (sj,€5,C% € > € Y
Zna = { (e €, %, €%) e(g0,y1) = €; (8o, fr)) (14a)
Ry, (€50 €)
Zh =y} (14b)
73 =Y3 (14c)
apre(e; Y= ) (Vag, Vi, Vi) = (Zaa, 24, Z3) with

(c,e,c? €?) € Yhd
Zna = q (ej.€5,¢%, (€2)) Riy.—p(x )>(6 €,€j) (15a)
(€ ) elg — ¢ (g)

ZL =Y U {(call(c),e’> | (c,e,c?, € € Yia A Ry _p, (x)>(e,e’,ej)} (15b)
Zy =Yg (15¢)

Table 8: Abstract precondition apre, = (apre,q, aprel;, apre?) : A. — A,

1. If T is an intraprocedural or a return instruction, apre (1) o a(X) = a0
pre(1)(X).
2. If 7 is a call instruction, apre (1) o a(X) J a o pre(r)(X)

Proof. First, observe that for any 7, the function a. o pre(r) : p(S;) — A. is distributive, as a
composition of distributive functions.
R . I .
e Let T =c¢ RELNG Observe that the function apre_(7) defined by Eqn ([3) is distributive,
hence apre (7) o a. is distributive. We can thus compare the two distributive functions
apre.(7) o a. and o, o pre(T) on singleton sets.

From Eqn ([nfraF) we have
ac o pre(T) ({(Fl . (0/7 €), r2. (027 €2>>})

= ae ({(T" (e, €), T2, (2)) | R, €) A€/ (80, o) = e(go, fro) A (€)' = €[g — /()] })
< {{ese’s e, (2)) | R(¢, ) A€ (8o, fro) = e(go, fro) A (¢2) = €’[g = € (g)]}, >

elts(I'),
elts(I'?)

RR n° 6671



20 Bertrand Jeannet

On the other hand, from Eqn (3,

apre (1) o« ({(Fl ey, T2.(c?, €2>>})

{<C/7 6’, 02) (62)/>} ,
= apre,(T) < elts(T'1), >
elts(I'?)

{{c,e,c?,€*) | R(e(g,1),€ (g,1) Ae(go) = €'(80) A (%) =€’ [g— e(g)]},
= elts(T'1),
elts(I'?)
The two expressions are equal.
cally:=P; (x)

o Let 7 = ¢ —————— s;. Here apre,;(7), hence apre(7), is not distributive, and we
cannot obtain an equality, but just a soundness inclusion. From Eqn (CallE) we have

pre(T)(Y) = {<F1-<c, €), F2> ‘<Fl-<c, E>'<Sj,6j>,r2> S Y}

Thus,

apg o pre(T)(Y) {<c, C2,E762> |<F1-<c, €)-(s;,€5), F2> € Y}
{(e;e? e,®) [(TM (e (55650, T?) €Y A elgo,y1) = €80, fr)) }
U{elts(Fl) | <F1~<c, €)-(s5,€5), F2> € Y}

apopre(r)(Y) = aj(Y)

oy 0 pre(r)(Y)

On the other hand, from Eqn ([Z3),

apre, (1) 0 ac(Y) = apre, () ((Yaa, Yy, Y )
(sj,€5,¢%,€) € Yia
(c,e) €Y,
E(gf,m) = ¢;j(go, fry)
’

Riymp; ooy (&€ €)

(Th(sj,€5), T?-(*, ?)) €Y
(Q4-(c,e)-Qp, D) eY
(g0, y1) = €;(go, fr})

+ .
Biyimp; o (6 €5 €)

3 apg o pre(7)(Y) from Eqns. (CallB) and (B

<c, e’,c2,52>

<c,e/,c2,62>

From Eqn ([[@H), aprel(7) o ac(Y) = af(Y) 3 af, o pre(r)(Y)
From Eqn [[@J), apre(1) o ac(Y) = a2(Y) = a? o pre(r)(Y)

rety:=P;(x)
e Let 7 = e; ——~2—— ¢. Observe that the function apre,(r) defined by Eqn (3) is
distributive, hence apre,(7) o a. is distributive. We can thus compare the two distributive
functions apre_(7) o a. and a. o pre(r) on singleton sets.

From Eqn (Befl)) and the well-formedness condition on states, we have
ac o pre(T) ({(Fl (c,€), r2. (c2, €2>>})
R N
= . <{<Fl'(Call(c),€/>-<€j,€j>, F2-<C2,(62)/>>‘ ( <y:=Pj(x)>(E € E]) })
€

%) =€lg— ¢ (»)]
{(esieqr® () | Riymp ey (€5 €3) A () = €*[g — €' ()]},
= < elts() U {{eall(e), ') | Ry p ) (€' €)} >
elts(I'?)
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On the other hand, from Eqn ([J),

apre (7)o« ({<Fl e, e), T2{c?, 62>>})

[ere, e},
= apre.(7) < elts(I'1), >
elts(I'?)

(e es e () | Ry () A () =l (g}
= < elts(T'Y) U {(call(c), €') | Rzy:zpj(x»(ﬁflyﬁj) At >
elts(I'?)

The two expressions are equal.

4.5 Some optimality results

The first trivial result we have is that in the case of multithreaded programs
without procedure calls, our technique is exact, as the abstraction function
becomes the identity.

Observing now that this abstraction falls back to the functional abstraction
defined in [IS04] for single-thread program, we have the following theorem,
which reformulates the interprocedural coincidence theorem of [KS92).

Theorem 1 (JIS04)]) For single-thread programs, and for sets of initial states
Xo composed only of one-element stacks, the abstract reachability analysis is
optimal:

areach.(Xo) = ac(reach(Xp))

This implies that the set of top activation records of reachable stacks is computed
exactly. In other words, the invariants inferred at each control point are the
exact ones.

More interestingly, we could extend this result to multiple-threads programs
in which only one thread performs procedure calls and manipulates local vari-
ables, whereas the other thread has only a main procedure without local vari-
ables. This generalization requires however the program counters of the other
threads to be treated as global variables (this is discussed in Section E2). We
did not formalize yet such a treatment of program counters, mostly to keep
simple the presentation of the various semantics in Sections B so present it
still as a conjecture.

Conjecture 1 For multiple-threads programs containing only one thread per-
forming procedure calls, and for sets of initial states Xo composed only of one-
element stacks,

areach.(Xo) = a.(reach(Xy))

In the case of two-threads programs, with the second thread being composed of
a single procedure, if areach.(Xo) = (Yia, Y}, 0),

Yha = {<017€17 027€2> | <F1 ’ <Cl,61>7 <C2562>> = ’I"eClCh(Xo)}

However, this optimality conjecture can certainly not be extended to two or
more recursive threads. The main technical reason is that the effect of a pro-
cedure in a thread do no depend any more of the value of global variables and

RR n° 6671



22 Bertrand Jeannet

effective parameters at call-site, but also of the full stack of the concurrent
threads, because these threads can perform procedure returns and they can
call, from smaller-size stacks, new procedures that modifies the shared global
variables. A more concise observation is that such a result would contradict the
undecidability result of [Ram00].

5 Combining stack and data abstractions for an
effective analysis

We discuss now how to obtain an effective analysis using the concurrent stack
abstraction introduced in the previous section, and we analyze the complexity
of the resulting analysis.

We assume that we are given a Galois connection o(Env) ;‘:P Env* that
represents or abstracts properties on environments with abstract environments.
The stack abstraction can then be combined with such a data abstraction, if we
exploit the isomorphism of Eqn (@):

0(S) =p ((Kl x Bnv)" x (K2 x Env)+)

Ac

S (KK = () x (K — p(Bnw)) x (K2 = o(Fw))

Al

c

— (leK2 N Emﬁ) X (Kl N Em}ﬁ) x (K2 N Em}ﬁ) (16)

To precise how the abstract postcondition in A, can be abstracted in A%, we
give in Tab. @ a predicate formulation of the abstract postcondition defined
in Tab. @ Provided that the lattice Env® is equipped with a least upper
bound (approximating the logical conjunction), an abstract equality constraint
between variables/dimensions, an abstract existential quantification on vari-
ables/dimensions, and of course an abstract operator R! for intraprocedural
instruction R, the equations of Tab. Bl can be implemented directly.

Literature offers several example of suitable representations/abstractions for
programs environments.

e When all variables are Booleans (or more generally of finite type), Env =
(Var — B) ~ B", and properties in p(Fnv) can be represented exactly
with BDDs [Bry86], as well as the semantics of intraprocedural instruc-
tions, and the postcondition operator of Tab. @ can be implemented ex-
actly;

e When all variables are of numerical types, Env = (Var — R) ~ R", and
properties in p(Env) can be abstracted by octagons [Min(6], convex poly-
hedra [CHTS|, relational congruences [Gra9dl]. In this case equality con-
straints between variables and existential quantification can be applied
exactly, so that only intraprocedural instructions R and logical disjunc-
tion will induce a further approximation in apostf : A% — Af w.r.t. the
abstract postcondition apost, : A. — A..
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Notations:
If (Xpa, X}, X2) € A,

Xpa(ch, 2)(& g0, fpo, 1, g2,fp5,12) €  o(Env' x Env?)
we have X}(cY)(g, gb,fpg, 1) € p(Bmw')
2 €

th( )(g7 ggvfpgap) @(ETLUQ)
We define below Z = apost, (7)(Y) for the various instruction .

_m
T=C—¢C
VA ’ 2 / f 1/ 2 f 2 12 = Jo.1:
hd(C,C )(gvgﬂv Po> 1,80, IPg; )_ g,1:
Yhd(ca 02)(g7gO;fp0717g%7fpg712)
AR(g,1,g'.1)

(17a)
ZL =Y} (17b)
Z:=Y3 (17¢)

(cally:=P;(x))
T=C— 8§
Zhd(5J7 )(g gOafp071/ gvap0712) - Elg()afp()al-
{ Yhd(ca c )(g7 g0, pra 17 g%v fp(2J7 12)
Ngb, fpo, ') = (8, %, %)
(18a)
Ztll(c)(g7 g0, fp07 l) = th]l- (C)(ga g0, fp07 1) \

3g3, fp2, 12 : Yia(c)(g, g0, Iy, 1, 23, fpi, 12)

(18b)

Ztl = Yt% (18¢)

. (ret y:=Pj(x))
T=eg ———————¢
Zna(e,*)(g”, 8o, Ty, 1", &5, D5, 17) = 3g717g g0, 1 :
Yy (call( ))(g7g03fp051)
AYha(ej, ) (g, g6, 00,1, &2, 5, 12)
A(g,x) = (g5, fpp)
ANg\y)" =(g\y)
AN\ y)" = (1\y)

Ny = fr
(19a)
ZL =Y} (19Db)
7% =Y3 (19¢)

Table 9: Abstract postcondition apost, : A, — A., predicate formulation
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Program single-thread concurrent
single-procedure | k-¢(g+1) E™-o(g + nl)
recursion 2k-p(2g +1) E"-o(g+n(g+1) +nk-o(2g +1)
n : number of threads g : number of global variables
k : number of control points [ : number of local variables

Table 10: Complexity comparison

e When variables are either Boolean or pointers to memory cells, [SRW02]
proposes an abstraction in which Boolean variables, pointers and mem-
ory configurations are represented and abstracted using 3-valued logical
structures:

p(Env) ~ p(2 — STRUCT) = p(8 — BSTRUCT)

As with numerical domains, all the needed operations can be implemented,
as shown in [ILRS04| for interprocedural analysis of sequential programs.

Complexity analysis. We analyze the computational and/or space complex-
ity of Af. Assume n is the number of threads, k& the maximal number of control
points, and ¢ and ! the number of global and local variables. In the abstract
domain Ac = Ahd X (H0§t<n Ail),
o A, is a function with a finite domain of size k™, the images of which are
environments having at most g + n(g + [) dimensions; B
e Al is a function with a finite domain of size k, the images of which are
environments having at most 29+ dimensions. There are n such functions.
Assuming that the (computational or spatial) complexity of abstract environ-
ments of dimension d is ¢(d), the complexity of A% is:

K" p(g+n(g+1)+nk-p2g9+1)

It is clearly dominated by the first term. Assuming ¢(d) is bounded by O(2%),
the global complexity is

e polynomial in the size k of the CFGs,
e exponential in the number n of threads,

e in O(é(nd)) if d = g + 1 is the number of visible variables active in each
thread: we inherit the complexity of the data abstraction modulo a multi-
plicative factor n (¢ is exponential for convex polyhedra and BDDs, cubic
for octagons, ...).

We compare in Tab. [[M the complexity results in function of the recursion and
concurrency features. To summarize, the complexity of our method for concur-
rent, recursive programs is higher than for concurrent, non-recursive programs
only due to the duplication of global variables. Provided that g ~ [, it is asymp-
totically identical.

Observe that most techniques aimed at reducing the practical complex-
ity can be reused: partial order and symmetry reduction for concurrency
[God96], Cartesian product and/or variables packing for data abstraction
[AMGO6, BCCT03).

2

we merge the identical copies of global variables
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6 Implementation and experiments

6.1 Implementation

We implemented our analysis for programs manipulating finite-type and numer-
ical variables. The applied data abstraction abstracts sets of environments of
the form p(B"™ x QP) with functions of signature B™ — Pol(QP) associating to
the possible valuations of finite-type variables convex polyhedra approximat-
ing the possible values of numerical variables. Algorithmically, these functions
are implemented as MTBDDs [Bry86|, using the CUDD BDD library and the
APRON numerical abstract domains library [Soml, [IM]. This abstraction is ex-
act for finite-type variables, and resorts to linear relation analysis for numerical
variables [HPRO7].

Our CONCURINTERPROC analyzer takes as input a concurrent program, per-
forms forward and/or backward analysis and displays the results. The analysis
results can be projected on a chosen thread, as illustrated later on the examples.
In order to specify start points for backward analysis, the language contains an
instruction fail that not only stops the execution (as does halt), but also
marks the control point just before the instruction as a start point. The de-
fault semantics of the input language w.r.t. concurrency is preemptive schedul-
ing: the steps performed by the different threads are interleaved, as defined in
Section However, as we did not (yet) implement partial order reduction
techniques, the results were difficult to inspect manually. Hence an option in
the analyzer allows to choose a cooperative scheduling semantics, in which the
instruction yield allow a thread to give the control in a non-deterministic way
to another thread. Thus, any execution path between two yield instruction
in a thread can be considered as an atomic section w.r.t. concurrency. More
information about CONCURINTERPROC as well as an online analyzer can found
at [deal.

6.2 Experiments

We experimented a number of synchronisation algorithms to illustrate the ef-
fectiveness of our method, but also in order to analyze some of its limitation.
We mainly evaluate here the precision of the analysis (evaluating its practical
complexity deserves a separate study along the directions sketched in the con-
clusion). Moreover, in order to focus on the accuracy of the stack abstraction,
we replace integers by bounded integers encoded with Booleans in some cases, to
avoid approximations due to the data abstraction. The experimented programs
are available at the URL [leal.

Mutual exclusion algorithms. We first analyzed a few mutual exclusion al-
gorithms, in which code to acquire and to release the critical section is delegated
to two procedures acquire and release, as done for the Peterson algorithm
depicted on Fig. Bl A forward analysis succeeds to show that the two threads
cannot be both at control point (C') lying between calls to acquire and release
procedures. We proved like that the correctness of Peterson and Kessel algo-
rithms that we found in [Tan06].

More interestingly, we tried the program depicted on Fig. @ on which the
analysis of [QRR04] does not terminate, whereas ours of course terminate, but
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var g:uint[3],
x,y:bool;
var b0,bl,turn:bool; initial g==uint[3](0) and not x and not y;
initial not b0 and not bi;

proc foo(tid:bool,q:bool) returns ()

proc acquire(tid:bool) returns () begin
begin if not q then
if not tid then x=true; y=true;
b0 = true; turn = tid; foo(tid,q);
assume (bl==false or turn==not tid); else
else acquire(tid);
bl = true; turn = tid; g = g + uint[31(1);
assume (bO==false or turn==not tid); release(tid);
endif; endif;
end end
proc release(tid:bool) returns () proc main(tid:bool) returns ()
begin var q:bool;
if not tid begin
then b0 = false; q = random;
else bl = false; endif; foo(tid,q);
end acquire(tid);
if g==uint[3]1(0) then fail; endif;
proc main(tid:bool) returns () release(tid);
begin end
while true do
acquire(tid); /% C %/ thread TO:
release(tid); var tid:bool;
done; begin
end tid = false; main(tid);
end
thread TO:
var tid:bool; thread Ti1:
begin tid = false; main(tid); end var tid:bool;
begin
thread T1: tid = true; main(tid);
var tid:bool; end

begin tid = true; main(tid); end

Figure 4: The example of [QRRO04|
(Fig. 8), on which our analysis termi-
nates

Figure 3: The Peterson algorithm

proves that the mutual exclusion is ensured at the two sites and that the fail
instruction is not reachable in any thread. Notice that here the acquire and
release procedures may be called from different procedures in each thread.

Barrier synchronisation algorithms. We now experiment a synchronisa-
tion barrier algorithm working with one global Boolean go and one global
counter counter, Fig. The algorithm has a cycle of length 2 in the sense
that after two calls, go, 1go0 and 1go1l take back their former value. Our anal-
ysis succeeds to show that points B2 and B3 of thread T1 are not reachable.

Some variants of this example will allows us to identify some kind of approx-
imations are performed by our technique.

Example 1 If we uncomment the second call to barrier in thread T0 in Fig.[3,
not only C2 but also €3 becomes reachable (the latter fact being impossible in an
execution as the algorithm is really correct).

The explanation is that the same global top environment is associated to
pair of control points (A0, BO) and (A2, B2), because of the cycle of length 2
mentioned above. Hence the tail environments of thread T1 associated to call-
sites BO and B2 are exactly the same. Now some top environments associated
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var go : bool, counter:int;
initial counter==0 and go;

proc barrier(lgo:bool) returns (nlgo:bool)
begin

lgo = not 1lgo;

counter = counter+l;

var pO,pl:int;

if counter==2 then thread T0:
counter=0; go = lgo; var 1go0:bool;
else ’ ’ begin
— . begin
en:::lilme(lgo——go), pO = 0; 1go0 = true;
nlgo 2 1go; while p0<=5 do
: 1go0 = barrier(1go0);
end /* EO %/ PO = p0 + 1;
thread TO: :OHE;
var 1go0:bool; en
begin .
1go0 = true; /* AO */ ::zeido'llj%l;ool-
1go0 = barrier(lgo0); /* Al */ begi. got ’
/%1go0 = barrier(1go0); /* A2 */ x/ egin
d pl = 0; 1lgol = true;
en while p1<=10 do
thread Ti: lgol = barrier(lgol);
var lgol:bool; doﬁi_z plL+1;
begin £ .1:
lgol = true; /* BO */ dal ’
lgol = barrier(lgol); /* Bl */ en
lgol = barrier(lgol); /* B2 %/
lgol = barrier(lgol); /* B3 */

it Figure 6: Variant of Fig. B with calls
inside loops

Figure 5: A synchronisation barrier al-
gorithm with a counter

to (E0, EO) (successors of calls from (A0, B0)) matches some tail environments
associated to B0 to make (EO, B1) reachable. Those same top environments will
match tail environments attached to B2 to make (EO0, B3), hence B3 reachable
(although at this point, the thread TO cannot return from procedure barrier in
the abstract semantics).

This example also illustrates the usefulness of backward analysis intersected
with forward analysis: such a backward analysis enable the proof that the fatil
instruction is not reachable from initial configurations. However, if we add a
third (resp. fourth) call to barrier in thread TO (resp. T1), the proof fails to
show that T1 does not reach its last control point, even with such a combination
of forward and backward analysis. O

A deeper explanation for the problem raised by Example [l is that the pro-
gram counters of each thread are treated as local variables in the instrumented
semantics. If they were treated as global variables, when performing a call the
active thread would memorize the program counter of the other thread when
the call occurs, not only in the pushed tail activation record, but also in the
new top environment with the frozen copies of global variables. We did not
yet implement this technique, but we confirmed the intuition above with the
following example.

Example 2 We now consider the program of Fig. B, for which our analyzer
succeeds to show that in thread T1, p1 < 6 at the entry of the loop, so that the
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fail instruction is not reachable. Indeed, the call-sites of each thread are mem-
orized with the global variables p0 and p1, and the analysis avoid the mismatch
occurring in Example [

Now, if we make the variables p0 and p1 local to each thread, the analysis is
not able any more to show that globally |p0 — pl| < 1. These counters becomes
uncorrelated when both threads are in the callee procedure barrier: in this case,
neither the tail environments nor the top environments keeps track of the relation
between these counters. ]

More generally, local variables are handled less precisely by our analysis than
global variables, because of their temporary lifetime. If we inline the calls to
barrier, the problem disappears, because all variables gain a global lifetime.
Hence our analysis method is not insensitive to procedures inlining, as it may
become more precise (and more costly) on the transformed program.

7 Related work

A lot of work has been dedicated to the analysis of concurrent programs. [Rin(1]
distinguishes several type of analysis and gives a survey of them, but most
often those analysis are not defined as an instantiation of a general method to a
particular goal, and their goal is not to directly infer invariants on data variables.
We will focus mainly on analysis techniques dedicated to general reachability
(or coreachability) analysis for concurrent programs with recursive procedures
and synchronization, either by shared global variables or by using higher-level
primitives like rendez-vous.

These techniques can first be classified according the representation of the
program and of its state-space. For instance, the SPADE tool [Tou05, [PST07]
analyzes concurrent programs with dynamic threads and recursion by repre-
senting the program state by terms and by using rewriting techniques on sets of
terms and abstracting them. [EP00] was a first step in this direction, but consid-
ered at that time unsynchronized concurrency. Another line of work exploits the
automata theory and the principles of regular model-checking, with each thread
being represented with a pushdown system [BET03, [BMOT05]. [DRB02]| uses
Petri Nets models. Compared to our method, those techniques cannot be com-
bined easily with infinite data-abstractions such as convex polyhedra. They are
more adapted to finite abstraction techniques, and (concrete) counter-examples
guided abstraction refinement (CEGAR) [CCKT06|. A strength of these tech-
niques is that many of them can handle dynamic thread creation.

Thread-modular techniques have already been mentioned in the introduction
[FQO3, FFQS05]. We discuss more specifically the method of [FQO3| which is
presented very clearly. Its method is inherently less precise than our method, in
particular because it does not track the order of the updates performed by the
environment of a thread (i.e., the other threads), and it never relates the local
data of the different threads. The gain of this approach is of course efficiency,
and often the ability to handle dynamic thread creation as in [FFQS05]. We also
think that this technique could be easily combined with abstract interpretation
techniques for data variables, although only the alternative CEGAR technique
has been explored until now [HJMQO3] It would be interesting to define the
suitable stack abstraction, in the sense of our approach, which allows to derive
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a modular method. Thread modular analysis have also been studied in more
specific contexts, as in [GBCS07]|, but this paper does not consider recursion.
[QRRO4] is closed to us in the ambition of extending relational interproce-
dural analysis to concurrent programs. However their method is based on the
notion of transactions and transactional procedures, and is guaranteed to ter-
minate only for an identified class of programs, which makes it less general than
ours. We refer to the introduction for context-bounded analysis techniques.

8 Conclusion

Our approach unifies the relational approach to interprocedural analysis of se-
quential programs, and the classical approach to the analysis of concurrent
systems composed of a fixed number of control-flow graphs, without procedure
calls.

We think that our method is conceptually elegant, based on an instrumen-
tation of the standard operational semantics, followed by an abstraction that
collapses stacks of activation records into sets. The abstract semantics is then
derived mechanically from the concrete semantics. Our main design efforts were
to manage appropriately the global variables in the instrumented semantics, and
to understand that we need one frozen copy of global variables for each thread
when we relate the top activation records of each thread.

Our method separates clearly the control abstraction which replaces stacks
by sets, from the data abstraction which deals with program environments. It
is also very general, as it can be used in all cases where relational interprocedu-
ral analysis for sequential programs can be applied, as discussed in Section B
For instance the interprocedural shape analysis described in [[ILRS04] could be
extended to concurrent programs.

We analyzed experimentally its precision, mainly on synchronisation pro-
tocols that requires a fine analysis of the interactions between threads. The
conclusion is that the main source approximation is due to the temporary life-
time of local variables, and the fact that the local variables of the different
threads are not related any more when they are pushed on call-stacks (although
they are indirectly related via the global variables). This explains that inlining
procedures may result in a better accuracy of the analysis.

In this paper we do not pretend to solve any of the well-known efficiency
problems raised by concurrency, especially in the context of an interleaving se-
mantics (¢f. Tab. [ in Section H). Our ambition was rather to get as close as
possible from a context-sensitive, synchronisation-sensitive analysis, although
this ultimate goal is out of reach according to the undecidability result of
[Ram00]. However, it should be noted that many techniques aiming at improv-
ing the efficiency of concurrent programs analysis can be applied in our context
such as identifying atomic blocks [FFLQOS], partial order reduction techniques
[Gad96, [FGO5, [GEYS07|, reducing the complexity due to the number of vari-
ables using variables packing or its variants [BCCT03, [HMGO6].

Another already cited approach is thread-modular analysis. It would be
interesting to known whether a further abstraction of our stack abstraction can
result in an analysis similar to the one described in [FQO03]. Our analysis could
then be used to generate annotations in a thread-modular, assume-guarantee
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context [FFQS05|: the further abstraction of our analysis results would provide
precise annotations describing the environment of a thread.
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