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Abstract. A tree automaton with global tree equality and disequality
constraints, TAGED for short, is an automaton on trees which allows to
test (dis)equalities between subtrees which may be arbitrarily faraway.
In particular, it is equipped with an (dis)equality relation on states, so
that whenever two subtrees ¢ and ¢’ evaluate (in an accepting run) to two
states which are in the (dis)equality relation, they must be (dis)equal.
We study several properties of TAGEDs, and prove decidability of empti-
ness of several classes. We give two applications of TAGEDs: decidability
of an extension of Monadic Second Order Logic with tree isomorphism
tests and of unification with membership constraints. These results sig-
nificantly improve the results of [10].

1 Introduction

The emergence of XML has strengthened the interest in tree automata, as it is
a clean and powerful model for XML tree acceptors [20,21]. In this context, tree
automata have been used, for example, to define schemas, and queries, but also
to decide tree logics, to type XML transformations, and even to learn queries.
However, it is known that sometimes, expressiveness of tree automata is not
sufficient. This is the case for instance in the context of non-linear rewriting
systems, for which more powerful tree acceptors are needed to decide interesting
properties of those rewrite systems. For example, the set of ground instances of
f(z,x) is not regular.

Tree automata with constraints have been introduced to overcome this lack of
expressiveness [3,9,13,14]. In particular, the transitions of these tree automata
are fired as soon as the subtrees of the current tree satisfy some structural
(dis)equality. But typically, these constraints are kept local to preserve decidabil-
ity of emptiness and good closure properties — in particular, tests are performed
between siblings or cousins —. In the context of XML, and especially to define tree
patterns, one need global constraints. For instance, it might be useful to repre-
sent the set of ground instances of the pattern X (author(z), author(x)), where
X is a binary context variable, and z is an author which occurs at least twice (we
assume this pattern to be matched against XML trees representing a bibliogra-
phy). In this example, the two subtrees corresponding to the author might be
arbitrarily faraway, making the tree equality tests more global. Patterns might
be more complex, by the use of negation (which allow to test tree disequalities),



Boolean operations, and regular constraints on variables. In [10], we study the
spatial logic TQL, which in particular, allows to define such patterns. We proved
decidability of a powerful fragment of this logic, by reduction to emptiness test
of a new class of tree automata, called Tree Automata with Global Equalities
and Disequalities (TAGEDs for short). These are tree automata A equipped
with an equality =4 and a disequality #4 relation on (a subset of) states. A
tree t is accepted by A if there is a computation of A on ¢ which leads to an
accepting state, and whenever two subtrees of ¢ evaluate to two states ¢i, g2 such
that g1 =a g2 (resp. g1 #4 g2), then these two subtrees must be structurally
equal (resp. structurally different). TAGEDs may be interesting on their own,
since they are somehow orthogonal to usual automata with constraints [3]. In-
deed, if we view equality tests during computations as an equivalence relation
on a subset of nodes (two nodes being equivalent if their rooted subtrees are
successfully tested to be equal), in the former, there are a bounded number of
equivalence classes of unbounded cardinality, while in the latter, there might be
an unbounded number of equivalence classes of bounded cardinality.

The main result of [10] was decidability of emptiness of a subclass of TAGEDs,
called bounded TAGEDs, which allow only a bounded number (by some con-
stant independent of the tree) of (dis)equality tests on the run. In this paper,
we prove several properties of TAGED-definable languages (closure by union
and intersection, non-closure by complement). We prove results on TAGEDs
(non-determinization, undecidability of universality). The other main results are
decidability of emptiness of several classes of TAGEDs which significantly im-
proves the result of [10], and uses different and simpler techniques. In particular,
we prove a pumping lemma for TAGEDs which performs a bounded number of
disequality tests along paths (and arbitrarily many equality tests).

We give two applications of TAGEDs. The first is decidability of an extension
of MSO with tree isomorphism tests. The second application concerns a first-
order disunification problems, with (regular) membership constraints. Dealing
with membership constraints has been done in several papers. In [8], the au-
thors prove solvability of first-order formulas whose atoms are either equations
between terms or membership constraints ¢ € L where L is a regular tree lan-
guage. In [16], the authors propose an algorithm to solve iterated matching of
hedges against terms with flexible arity symbols, one-hole context and sequence
variables constrained to range over a regular language. In this paper, we extend
the logic of [8] with context variables (with arbitrarily many holes, and mem-
bership constraints) to allow arbitrary depth matching. Context unification is
still an open problem, but motivated by XML tasks, we do not need to do full
context unification. We prefer to impose a strong linearity condition on context
variables. We prove that, even with this restriction, solvability of first-order for-
mulas over these atoms is undecidable. We introduce an existential fragment for
which satisfiability is decidable by reduction to emptiness of a class of TAGEDs.

Related Work Extensions of tree automata which allow for syntactic equality
and disequality tests between subterms have already been defined by adding
constraints to the rules of automata. E.g., adding the constraint 1.2 = 2 to



a rule means that one can apply the rule at position 7 only if the subterm
at position 7.1.2 is equal to the subterm at position 7.2. Testing emptiness of
the recognized language is undecidable in general [18] but two classes with a
decidable emptiness problem have been emphasized. In the first class, automata
are deterministic and the number of equality tests along a path is bounded [9]
whereas the second restricts tests to sibling subterms [3]. This latter class has
recently been extended to unranked trees [14], the former one has been extended
to equality modulo equational theories [13]. But, contrarily to TAGEDs, in all
these classes, tests are performed locally, typically between sibling or cousin
subterms. Automata with local and global equality tests, using one memory,
have been considered in [6]. Their emptiness problem is decidable, and they can
simulate positive TAGEDs (TAGEDs performing only equality tests) which use
at most one state per runs to test equalities. Finally, automata for DAGs are
studied in [2,4], they cannot be compared to positive TAGEDs, as they run
on DAG representations of trees (with maximal sharing), and in TAGEDs, we
cannot impose every equal subtrees to evaluate in the same state in a successful
run.

We only sketch the proofs, but all the missing proofs are in the full paper version
[24] and in the thesis [11].

2 Trees and TAGED

Binary trees We start from a ranked alphabet X ranged over binary symbols
f and constant symbols a. A binary tree t is a ground term over Y. The set of
binary trees over Y is denoted by T’s;. The set of nodes of a tree t € T, denoted
by N, is defined inductively as a set of words over {1,2} by: N, = {e} and
Ny tn) = {ef U{au | a € {1,2}, u € Ny} (e denotes the empty word and .
the concatenation). For any tree ¢, and any node u € N;, we define the subtree
at node u, denoted by t|,,, inductively by: t|c = t, f(t1,t2)|au = talu, @ € {1,2}.
Note that we have Ny, = {v [ u.v € Ny}. We also denote by O;(u) € X the label
of node u in ¢. Finally, we denote by < the strict descendant relation between
nodes. Hence, for all u,v € Ny, u <<v if u is a prefix of v (therefore the root is
minimal for ).

Tree Automata We define tree automata on binary trees, but the reader may refer
to [7] for more details. A tree automaton is a 4-tuple A = (X, Q, F, A) where Q
is a finite set of states, F' C @ is a set of final states, and A is a set of rules of the
form a — g and f(q1,92) — g, where f is a binary function symbol, a a constant,
and q1,q2,q are states from Q. A run of A on a tree t is a tree r over @ such
that: (i) N, = Ny, (i7) for all leaves u € N,., we have O(u) — O,(u) € A, and
(i41) for all inner-nodes u € N,., we have O¢(u)(O,(u.1), Or(u.2)) — Op(u) € A.
A run 7 is successful if O,.(¢) € F. The language recognized (or defined) by A,
denoted L(A), is the set of trees ¢ for which there exists a successful run of A.



We consider binary and constant symbols only, but the two definitions above
can be easily extended to symbols of other arity (in particular, we use unary
symbols in several proofs and examples).

Ezxample 1. Let X be the alphabet consisting of the two binary symbols A, V,
the unary symbol =, and the two constant symbols 0, 1. Trees from T's;, represents
Boolean formulas. We define an automaton on X, which accepts only Boolean
formulas logically equivalent to 1. Its set of states (resp. final states) is defined by
Qb = {qo,q1} (resp. Fp = {q1}), and its set of rules A, by, for all b, by, b € {0,1},
and all @ € {A,V}:

b— qp () — q-» ©(qby» @vs) = oy @by -

Definition 1 (TAGED). A TAGED is a 6-tuple A = (X,Q,F,A,=4,%#4)
such that:

o (X,Q,F, A) is a tree automaton;

o =, is a reflexive and symmetric binary relation on a subset of Q;

e £, is an irreflexive and symmetric binary relation on Q.

A TAGED A is said to be positive (resp. negative) if #a (resp. =a) is empty.

The notion of successful run differs from tree automata as we add equality and
disequality constraints. A run r of the tree automaton (X, Q, F, A) on a tree ¢
satisfies the equality constraints if Vu,v € N, Op(u) =4 Op(v) = tly = t|y.
Similarly, it satisfies the disequality constraints if Vu, v € Ny, O, (u) #4 O, (v) =
t # to-

A run is successful (or accepting) if it is successful for the tree automaton
(X,Q,F,A) and if it satisfies the constraints. The language accepted by A,
denoted L(A), is the set of trees ¢ having a successful run for A. We denote by
dom(=4) the domain of =4, i.e. {¢ | 3¢ € Q,q =4 ¢'}. The set dom(#4) is
defined similarly. Finally, two TAGEDs are equivalent if they accept the same
language.

In [10], we introduced the class of bounded TAGED, where in successful runs, the
number of occurrences of states from dom(=4) U dom(#4) is bounded by some
fixed £ € N. We proved emptiness to be decidable for that class. The classes
we consider in this paper are either incomparable or strictly more expressive.
All the results from Section 3 also hold for bounded TAGED. Note also that
TAGED are strictly more expressive than tree automata, as illustrated by the
next example.

Example 2. Let Q = {q,q9=,q7}, F = {q}, and let A be defined as the set of

following rules: a — ¢, a — q=, f(¢,9) — q, f(¢,9) = a=, f(4=,4=) — gy, for
all a, f € X. Let the positive TAGED A; = (X,Q, F,A,{q= =4, ¢=}). Then

L(Ay) is the set {f(t,t) | f € X,t € Tx}, which is known to be non regular [7].

Ezxample 3. Let X be a finite set of variables. We now define a TAGED A,
which accepts tree representations of satisfiable Boolean formulas with free vari-
ables X. We let Ay, = (X, Qp, Fp, Ap) be the automaton defined in Example 1.



Every variable is viewed as a binary symbol, and we let Xy = X, U X. Every
Boolean formula is naturally viewed as a tree, except for variables € X which
are encoded as trees z(0,1) over Xy. For instance, the formula (x Ay) V -z is
encoded as the tree V(t1,t2), where t; = A(2(0,1), y(0,1)) and t2 = =(x(0,1)).
Now, we let Q@ = Qp U {g, | * € X} U {po, p1}, for two fresh states po,p1, and
F = Fy. The idea is to choose non-deterministically to evaluate the leaf 0 or
1 below x to ¢, but not both, for all x € X. This means that we affect 0 or
1 to a particular occurrence of x. Then, by imposing that every leaf evaluated
to g, are equal,we can ensure that we have chosen to same Boolean value for
all occurrences of z, for all x € X. This can be done with the set of rules A,
extended with the following rules, for all b € {0,1} and all x € X

b—=p  b—ag  2(poidz) w1 (¢ p1) = o
Finally, for all z € X, we let ¢, =4.,, ¢z-

The (uniform) membership problem is “given a TAGED A, given a tree t, does
t belong to L(A)?”. We can prove the following:

Proposition 1. Membership is NP-complete for TAGED.

Proof. Example 3 gives a polynomial reduction of SAT to membership of TAGEDs.
To show it is in NP, it suffices to guess a labeling of the nodes of the tree by
states, and then to verify that it is a run, and that equality and disequality
constraints are satisfied. This can be done in linear time both in the size of the
automaton and of the tree. ([

3 Closure Properties of TAGEDs and Decision Problems

In this section, we prove closure properties of TAGED-definable languages.

Proposition 2 (Closure by union and intersection). TAGED-definable
languages are closed by union and intersection.

Proof. Let A = (A, Q,F,A,=4,#4) and A" = (A, Q", F', A',=4/,#4/) be two
TAGEDs. Wlog, we suppose that QNQ’" = (). A TAGED accepting L(A)UL(A")

is defined by AUA' = (A, QUQ , FUF JAUA = U=4/,%4 U#a).

For the closure by intersection, we use the usual product construction A x A’

[7], whose set of final states if F' x F’. State equality =axas is defined by
{((a,4"), (p,p")) | ¢ =4 p or ¢ =4 p}, while # 4 4/ is defined by {((¢,¢"), (0, »)) | ¢ #a
porq#a p}. O

Prop 2 also holds for the class of languages defined by positive or negative
TAGEDs. A TAGED is deterministic if all rules have different left-hand sides
(hence there is at most one run per tree). For a deterministic TAGED A, we can
prove that one can compute a non-deterministic TAGED accepting the comple-
ment of L(A): we have to check if the tree evaluates in a non-accepting state or
in an accepting state but in this case we non-deterministically guess a position
where a constraint is not satisfied. However:



Proposition 3. TAGEDs are not determinizable.

Proof. Let X = {f,a} an alphabet where f is binary and a constant. Consider
the language Lo = {f(t,t) | t € Tx} of Example 2. It is obvious that Lg is
definable by a non-deterministic (bounded) TAGED. Suppose that there is a
deterministic TAGED A = (X, Q, F, A, =4,#.4) such that L(A) = Lo. Let t be
a tree whose height is strictly greater than |Q|. Since f(t,t) € Lo, there are a
successful run gz (r,7) of A on f(¢,t) for some final state g5, two nodes u,v and
a state ¢ € @ such that t|, is a strict subtree of t|,, and O,(u) = O,(v) = gq.
Since f(tu,tlu) € Lo, and A is deterministic, there is a final state ¢; € F' and
a rule f(q,q) — ¢y € A. Hence ¢} (r|u,7|,) is a run of A on f(t|,t|,). Since
qy(r,r) satisfies the constraints, ¢} (7|, 7|,) also satisfies the constraints. Hence
f(tlu,t]o) € L(A), which contradicts t|,, # t|y- O

Proposition 3 is not surprising, since:

Proposition 4. The class of TAGED-definable languages is not closed by com-
plement.

Proof. (Sketch) We exhibit a tree language whose complement is easily definable
by a TAGED, but which is not TAGED-definable. This language is the union
of sets T,,, for all n € N, where T,, = {f(g(t,¢),t') | t € Ts,t' € T,_1}, and
To = {a}. To check whether a tree is in T},, a TAGED would have to perform
n equality tests, for each subtree rooted by g. This would require n states. This
is only an intuition. The proof is a bit more complicated as the TAGED could
also perform inequality tests. ([

We end up this section with an undecidability result:
Proposition 5. Testing universality of TAGEDs is undecidable.

Proof. (Sketch) We adapt the proof of [18] for undecidability of emptiness of
classical tree automata with equality constraints. We start from an instance of
the Post Correspondence Problem (PCP). We encode the set of solutions of PCP
as a tree language whose complement is easily definable by a TAGED. Hence,
the complement is universal iff PCP has no solution. O

Even if TAGEDs are not determinizable, we can assume that testing an equality
between subtrees can be done using the same state, as stated by the following
lemma:

Lemma 1. Fvery TAGED A is equivalent to a TAGED A’ (whose size might be
exponential in the size of A) such that =4/C idg ,,, where idg ,, is the identity
relation on Qas. Moreover, A’ can be built in exponential time (and may have
exponential size).

Proof. (Sketch) Intuitively, we can view an accepting run r of A on a tree ¢
as a DAG structure. Let U C N; such that all subtrees t|,, u € U, have been
successfully tested equal by A in the run r (i.e. Yu,v € U, Op(u) =4 O, (v)).



Let ty = t|u, for some u € U. We replace all nodes of U by a single node ug
which enroots tg. The parent of any node of U points to ug. We maximally
iterate this construction to get the DAG. Note that this DAG is not maximal
sharing!, since only subtrees which have been successfully tested to be equal are
shared. We construct A’ such that it simulates a run on this DAG, obtained by
overlapping the runs on every equal subtrees for which a test has been done. [J

4 Emptiness of Positive and Negative TAGEDs

In this section we prove decidability of emptiness of positive and negative TAGEDs
respectively. For positive TAGEDs, it uses Lemma 1, and the classical reacha-
bility method for tree automata. For negative TAGEDs, we reduce the problem
to testing satisfiability of set constraints.

Theorem 1. Testing emptiness of positive TAGEDs is EXPTIME-complete.

Proof. upper bound Let A be a positive TAGED such that its equality relation
is a subset of the identity relation (otherwise we transform A modulo an expo-
nential blow-up, thanks to Lemma 1). Let A~ be its associated tree automaton
(i.e. A without the constraints). We have L(A) C L(A™).

Then it suffices to apply a slightly modified version of the classical reachability
method used to test emptiness of a tree automaton [7]. In particular, we can
make this procedure associate with any state ¢ a unique tree ¢;,. When a new
state is reached, it can possibly activate many rules f(q1,¢2) — ¢ whose rhs
are the same state q. The algorithm has to make a choice between this rules in
order to associate a unique tree t; = f(tg,,%q,) to ¢. This choice can be done for
instance by giving an identifier to each rule and choosing the rule with the least
identifier.

If L(A™) is empty, then L(A) is also empty. If L(A™) is non-empty, we get a tree
t and a run r which obviously satisfies the equality constraints, since a state ¢
such that ¢ =4 ¢ is mapped to unique tree t, (if ¢ is reachable).

lower bound We reduce the problem of testing emptiness of the intersection of
n tree automata A1, ..., A, (see [7]), which is known to be EXPTIME-complete.
We assume that their sets of states are pairwise disjoint (Q; N Q; = @ whenever
i # j),and foralli=1,...,n, A; has exactly one final state ¢y,, and gy, does not
occur in lhs of rules of A; (otherwise we slightly modify A;, modulo a factor 2 in
the size of 4;). Welet L = {f(¢t1,...,tn) | f € X, Vi, t; € L(A;),V1, 5, t; =t;}.
It is clear that L is empty iff L(A1) N...L(A,) is empty. It is not difficult to
construct a TAGED A (with |A| = O(3_, |A4i|)), such that L = L(A): it suffices
to take the union of A4,..., A, and to add the rule f(qy,,...,qs,) — ¢, where
gs is a fresh final state of A. Then we add the following equality constraints:

Vi, J, qf =a qf;- O

If =4C idg, in a successful run we can assume that the subruns rooted at states
q such that ¢ =4 ¢ are the same. Hence, we can introduce a pumping technique

! there might be two isomorphic subgraphs occurring at different positions.



for positive TAGEDs satisfying this property. The idea is to pump similarly in
parallel below all states ¢ such that ¢ =4 ¢, while keeping the equality constraints
satisfied. The pumping technique is described in the full version of the paper [24].
Thanks to this, if there is a loop in a successful run, we can construct infinitely
many accepted trees. In particular:

Theorem 2. Let A be a positive TAGED. It is decidable whether L(A) is infinite
or not, in O(|A||Q|*) if =aC idg, and in EXPTIME otherwise.

We now prove decidability of emptiness of negative TAGEDs (== &), by reduc-
tion to positive and negative set constraints (PNSC for short). Set expressions
are built from set variables, function symbols, and Boolean operations. Set con-
straints are either positive, e; C eq, or negative, e; € es, where e1, ey are set
expressions. Set expressions are interpreted in the Herbrand structure while set
constraints are interpreted by Booleans 0,1. Testing the existence of a solution
of a system of set constraints has been proved to be decidable in several papers
[5,1,22,12]. In particular, it is known to be NEXPTIME-complete. We do not
formally define set constraints and refer the reader to [5,1,22,12].

Consider for instance the constraint f(X, X) C X. It has a unique solution which
is the empty set. Consider now X C f(X, X) U a, where a is a constant symbol.
Every set of terms over {f,a} closed by the subterm relation is a solution. More
generally, we can encode the emptiness problem of tree automata as a system
of set constraints. Let A = (X, Q, F, A) be a tree automaton. Wlog, we assume
all state ¢ € @ to occur in the rhs of a rule. We associate with A the system S4
defined by:

S Xq g Uf(q17q2)—>q€A f(XlZl’Xq2) U U(L—>q6A a for all qe Q
(54) Uperp X4 Z @
qeF “*4q

We can prove that L(A) is non-empty iff S4 has a solution. Let (A,#4) be a
negative TAGED, and consider the system S’; consisting in Sa extended with
the constraints X, N X, = @, for all ¢,p € @ such that ¢ #4 p. We can prove
that L(A,#4) # @ iff S, has a solution. Since deciding existence of a solution
of a system of PNSC is in NEXPTIME, we get:

Theorem 3. Emptiness of negative TAGEDs is decidable in NEXPTIME.

5 Emptiness when Mixing Equality and Disequality
Constraints

In this section, we mix equality and disequality constraints. This has already
been done in [10] for bounded TAGEDs. Emptiness was proved by decomposition
of runs, but here we use a pumping technique that allows to decide emptiness
for a class of TAGEDs that significantly extends the class considered in [10].
In particular, we allow an unbounded number of positive tests, but boundedly
many negative tests along root-to-leaves paths, i.e. branches. While this class



subsumes positive TAGEDs, the upper-bound for testing emptiness is bigger
than the bound obtained in Section 4.

Formally, a wvertically bounded TAGED (vbTAGED for short) is a pair (A, k)
where A is a TAGED, and k£ € N. A run r of (4,k) on a tree t € Ty is a run
of A on t. It is successful if r is successful for A and the number of states from
dom(#.4) occurring along a root-to-leaves path is bounded by k: in other words,
for all root-to-leaves path u; < ... <qu, of t (where each u; is a node), one has
[{us | Op(u:) € dom(#)}] < k.

We now come to the main result of the paper:

Theorem 4. Emptiness of voTAGEDs (A, k) is decidable in 2NEXPTIME.

Proof. Sketch We first transform A so that it satisfies =4C idg, thanks to
Lemma 1 (modulo an exponential blow-up). Let ¢ € T;, and r a run of A on
it which satisfies the equality constraints (but not necesssarily the disequality
constraints), and such that its root is labeled by a final state. We introduce suf-
ficient conditions on ¢ and r (which can be verified in polynomial-time, in |t|, |r]
and |A]) to be able to repair the unsatisfied inequality constraints in ¢ in finitely
many rewriting steps. These rewritings can be done while keeping the equality
constraints satisfied. In particular, since =4C idg, we can assume that for all
u,v € Ny such that u ~ , v, 7|, = r|,. Hence, we can use a “paralle]” pumping
technique similar to the pumping technique for positive TAGEDs. The pumping
is a bit different however: indeed, if ¢ and r satisfies the sufficient conditions,
we increase the size of some contexts of ¢ and r, called elementary contexts, in
order to repair all the unsatisfied inequality constraints. The repairing process
is inductive. In particular, we introduce a notion of frontier below which all
inequality constraints have been repaired. The process stops when the frontier
reach the top of the tree (and in this case the repaired tree is in the language).
From a tree and a run that satisfy the sufficient conditions, and a frontier F', one
can create a new tree and a new run satisfying the conditions, and a new frontier
which is strictly contained in F'. Conversely, if L(A, k) # &, then there is a tree
t and a run r satisfying the conditions such that the height of ¢ is smaller than
2(k +1Q)|Q| (and by (k + 2!@N)2IQ+1 if = ,Z id). Hence, it suffices to guess a
tree and a run satisfying the conditions to decide emptiness of A.

Since the class of vbTAGEDs subsumes the class of positive TAGEDs, we also
get an EXPTIME lower bound for emptiness of vbTAGEDs, by Theorem 1.
Moreover, if =4C idg and k < |Q| (or k is unary encoded), emptiness of A is in
NEXPTIME. U

6 Applications

6.1 MSO with Tree Isomorphism Tests

We study an extension of MSO with isomorphism tests between trees. Trees over
an alphabet X are viewed as structures over the signature consisting of unary
predicates O,, for all a € X, to test the labels, and the two successor relations Sy



and Se which relates the parent to its first child and its second child respectively.
The domain of the structure is the set of nodes.

We consider node variables z,y and set variables X,Y. MSO consists of the
closure of atomic formulas O, (x) (for a € X), Si(x,y), Sa2(x,y), x € X, by
conjunction A, negation —, and existential quantifications 3z, 3X. We refer the
reader to [17] for the semantics of MSO. It is well-known that MSO sentences
and tree automata define the same tree languages [23]. We use similar back and
forth translations to prove that an extension of MSO with tree isomorphism
tests effectively defines the same language as vertically bounded TAGED. This
significantly improves the result of [10].

We consider a predicate eq(X), which holds in a tree ¢ under assignment p :
X — U (denoted by t, p = eq(X)), for some U C Ny, if for all u,v € U, the trees
t|,, and t|, are isomorphic. For all k € N, we consider the predicate diff;(X,Y),
which holds in ¢ under assignment p if (¢) the maximal length of a descendant
chain in p(X) and p(Y') is bounded by k, (i7) for all u € p(X),v € p(Y), the trees
t|,, and t|, are not isomorphic. We consider MSO2 the extension of MSO whose
formulas are of the form 3X; ...3X,,¢, where ¢ is an MSO formula extended
with atoms eq(X;) and diffy(X;, X;) (1 < 4,7 < n)%2. MSOZ is strictly more
expressive than MSO as tree isomorphism is not expressible in MSO [7], but as
a corollary of Theorem 4, we obtain:

Theorem 5. MSO2 and vb TAGED:s effectively define the same tree languages,
and satisfiability of MSO2. formulas is decidable.

If we allow universal quantification of set variables X1, ..., X,, the logic becomes
undecidable (even if the X;s denote singletons) [10].

6.2 Unification with Membership Constraints

We show that TAGEDs are particularly suitable to represent sets of ground
instances of terms. Then we investigate a particular unification problem with
tree and context variables where context variables can occur only in a restricted
manner. In particular, we consider first-order logic (FO) over term equations t ~
t', where t,t are terms with tree and context variables, such that in a formula,
every context variable can occur at most once. Tree and context variables might
be constrained to range over regular languages (membership constraints). We
prove this logic to be undecidable and exhibit a decidable existential fragment.
This is particularly relevant for XML queries, as we can express tree patterns
with negations. For instance, let Lgq be a regular tree language representing the
DTD of a bibliography, d a ground term representing a bibliography, Lya:p the set
of unary contexts denoted by the XPath expression bib/books (i.e. contexts whose
hole is reachable by the path bib/books), and X a unary context variable. The
formula ¢(y, z) = 3X,d =~ X (book(author(y),title(z))) Nd € Lgtg N X € Lpath
checks that d conforms to the DTD and extracts from d all (author,title) pairs
reachable from the root by a path bib/books/book. The formula 323z’ ¢(y, z) A

2 We assume that X1, ..., X, are not quantified in ¢



o(y,2") A =(z = 2') extracts from d all authors y who published at least two
books.

The restriction on context variables allows to test (dis)equalities arbitrarily
deeply but can not be used to test context (dis)equalities. Even with this re-
striction, FO is undecidable, while it is known that without context variables,
FO on atoms ¢t &~ ¢/ with membership constraints is decidable [8].

Let X be a ranked alphabet (assumed to be of binary and constant symbols for
the sake of clarity). Let X; be a countable set of tree variables z,y, and X, a
countable set of multi-ary context variables X,Y (we assume the existence of a
mapping ar : X, — N giving the arity of any context variable). The set of terms
over X, X; and X, is denoted by 7 (X, X, X.). For instance X (f(x, X (y),z))
is a term where X € X, (arity 1), f € X (arity 3) and z,y € X;. A term is
ground if it does not contain variables. The set of ground terms over X' is simply
denoted T'x;. We also denote by Cx; the set of contexts over X, and by C¥. the set
of n-ary contexts over X, for all n € N. For all C' € C},, and terms t1,...,t, €
T(X, X, X.), we denote by Clty,...,t,] the term obtained by substituting the
holes in C by t1,...,t, respectively (see [7] for a formal definition of contexts).
A ground substitution o is a function from AX; U X, into 75 U Cx such that for
all z € X, o(z) € Ty, and for all X € X, 0(X) € Cx and ar(X) = ar(C). The
ground term obtained by applying o on a term ¢ is denoted to. A ground term
t' is a ground instance of a term t if there is o such that ¢ = to. Finally, a term
t is context-linear if every context variables occurs at most once in ¢.

Proposition 6. Let t € T (X, Xy, X.) be context-linear. The set of ground in-
stances of t is definable by a positive TAGED.

Proof. (Sketch) It suffices to introduce states for each subterm of ¢, and a special
state gy in which every ground term evaluates. Then we add state equalities
Qz =4 qq for all variable x occurring in t. O

We now introduce unification problems. An equation e is a pair of terms denoted
by t ~ t', where t,t' € T (X, Ay, X.). A ground substitution ¢ is a solution of e if
to and t'o are ground terms, and to = t'o. Let n € N. A regular n-ary context
language L is a regular language over Y U{o1,...,0,}, where oy, ..., 0, are fresh
symbols denoting the holes, and such that every symbol o; occurs exactly once
in terms (this can be ensured by a regular control). A membership constraint is
an atom of the form « € L,, or X € Lx, where z € X;, X € X,, L, is a regular
tree language, and Lx is a regular ar(X)-ary context language.

We consider FO over equations and membership constraint atoms, with the
following restriction: for all formulas ¢, and all context variables X € X, there
is at most one equation e, and one term t in e such that X occurs in t. We
denote by FO[~, €] this logic. FO[~;, €]-formulas are interpreted over ground
substitutions o. We define the semantics o |= ¢ inductively: o = e if o is a
solution of e, 0 =z € L, if o(z) € L, (and similarly for X € Lx), o E Jx¢
if there is a ground term ¢ such that o[z — t] = ¢ (and similarly for 3X¢).
Disjunction and negation are interpreted as usual.

We can show the following by reducing PCP:



Proposition 7. Satisfiability of FO[~, €] is undecidable.

However, it is known that satisfiability of FO[~, €] in which no context variable
occurs is decidable [8]. We consider the existential fragment FO?[~, €] of FO[~
, €] formulas where existential quantifiers 3z or 3X cannot occur below an odd
number of negations.

Theorem 6. Satisfiability of FO”[~, €] is decidable.

Proof. (Sketch) Wlog, we consider only closed formulas. We define a normal
form which intuitively can be viewed as a set of pairs (E, M), where E is a set of
equations e (or negated equations —e), and M is a set of membership constraints.
For each pair (E, M), we construct a vbTAGED (Ag ar, |E|) which defines the
ground instances of the term ¢y depicted in Fig. 1 satisfying: (i) # is a fresh
symbol, (ii) for all terms ¢,t’, there exists i € {1,...,n} s.t. t = ¢; and ¢/ = ¢} iff
either (t = t') € E or =(t = t') € E, (141) if tpo is a ground instance of ¢g, then
the membership constraints are satisfied, and o is a solution of every equation
of FE (this can be done for instance by adding state inequalities ¢ #a4 gy, if
-(t &~ t') € E). The formula is satisfiable iff there is a pair (E, M) such that
L(Ap,u, |E]) # @. O

Anti-pattern matching [15] considers terms with
negations (called anti-patterns). For instance, the
anti-pattern f(z, —x) denotes all the ground terms

#,
f(t1,t2) such that t; # t5. More generally, nega- ; \
tions can occur at any position in the term: ’
—(g(—a)) denotes all ground terms which are not A A ,

rooted by g or g(a), and —f(z, z) denotes ground
terms which are not of the form f(¢,t). A ground

N

term matches an anti-pattern if it belongs to its 7
denotation. [15] proves it to be decidable. We can A A\
easily define a vbTAGED A, which accepts the

denotation of an anti-pattern p where negations Fig. 1. term to

occur at variables only. Thus the anti-pattern

matching problem reduces to test membership to L(A,). When negations occur
arbitrarily, the translation is not so clear since the semantics of anti-patterns is
universal (a ground term ¢ matches —f(x, z) if Va,t # f(x,x)). We let as future
work this translation (for instance by pushing down the negations).

7 Future Work

n [10], TAGEDs are based on hedge automata [19], so that they accept un-
ranked trees. We can encode unranked trees over Y as terms over the signature
XY U {cons}, where cons is a binary symbol denoting concatenation of an un-
ranked tree to an hedge. For instance, f(a,b,c) maps to f(cons(a,cons(b,c))).
Hedge automata can be translated into tree automata over those encodings.
Moreover, the encoding is unique, and any subtree ¢t becomes a subtree rooted
by a symbol of X' in the encoding. Hence testing constraints between subtrees



in unranked trees is equivalent to test constraints between subtrees rooted by X
in binary encodings. Therefore, TAGEDs over unranked trees can be translated
into TAGEDs over encodings, and we can prove that all the results presented in
this paper carry over to unranked trees. Moreover, in [10], we consider the TQL
logic over unranked trees, and prove a fragment of it to be decidable, by reduc-
tion to emptiness of bounded TAGEDs (over unranked trees). This work could
be used to decide larger fragments of TQL, via a binary encoding. Concerning
the unification problem considered here, we would like to use TAGEDs to test
whether there are finitely many solutions, and to represent the set of solutions.
A question remains: deciding emptiness of full TAGEDs. It is not easy, even for
languages of trees of the form f(¢1,t2), where ¢; and ¢y are unary. Finally, it
could be interesting to consider more general tests, like recognizable relations on
trees (since tree (dis)equality is a particular recognizable binary relation).
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