N
N

N

HAL

open science

Automatic Middleware Deployment Planning on
Heterogeneous Platforms

Eddy Caron, Pushpinder Kaur Chouhan, Frédéric Desprez

» To cite this version:

Eddy Caron, Pushpinder Kaur Chouhan, Frédéric Desprez. Automatic Middleware Deployment Plan-
ning on Heterogeneous Platforms. [Research Report] RR-6566, 2008, pp.20. inria-00291515v1

HAL Id: inria-00291515
https://inria.hal.science/inria-00291515v1
Submitted on 27 Jun 2008 (v1), last revised 1 Jul 2008 (v2)

HAL is a multi-disciplinary open access
archive for the deposit and dissemination of sci-
entific research documents, whether they are pub-
lished or not. The documents may come from
teaching and research institutions in France or
abroad, or from public or private research centers.

L’archive ouverte pluridisciplinaire HAL, est
destinée au dépot et a la diffusion de documents
scientifiques de niveau recherche, publiés ou non,
émanant des établissements d’enseignement et de
recherche francais ou étrangers, des laboratoires
publics ou privés.


https://inria.hal.science/inria-00291515v1
https://hal.archives-ouvertes.fr

%I INRIA

INSTITUT NATIONAL DE RECHERCHE EN INFORMATIQUE ET EN AUTOMAIQUE

Automatic Middleware Deployment Planning on
H eterogeneous Platforms

Eddy Caron — Pushpinder Kaur Chouhan — Frédéric Desprez

N° 2?77
Juin 2008

Théme NUM

apport
de recherche

ISRN INRIA/RR--2227--FR+ENG

ISSN 0249-6399







% I N RIA

RHONE-ALPES

Automatic Middleware Deployment Planning on Heterogeneous
Platforms

Eddy Caron, Pushpinder Kaur Chouhan, Frédéric Desprez

Théme NUM — Systémes numériques
Projet GRAAL

Rapport de recherche n° ???? — Juin 20026pages

Abstract: The use of many distributed, heterogeneous resourcesaeatdlective platform offers
great potential. A key issue for these grid platforms is rf@d@re scalability and how middleware
services can be mapped on the available resources. Optaridgployment is a difficult problem
with no existing general solutions. In this paper, we adsltbs following problem: how to per-
form out an adapted deployment for a hierarchy of servergesmlirce brokers on a heterogeneous
system?

Our objective is to generate a best platform from the avkdlabdes so as to fulfill the clients
demands. However, finding the best deployment among heteeoys resources is a hard problem
since it is close to find the best broadcast tree in a geneaphgwhich is known to be NP-complete.

Thus, in this paper, we present a heuristic for middlewagayenent on heterogeneous re-
sources. We apply our heuristic to automatically deploysérithuted Problem Solving Environment
on a large scale grid. We present experiments comparingutioenatically generated deployment
against a number of other reasonable deployments.
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Planification de déploiement automatique pour intergiciel sur
plateformes hétérogenes

Résumé :

L'utilisation de nombreuses ressources hétérogeénestebdi&es comme une plate-forme col-
laborative a large échelle offre un grand potentiel. Un polef de ces plates-formes de grille
est I'extensibilité des intergiciels et comment assoasrdervices de l'intergiciel aux ressources
disponibles. Loptimisation du déploiement est un proleedifficile qui ne dispose pas de solu-
tion générique. Dans ce rapport, nous nous intéressonso@lepre suivant: comment réaliser un
déploiement adapté pour une hiérarchie de serveurs etatineshceurs sur un systeme hétérogene ?

Notre objectif est de générer la meilleure plate-forme aipdiune ensemble de noeuds
disponibles pour répondre aux demandes des clients. Capericbuver le meilleur déploiement
parmi des ressources hétérogéenes est un probleme difficitdrgp de celui de trouver le meilleur
arbre de diffusion pour un graphe général qui est un problerifficile.

Dans ce rapport, nous présentons alors une heuristiquecdasedre précis. Nous appliquons
notre heuristique pour un déploiement automatique d’'uiremeement de résolution de problémes a
large échelle. Des expériences sont menées afin de compdéglbiement généré par I'heuristique
avec d'autres déploiements probables.

Mots-clés : Déploiement, Grille de calcul, Ordonnancement en régimmagaent,
Localisation et découverte de ressources
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1 Introduction

Due to the scale of grid platforms, as well as the geograptstion of resources, middleware should
be distributed to provide scalability and adaptability. éiwork has focused on the design and im-
plementation of distributed middlewar@ [L4, 28, 29, 32]. To benefit most from such approaches, an
appropriate mapping of middleware components to the Higd resource environment is needed.
However, while middleware designers often note that thablgm of deployment planning is an
important problem, few solutions for efficient and automateployment exists. In other words,
questions such ashich (and how many) resources should be usedndshould the fastest and
best-connected resource be used for middleware or as a comational resourceremain difficult

to answer for heterogeneous resources.

Software engineering processes for deployment and coafigar(software deployment) of dis-
tributed system service-level functionality have beereesively researched.[21, 24], however
very little work has been done around system deploynisit]2]. To the best of our knowledge, no
deployment algorithm or model has been given for arrangiegcomponents of a problem solving
environment (PSE) in such a way as to maximize the numbegokess that can be treated in a time
unit on heterogeneous resources. More related work is giv8ection?2.

The goal of this paper is to provide an automated approackgmgment planning that provides
a good deployment for client-server frameworks on hetaregaes platforms. We consider that a
good deployment is the one that maximizes the throughptieafystem in number of client requests.
We define deployment planning as the process of assignimginess to middleware components
with the goal of optimizing throughput. In this paper themier“deployment planning” is often
shortened to “deployment”.

We use a distributed Problem Solving Environment called D(Bistributed Interactive Engi-
neering Toolbox)§] as a test case for our approach. It uses a hierarchicalgemaent of agentsand
servers to provide scalable, high-throughput scheduling and apfiin provision services clierits
Figurel gives the execution scheme of a computation request. Arblgras a simple and effective
distribution approach and has been chosen by a variety aflaviire environments as their primary
distribution approachifz, 17, 30].

We describe a hierarchy as follows. A ser¢ee S has exactly one parent that is always an
agenta € A. Aroot agenta € A has one or more child agents and/or servers and no parents.
Non-root agents € A have exactly one parent and two or more child agents andfeerse The
arrangement of these elements is shown in Figuré/e don't share resources between agents and
servers. In a lot of case, it's important for application &rhn alone without disruption. Moreover
this model is close to real platform, thus a lot of batch scitertare deployed on a gateway to access
to computational servers.

To apply our approach to DIET, we have developed performamadels for DIET components.
We present real-world experiments demonstrating that ¢éipdogfment chosen by our approach per-
forms well when compared to other reasonable deployments.

1Agents select potential servers from a list of servers maiathin the database by frequent monitoring and maps client
requests to one of the servers.

2Servers receive requests from clients and execute apphisair services on their behalf.

SUsers that require computations.
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Figure 1: Platform deployment architecture and executlwasps.

The rest of this paper is organized as follows. Secfqoresents some related work around
deployment and scheduling. Sectirirst presents the request performance modeling and then
the steady-state throughput modeling of our problem. Adagpknt heuristic for heterogeneous
platforms is presented in Sectidn Section5 presents the experimental results to test the ability
of designed deployment heuristic and models to predict tuel geal-world deployments. Finally,
Section6 concludes the article and presents the future work.

2 Related work

A deployment is the mapping of a platform and middleware semany resources. Deployment
can be broadly divided in two categories: software deplaynaed system deploymenSoftware
deploymentaps and distributes a collection of software components sgt of resources and can
include activities such as configuring, installing, updgtiand adapting a software system. Exam-
ples of tools that automate software deployment includer§rag [15] and Distributed Ant 16].
System deploymeimvolves assembling physical hardware as well as orgagiaivd naming whole
nodes and assigning activities such as master and slavenfesof tools that facilitate this process
include the Deployment ToolkiB3[l] and Kadeploy 27].

ADAGE [25, 26] aims at automating applications deployments on a Gridrenment. ADAGE
relies on a generic description model for the applicati@&De. First, the user describes in its own
formalism (the specific description) his/her applicat&)ri{e/she wants to deploy. Then, using a plu-
gin ADAGE converts the specific description into the gendascription GADe in XML (the plugin
is related to the specific description, therefore it is ther'sgob to write it). Then, using the XML
files containing the available resources description, g@ayment control parameters (submission
method:ssh orr sh, the scheduler, the placement constraints...) ADAGE cdespa deployment
plan containing the mapping of each process on resources¢tiedulers are also plugins, so one
can bring its own, currently only round-robin is implemetteFinally, ADAGE transfers the nec-

INRIA



Automatic middleware deployment planning on heterogenetaiforms 5

essary files (usingcp orr cp), and launches the applications. While it offers a generscdption
model for the applications, which allows to use it for a wideigty of deployments. It does not have
efficient algorithms to create the deployment plan (onlynauobin), but its modular architecture
allows to extend its possibilities.

Jade {i] is a middleware which purpose is to deploy and dynamicakynage applications. The
idea is to have a system which deals with the maintenance andgement operations, instead of
a physical person. Each application to deploy has first tonsagsulated in a Fractatomponent
which defines the incoming and outgoing interfaces, as vgatbatrollers to control the behavior of
the components (suspend, resume, or change its attribdies)user defines the application archi-
tecture in an XML file using an ADLArchitecture Description Languaye This file contains the
components description, their relations, the number daimses for the components, ... T8eft-
ware Installation Serviceomponent is in charge of installing the components on th&tet’'s nodes,
then theCluster Managemaps the applications on the nodes. @aéonomic managezxecutes and
manages the components: it monitors the system'’s statesantsraccording to the values given by a
set of sensors (for example it can add or remove instancegartiaular component in order to adapt
to the system load) in order to keep the system in a stable. statle is more a dynamic autonomic
management software than a deployment software, it takesgtount the environment thanks to
sensors within the components. Nevertheless, it still hagplication deployment system based on
an encapsulation in Fractal components. The resourcediselés done among a group of available
nodes on a cluster.

Although these toolkits can automate many of the tasks &gedcwith deployment, they do
not automate the decision process of finding an appropriaepimng of specialized middleware
components to resources so that the best performance cahibged from the system.

To the best of our knowledge, no deployment algorithm or rhbee been given for arranging
the components of a PSE in such a way as to maximize the nurhiesquests that can be treated in
a time unit. In R3], software components based on the CORBA component moeleLaomatically
deployed on the computational Grid. The CORBA componentehoaontains a deployment model
that specifies how a particular component can be installdfjgured and launched on a machine.
The authors note a strong need for deployment planning ithgas, but to date they have focused
on other aspects of the system. Our work is thus complementar

In [7] we presented a heuristic approach for improving deploytmefhierarchical NES systems
in heterogeneous Grid environments. The approach isiiterain each iteration, mathematical
models are used to analyze the existing deployment, igetht# primary bottleneck, and remove
the bottleneck by adding resources in the appropriate dréfaeosystem. The techniques given
in [7] are heuristic and iterative in nature and can only be useidhfwove the throughput of a
deployment that has been defined by other means; the curcektprovides an optimal solution to
a more limited case and does not require a predefined depidyasenput. In §], we presented
a decision builder tool to analyze existing hierarchicglldgments, used mathematical models to
identify bottleneck nodes, and removed the bottleneck lojradresources in the appropriate part
of the system. The solution presented was iterative anddtieun nature. In L0] we presented an
approach for automatically determining optimal deploytfen hierarchically distributed services

4http://fractal.objectweb. org/
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on heterogeneous clusters. We proved that a complete swpdrary tree provides an optimal
deployment and presented an algorithm to construct thimaptree.

Optimizing deployment is an evolving field. 119], the authors propose an algorithm called
Sikitei to address the Component Placement Problem (CPig vilork leverages existing Al plan-
ning techniques and the specific characteristics of CPRUhtlie Sikitei approach is extended to
allow optimization of resource consumption and considenabf plan costs. The Sikitei approach
focuses on satisfying component constraints for effeqgilaeement, but does not consider detailed
but sometimes important performance issues such as tra effehe number of connections on a
component’s performance.

The Pegasus Systerfi][frames workflow planning for the Grid as a planning probleithe
approach is interesting for overall planning when one camsicter that individual elements can
communicate with no performance impact. Our work is moreavely focused on a specific style
of assembly and interaction between components and hasespondingly more accurate view of
performance to guide the deployment decision process.

Finally, this work is also somehow related to the design 6i€ieht broadcast trees in gridg, [
13]. However, the big difference is that in our case, nodes etsopute and this cost is taken into
account.

3 Steady-state throughput modeling

In order to apply the heuristic presented in Secédda DIET, we require models for the scheduling
and service throughput in DIET. Variables used in the foromadf performance models to estimate
the time required for various phases of request treatmertharfollowing.

p is the throughput of the platforny,.r.q,, the scheduling request throughput of resource
Pservice, the service request throughpt,.,, the size of incoming requests,.,, the size of the
reply, w;, the computing power of resource d;n the children supported by resourgel,,.,,
the amount of computation of resourcéo merge the replies frond; children,W,.,;,, the amount
of computation of resourcéneeded to process the servers replié€s,,,, a fixed cost to process
the server replylV,..,,, the amount of computation needed by resourt®process one incoming
request}V,,,, , the amount of computation needed by a seiveicomplete a service request fp
service,B, the bandwidth of the link between resources, Ahdhe number of requests completed
by all the servers in a time step. In our communication moaglelassume that communication links
are homogeneous, which is the case of our target platform.

Agent communication model: To treat a request, an aganteiveshe request from its parent,
sendsthe request to each of its childrereceivesa reply from each of its children, arsgndsone
reply to its parent. The time in seconds required by an agfamtreceiving all messages associated
with a request from its parent ad children is given by:

Sreq + d’L : Srep
B

agent_receive_time =

@
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Similarly, the time in seconds required by an agent for sgdil messages associated with a
request to itg/; children and parent is given by:

di : Sreq + Srep

. @

agent_send_time =
Server communication model: Servers have only one parent and no children, so the time in
seconds required by a server for receiving messages agsxbeidh a scheduling request is given
by:

) ) S
server_receive_time = % 3)

The time in seconds required by a server for sending messagesiated with a request to its
parent is given by:

Sr?
server_send_time = Bp (4)

Agent computation model: Agents perform two activities involving computation: thepess-
ing of incoming requests and the selection of the best sem®mgst the replies returned by the
agent’s children. There are two activities in the treatnwéneplies: a fixed costVy;,, in MFlops
and a costV,, that is the amount of computation in MFlops needed to protesserver replies,
and select the best server by agenthus, the computation associated with the treatment dieep
is given by

Wrepi (dz) = szzl + Wseli - d;

The time in seconds required by the agent for the two aa#vis given by the following equation.

Wrelh + Wrepi (di)

wy

(®)

agent_comp_time =

Server computation model: Servers also perform two activities involving computatiparfor-
mance prediction as part of the scheduling phase and poovidiapplication services as part of the
service phase. We suppose that a deployment with a set @rsBrsompletesV requests in a given
time step. Then each serviewill complete N; requests, a fraction of N such that:

N
> Ni=N (6)
i=1

On average each serviedo prediction of N requests and complebé; service requests in a time
step. For example, the servers as a group requseconds to complet® requests, then

Wprei N+ Wappi - N;

T(N) = (7)
w;
From Equatior?, we can calculate the requests completed by each seager
T- i re; " N
N, = L0 Wore ®)

Wapp,

RR n° 0123456789



8 E. Caron, P.K. Chouhan , F. Desprez

From Equation$ and8, we get time taken by the servers to procaseequests as

N W,
1+ 27;:1 Wepn;

=N S ©)
1=1 Wapyp,
s0, time taken by the servers to process one request is
N Wpre,
_ 1+ 21:1 W:pm
server_comp_time = —— gz (10)
i=1 Wﬂépj

Now we use these constraints to calculate the throughpuadf phase of the middleware de-
ployment. We use a model with no internal parallelishd{r, s, w), [9] for the capability of a
computing resource to do computation and communicatiothis'model, a computing resource has
no capability for parallelism. It can either send a messegfeive a message, or compute. Only a
single port is assumed. Messages must be sent and receiadly.se

Servicing throughput of serveiis then:

N;
Pservice; — (11)
T Srcqgsmp N
So according to Equatiorsand11, servicing throughput of platform is given by:
N
N
service 12
1
= : (13)
2 Wt 84S
N w4 = + - B -
i=1 Wapp,

The scheduling throughppt.;.q in requests per second is given by the minimum of the through-
put provided by the servers for prediction and by the agemtsdheduling as shown below.

1 1

= miny;
Psched Ve (Wprci + Seeq | Seep’ Woe 4+ Woep ()
i B B w;

W

Sreqtdi-Srep | di-SreqtSrep
+ B + B

(14)

In the servicing phase, only the server participate, as @trébe pge,icc 1S calculated from
server’s computation constraint as shown below.

Pservice — minVi ~N Wpre (15)
1+°N i
Srep i=1 Wapp,
req  Seep o Torms

i=1 Wapp;

INRIA
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The completed request throughpudf a deployment is given by the minimum of the scheduling
request throughpui,.,.q and the service request throughput,..;.. [10]. Thus using Equations
14and 15, we generate the following equation that calculate theutihput of the platform.

. 1 1
= Minvy;,
p vi <WPT'€i + Sreq + Sre.p ’ Wr'eqi+w7'epi (dl) + Sreq-i-d,yS,‘ep + di-Sreq+Srep ’
w; B B w; B B
1
e | (9
Sreq S7ep i=1 Wapp,

s Srer g TS

i=1 Wapp,

We use this formula to calculate the throughput of the hadmai our experiments.

4 Heuristic for middleware deployment

Our objective is tdind a deployment that provides the maximum throughpuof{ completed re-
quests per secondd completed requess one that has completed both the scheduling and service
request phases and for which a response has been returhedtient. When the maximum through-
put can be achieved by multiple distinct deployments, tleégored deployment is the one using the
least resources.

The platform architecture that we target is composed ofrbg@neous resources that have ho-
mogeneous connectivity. The working phases of the ardhiteés shown in Figuré.

cal c_hi er _ser_pow | is a function to calculate the servicing power provided by the hierarchy
when load is equally divided among the servers of the hierarchy.

cal c_sch_pow is a function to calculate the scheduling power of a node according to
the computing power of the node and number of its children.

pl ot _hi erarchy is a function to fill the adjacency matrix. Adjacency matrix is filled according
to the number of children that each agent (from agent array) cgosup

shi ft _nodes is a function to shift up the node id in the server array if any server is
converted as an agent.

sort_nodes is a function to sort the available nodes according to there scheduling powe
calculated by functiocal c_sch_pow.

write xm is a function to generate an XML file according to the adjacency matrix, that is
given as an input to deployment tool to deploy the hierarchical platform.

Table 1: Procedures used in Heuristic

The throughput of the deployment platform is dependent erstieduling throughpup{.1.cq)
of each node and servicing throughppi.:..) of the deployment. Scheduling throughput and
servicing throughput, as well as placement of the nodesdrhterarchy depend on the computing

RR n° 0123456789



10 E. Caron, P.K. Chouhan , F. Desprez

diff store minimum throughput amon@scred, pservice Which is calculated
in previous step, and client demand

min_ser_cv store minimum values among servicing throughput of hierarchy
and client demand

n_nodes total nodes available for hierarchy construction

throughput_diff store minimum throughput amongscred, pPservice, @nd client demand

vir_max_sch_pow | scheduling power of top node in sorted_nodes array
vir_max_ser_pow | servicing power of the hierarchy

sorted_nodes array to store the id of sorted nodes
supported_childrer) number of child nodes supported by an agent

Table 2: Variables used in Heuristlc

power of the nodes. It is very difficult to consider heterogjgnof computing resource and com-
munication at the same time. In this primary work we focus etetogeneous computing resource
and consider homogeneous communication. In case of citgerot so far from the reality but the
results will be different when we consider communicatioasaeen clusters. We plan to deal with
heterogeneous communication in future works.

For sake of simplicity we have defined some procedures (Talite the middleware deployment
heuristicl. Variables used in the heuristicare presented in Tab® The heuristic is based on the
exact calculation of number of children supported by eadends scheduling power of any agent
is limited by the number of children that it can support, ttesea node that can act as agent,
we calculate the scheduling power of each node with a numbehiren equal to the available
nodes,n_nodes. Actually, it is not only the number of children that effe¢ke scheduling power
of the parent node but also the computing power of its childteat means the computing power
dependency is taken into account). At this point we ignorilwhode will be agent, so as to remove
from the total nodes, thus, initially we take children ecioab_nodes — 1.

First, we sort the nodes according to scheduling power withodes children in descending
order (Step 1 and 2). Top node in the sorted list is most deitabbe an agent. Now we calculate
the scheduling power of each node only with one child, so &alwulate the maximum scheduling
power possible by the node (Step 3). Step 6 checks if the atthggower of the node is less than
the client demand then one level hierarchy is deployed withagent and one server (top two nodes
of the sorted list), because if more servers are added todte, rscheduling power will decrease.
But if scheduling power is higher than client demand, thewisigg power is increased by adding
new nodes. For this new agents could be added.

In Step 14, we calculate the scheduling throughput of thentmge in the sorted list by incre-
menting number of its children. If any other node can suppute than one child, then that node
is added in the hierarchy with the children that the node capart. Again servicing power is cal-
culated considering the total number of servers in the rgbya Steps 15 to 39 are repeated until all
the nodes are used or client demand is fulfilled or throughptite hierarchy starts decreasing.

Then the connection between the nodes is presented in theofoadjacency matrix in Step 40.
In Step 41 hierarchy is represented written in an XML file whig used by the deployment tool.

INRIA



Automatic middleware deployment planning on heterogenetaiforms 11

Algorithm 1 Pseudo-code describing heuristic to find the best hierarchy

1: Compute calc_sch_pow() for each node with n_nodes-1reimld

2: Compute sorted_nodesJ] by using sort_nodes()

3: Compute vir_max_sch_pow by using calc_sch_pow() withesbmodes[0] as an agent

4: Compute vir_max_ser_pow by using calc_hier_ser_powf) sotted_nodes[1] as a server
5: Compute min_ser_cv
6
7
8
9

. if (vir_max_sch_pow< min_ser_cvthen
Deployment is just 1 agent and 1 server
. else
. Compute throughput_diff and diff is a maximum arbitrary ealu
10:  while (diff >throughput_diff)do

11: diff=throughput_diff;

12: Compute vir_max_sch_pow with supported_children equal t

13: Select next node from sorted_nodes[] as server

14: Compute vir_max_ser_pow and throughput_diff

15: while (3 unused nodes andr_max_sch_pow > vir_max_ser_pow) do

16: if the number of children supported by the current server netighen

17: Change server to agent using shift_nodes() and add ndetfrom the sorted_nodes][] as a child to this new
converted agent

18: while the number of childrerc supported_children by the node

19: Compute vir_max_ser_pow with one extra child

20: if ((vir_max_ser_powclient_volume)&&@3 unused nodes)&&(vir_max_ser_pewir_max_sch_pow))

then

21: Take next node from sorted_nodes[] as a server

22: Compute vir_max_ser_pow

23: end if

24: end while

25: end if

26: Compute new throughput_diff

27: end while

28: if (vir_max_sch_powvir_max_ser_pow)hen

29: if (diff <throughput_diff)then

30: Remove 1 child from the last agent

31: else

32: diff = throughput_diff

33: end if

34: end if

35: if (supported_children == n_nodesithgn

36: diff=throughput_diff;

37: end if

38: endwhile

39: end if

40: plot_hierarchy();
41: write_xml();

RR n° 0123456789



12 E. Caron, P.K. Chouhan , F. Desprez

5 Experimental Results

In this section we present our experiments to test the wlafiour deployment model to correctly
identify good real-world deployments. The deployment rodtldescribed in section focuses on
maximizing steady-state throughput, as a result, we foougxperiments on testing the maximum
sustained throughput provided by different deployments.

5.1 Experimental Environment

DIET 2.0 is used for all deployed agents and servers; GoDHVdrsion 2.0.0 is used to perform
the actual software deployment. In general, at the time pfayenent, one can know neither the
exact job mix nor the order in which jobs will arrive. Insteamhe has to assume a particular job
mix, define a deployment, and eventually correct the depéoynafter launch if it was not well-
chosen. For these tests, we use the DGEMM application, desimatrix multiplication provided as
part of the level 3 BLAS packagé.]].

Measuring the maximum throughput of a system is non-trivifaloo little load is introduced
the maximum performance may not be achieved, if too much ieadtroduced the performance
may suffer as well. A unit of load is introduced via a scriptthuns a single request at a time in a
continual loop. We then introduce load gradually by launghone client script every second. We
introduce new clients until the throughput of the platfotimps improving; we then let the platform
run with no addition of clients for 10 minutes.

Table 3 presents the parameter values we used for DIET in the modeim@asure message
sizesS,., andS,.,, we deployed an agent and a singleEmMm server on the Lyon cluster and then
launched 100 clients serially from the same cluster. Weectdld all network traffic between the
agent and the server machines udiregpdunp and analyzed the traffic to measure message sizes
using the Ethereal Network Protocol analyzéfhis approach provides a measurement of the entire
message size including headers. Using the same agent-siepleyment, 100 client repetitions,
and the statistics collection functionality in DIET. Dééai measurements of the time required to
process each message at the agent and server level wascaistere The parametéy,..,, depends
on the number of children attached to an agent. We measugeuhta required to process responses
for a variety of star deployments including an agent ancedifit numbers of servers. A linear data
fit provided a very accurate model for the time required tacpss responses versus the degree of
the agent with a correlation coefficient of 0.97. Thus, thigdr model is used for the parameter
Wyep. Finally, we measured the capacity of our test machines itopH-using a mini-benchmark
extracted from Linpack and this value is used to convert ahsured times to estimates of the
MFlops required.

Shttp://wm. et hereal . com
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DIET Wreq Wrep Wpre Srep Sreq
elements| (MFlop) (MFlop) (MFlop) (Mb) (Mb)

Agent | 1.7x107! | 4.0x1073 +5.4x10~°.d - 5.4x1073 | 5.3x1073

Server - - 6.4x107% | 6.4x107° | 5.3x107°

Table 3: Parameter values for middleware deployment on Isytenof Grid’5000

5.2 Deployment approach validation on homogeneous platfon

The usefulness of our deployment heuristic depends heanitye performance model of the mid-
dleware. This section presents experiments designed to 8fecorrectness of the performance
model presented in previous section.
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Figure 2: Star hierarchies with one or two serversfeGemM 10x10 requests. Measured throughput
for different load levels.

Experimental results shown in Figurdsand 3 uses a workload obGEMM 10x10 to compare
the performance of two hierarchies: an agent with one seefsus an agent with two servers. The
model correctly predicts that both deployments are limitgcagent performance and that the ad-
dition of the second server will in fact hurt performance. relanportant is the correct prediction
by our model to judge the effect of adding servers than toeotlyr predict the throughput of the
platform (which is tough using a small computation grainvidrich cache effects improve perfor-
mance).

Experimental results shown in Figurésind5 use a workload obGEMM 200200 to compare
the performance of the same one and two servers hierart¢hitds scenario, the model predicts that
both hierarchies are limited by server performance andctber, performance will roughly double

RR n° 0123456789
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Figure 3: Star hierarchies with one or two servers b@emMM 10x10 requests. Comparison of
predicted and measured maximum throughput.
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Figure 4. Star hierarchies with one or two servers¥fGeMm 200x200 requests. Measured through-
put for different load levels.

with the addition of the second server. The model correatiyliots that the two-server deployment
will be the better choice.

In summary, our deployment performance model is able torately predict the impact of
adding servers to a server-limited or agent-limited demplest.
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*****

Throughpt (requests/second)

Predicted Measured

Figure 5: Star hierarchies with one or two serversdaEMM 200x200 requests. Comparison of
predicted and measured maximum throughput.

To verify our heuristic we compared the predicted deploynggven by the heuristic with the
experimental results presented ihJ]. Table4 presents the comparison by reporting the percentage
of optimal throughput achieved by the deployments seldayedifferent means.

DGEMM | Total | Opt. | Homo. | Heur. | Heur.
Size | Nodes| Deg.| Deg. | Deg. | Perf.
10 21 1 1 1 100.0%
100 25 2 2 2 100.0%
310 45 15 22 33 89.0%
1000 21 20 20 20 | 100.0%

Table 4: A summary of the percentage of optimal achieved leydiployment selected by our
heterogeneous heuristic, optimal homogeneous model, @tivdal degree.

5.3 Heuristic validation on heterogeneous cluster

To validate our heuristic we did experiments using two sitgen and Orsay of the french experi-
mental Grid called Grid’5000, a set of distributed compiota! resources deployed in France. We
used 200 nodes of Orsay for the deployment of middleware esiésrand 30 nodes of Lyon for
submitting the requests to the deployed platform.

To convert the homogeneous cluster into heterogeneougclug changed the workload of the
reserved nodes by launching different size of matrix mlittition as the background program on
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Figure 6: Comparison of automatically-generated hierafoh DGEMM 310x310 with intuitive al-
ternative hierarchies.

some of the nodes. After launching the matrix program in #ekground on the machines we used
Linpack mini-benchmark to measure the capacity of the nodb#-lops.

We compared two different deployments with the automdiicgénerated deployment by our
heuristic. The first deployment is a simple star type, wheemode acts as an agent and all the rest
are directly connected to the agent node (and these act\aserin the second deployment, we
deployed a balanced graph, one top agent connected to 1#sageheach agent connected to 14
servers with the exception of one agent with only 3 servers.

Clients submittedbGEMM problems of two different sizes. First we tested the depleyis
with DGEMM using 310x310 matrices. The heuristic generated deployoead only 156 nodes
and deployment is organized as: top agent connected witke®sgnd each agent again connected
to 9 agents. Two agents are connected with 9 servers, 6 agentonnected with 7 servers and
one with 5 servers. Automatically generated deploymenfopmed better than the two compared
deployments. Results of the experimental results are showigure6.

Second experiment is done witlfcEMM with matrices of size 1000x1000. Heuristic generated
a star deployment for this problem size. Results in Figushows that star performed better than
the second compared deployment.
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Figure 7: Comparison of automatically-generated hiesafohbGEMM 1000* 1000 with intuitive
alternative hierarchy.

6 Conclusion and Future Work

We presented a deployment heuristic that accurately geetlie maximum throughput that can be
achieved by the use of available nodes. The heuristic peegligood deployment hierarchies for both
homogeneous and heterogeneous resources. A comparis@uéstmtest the heuristic for homo-
geneous resources and the heuristic performed up to 90%gsaced to the homogeneous optimal
algorithm presented inl]. To validate the heuristic, experiments are performedhenGrid’5000
platform. Experiments have shown that automatically geteer deployment by the heuristic per-
forms better than some intuitive deployments for hetereges platforms.

In the near future one of our principal objectives is to inmpéat the theoretical deployment plan-
ning techniques as Automatic Deployment Planning Tool (RDg It will be interesting to validate
our theoretical concept of deployment planning by furthgrezimentation with other hierarchical
middlewares. We would also like to implement deploymenhpiag forarbitrary arrangement®f
distributed resources.

In this model we consider that we have a function to know tleeetion time but we should study
another approach with statistical mathematical functfotecast the execution time. Finally, we
are interested to find a modelization to deploy several middtes and/or applications on grid.

RR n° 0123456789



18

E. Caron, P.K. Chouhan , F. Desprez

References

[1] A. Akkerman, A. Totok, and V. Karamcheti. Infrastructuior automatic dynamic deployment

(2]

3]

[4]

(5]

(6]

[7]

(8]

9]

(10]

(11]

(12]

of j2ee applications in distributed environments. Gomponent Deploymenpages 17-32,
2005.

O. Beaumont, L. Marchal, and Y. Robert. Broadcast tregshkterogeneous platforms. In
IPDPS ’'05: Proceedings of the 19th IEEE International Péeblnd Distributed Processing
Symposium (IPDPS’05) - Papersage 80.2, Washington, DC, USA, 2005. IEEE Computer
Society.

J. Blythe, E. Deelman, Y. Gil, C. Kesselman, A. Agarwal, \@ehta, and K. Vahi. The role
of planning in grid computing. IThe International Conference on Automated Planning &
SchedulingJune 2003.

Sara Bouchenak, Noél De Palma, Daniel Hagimont, ands@iphe Taton. Autonomic Man-
agement of Clustered ApplicationdEEE International Conference on Cluster Computing
pages 1-11, September 25th-28th 2006.

E. Caron, P. K. Chouhan, and H. Dail. GoDIET: A Deploym@&abl for Distributed Middle-
ware on Grid 5000. IiEXPEGRID workshop at HPDC200PRaris, June 2006.

E. Caron, P. K. Chouhan, and A. Legrand. Automatic Deplewt for Hierarchical Network
Enabled Server. lithe 13th Heterogeneous Computing Workshop (HCW 2@a4ita Fe. New
Mexico, April 2004.

E. Caron, P.K. Chouhan, and A. Legrand. Automatic deplegt for hierarchical network
enabled server. Iithe 13th Heterogeneous Computing Workshgp. 2004.

E. Caron and F. Desprez. DIET: A Scalable Toolbox to BiNletwork Enabled Servers on
the Grid.International Journal of High Performance Computing Applions 20(3):335-352,
2006.

P. K. Chouhan.Automatic Deployment for Application Service Provider iiswments PhD
thesis, Ecole Normale Supérieure de Lyon, Sept 2006.

P. K. Chouhan, H. Dail, E. Caron, and F. Vivien. Autoroatiiddleware deployment planning
on clusters.International Journal of High Performance Computing Applions 20(4):517—
530, November 2006.

A. Chtchelkanova, J. Gunnels, G. Morrow, J. Overfefigd d&. Van de Geijn. Parallel imple-
mentation of BLAS: General techniques for level 3 BLAS. Teichl Report CS-TR-95-40,
University of Texas, Austin, Oct. 1995.

S. Dandamudi and S. Ayachi. Performance of Hierardhicacessor Scheduling in Shared-
Memory Multiprocessor SystemtEEE Trans. on Computerd8(11):1202-1213, 1999.

INRIA



Automatic middleware deployment planning on heterogenetaiforms 19

[13] Mathijs den Burger and Thilo Kielmann. Mob: zero-cowiigtion high-throughput multicast-
ing for grid applications. I'HPDC '07: Proceedings of the 16th international symposium o
High performance distributed computingages 159-168, New York, NY, USA, 2007. ACM.

[14] 1. Foster and C. Kesselman. Globus: A metacomputin@gsifucture toolkitThe International
Journal of Supercomputer Applications and High Performrei@omputing 11(2):115-128,
Summer 1997.

[15] P. Goldsack and P. Toft. Smartfrog: a framework for ogunfétion. In
Large Scale System Configuration Workshdgational e-Science Centre UK, 2001.
http://ww. hpl . hp. comf research/ smartfrog/.

[16] W. Goscinski and D. Abramson. Distributed Ant: A systemsupport application deployment
in the Grid. InProceedings of the Fifth IEEE/ACM International WorkshopGrid Computing
Nov. 2004.

[17] A.W. Halderen, B.J. Overeinder, and P.M.A. Sloot. ldiehical Resource Management in the
Polder Metacomputing InitiativeParallel Computing24:1807-1825, 1998.

[18] T. Kichkaylo, A. Ivan, and V. Karamcheti. Constrainedr@ponent Deployment in Wide-Area
Networks Using Al Planning Techniques. [IRDPS 2003.

[19] T. Kichkaylo, A. Ilvan, and V. Karamcheti. Constraineghtponent deployment in wide area
networks using Al planning techniques. Iimternational Parallel and Distributed Processing
SymposiumApr. 2003.

[20] T. Kichkaylo and V. Karamcheti. Optimal resource awdeployment planning for component
based distributed applications. Trhe 13th High Performance Distributed Computidgine
2004.

[21] G.Kirby, S. Walker, S. Norcross, and A. Dearle. A metblogyy for developing and deploying
distributed applications. I@omponent Deploymermiages 37-51, 2005.

[22] S. Lacour, C. Pérez, and T. Priol. Deploying corba congmis on a computational grid:
General principles and early experiments using the glatigit. In Component Deployment
pages 35-49, 2004.

[23] S. Lacour, C. Pérez, and T. Priol. Deploying CORBA comguts on a Computational Grid:
General principles and early experiments using the Globoit. In 2nd International Work-
ing Conference on Component Deploymafdy 2004.

[24] S. Lacour, C. Perez, and T. Priol. Generic applicatiesadiption model: Toward automatic
deployment of applications on computational grids. GRID '05: Proceedings of the 6th
IEEE/ACM International Workshop on Grid Computingages 284—-287, Washington, DC,
USA, 2005. IEEE Computer Society.

RR n° 0123456789


http://www.hpl.hp.com/research/smartfrog/

20 E. Caron, P.K. Chouhan , F. Desprez

[25] Sébastien Lacour, Christian Pérez, and Thierry Prohetwork topology description model
for grid application deployment. In Rajkumar Buyya, editeroceedings of the 5th IEEE/ACM
International Workshop on Grid Computing (GRID 200dages 61-68, Pittsburgh, PA, USA,
November 2004. Held in conjunction with Supercomputing£2(B8C2004).

[26] Sébastien Lacour, Christian Pérez, and Thierry Pi@tneric application description model:
Toward automatic deployment of applications on computatigrids. In6th IEEE/ACM In-
ternational Workshop on Grid Computing (Grid2005eattle, WA, USA, November 2005.
Springer-Verlag.

[27] C. Martin and O. Richard. Parallel launcher for clustEPC. InParallel Computing, Proceed-
ings of the International Conferenc8ep. 2001.

[28] J.P. Morrison, B. Clayton, D. A. Power, and A. Patil. Weln-G: grid enabled metacomputing.
Neural, Parallel Sci. Comput12(3):419-438, 2004.

[29] H. Nakada, M. Sato, and S. Sekiguchi. Design and impteat®ns of NNF: towards a global
computing infrastructure-uture Gener. Comput. Syst5(5-6):649-658, 1999.

[30] J. Santoso, G.D. van Albada, B.A.A. Nazief, and P.M.kdb. Simulation of Hierarchical Job
Management for Meta-Computing Systerttst. Journal of Foundations of Computer Science
12(5):629-643, 2001.

[31] Dell Power Solutions. Simplifying system deploymestng the Dell OpenManage Deploy-
ment Toolkit, October 2004.

[32] D. Thain, T. Tannenbaum, and M. Livny. Condor and thedGh Fran Berman, Geoffrey Fox,
and Tony Hey, editorsrid Computing: Making the Global Infrastructure a Realitiohn
Wiley & Sons Inc., December 2002.

INRIA



/<

Unité de recherche INRIA Rhéne-Alpes
655, avenue de I'Europe - 38334 Montbonnot Saint-Ismiear{Ee)

Unité de recherche INRIA Futurs : Parc Club Orsay UniversEAC des Vignes
4, rue Jacques Monod - 91893 ORSAY Cedex (France)
Unité de recherche INRIA Lorraine : LORIA, Technopdle de siaBrabois - Campus scientifique
615, rue du Jardin Botanique - BP 101 - 54602 Villers-lés-dya@edex (France)
Unité de recherche INRIA Rennes : IRISA, Campus univergitdé Beaulieu - 35042 Rennes Cedex (France)
Unité de recherche INRIA Rocquencourt : Domaine de VolucgRocquencourt - BP 105 - 78153 Le Chesnay Cedex (France)
Unité de recherche INRIA Sophia Antipolis : 2004, route desibles - BP 93 - 06902 Sophia Antipolis Cedex (France)

Editeur
INRIA - Domaine de Voluceau - Rocquencourt, BP 105 - 78153 Lesbhy Cedex (France)
http://www.inria.fr

ISSN 0249-6399



	1 Introduction
	2 Related work
	3 Steady-state throughput modeling
	4 Heuristic for middleware deployment
	5 Experimental Results
	5.1 Experimental Environment
	5.2 Deployment approach validation on homogeneous platform
	5.3 Heuristic validation on heterogeneous cluster

	6 Conclusion and Future Work

