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ABSTRACT

In this paper we describe a comprehensive approach for confo
mance testing of embedded reactive systems. Based on alforma
specification, namely UML state machines, we automaticmlye-
rate test cases and use them to check the functional conficema
of a system under test. Our test cases include not only stimul
to trigger the system under test, they also include possitnect
observations to automatically evaluate the test case #gacun
contrast to classical Harel Statecharts, state machires/basyn-
chronously, which makes automatic test case generatiorala ch
lenge. The EAGER Tool Suite implements the automatic gene-
ration, execution and evaluation of test cases and proeeapli-
cability of our test approach.

1. INTRODUCTION

The impact of embedded systems in our everyday life is dieadi
growing. They are present not only in very specific contexts b
also in nearly every electrical device we use. In generahesided
systems comprises of hardware and software componentadtte
ing with a specialized technical environment via sensodsaaors.
The main reason for their success is the combination of Bpeci
high-performance hardware with the flexibility of softwar&he
software is responsible for controlling the hardware arftixsoe
components and for calculating reactions as responseséived
events. It is remarkable that users unconditionally tmughe cor-
rect functioning of such systems. This is true not only fdesa
critical systems like an anti-lock brake system in a car aa &or
comparatively simpler systems like a cellular phone. Theede
lopment should satisfy this confidence. Erroneous systemesya
the costumers and are a high commercial risk in mass custemiz
tion. Moreover, size and complexity of nowadays systemhwhi
have to be developed, demand for improved and automated pro-
cesses: for development as well as for quality assurance.

Model-based software development bases on setting up moflel
the system to be constructed. This approach has proved teebe u

*This work has partly been done in the research group Soft-
waretechnik at the Technische Universitat Berlin.

ful, because it allows developers to first elaborate the nogbr-

tant properties of the software before proceeding with thple-
mentation. Nowadays the Unified Modeling Language (UML)|[24
is widely used to model systems and to guide development pro-
cesses. The UML comprises of several diagram types to specif
the structure and the behavior of a system or system componen
State machines are used to either describe the discreteveche-
havior (behavioral state machines) or to describe the ysiagecol
(protocol state machines). In this paper we refer to behalvitate
machines. We use them to specify the states a system can take
and actions it can execute during its lifetime in responsexter-

nal and internal events. Due to the discrete reactive cterat
state machines and the possibility to completely descfibedis-
crete behavior of a system, state machines are appromwiatedel
embedded systems.

We intend to use state machine models not only for developmen
but also to support an automated quality assurance prdoeSec-
tion 2 we introduce the syntax and semantics of state mashvee
need in this paper by means of an example. In Section 3 wergrese
our test approach. In this approach we automatically gémeest
cases out of a state machine specification. The test cadadénc
not only the stimuli to trigger the system under test, thesp ah-
clude the possible correct reactions. The latter allowsuaonaatic
evaluation of the test case execution. We describe the iyiatgr
theory, the developed test case generation algorithm, ippnoai-
mation techniques are used to develop a practical approachay

the test case generation and execution can be controlleevaiha
ated. In Section 4 we describe the AGER Tool Suite which com-
pletely implements the introduced approach. Finally, iot®a 5

we conclude our work, discuss related work and give an olitioo
ongoing and future research.

2. STATE MACHINES

UML state machines [24] are an object-oriented extensiothef
classical Harel-Statecharts [15]. In this paper we lbskavioral
state machineto describe the sequence of states a system or sys-
tem component can take and the actions it executes wheniogang
these states. State machines are mathematical models gvipla-

ical representation: the nodes depict simple or composgessof

the system and the labeled edges depict transitions betihiesa
states. Composite states allow to hierarchically and gdhally
structure the model, thus reducing the graphical complekébels
express conditions under which transitions can be takehenalc-
tions which will be executed when the transition is takeneiiis

are used as triggers to activate transitions and can be pteared

to exchange data. Optional, every state machine has a date sp
which can be read and manipulated by the state machine during
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Figure 1: State machine specifica

execution. More precisely, it is possible to read the datietzribe
specific conditions when a transition can be taken or to méaie
the data and exchange information within the actions.

The general structure of a transition consists carcestate, a
trigger event, an optionajuardin square brackets, an optioraad-
tion sequenceeparated from the previous elements by a slash, and
atargetstate. With the optional guard a fine-grained condition to
enable the transition can be described depending on thens\gst
state. Hence the activation of the source state, the trigiggat and
the fulfilled guard condition constitute the condition whhimust
hold to enable the transition. An action can either be a istete
manipulating the data space or the generation of new evéhis.
action sequence and the subsequently active target stagétate
the effect of the transition.

In this paper we use a substantial subset of state machirstsdyp
automated test case generation and evaluation based emsiat

tion for the Car Audio Syste.

It should be possible to turn the Car Audio System on and off.
When turned on, it should play one of three different audioces,
namely radio, tape or compact disc, respecting the presefhee
tape or a compact disc. It should be possible to change betwee
available sources. Furthermore, it should be possible tibctwbe-
tween four radio stations, to spool a tape backward or foyar

to select the previous or the next track of a compact disc.

Abstracting from any physical devices we introduce theofeihg
events to model the required behavipawer , sr ¢ (to switch be-
tween the different sources)ext , back andpl ay. Additionally

we introduce events signaling the insertion and the ejeatioa

tape or a compact disc as well as events to signal systeniaesct
Furthermore, we use data variables to store detailed irstom
about the current state. For example, we use an integemlaria

t rackCount to store the number of titles of an inserted compact
disc. Figure 1 shows a state machine model of the sound device
including the underlying state space.

chines. We assume the reader to have some basic knowledge of

transition systems. In the following we briefly describetestaa-
chines by means of an example. Afterwards we discuss semmanti
issues which make automated test case generation a clalléng
complete and detailed description as well as a precise tiefirof

the semantics (including the integration of complex data) be
found in [18].

2.1 Example

To demonstrate the state machine notation we use a staténmach
model specifying the behavior of a simple sound device inra ca
Figure 1 shows this model. The requirements for such sowidele
could be as follows:

At the highest level of abstraction the model consists of rdinoe
gonal state comprising three regions. The two reg@dsP| ayer
andTape Pl ayer model the information if a tape or a compact
disc is inserted into the system or not. The more complexoregi
Audi o Pl ayer models the control of the system. The region is
refined by two state<X f andOn. Initially the system is assumed
to be switched off, expressed by the small arrow leaving &bul
and ending at thé&X f state. When the evembweris processed
the system is switched on and starts to play the radio (again e
pressed by a small arrow). The composite s@tds refined into
states modeling the three signal sources. The transitietveelen
these states describe the changes between the sourcestamrea



to an evensrc. For example, when the system isTinner Mode

Each set represents a valid firing transition set. It is irggrto

and a tape and a compact disc are inserted into the system (i.emention that for execution one such set is arbitrarily chosed

both in-predicates are true) and the evenatis processed, the sys-

that the order in which the transitions are fired is arbilyaiosen,

tem can either switch to the tape mode or switch to the compact too. In consequence, all set choices and transition petiooga
disc mode because both transitions are enabled and can fire. A form the set of all possible semantic steps of the state madtia

three substates &udi o Pl ayer are further refined to describe
the particular behavior in reaction to the evenext , back and
pl ay in each state.

2.2 State Machine Semantics

The semantics of state machines is adapted from @ ESIATE
semantics [17, 16] to fit into the object-oriented paradigke.de-
scribed above a state machine can be refined by simple camposi
and orthogonal states. Simple composite states contagtlgxae
region and orthogonal states contain at least two regionsvéry
region only one substate can be active at a time. The statdhigi
entered by default when a region is entered is marked by awarr
emanating from a filled circle. The hierarchical orderingstites
forms a tree structure with a region as the root node, sintptes
at the leave nodes and in between (alternating) compoatiessand
regions.

Due to orthogonal regions a state machine can be in sevatabst
at a time. We call the set of all active statesamfiguration For
the same reason it is possible that more than one transaiofire
at a time; one in every active orthogonal region. We call e s
of all jointly firing transitions at a timdiring transition set(FTS

in short). Due to the hierarchical structure of state mazhihcan
happen that two transitions are enabled for firing on differger-
archy levels of a state. Taking both would lead to a configomat
which is not well-formed. A similar situation arises if ansition
leaves an orthogonal region. In this case the transitionaizfire
together with an enabled transition in another orthogoegion.
In both cases the transitions are said to be in conflict withea
other. Such situations are identified if two transitions/é&ealen-
tical states in the state hierarchy. The UML describes a tep s
process to resolve such conflicts. In the first step a prisiheme
is used. Transitions emanating from a state deeper in ttelst-
archy has priority over the other transition. Thus the mefaed
transition is takert. Nevertheless, not all conflicts can be resolved
using this priority scheme. In the second step only tramsstiare
selected which are not in conflict to each other respectingmel
progress of the system. A so-callednsition selection algorithm
selects all maximal self CT of enabled transitions fulfilling the
following requirements:

VEiT) e enabledt,c, e d) Q)

Vi, to: TH [ty #tr ety || 2 2)
At T\T | enabledt’,c,e,d) e Vt: Tje t|[t' V' <t (3)

First, all transition in the firing transition set must be lelea re-
garding the current configuration, the trigger event ancctiveent
data assignments. Second, all transitions in the set areathut
conflict free (expressed by theoperator). Third, there is no en-
abled transition outside the set which is conflict free wiité tran-
sitions in the set or with higher priority than a transitioside the
set. Thus, transitions with the highest priority are taked maxi-
mal sets are chosen. Result of the transition selectiorrigigois

a set of firing transition set®PT).

1This differs from classical Statecharts. But it reflects obgect-
oriented inheritance behavior.

time. This is important if we want to compute the possibleecir
behavior for an input sequence to evaluate the test executi@p-
posite to the classical Statecharts, the event processleg place
in a so-calledun-to-completiorstep. This asynchronous event pro-
cessing demands the processing of the previous event torbe co
pletely finished before the next event can be processed efidrer

it is necessary to buffer received events in an event storen- C
sequently, the occurrence of an event and its processingsgre
chronous, i. e. take place at different times. It follows ietiately
that a possible (observable) reaction of the system al&s talace
asynchronously.

The semantic model of state machines builds on the semaais s
a state machine can execute during its lifetime. Such a stegsn
the state machine from one semantic state to another senséate
while receiving events from and emitting events to the emuinent.

A semantic state (calledstatug comprises of three components:
a configuration (a set of active states), an event queue hangti-
able assignments. We depict the components of a status bedou
square bracketfc, q,d]] and a semantic step as follows:

[[c,a,d]

in,out
—_—

[c.d.d] (4)

Please note that the chosen set of firing transitions andxémie
tion order of these transitions can be identified (if necggfeom
this representation. Assuming a state machine to be in@iiled
(cf. the next section) aemantic stegan be described as follows.
We have to distinguish two situations. First, the situatidren the
event store does not contain any events:

g=<>
o = ®(q,Ein)

le.a,d] =% [c.q,d]

—_

®)

During the step, only the events received from the envirarime
(Ein) are added to the event store (@, Ein)). The active config-
uration and the data assignments are left unchanged. Setend
situation when the event store contains events for praogssi

gerand
(a",e) =o(a)
¢ = (¢\Uye, exits(t)) UUyeT, entergt)
Aseq€ perm({t: T e effectlabel(t)(e))})
(d', Egen) = performAl(™/ Aseq) (d)
(Eint = Egen| Esm) A (Eout = Egen| Eeny)
= (" ©Eint) ©Ein

le,q,d] =25 [ g, ]

(6)

During the step, the trigger event will be selected from thene
store ©(q)). The next configuratio’ results from leaving all
states the transitions exit, and entering all states timsitrans en-
ter. Next, an execution order for the firing transition setli®-
sen pern), and the effect of this transition sequence is calculated



(performAll). The effect includes the new data assignmedifjsaind
the sequence of newly generated evekig). Finally, this event
sequence is processed. The generated internal eggisahd the
events received from the environmeky) are added to the event
store. The remaining external evenis,(;) are sent to the environ-
ment. Now we can describe the execution of a state machireelbas
on this definitions as a concatenation of semantic steps. alle ¢
such a sequence of semantic stepsm@mputation

0%, e, o, dp]

o1, G, ck | M, DO e, G, On ]
All formal definitions of the used state machine semantics =
found in [18].

3. TEST CASE GENERATION

We use the formal execution model from the previous sectdha
bases for the definition of our automated test approach. i
mathematical precise models with a clear interpretatidersfthe
basis for automated processes. To define such a process evonee
fix some last open points.

In the UML (and in our semantics, too) not all semantic dstaik
fixed. Such points are calleskmantic variation pointsSemantic
variation points have been introduced to avoid unnecessatyic-
tions on semantic details. Instead, there should be sonte $pa
different realizationg. A user of the semantics has to instantiate
these variation points before working with the semantias:. dur
test approach the most interesting semantics variationtpaire:
the nature of the event store, events not enabling any tiamsihe
selection policy of possible firing transition sets, anddkecution
order of the transitions in a chosen set.

For our test approach we have to instantiate the first two sema
tic variation points. We do not instantiate the latter twad leave
them uninstantiated. Thus the test approach works coyriecttlif-
ferent implementations of a state machine specificatioaciBely,
we neither want to restrict how to choose a possible set offiri
transitions (if there is more than one) nor do we want to igtstr
the order these transitions will be executed. This is diffierfor
the event store. In order to be able to calculate the possdite
rect behavior allowed by the state machine specificationneesl
to know the nature of the event store, or with other words, axeh
to decide for a specific nature. In most practical context$FOF
queue is used to store events for further processing. Hercesw

Environment

[ Test Envirionment } y
l PCO pPco

secEj, W > State Machine SM 0] > sedEout

IN out

Figure 2: Abstract Test Architecture for Embedded Systems.

in the introduction, an embedded system comprises of haedwa
and software components. Thus we have to treat the systeer und
test (sut) as a black box. We only require the sut to have Bedca
points of control and observatiorfpco). Thus it is possible to con-
trol the sut from the outside, i. e. to send inputs, and to esthe
outputs of the sut. Figure 2 shows the abstract test arthitecAs

a consequence of this architecture only the inputs to tharslithe
outputs of the sut are visible in the environment and thuster
tester. This particularly implies that the event queue isvigble
from the outside. Thus we need to restrict the test procefiseto
observable parts of a system under test and must respegtahte
details, which influence the possible behavior.

To generate test cases for a black box sut from a state machine
specification, we need to extract the observable parts afdhgu-
tations we defined for the semantic model of state machinessa
are the events received from the environment and the gederat
events sent to the environment. Corresponding to the catipat
defined above we yield aobservable computatiohy extracting
and concatenating these events:

ing " ou ... inp_1 T out_1

@)

An observable computation is a sequence of two types of gvent
Precisely, the sequences of received events and the seguehc
generated events are concatenatdthe set of all observable com-
putations form our observable execution model of state mash

A prerequisite to evaluate automatically whether a sut@ons to
a specification is a formal definition of conformance. To defin
conformance, we use the notion of implementation relatidde
Nicola and Hennessy studied various possible charactiensaof

sume an unbounded reliable FIFO queue as event store. Secondconformance [9, 8]. Brinksma and Tretmans studied various i
we assume that events that do not enable a transition whgn the plementation relations for synchronous transition systén 22].
are processed are just deleted and the next event from ti¢ eve In general, relevant implementation relations are baseti@same

store will be processed. This implies that the state mastdioenot
block. Technically they are calledput enabled

In summary, the result of the discussion about semantiatani
points is twofold: first, an event queue and events to be ethite
introduced into the semantic model of state machines. Skcos
need to respect different firing transition set selectiams execu-
tion strategies in a test approach.

3.1 Conformance Relation for State Machines
Before we describe how to generate test cases based on cam-sem
tics definitions we describe the general test setting. Astimesd

2Note that many problems with the UML semantics arise fron tha
point. On the one hand some of these points are not obviotrin t
semantics and on the other hand decisions taken by the dshes o
semantics are often not propagated to the outside.

idea of an external observer. In this idea an implementdticon-
forms to its specificatiols, if and only if all observationebsany
external observew can make on the implementation can be related
to the observations this observer can make on the spedificati

| <o S<Vo: 0 e0bgl,0) C obgS0) (8)

To get an applicable relation you need to define the type of ob-
servers ), which observations these observers can maks),(
and how to relate these observationg.(In our test approach we
use sequences of inputs to the system under test as obsélkiers
observations these observers can make are the resultipgteut

3We assume the event store to be a queue so that received events
will be stored one after another in sequence. Furthermoaesit

tions and actions on transitions are executed in sequeriwreat
generated events are stored in a sequence.



i.e. the generated events, of the system under test. Thiorela
we use to compare observations of the system under test lvéth t
observations of the specification is set inclusiar).(Thus we can
argue that a system under test conforms to its specificatiamd
only if the output sequences for all possible input sequeace in-
cluded in the set of all output sequences of the specificétiotine
same input sequence:

| <outS<« Vo :sedgegeout(l,o) Cout(S o)

9)

Following the idea of Tretmans [22] we restrict the set ofgilole
inputs to that of the specification. The set of outputs weutate
from the set of observable computations of a specification:

out(S o) == {0 :otracesS) |c =0 [Ej, e 0 [Eoyt  (10)

Precisely, the set of all observatioost(S, o) for Swith input se-
guenceo results from all observable computationsSgbtracesS))
for which o denotes the input sequenae £ 5 [ Eg) and S [ Eeny
denotes the resulting output sequence.

Figure 3: Stepwise State Space Exploration fof a, b, c] .

a sequence. It also allows to completely reassign inputginitib
ties depending on the assumed state of the system undeFtast.
example, the probability of dialing a number before liftiting re-
ceiver of a telephone is certainly different from the prdbighbof
dialing after lifting the receiver. In summary, we use diéfist com-
plex strategies to describe assumed environments to seleeant
and interesting inputs.

3.3 Test Case Generation Algorithm

Now we have a precise meaning of conformance and a guideline With the decision to consider a finite set of finite sequendes-o

how to compute test cases. Based on the specification we aeed t
calculate the traces of the state machine for all possilpletéinand
extract the possible correct observations. For testingsthewe
need to stimulate the system under test with the particofauwts,
observe the outputs and compare them to the pre-calculassip
ble correct observations. That means to check for theitenie.
Obviously a problem arrises when thinking about practiesting:

the set of inputs is infinitely lardeor pretty huge.

3.2 Selecting Inputs for Test Case Generation
When testing in practice only we are interested in relevadtia-
teresting test cases to advantage the quality assurancesgr@nd

to use time and computation power at an optimum. Therefoee, w
generate a test case for a prior selected input sequence tdm
step process clearly separates the input selection prditemthe
test case generation problem. Thus it is possible to userélift
selection strategies with the same generation procesd atidvws

to adapt the input selection process to different test ainte dif-
ferent project stages.

In the TEAGER Tool Suite we implemented several input selection
strategies. The strategies range from using given fixedtispu
guences to using specific models describing the environnidre
former allows so called special value testing and is useddoy
specific test aims like the coverage of a certain path or.sfte
latter allows to model varied behavior of an environment. \W&e
probabilities for inputs to model different environmenit$ie most
general one is an environment in which all inputs can happanya
time with the same probabilityuiform distributior). In a more
specific environment different probabilities are assigteethe in-
puts @ prior distribution). Thus the occurrence of specific inputs
can be influenced. We also use a variant of this strategy where
adapt the probabilities once an input is chosgpendant distribu-
tion). For every input a weight is assigned and decremented if the
input is selected. If all weights are equal to zero the ihagsign-
ments will be used. With this strategy we ensure that evdgtua
every event is chosen. The most expressive way to descrébe th
environment is to model it with probabilistic state maclsinéJs-

ing state machines allows to model dependencies amongsinput

4If we think of embedded systems as non-terminating systems.

puts we can calculate all possible correct observationghése in-
puts. We use this information to be able to automaticallyuzata
the test execution. Considering complex data during thectese
generation process is not scope of the present paper andigve sk
the corresponding details here. In the current implemematata
are chosen randomly while generating test cases. The pnalifie
test cases with data and which specific data to choose isfpamt o
going research. To calculate the possible correct obsengatve
stepwise explore the state machine’s state space for tha giput.
The challenge here is to correctly consider all semantitiestigs.
We do this in a two step algorithm:

First, we initialize the state machine with its initial stati. e. with
its initial configuration and an empty queue. Then we indeet t
first input event to the event queue. Now we apply a semargjt st
to this configuration: first, we calculate all possible firimgnsi-
tions sets. For every transition set and every possibleugixec
order of the transitions inside these sets we calculateghgting
status. It is important to note that we calculate a fix-poamtthis
set. That means, that no new status can be reached from any cal
culated status. Thus we yield a set of all reachable statlisdimg

all intermediate status for the first event. To store therimésli-
ate status is important for handling possible interleasviafjinput
and internally generated events. Second, we insert theavexit
to every reachable status in the previously calculatedBsetioing

SO we respect possible interleavings of events in the evesia)
Then we again calculate all reachable status for this inpdito-
ceed in the same way for the other inputs. We calculate thghgra
of all execution paths which includes the reachable stefigure

3 and 4 show such graphs. Only this stepwise calculationlof al
reachable status ensures that all possible execution ftlise
given input are calculated. This includes all non-detersninin
the specification (modeled and arising from the semanticenafd
state machines) and effects from processing events asymasly.

Example.Let us assume an internal evéntProcessing this event
from the queud a] will produce a new internal evept Eventi
will be generated in response of input event For the next step
we want to process the input sequerde. The problem is, that
while testing we cannot observe the queue of the system tester
So we do not know how eveitt will interleave with the internal
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Figure 4: Hull with calculated sequences of observations.

events. So we first insert eveatinto the queue and calculate that
there are three reachable status with different quduels; [ ],

[1. The first queue results from just processmg The second
results from processing andi . The third results from processing
a, i andj . By inserting inputb into all the queues we prepare
for respecting all possible interleavings. The resultingups are
[i,b], [j.,b]l, [b] and during the next stepb, j ] which
properly respects one possible interleaving. Due to iimggthe
next event to all reached status, evenwill also be inserted to the
queud a] . Thisresults in the queyea, b] reflecting the situation
that the environment triggered both events before the isysteler
test processed the first one. Figure 3 shows the principléef t
stepwise state space exploration for the input sequeacé, c] .

After processing all events from the input sequence we camtiiy
among the set of all reached status those status which atly fina
reached by processing the complete input sequence. Thess no
on the hull of the execution graph are so-caltgdescent That

e pass

¢ inconclusive

Figure 5: Acceptance graph with aninconclusivetest verdict.

for the number of steps necessary to reach this status. Kirteo
reaches a specified upper bound we mark this status and abort f
ther processing of this status. As a consequence we cadwat
types of observation sequences. One which could be cadcllat
within the given bound, and one which could not. The lattpety
could be interpreted as follows: all observations made sarfa
correct, but not all observations could be calculated. ideatter
processing all observations, we have no further informatiacom-
pare the output of the system under test. We can neither say th
further observations are correct nor can we say that theyatre
correct. We only can stop testing the system under test With t
input sequence and give amconclusivetest verdict. This verdict
says that all observations so far are correct but that westbpro-
cessing the current execution path further. It would alspdssible

to decide for gpassor afail verdict. But introducing a third ver-
dict allows a finer distinction of differently caused teseeutions
results.

As a consequence we have to distinguish the two sets of possi-
ble observation sequences. Tdweeptance graph we build out of
these sets comprises two accepting nodes. One for all tigaTv
sequences which could completely be generated and ond &dr-al
servation sequences which were bounded. The acceptdristsel

means that their event queue is empty and thus they cannet pro deterministic finite automaton accepting both sets of alagiEem

ceed without a new input from the environment. Figure 4 shams
execution graph with the status on the hull. We now extramnfr
these status the observations, which would be emitted wenue
ing a particular path. These observations are the evenishvthe
state machine sends to the environment. All observationeseps
comprise the possible correct observations we can make trigen
gering the system under test with the input sequence. Oauar ide
is now to treat all observations as an alphabet for a languBige
calculated observation sequences form accepted wordes tan-
guage causing the test execution to pass. All other segsieacse
the test execution to fail. We now just need to build an acwept
the calculated observation sequence and use them as ooraelst
to automatically evaluate the test execution.

sequences. A test case execution finishing in one of thesesnod
results in a pass or an inconclusive verdict. All observetioot
covered by the acceptance graph result in a fail verdicturi®
shows an acceptance graph for the observations of Figure 4.

Algorithm 1 shows the control structure of the test case gaion
algorithm. The loop will be executed as often as inputs shoel
sent to the system under test in the test case. The inner-lobite
controls the fix-point calculation of reachable status. M/there
are newly generated status the simulation step is sucegsse+
peated to calculate all reachable status. If there are ntyrgmme-
rated status the algorithm proceeds with the next inputtevgme
results of the loop are a set of all completely calculateeplaion
sequences and a set of all incompletely calculated obsanvse-

Before we can do that we need to solve one problem which can quences. Out of these sets an acceptance graph will be ataidul

arise when calculating the observation sequences. Wedthae
we calculate a fix-point for the set of reachable status. Dube
fact that the state machine can generate (internal) evedtpi@-
duce internal infinite loops the calculation of the fix-pailoies not
terminate in any caseFigure 4 shows such a situation in the lower
left corner. To solve the problem we limit the number of stiepan
upper bound. Technically, every reached status has got rterou

Algorithm 2 shows the calculation of the successive statushe
calculated status in the previous step. First, the statéhimads
initialized with the configuration from the status and thatrteg-

ger event is selected from the corresponding event quewan, B
possible firing transitions sets and all possible transigérecution
orders are executed to estimate the resulting status angbtieza-
ted events. This includes: saving reached configuratiatingdn-

ternal events to the input queue, and saving generatedsawéitth

5Here we subsume the problem that the time to calculate the fix- should be sent to the environment. The latter events areoteipe

point is unacceptable high.

correct observations which we use to build the acceptaragghgr



input : state machinesm
output: an acceptance graph

sm.configuration— initial configuration
result < initial simulation node
inconclusives «— &

while |trigger| < input length do
trigger < generate a new trigger
store <+ &

forall node € result do
node.queued trigger

| store U {node}

steps — 0
while result # & A steps < limit do
temp < si mul at i onSt ep( result)
steps « steps + 1, result < &
forall node € temp do

if steps = limit then

| inconclusives U {node }
else

store U {node }
result U {node}

| result < store;
gener at eAccept anceG aph( result,inconclusives)

Algorithm 1: Test Case Generation: Control Structure.

Both: the successive status and the generated events vgiib besl
in a new simulation node. The set of all new simulation nodils w
be returned as the result of thenulationStep

A test case comprises of the input sequence to stimulate/sivens
under test and an acceptance graph to automatically egetlnat
execution of this test case. The length of a test case andutihe n
ber of test cases can be influenced by the selection poliaypoit i
sequences as explained above. The generated test ssdend
That means that no correct systems under test will be rejette
to a test case. Instead, the test verdict fail will only begmesd
if the observation of the system under test cannot be exgraiy
the possible correct observations of the specification tfseeon-
formance relation for state machines). This is true becaeseal-
culate all possible execution paths to generate the setessilpe
correct observations. With unlimited computation powed ime
the presented algorithm is able to computeompletetest suite,
which is capable to exactly differentiate between corredtiacor-
rect implementations.

The presented algorithm has exponential complexity. Thm-ex
nential complexity arises from the branch factor introdlibg the
different sets of firing transitions, the different possileixecution
orders of transitions, and the necessity to consider plessiter-
leavings in the event queue. Thus the effort to calculatestactse
grows with the length of the input sequence and indirectlythzy
number of internally generated event$X)). The branch factor is
bounded by the finite number of transitions and the finite reimb
of events €). Thus we can approximate the efféttto generate a
test case for a given input sequence of lengds follows:

A(X) -~ ec-(X+f()~<)) (11)

input : set of simulation nodesnput
output: set of new generated simulation nodessult

result «— &
forall node € input do

if node.queue# <> then
sm.configuration< node.configuration
event < node.dequeue
forall T : sm.get FTS( event) do
permutations « per mut e( T))
forall firing_transitions: permutations do
effects «— []
forall t: firing_transitions do
L effects — fire(t)
temp < node
temp.configuration— sm.configuration
forall effect: effects do
forall ev: effect do
if ev ¢ Egv then
| temp.observationd ev
else
| temp.queuesd ev,

result U {temp }
sm.configuration< node.configuration

return result

Algorithm 2 : Test Case Generation: Simulation Step.

The exponential effort is visualized in Figure 6 by the dguiitted
curve.

3.4 Combining Test Sequences

When testing non-terminating embedded systems it is ateceist-
ing to execute longer input sequences. To reduce non-dieisrm
in the specification is not possible without any further ktenige
about the system under test. Thus we concentrate on the asyn-
chronous event processing. The lion’s share of the calouleffort
results from respecting all interleavings of the input segpe with
internal generated events. Now we can argue that it is nessecy
to consider all of these interleavings. For example, in ticadt is
the case that the system under testimmediately starts tegsdhe
first received input. It usually does not wait until "ten" ate are
received from the environment. With the distance of thesmev
the probability falls that an internally generated evestdaonse-
qguence of processing, for example, the first input) intedsavith
the tenth generated event.

Based on this idea we developed various strategies to ratiece
calculation effort. To demonstrate the core idea we impleeta
strategy where we introduce so callguservation pointsObserva-
tion points are points in time where we give the system unelgr t
enough time to calculate its reaction. Compared to our séman
model of state machines the system under test reaches a istatu
which the event queue must be empty. So no more reaction can
be produced for the given input. This is the same situatioaxas
plained above for the general algorithm to calculate thesipts
correct observations — all the status on the hull are quigsG»n-
tinuing after such an observation point now means: to ergtteai
next input to all (non-inconclusive) status on the hull o fbre-
viously calculated execution graph (note that for thesaustthe
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Figure 6: Linearization of the exponential Complexity.

event queue is empty). We also reset the collected posdilsiero

shows the general structure of a combined test case. Whel-rea
ing a pass node in an acceptance graph for an input sequence we
can continue to trigger the system under test with the nexttise-
qguence and check the newly generated output of the systear und
test at the next observation point.

First experiments with this static strategy showed that éf ean
introduce such observation points for the system underthést
strategy works quite well. But further research and expenis
are needed to investigate more elaborate (dynamic) sieateg/e
especially think of using knowledge about the system unest t
like specific properties of the used buffer to store eventspduce
probabilistic strategies to handle possible interleasing to ob-
serve the memory consumption of the system.

3.5 Evaluating the Test Process

When a test suite is generated with the algorithm above agd-a s
tem under test is tested with this test suite we would likertovk
how extensively we tested the system under test. The nunfber o
test cases and the length of the input sequences in the s&s ca
only conditionally allow to draw conclusions related tottljaes-

vations. We can do so because at an observation point we @ssumy;q; siill today the question is hard to answer. The mossiclap-

the system under test to have completely calculated itgioeac
These reactions will be checked by the last proceeding &acep

graph® Now we can proceed to calculate the possible correct ob-

servation sequences for the complete next input sequence.

The reduction in the computation effort results from thet that
we do not consider possible interleavings resulting froenéy in
the first input sequence with events in the second input segue
Figure 6 visualizes this effect. We now repeatedly caleutatly
the first part of the exponential curve. The overall caléataeffort
follows from adding the efforts needed to calculate the nlase
tions for the individual input sequences. The average tffas a
linear gradient depicted by the dotted line. Compared toethe
fort for processing one input sequence with the length ofstima
of all sub-sequences this is an enormous reduction in tleelleal
tion effort. Now the effort for combined test sequences gtibws
exponentially with the lengtim of the particular input sequences
but linear with the numbex/n of combined sequences and conse-
quently with the lengtkx of the overall input sequence:

eC (n+f())

Acomp(N, X) ~ 1 "X

12)

The consequence of this reduction is that now the possiltleato
behavior is over-approximated. We do not calculate all ibtess
observation sequences for the composed input sequendeadns

we approximate them in the way that we treat more behavioeto b

correct, i.e. more observation sequences to be correctefiine,
this kind of a test case is weaker because it is not able tetzite
errors a test case with only one input sequence would deBerdt.
the test case is still sound. We do not reject correct systerder
test with this strategy. The over-approximation followsnfr the
fact that observation sequences from different acceptgragghs
can be combined in any possible order. This would not be plessi
for a complete input sequence. Depending on the used testtatg

egy we can now parameterize how test cases should be geherate
and combined. On the one hand by the effort we need to prdeess t

total count of inputs, and on the other hand by the reductapac
bility when splitting the input sequence into smaller paFRigure 7

6An improvement of this strategy would be to collect possitse
rect observations for more than one observation point.

proach is to measure the coverage of different (structetathents

of the system under test or the specification. For genera tiud

is common practice. The used criteria are usually based winato
flow or data flow information in the code or on functional dgscr
tion in the specification. With our test approach we addresgsea-
ded systems composed of hardware and software components. Y
can apply well known techniques to measure coverage in tite so
ware components, but our impression is that this is not seiffi¢or
such systems. To measure coverage in the hardware compasent
usually not possible. The only way to regard the whole syssaim
use the specification. Thus we need to develop meaningtetieri
for state machines. Our current work introduces differeitega
based on structural elements of state machines, like stategan-
sitions, and on semantic elements, like configurations et af
firing transitions. First results show that especially seticacrite-

ria are able to evaluate the behavior in a meaningful marfer.
the future we particularly address such semantic critesiet on
the semantic model of state machines and their relationl¢ctsel
input sequences. A still open and interesting question isthdr it

is possible to use those criteria to control the test casergéon
process, viz. to measure coverage while generating tess casl

to select the next inputs according to this coverage.

4. TOOL SUPPORT

To evaluate and to show the practicability of our approachne
plemented the EAGER Tool Suite. Figure 8 shows the general
architecture of the EAGER Tool Suite. TEAGER consists of an
environment to automatically generate and execute tesscasd
additionally of an environment to execute state machineifpa-
tions. The latter we use to analyze the execution behaviditlzm
testability of a state machine, and to measure coverage tatex s
machine specification to evaluate generated test suites.

TheTest Case Generation and Driveomponent contains theest
Case Generatoand theTest Driver The Test Case Generator we
use to automatically generate test cases out of a state mesghec-
ification. For selected inputs a loaded state machine spatdn

will be executed step by step to compute the possible cootect
servation sequences. Based on them an acceptance graph as th
test oracle is generated. Input sequences and acceptaayiesgr
will be stored for each test case in separate files for latecuex



obs2

obsl

inputl input2

obsl obs2 ;
obsBE

¢ Inconclusive

obsl

obs3

inputn

Figure 7: General Structure of a combined Test Case.

tion. The Test Driver in turn loads saved test cases and &e®cu
them. The execution includes both: stimulating the systedeu
test and comparing the observation to the computed possiite
rect behavior in the acceptance graphs. The communicatittm w
the system under test takes place over a socket conneciiiog us
pre-implemented adaptors. This concept offers a flexiblg twa
connect the system under test. It also offers the posgiliditise
our State Machine Executas a system under test stub. Thus we
can analyze the execution behavior of state machine spmfic

or measure the coverage of a used specification.

The complete test case generation process is paramettoibhade
maximal control over the structure of test cases and thetefteded
to calculate them. First you can specify the number of tests#o
be generated, the length of input (sub-)sequences and thbenu

case different strategies are imaginable. Actually we seet
different strategiesMUST requires every test execution to pass.
STRONG_MAYequires at least one test execution to pass, whereat
the test execution will be repeated (up to the number of egsiti-
tions) until the first test case pass®8EAK_MAYrequires that no
test execution fails.

The State Machine Executor executes a state machine andlthus
lows an exploration of miscellaneous properties like trstatail-

ity or the coverage of a specification which we use to evaltrae
quality of a generated test suite. Here it is particularlypamant

to avoid a fixed execution timing. For UML state machines the s
calledzero time assumptiodoes not hold. Instead, it is assumed
that executing a transition consumes time. To respect tiises-
pecially to be able to investigate effects of the used asymdus

input sequences to be combined in a test case. Then you can spe communication we also use a probability based scheme fanthe
ify the way input sequences are generated. As an example, weecution times of transitions. The tester can specify themvedue

implemented different probabilistic strategies whichalése pos-
sible environments (cf. Section 3.2). It is also possiblspecify
the sequence of events as a preamble to generate test dases re
to specific parts of the specification. After configuring adrq-
meters the test case generation works completely withqutiser
interaction.

For test case execution you can control the frequence atvitric
puts are sent to the system under test. To avoid a fixed timag w
use a Gaussian distributed trigger rate with a mean valuedand
viation to be specified by the tester. The tester also spsdifie
number a test case should be repeated, and the policy hovakeve
execution results should be combined. Executing a testseaseal
times is especially necessary when dealing with non-détéstic
systems. Every execution can cause the system to execufera di
ent path for the same input. However, we need to check alltresu
ing observations. How often test cases should be executed wh
dealing with different non-determinism cannot be fixed inatte.
Thus the given number is a so-called test hypothesis. Thehgr
pothesis expresses that we assume the number high enouegt to t
the system under test adequately. The timeout value whiclbea
specified is also an test hypothesis. This upper time bouecifegs
how long the test driver should wait for a desired observatidsu-
ally, this time bound is higher than the reaction of the syst&o
the system under test has enough time to produce the redation
an input. The timeout value directly influences the test exseu-
tion behavior since we use it to implement our observatidntpo
Up to this bound all reactions can be observed and (as imgorta
as the previous fact) no other reactions can be observed.lu& va
too short would cause unnecesstalge negativesa value too high
would unnecessarily slow down the test execution.

For the combination of different execution results of thenedest

and the deviation for a Gaussian distribution which is usedet
lect an execution time of every transition execution. Thifisces
of different timings can be tested.

First experiments with the HAGER showed, that we can meet the
state explosion problems introduced through the semaottistate
machines with our approximation strategy. The generatimhex-
ecution process is parameterized. This allows the apitatf
different testing strategies and to have maximal contrardhe
complete process. For more information about tiEGER Tool
Suite, its individual components, and the used parametersefer
the interested reader to our web site [19].

5. SUMMARY AND OUTLOOK

Testing benefits from the fact that the real system is brotgée-
cution. Thus, the interaction of the real hardware and theseft-
ware can be evaluated. It aims in falsification, i. e. to shogon-
sistencies between the specification and developed sy3$gsting
is applicable at different levels of abstraction and aedéht stages
of the development. With our approach UML state machinedean
used in the quality assurance to serve as a specificatiohdatd-
sired reactive behavior of the system. Itis possible tocteddevant
and interesting inputs for a test case and to calculate thsilge
correct observations for given inputs. They allow to autocadly
evaluate test executions which is in general a difficult &me ton-
suming task. Applied approximation makes the generationgss
practical, whereat it is possible to control this procegseteling
on the time and computation power to invest.

Especially the modularization of the different task in anétically
generating test cases makes the approach interestingtloefue-
search. All discussed strategies are implemented as nsdidke
tool suite. Thus, different strategies for selecting ispéior com-
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Figure 8: Architecture of the tool suite TEAGER.

bining test cases to reduce the calculation effort, or tectekle-
vant data during test case generations can be studied imdiexpity
from each other. For using this approach in practice it atsbkes
to adapt it to different needs.

use environment models for test case generation. In contras
our approach, they do not use state machines, but attrilewestt
grammars for modeling.

Beside the work from academia, an increasing number of CASE

Compared to a lot other works we use a precisely defined seman-Tool manufacturers offer components for model based ggstin

tics for UML state machines in our test approach. We do notices
state machines to ease test case generation. Instead,|ove thod
semantics description of the UML standard [24] as much as pos
sible. Only misleading or conflicting statements are clediifi\We
address all semantic details which arise from the diffesentces

of non-determinism. In particular we also address the probbf
asynchronous communication which is introduced to rineto-
completionsemantics. You can question these points, but first, real
embedded systems behave like this way and second, UML state m
chine models allow such behavior without any user actionrevio
or later you have to deal with these points.

An early work on testing on the basis of transition systenthés
work of Chow [6] (W-Method). Bourhfir et al. [3] presented sev
eral approaches for conformance testing based on extenuas fi
state machines. Ural [25] reviewed several methods forrg¢ing
test sequences from finite state machine based specificaflen
Nicola and Hennessy [9] introduce a formal theory of testing
which (later on) Brinksma [4] and Tretmans [22] build appioas
to derive test cases from a formal specification. In cont@stur
work, the approaches of Brinksma and Tretmans assume the tes
ing process to communicate synchronously with the systederun
test. Tretmans developed a tool called TorX which allowsf@en
mance testing of reactive systems [23]. The used interpatsen-
tation is based on (input/output) labeled transition systeTorX
is mainly used to perform on-the-fly testing. Newer work adsle
dresses problems of selecting inputs and data, batch sesgeaer-
ation or asynchronous behavior [10, 12]. A detailed ovenoéthe
fundamental literature for classical formal testing carfdaend in
Brinksma’s and Tretmans’ annotated bibliography [5]. Gkemp
et al. at Microsoft Research use finite state machines asier-u
lying model for automated testing [14]. The approach is Base
a AsmL [13] specification for which a FSM model is generated.
In contrast to our work, the test approach uses synchronetisot
calls to test the system under test. The needed data tofiiaséstne
methods parameter are automatically chosen. The state sgac
ploration is controlled by so-called test properties artérfil. The
general principle to explore the state space is comparabteit
approach. Belli et al. (see [2] and the work cited there) hihsi
testing methodology on a variant of state machines. In ashtr
to our approach, they do test against a fault model that has to
set up explicitly. They do not execute the state machinesctly;
but represent them as event sequence graphs. AugustonEt al.

Logix Rhapsody, for example, offers two add-on productsst Te
Conductor and Testing and Validation, for testing state hirmeas
[20]. Simulink Verification and Validation generates teates in
Simulink and Stateflow, and measures test coverage forchtats
[21]. Conformiq Software Ltd. offers @est Generatowhich ac-
cepts “extended UML state charts” as the model of the system u
der test for dynamic testing [7]. The tool provides on-limel &ff-
line test execution with test coverage measuring and regent
eration. Due to a lack of technical documentation, the i@ato
UML state machines is uncleafsmL 2by Microsoft provides an
executable specification language based on the theory dfakibs
State Machines [11]. The AsmL Test Tool supports parameter+ g
eration and test sequence generation based on interfanmatat

It is possible to run an AsmL model in parallel with the SUT in
order to check conformance of the SUT to the model.

Our ongoing research deals with a comprehensive integrafiour
approach into an UML-based development. In particular we ad
dress questions: how to combine our approach with a componen
based development approach and how to combine our techitics w
other successfully applied testing technics like sceraaiged tech-
nics testing interfaces. Furthermore we integrate moreraoxk
syntactical elements into our formal semantics and andlyes
influence on the automated test generation process. Pgvshec
we address two challenges, namely specifying and testmecti
behavior and considering complex data, not only in randash-fa
ion, to generate "interesting" test cases. We also develdmics

to control and evaluate our automated processes. Mesuzwing
erage, especially on the specification, is one step intodinés-
tion. Currently we are analyzing criteria based on statehinas
and their semantic model. In conclusion we aim at reasorsable
tomated processes to support and guide the developing eleded
systems.
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