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Un algorithme d’arrét pour un systéme de composants

Résumé : Ce rapport de recherche présente un algorithme permettant d’arréter siirement
un systéme de composants. Plus précisément, cet algorithme arréte d’une faicon fiable un
composant et tous ses sous-composants dans un modéle 4 composants distribuiés et hiérar-
chique. Ce rapport décrit aussi les principales propiétés de ’algorithme et les conditions sur
le systéme & composant permettant 1’arrét.

Mots-clés : composant, synchronisation, distribution, reconfiguration
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4 HenriobSRivera

1 Introduction

This report is situated in the context of distributed component programming, and more
particularly it solves the problem of stopping a portion of a hierarchical component assembly
in the case of distributed autonomous components.

As underlined in [9], maintaining integrity during reconfiguration and adaptation is cru-
cial. More precisely, in order to be reconfigured, a component assembly should reach a
state where components are stopped, and considered as easily reconfigurable. This report
proposes a characterization of states where reconfiguration is easy, together with an algo-
rithm to reach it while stopping a component subsystem. Such a general stopping algorithm
together with reconfiguration primitives will provide autonomous adaptation capabilities to
distributed component systems.

Loosely coupled component models are more adapted to distribution purposes. Indeed,
loose coupling reduces the impact of latency, and limits the interleaving between compo-
nents: each component is responsible for its own state. Moreover, loose coupling allow
autonomic management of components. That is why we think that a distributed component
system should rely on relatively autonomous component communicating by asynchronous
communications, and not sharing any memory. To increase the programmability of the
model, we need a mechanism allowing the programmer to use the results of asynchronous
calls without the burden of call-backs. We suggest to use futures for this purpose: a future
[16, 5] is an identifier (kind of empty object) that represent the result of an asynchronous
method calls that has not been calculated yet. We consider “first class futures” that can be
transmitted between processes.

To sum-up, we consider a component model that separates the components into au-
tonomous, and relatively loosely coupled entities. Thus, our algorithm relies on the following
assumptions relatively to the component model:

¢ Components do not share memory, and there is no shared component, i.e. component
hierarchy is a tree.

e Components communicate by asynchronous requests which can be remote method calls
or any other asynchronous communication.

e All communications are performed over some “bindings” meaning that two components
cannot communicate by bypassing the component hierarchy.

¢ The communication mechanism can be instrumented by adding informations to every
message.

e It is possible to identify safe states for any given component: here, a safe state is a
point where the component is idle and has no request to serve.

The GCM component model [6] is a component model that satisfies most of those pre-
requisites, that is why we made a prototype implementation of our algorithm over this com-
ponent model. Relying on the features mentioned above, our algorithm has the following
characteristics:

INRIA



Stopping Safely 5

o It is able to stop a subsystem in a safe state, that is in a state where the status of the
inner components can be reduced to a minimum, to allow the reconfiguration of the
stopped component.

e We consider a state as safe if all the subcomponents of the stopped one have finished
their pending requests. If the component is stateless, it can then be replaced by any
newly created one.

o It is adapted to a component model where components are autonomous entities com-
municating by asynchronous messages.

e It is not particularized for a given configuration, or for a predefined component prop-
erty: it is able to handle any component topology, with possibly state-full components,
and any communication pattern.

¢ It supports replies [5] consisting of a value sent for replacing a future object.

o If the system cannot be stopped safely, the algorithm never finishes but does not block,
this keeps the integrity of the system and let it run normally.

This report is organized as follows. Section [2] reviews related works, then Section [3]
describes the way our algorithm for stopping components works. Section [4 details the
algorithm, and its properties are given in Section[5. Section [6] presents the implementation
of our algorithm that is evaluated in Section [6.2.1. Finally, Section[7 concludes the report
and presents the futur works.

2 Related Works

The main motivations for reconfiguration of systems are mentioned in [12]. The authors
present some reasons for which an adaptation may be performed and it also mentions some
strategies for dynamic reconfiguration of applications. This work also gives aspects to be
considered in order to perform a dynamic reconfiguration, and problems caused by dynamic
modifications of the system.

In the work of Rasche and Polze [17], they design and implement a framework for dy-
namic component reconfiguration on Microsoft .NET environment. They presented an ex-
perimental evaluation of their infrastructure for dynamic reconfiguration of component-based
applications. Their reconfiguration process is limited to three basic operations: adding or
removing a component, and setting its attributes. Their goal was to find an algorithm
able to reconfigure an application without disrupting the service. Their proposal consists
in reconfiguring an application if its components don’t interact and if there are no pending
transactions. However, they do not have an algorithm for stopping the system, neither, for
dynamically replacing of components involving state transfer. Their algorithm blocks the
communications in order to reach a reconfigurable state. This work is essentially valid in
mobile applications because they rely on few internal interactions.

RR n° 0123456789



6 HenriobSRivera

The CASA approach [15] also provides a framework for enabling the development and
the operation of autonomic applications. In this framework Mukhija and Glinz propose a
sequence of steps for dynamic replacement of some components of a system [14]. But this
process doesn’t apply to our requirements, and their definition of components is rather close
to the notion of objects. For example, contrarily to Fractal, to GCM, or to the definition
of component given by Szyperski |18], CASA components do not specify the interfaces they
require.

In [13], the authors presents a component-based programming framework. In this frame-
work the applications can be autonomically reconfigured to manage the dynamism and
uncertainty of the applications and the environment. They enable the description of the
dynamic replacement/addition/deletion of components, and the change of interaction rela-
tionships. Autonomic composition and evolution is expressed as a list of rules.

In all these works, no support for hierarchical components is provided; although hier-
archical component models like SOFA [10] or Fractal |3] have great advantages concerning
management and design of component systems. However, the frameworks presented above
would benefit from an algorithm for stopping a set of component. As explained above, such
an algorithm should stop a component subsystem in a safe state where the reconfiguration
is easier or at least possible.

The implementation of our algorithm relies on the GCM [6], which is a Grid extension
to the Fractal component model [3}(7]. Fractal is a hierarchical component model, meaning
that each component is either composite (if it is composed of other components), or prim-
itive (if its content cannot be decomposed). These components interact through method
calls between client and server interfaces. From Fractal, GCM inherits a hierarchical struc-
ture with strong separation of concerns between functional and non-functional behaviours,
including a very basic life-cycle and binding management. GCM extends Fractal with sup-
port for deployment, many-to-one and one-to-many communications, autonomic behaviour,
and a better structure for non-functional concerns. This report can also be considered as a
proposal for an extension of the life-cycle controller of Fractal for distributed systems (e.g.
Grids).

3 Brief Description

3.1 Objectives

We propose an algorithm for stopping a GCM component system. It recursively stops a
master component together with all its subcomponents in a safe state, i.e. without any
request to be treated. Depending on the reconfiguration to be handled, and on the com-
ponents involved, different states can be considered as safe, and a given component can be
stopped at different times. This report clearly takes the safest assumptions allowing to stop
any assembly in a state that can be considered as safe for any reconfiguration. Of course,
this means stopping the component later that it could be, and some component systems
could never be able to stop (e.g. if they are involved in a live-lock); but we prefer that a
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Stopping Safely 7

component never stops instead of stopping it in an inconsistent state where it will not be
reconfigurable. Relaxing the hypotheses in order to stop a component sooner is relatively
easy from the general algorithm given here.

During a usual run (without stopping a component), a component is considered to receive
requests, in an asynchronous manner, serve them in a FIFO order, and return a result, via a
reply message. A reply [5] consists in a value sent to replace a future identifier. A component
is single threaded, except that it can receive replies and requests at any time (requests are
enqueued but replies affect the internal state of the component). The stopping algorithm is
given as an extension of the usual run able to take into account stop messages.

In the whole article, for simplicity, we will present our algorithm supposing that only
one component is to be stopped (only one master component). Section[4.5 will explain how
to extend this algorithm in order to stop many components, possibly simultaneously.

3.2 Principles

We call master the component that receives initially a stop request. The algorithm safely
stops the master component and all its subcomponents.

We call re-entrant requests the ones that are consequences of requests originating from
inside the master and that might have to be treated in order to be able to stop the subsystem:
one component inside the master might hold a future for the result of this request, and
perform a wait for the associated value. The algorithm relies on a marking of requests
working as follows: the master component marks some requests, and each time a request
is sent during the service of the marked request, this request is marked too. Only the
master do not propagate marks. In practice, only requests outside the master component
are marked; marking is only useful to identify re-entrant requests, and to avoid dead-locks
involving this kind of requests. This addresses the case where a component waits for messages
corresponding to requests it has sent, or requests triggered by requests it has sent, recursively.

The global idea is that the algorithm runs in two phases; in a first phase the master
component marks all the requests it sends. This phase lasts until all the requests for which
it waits the results are marked. In the second phase the master component blocks all the
requests it receives (except the marked ones) and the inner components continue processing
their requests; when all the components are idle, and all inner components have empty
request queues, the components are stopped. During the shutdown process, the components
take several states described as:

Started: The component is running normally (initial state).

Wait for stopping: Only the master component can enter this state. It lasts from when
the master component receives the stop signal until it has updated all non-marked
futures. In this state, the master component marks all its outgoing requests. At the
end of this state, the master sends a stopping signal to all its subcomponents.

Stopping: Starts when the component receives a stop signal (or exits the wait for stop-
ping state for the master). The master component only serves marked requests, the
other components serve all the requests.

RR n° 0123456789



8 HenriobSRivera

Ready to Stop (R2S): Starts just after the component sends the ready to stop signal,
until it receives the stop signal. To be in the R2S state a component must be idle
and all its subcomponents must be in the R2S state. It can’t process requests. Before
being able to handle a new request, it must get back to the stopping state.

Note that, as soon as all the subcomponents of a component C' are in the R2S state
and C is idle, none of its subcomponent has to handle a request before C' has to receive
one (this is due to the absence of sharing).

The not ready to stop state (NOT _R2S) is the complementary of the R2S state.

Stopped: The component and its subcomponents are stopped. It is idle and can’t emit or
receive requests. It can be safely reconfigured.

Definition 3.1 (Strongly idle state) An idle component composed of idle subcomponents
with empty request queues is said to be in the strongly idle state.
3.3 Requirements

We present here the conditions required for our algorithm to work. First, at the beginning,
all components are in the started state and consider their subcomponents are in the
NOT _R2S state (e.g. this information is stored and initialized to the NOT_ R2S value).

Condition 1 (Initial state) Initially, all components are in the started state. All com-
ponents are considered by their parent as in the NOT _R2S state.

Second, markings are propagated by requests calls outside the master component.

Condition 2 (Marking calls) All requests sent by the service of a marked request are
marked too (except if it is the master that serves the request).

Condition 3 (Dead-locks) In a normal run, every request service terminates.
Condition 4 (Fairness) Every received request is served after some finite time.

As a consequence of fairness and absence of dead-lock, we can ensure that:

Property 3.1 Every future is updated after sometime.

4 Algorithm Description

We present in fact two algorithms. One for the master component (Figure (1) and the
second for the subcomponents (Figure[2). Each component is responsible for locally storing
the R2S state of its subcomponents according to the R2S signal or NOT _R2S signal
received. Thus, every component knows whether its subcomponents are in the R2S state,
and updates its R2S state (and sends the R2S signal to its parent).

INRIA
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4.1 Master

The master component receives the master stop signal and is responsible for sending the
stopping signal to its subcomponents. The shutdown process of the master component is
divided into two phases.

The first phase consists in ensuring that all the requests for which a result may be awaited
are marked. This is necessary in order for the re-entrant request mechanism to work properly
(see Section .

Send Request R’ to C2
Mark it
Mark the future

Processingl
(wait for stopping]

Receive Master stop
Create Marker (M)

[All futures in the component are marked)]
Send STOPPING to subcomponents

Send STOPto
al subcomponents

Ready to stop
(ready to stop)

No marked request in queue
All subcomponents are R2S

Processing2
(stopping)

Figure 1: Algorithm of the master component

here is amarked request after
orifitisinterna call

Send Request R’ to C2
Mark it

The second phase is synchronized with the algorithm for subcomponents. It still marks
all outgoing requests but filters incoming ones. The second phase starts by notifying all
subcomponents by sending a stop signal.

In the second phase the master component coordinates the process of stopping all the
subsystem. It is responsible for knowing whether its subcomponents are in the R2S state
(using the R2S signal). When the component knows that all its subcomponents are in
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10 HenriobSRivera

the R2S state, and if the master is idle, then the master component is in a strongly idle
state. Thus, the master component can send the stop signal to all subcomponents, which
finally stops the system.

In this phase, the master component acts as a barrier: it doesn’t allow its subcomponents
to receive external calls, except if these externals calls are marked. If a marked request
arrives, the master component serves all functional calls until this marked call in order to
respect the FIFO ordering of request serving. Except from this, replies and requests are
served, sent and received usually.

Note that, if a component has the additional property that requests can be served in any
order then only marked requests can be served, and the other functional requests before the
marked ones can be kept stored, which accelerates the stopping procedure. In the general
case, for taking into account any request ordering requirements, a partial order between
requests could be defined. Such an order would state which requests have to be served
before a marked one. We considered here two particular orderings: FIFO (total order), and
no ordering.

4.2 Subcomponents

A subcomponent stopping process is simpler, and similar to the second phase of the master.
It begins when the master component starts the second phase, and sends to the subcompo-
nents the stopping signal. Each subcomponent first propagates the stopping signal to
its subcomponents, and then continues processing until its queue becomes empty.

In particular, each subcomponent must be in the stopping state to accept a request.
Thus, before being able to accept a request, a component in the R2S state must first change
its state to the stopping state and send the NOT _R2S signal to its parent.

When a component knows that all its subcomponents are in the R2S state, is idle, and
has a empty request queue, the component can send the R2S signal to its parent. At this
point, the component and recursively all its subcomponents are in the strongly idle state.

4.3 Algorithm Synchronization

We describe briefly the different phases reached by the system, and how those phases are
triggered and synchronized:

e Initially all components are in the started state.

e When the master component receives the master stop signal it changes to the wait-
ing for stopping state.

e While the master component is in the waiting for stopping state it marks all the
outgoing requests.

e When the master component has marked all functional calls it changes to the stopping
state and it sends the stop signal to its subcomponents.

INRIA
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Started
(started)

Receive STOPPING
Send STOPPING to all
subcomponents (composite)

Processing
(stopping)

Send Reply |Serve Request R

Idle D Receive \Receive  \Receive R2S
(stopping) /E_replies /Request R Jand NOT_R2S

[All subcomponents
are R2S (composite)
Empty request queue]

A
Receiving
(stopping) ,

Send R2S to parent /Send NOT_R2Sto parent

Receive STOP
Send STOPto all subcomponents, ( Stopped
(stopped)

Figure 2: Algorithm of the subcomponent

Receive NOT_R2S Receive Request

Receive replies

ReadyToStop
(ready to stop)

e When the subcomponents receive the stop signal they reach the stopping state.

e When there are no more internal calls to process (queues of the subcomponents are
empty), each component sends to its parent a R2S signal. Then, each composite
changes to the R2S state as soon as all its subcomponents are in the R2S state. At
the end of this process the master component is in the R2S state.

o When the master component is in the R2S state it sends the stop signal to all its
subcomponents, which propagate the signal. Then, the master component changes
to the stopped state and, consequently all subcomponents change to the stopped
state; finally the system is stopped.

4.4 Preventing Deadlocks: the Re-entrant Requests Mechanism

First note that, necessarily, methods that have been sent before the master stop signal are
not marked. If the future for this request is awaited and the request needs to call-back the
master component (re-entrant call), then the call-back request will not be marked and then
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12 HenriobSRivera

not be served, leading to a dead-lock. Once all the futures inside the component correspond
to marked requests the master component triggers the second phase where only marked
requests are served (as described in Section .

A call is necessarily re-entrant at the master component level because all communica-
tions transit by the bindings. Thus once all emitted requests have been marked, all the
consequences (requests) of this marked request are marked, and thus are-entrant request is
easily identified.

This mechanism is sufficient for ensuring the termination of the algorithm in usual cases;
unfortunately, due to the asynchronous and imperative nature of the model, it is possible for
a component outside the master to store a future issued before the marking of requests, and
return it later, during the second phase of the master. Such a behaviour is not frequent but
would break the invariant that all futures awaited by the master are marked in the second
phase, and could cause deadlocks if the non-marked future depends on a request addressed
to the master. In that case, the solution consists, for the component that stored the future,
in sending a message to the master stating that a dead-lock might occur, and the master
would restart the stopping algorithm from the beginning (with more marked futures). This
mechanism finally ensures the absence of dead-locks without impeding the reachability of
the stopped state. In general, this mechanism is not needed.

Property 4.1 (No dead-lock) The algorithm does not create any additional dead lock (it
might have to be restarted in case an unmarked future is awaited outside the master in the
second phase).

4.5 Stopping Several Components

It is easy to extend the presented algorithm so that it is implemented by all components
and any two components can run it simultaneously. First, this means that every component
features both the master component and the subcomponent algorithm. This also requires
marking states (and the marked requests) with the identifier of the master component that
is being stopped. This way different stopping procedures can be considered as independent.

4.6 Non hierarchical systems

Stopping a simple isolated component is simple, both in a hierarchical system and in a flat
one. But our algorithm might be of more interest for synchronizing the stopping process of
a set of components, even not hierarchically organized.

Indeed consider a flat system, and a set of components to be stopped. One can adapt our
algorithm to stop this assembly in a synchronized way. In order to do this, the algorithm
for the master component should be split into

e one component chosen to be the central manager, storing the status of each of the
component to be stopped and synchronizing them;
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e an interception of the calls outgoing the assembly, in order to mark them, this must
be added to all the components having a client interface leading outside the assembly;

e an interception of the calls incoming into the assembly, in order to store them, or serve
them if they are marked, this must be added to all the server interfaces accepting calls
from outside the assembly.

5 Properties of the Algorithm

This section is divided into two parts: we first give properties on the stopped system of
components. This ensures that our algorithm stops the components in a safe state and
does not modify the usual execution. The second set of properties ensure that the stopping
algorithm is able to terminate under reasonable conditions. Each property comes with an
informal proof. Due to the complexity of the algorithm, formalizing those proofs is out of
the scope of this report.

5.1 Components are Stopped in a Safe State

When the master component sends the stop signal to its subcomponents, it necessarily
has received a R2S signal from all subcomponents (and each subcomponent has received
a R2S signal from all subcomponents, recursively). A primitive component (that has no
subcomponent) reaches a R2S state if and only if it is idle and its queue is empty. Thus,
by induction, a component (which is not the master component) reaches a R2S state, if
and only if, it is idle, all its subcomponents are in the R2S state, and its queue is empty.
Consequently, if a component is in the R2S state, then it is necessarily in the strongly
idle state (Definition 3.1). The queue of each component but the master is empty:

Property 5.1 When stopped, the master component is in the strongly idle state.

If a marked request is to be served, then the master component serves all requests before
this one. Thus the order of treatment of request is still the order of arrival, which implies
Property (5.2 Note that, non marked requests received after this “last” marked request are
stored (enqueued) in the master queue:

Property 5.2 When stopped, the master queue only contains requests received after the last
served request.

5.2 Termination of the Algorithm

From reachability of the strongly idle state, reachability of the stopped state can be proven
as follows. Suppose each subcomponent has an empty request queue and is idle. In Figure
1 and 2] the components are all in the Idle state (stopping). As primitive components are
idle with empty queues, they can switch to the R2S state. Then, at the level above each
component is idle, has an empty request queue (except the master), and its subcomponents
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14 HenriobSRivera

are in the R2S state; thus it can reach the R2S state. Finally, the master and recursively
all the subcomponents send the stop signal to their subcomponents, and reach the stopped
state.

Property 5.3 (Reachability) If after reaching the stopping state the master reaches
o state where every subcomponent has an empty request queue and is idle then it can be
stopped.

The above termination property is quite restrictive, and the algorithm terminates under
much weaker conditions. But identifying the necessary and sufficient condition for termina-
tion is far from trivial, here is a weaker sufficient condition:

Condition 5 (No live-lock) For each request @), after sometime, there is no more requests
sent as a consequence of Q.

Suppose the interleaving of request at the entrance of the component ensures that the
flow of marked request terminates at some point. As a consequence, after sometime, the
master component does not receive requests that require a re-entrant request to be treated:
after sometime, no more marked requests are received by the master component.

Property 5.4 (Termination) If after some point in time, the master component does not
receive any more marked requests, and if the components are live-lock free, dead-lock free,
and serve all the requests they receive (Conditions (3, (5] and [4), then the stopping process
terminates.

Note that it is easy to adapt the algorithm in order to cancel the “stop” order if the
termination cannot be ensured.

6 Implementation

6.1 GCM/ProActive

A GCM reference implementation is based on ProActive [4]. In this implementation each
component and each composite membrane is an active object. The controllers are encapsu-
lated in the membrane which also dispatches functional calls to inner components. In this
implementation, components communicate through asynchronous method calls with futures.
The futures can be forwarded to any component in a non-blocking manner. A constraint
inherent to this implementation is the absence of shared memory between components.

6.2 Evaluation

The algorithm presented in this report has been tested on the CoCoME example |1]. This
example consists of a “point of sale” system and its surrounding infrastructure. It simulates
the interaction between different components (Bank, Inventory and CashDeskLine). The full
example, implemented in GCM /ProActive, is described in [8]. Each component implements
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the two algorithms (master and subcomponent), but only one is used at a given time,
depending on the component that receives the stop signal. The implementation of the
example is available in [2].

To manipulate additional messages used by the stopping algorithm, we implemented
controllers for each component, signals sent between a component and its subcomponents,
or parent are exchanged by these controllers. From the point of view of the functional code
the manipulation of these signals is transparent.

Actually, we have been able to stop individually all the component of the CoCoME
example at “any” time without running into a dead-lock. For primitive components, the
algorithm only waits for the arrival of futures (first phase).

6.2.1 Performance Analysis

We show the performance of our algorithm on the CoCoME example. We have performed
some preliminary analyses to know the behaviour of our stopping process for different cases.
The tests were run on a Intel Core 2 Duo 2.4GHz with 4096 MB of RAM, running ProActive
v3.2 under Fedora 5.

We consider two cases, trying to stop two different components. In the first case the
component to be stopped has two subcomponents. They receive external requests, but no
request is issued by the master component. In the second case a subcomponent of the
master component generates requests that goes out of the master, and come back as re-
entrant requests. The inner component waits for the completion of the re-entrant request
before continuing its execution.

Delay Size of queue Time to stop Case 1 | Time to stop Case 2
[s] [number of requests] [s] [s]
0.1 84 23.1 35.2
0.2 142 33.3 52.6
04 179 38.2 62.5
0.5 199 43.7 73.5
0.8 210 44.9 74.1
1.0 235 54.5 83.0
1.5 242 55.3 87.8
2.0 247 55.7 88.3
2.5 251 56.6 88.4

Figure 3: Time necessary for the algorithm to reach a safe state

Figurel3 shows the average time to stop a subsystem depending on the number of requests
in the queue of the components. For controlling the number of requests in the queue we
add a delay in the processing time for one of the requests treated by a subcomponent of the
master. For example, in a second, the component can serve (without delay) approximatinely
250 requests per second. Introducing a delay of 1/100 second, less than 100 requests can
be treated in a second, delaying the service of approximately 190 requests each second.
Consenquently with a delay of 1/100 second the queue grows of 190 requests each second.
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7 Conclusion and Future Works

This article presented an algorithm that stops safely a component together with all its
subcomponents, belonging to a distributed component system. We are placed in the context
of distributed autonomous hierarchical components communicating by asynchronous method
calls, and possibly replying by means of replies (future updates). The algorithm can be
applied and lead to a safe state in very general conditions: no assumption is made on the
components dependencies or the components behaviour. Such a safe state is a prerequisite
for any safe reconfiguration of the subsystem: the components are stopped in such a way,
that their state is minimally characterized and they are no interrupted in the middle of a
request treatment. The algorithm has been presented using GCM as the component model,
but it is applicable to any hierarchical component model, and we have shown that it can be
adapted to non-hierarchical ones.

The innovative aspects of this algorithm is the way synchronization between components
is handled, and the notion of re-entrant request that has been defined in order to deal with
futures. Without detection of re-entrant requests, any algorithm trying to stop a component
subsystem would result in a dead-lock. Indeed waiting for a future value blocks a component
while the corresponding result has not been computed. This computation might involve a
request addressed to the component being stopped, if this request is not identified and
treated, the component trying to access the future will be indefinitely stuck.

In the near future, our aim is obtain a definition of safe state with less constraint and with
more guarantees. One of our major objective is to verify formally the stopping algorithm
presented here, but the complexity of the algorithm is a hard obstacle.

We also plan to consider hierarchical systems where some of the components can be
shared, in the sense that they belong to two components. If a shared component is inside
a component to be stopped, it must first mark all the invocations it performs (because a
shared component can contact the exterior of the system to be stopped). However, this
marking is not sufficient because requests might arrive from a component that is not in the
system to be stopped, and the R2S status of the component cannot be maintained simply
for these components. We plan on extending our algorithm to shared components in the
future. On a longer term, we will develop more deeply the reconfiguration of components
and we would achieve the flexibility, safety and efficiency in a very general setting; we could
rely on |11] that shows experiences with safe reconfigurations.
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