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Abstract—In this paper we show that Aspect-Oriented Pro- to open a program to AOP while keeping modularity by hiding
gramming (AOP) can be safely supported by Component- jmplementation details of the module [1]. A module is defined
Oriented Programming (COP) by providing a way to control the 54 5 set of entities which share a set of access points for the

openness of a component with regards to AOP techniques. Our . . int ints in th tion fi h
proposal reconciles the intrusive nature of AOP with the "black 10N POINts (points in the program execution flow where aspec

box property” of components in COP. We build a compromise Will apply) exported by the module. Using this module system
between modularity and openness applying the open modules the content of a module can be preserved by designating only
approach to components. The experiment has been achievedihe variation points where aspects can act.

on FAC, our model that unifies the notions of component and In this paper we propose to push the open modules approach

aspect. We show that most of open modules principles are dicdy Lo L .
available within our approach, we then study requirements ér a step further by applying it to COP. The objective is to pdevi

others. Once all these principles integrated, we are able to & safe way to support AOP in COP by controlling the openness
tune the accessibility of the content of a component to AOP of a component with regards to AOP. This control over

during system runtime. Thus, components become grey boxesyariation points of a component can be seen as a compromise
with dynamic variation points accessible to AOP techniques between modularity and openness. Our study focus on an
extended component model for components and aspects which
is presented in [10]. Our model, named FAC, unifies COP
and AOP notions together by representing AOP notions as
Component-Oriented Programming (COP) proposes to esemponent ones. We show that when components and aspects
hance object-oriented programming by separating conceene unified, some open modules properties are directly kendl
into clearly defined entities, called components. Reusalads first-class entities in our model. We have then extended ou
components with contractually specified interfaces arenddfi model to handle all open modules properties. A component
and composed together [13]. Nevertheless, whatever the dan declare its variation points. Since our model is dynamic
composition adopted to represent a system, it has been shaelis declaration can evolve at runtime.
that some concerns are mixed within a same component (cod&he remainder of this paper is organized as follows. Sec-
tangling), and that some concerns are scattered acrossiseuton 1l provides some background on our unified model for
components [3], [6]. These concerns which are called croggspects and components and on the open modules approach.
cutting concerns hinder the reusability, the maintaingbtnd Section 11l shows how we have applied open modules to FAC.

I. INTRODUCTION

the evolvability of applications. Finally, Section IV concludes.
To tackle these issues, some approaches have proposed
a support for Aspect-Oriented Programming (AOP) in Il. BACKGROUND

component-based systems [5], [7], [12]. AOP is a well-
known paradigm to overcome this issue by modularizirw
crosscutting concerns using aspects [4]. The main issuetﬁ
these approaches is that AOP is applied regardless of the
components themselves, the aspects are woven on the objects
which implement the components. This intrusiveness breaks FAC: An unification of AOP and COP towards COP
the encapsulation property of components and consequentlBince COP fails in supporting crosscutting concerns [3],
their implicit contracts. This appears to be a major issue 6], our motivation was to give a support to AOP in COP
COP where contracts and encapsulation are fundamentalsbut also to take advantage from the strong encapsulation
At the object level, solutions have been proposed to overoperty of COP in AOP. Therefore, our proposal is built as a
come the issue of intrusiveness of AOP. For example, Aldri¢tvofold integration of AOP and COP which has the benefit of
introduced the notion of open modules, a new module systeapresenting AOP notions using COP ones. Thus, we introduce

This section provides some background on our previous
(irk [10] on the unification of AOP and COP, and introduces
principles of the open modules approach.



three main concepts which are related to the general notibonscomponent and composite-component to represent our 1sotion
component, binding and composite-component that gegeradf aspect component and aspect domain. We have introduced
appear in COP [13]. a new control interface called theeaving interface This

« An Aspect componentis the representation of an aspec!pte[:‘ace, Wp|cr][tfipr;earst(;n each C()tn;podnent of t(;\e fSyStem’ 1S
as a component. It offers as a provided interface a pie'@eC arge of setling/unsetiing aspect bindings and ol Wiegv

of advice code (the additional behavior to weave on oth@pPect components. It has the benefit of locally managing the
rsdering of aspects for a component.

components). Basically, an aspect component apph% . . . -
around incoming and outgoing calls on component in- In addition to the advantages mentioned in the description

terfaces. Because we represent an aspect as a compoﬂfe%t’rl thlrlee notlot?s, ;he mtatl_p ping ontot tge (I;racta(lj compon:ant
we call our approach symmetric. Aspects and compone el allows setting/unsetting aspect bindings dynaryica

are components, and can interact together using bindin js makes our weaver dynamic and this opens the way to

(Figure 1 represents an aspect component connected¥§&M® adaptation [9].

other components using various types of bindings). Tradi- he complete descrlptlon of our general model for compo-
tionally in AOP two dimensions are considered: the ba nt and aspect and its mapping to the Fractal component

and the aspect dimension. Aspects are woven on the bgg%del [2], named FAC s beyond the scope of this paper

and the base if oblivious of the aspect dimension. In 0a]nd can be found in [10]. The next sub-section introduces the

approach these two dimensions are unified to facilitate tRReN modules approach which allows controlling the degree

interactions between components and aspects and P PeNNess of a module to AOP.
evolution.
« An Aspect domainis the representation of the domairB. Open modules approach

of action of an aspect. It is represented as a compositeThe concept ofopen moduleshas been introduced by
component which contains the aspect component apgrich to limit the access to join points of a system, which a
the components on which it is woven. The notion O4ccessed intrusively in AOP. With this approach any exposed
aspect domain can be seen as a reification of the notigfh points has to be declared within a module, a specialfset o
of pointcut in AOP. Usually a pointcut is a description;|asses, to be accessed by aspects.opiea moduleapproach

of a set of join points on which an advice code iss defined by Aldrich as follows!:Open Modules describes a
woven. In our model we reify this notion as a firsinodule system that:

class entity (a composite-component) which contains the
aspect component woven, and all the components affected
by the aspect component. This clarifies the domain of
impact of an aspect component in a system. This explicit |
relationship between advised code and aspects is a notion
currently missing in AOP. Figure 1 gives an example
of the aspect domain of ther ansacti on Aspect
Conponent which is woven on components, D and

E (including calls to exported functions).

« An Aspect binding is the representation of the implicit We intentionally add rule numbers on items to facilitate th
link which exists between an aspect and a componentajn € intentionally add rule numbers on items 10 tacilitate the
0

Rule 1 allows external advice to interactions between a
module and the outside world (including external calls to
functions in the interface of a module)

Rule 2 allows external advice to pointcuts in the interface
of a module

« Rule 3 does not allow external modules to directly advise
internal events within the module, such as calls from
within a module to other functions within the module

which the aspect is woven. The aspect binding notic scussion in the following sections. The complete desiorp

can be seen as a more fine-grained notion than the asp Ws module system can be found in [1]

domain to capture the interaction between a componen?‘\/llprg tret’:A\entIy,tJth% c:)n(;ﬁ_pt (t)fdopentr:nodL;]Ies hai bzeg
and a particular aspect component. Our philosophy is plied to AspectJ [8]. In this study, authors have extende

consider only one dimension (aspects are componern pj,- concept with new interesting features. Most of them are
and two types of interactions (regular bindings and ask guﬂcally related to As_pectJ in order to support Aspect]
pect bindings). Aspect bindings are used to connect RRinteuts. Nevertheless it seems to us that some can be
aspect component with a component. By this way eagﬁ)nerallzed out of the context of AspectJ. Thus, the most

component can locally manage the aspects applied on ﬁgoé)r'lcantt feéigJFr)ei V\;Eh rﬁﬁi?m![s to %urn":jpgl"t:at:ﬁ”to‘cr odpen
incoming and outgoing interfaces. oduiles to s the ability to open and not only to reduce

the visibility on join points of a module. This can become
We have successfully mapped this general model with éstremely useful when using for instance debug aspects, or
three notions to the Fractal component model. Fractal [2] véhen considering dynamic adaptation using AOP. Among new
a reflective and extensible component model, where bindingitures provided by this study, an interesting one is tliléyab
can be set and unset dynamically (at runtime); reflection s designate to which a pointcut is exposed to using a pattern
available through the use of special kinds of meta-intesaclanguage based on package hierarchy.
called control interfaces. To help the discussion of the next section we will call the
We have extended this model by introducing our three maability to designate which aspect has access to a mdriulle
notions. This extension is called Fractal Aspect Componeftand the ability to open a module by exposing join points
(FAC for short). We have used the provided notions dRule 5.
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Fig. 1. Aspect binding best practice
I11. APPLYING OPENMODULES TOFAC aspect can apply on a given exported join point of a module.

In this section we detail how we have applied the opéh regular expression is given as a parameter ofekpose
modules approach to FAC. Some of the rules defined in opkf declaration which designates a set of packages that are
modules are directly mapped to existing notions of our mod@ythorized to access the module. In FAC we have a very
(Section 111-A), some others require the introduction ofwne Similar notion: the aspect binding. An aspect binding is set

features to be correctly managed (Section IlI-B). between a component and an aspect component using the
weaving interface of the component. Because the weaving

interface is a kind of meta interface, we can consider that th

, ) o ) access policies defined on components are of the same type of
The first obvious similarity is related to the notion of g, .o informations than the ones corresponding tetheos e

module and a component. A module in the open modulgg efinitions used in the extension of Aspect] supporting

approach is a collection of classes which share a set 9., modules. This means that we can consileie 4 as

access points to AOP. A component in COP is a contractuali%yrally handled by each individual component which ate ab
specified entity which provides and requires services byn®eg, -hoose the aspect to be impacted by.
of interfaces. A component is a black box which naturally ¢ this point we have seen th&ule 1, 2, 3 and 4 are

hides its implementation details as required Ryle 3 of naturally handled by our model and its mapping to FAC. In the

open modules. Given that in FAC, join points are incominge,; section we study the requirements to manage remaining
and outgoing calls on component interfaces, the deflnltlc?[“e Rules.

remains correct with regards tRule 1, 2and 3. Rule 1
and 2 are understood in FAC by the fact that an aspect
component only applies to client and server interfadeglg B- Dissimilarities
2). Following the definition ofRule 1 an aspect component We have seen that in our model and in its mapping to Frac-
interacts between a module (component) and the outsidelwddl, FAC, the considered join points are incoming and outgoi
(other components)Rule 3is preserved as soon as we daalls on component interfaces. ThuRule 3is implicitely
not want to break encapsulation in FAC. Join points are npteserved when considering components as modules. Hawever
points inside a component. However, when applying aspebts also means that the join points inside the component are
component behavior on component external interfaces, we nret exposed. The original idea of open modules is to define
consider that the original behavior of the component igedte some pointcuts and join points and make them available by
by the aspect component. Thus, the behavior expected framans of interfaces of a module. In our case, the content
a given component may be different. It seems important thaft a component is implicitly protected, but we still need a
the weaving of aspect component on provided and requirgdpport to give an access to other join poins, join points
interfaces of a component should be better controlled ierordnside a component. Nevertheless, associating the level of
to provide a safer integration of crosscutting concerns. ifaplementation of components and the level of interaction
elaborate more on that particular point in Section I1I-B. between components (more architectural) takes part in our
The second similarity is related fule 4which has been global vision of what really means applying AOP to COP that
defined to the particular use of AspectJ but can be also usee have exposed in [9]. The unification of these two levels wil
within our system. This rule allows to clearly designateaihi allow us to look inside components and to externalize some

A. Similarities



WEAVING INTERFACE
openAccess(operation,interface
reduceAccess( operatlon interface

bool operation5()
void operation6()

— INTERFACE A —|
void operation1()
» void operation2() ‘
incoming calls
(provided interfaceg)_
INTERFACE B INTERFA CED
void operatlonS()

booI operation7()
» int operation4() 9 void operation8()

INTERFACE C

Outgoing calls
required interfaces)

COMPONENT = MODULE

Fig. 2. A conceptual view of Open Modules applied to FAC. A gament is a module which controls the access to its provigedraquired interfaces by
means of the weaving interface. The content of the compoisembt exposed to aspects.

join points. We believe that these internal join points mugthilosophy our approach is able to open a component to
also be controlled by the weaving interface. Thus, we woulROP while keeping its content hidden from the outside. This
be able to fulfill needs for accessing internal join pointhjlery compromise opens the way to a safe integration of AOP in
preservingRule 3by means of the weaving interface to controCOP. It is safe in the sense that the intrusiveness of AOP is
what is accessed or not. This approach has limitations wiihely managed on each individual component. Moreover in the
regards to legacy components that would not have be able todase of FAC, we have seen that the openness of a component
instrumented to support AOP techniques. In our approach, weeAOP can be managed at runtime, allowing a component to
only consider a full-fledged component and aspect approaedapt to unanticipated requirements. Black box components
where the design of the system follows the same formalistmecome grey box components providing variability points
the same design model. where AOP can access.

The remaining ruleRule 5 states that the open modules This integration of open modules approach to FAC takes
should not be limited to reducing the access to aspects Ipairt of our overall vision of applying AOP to COP presented
also to opening it. In Section [I-A we have defined thé [9]. This vision is based on three levels: (1) An architeat
role of the weaving interface as an interface to manage tlewel which is achieved with FAC where aspects notions
setting/unsetting of aspect bindings, the weaving and thee mapped on component ones; (2) A control level where
ordering/re-ordering of aspect components. We have egténdspects can be used to inject the control level of components
the role of this interface to also manage the openness of a camo the remaining level, (3) the level of implementation of
ponent to AOP. A conceptual view of the role of the weavingomponents. In [11] we show how AOP can be used for (2).
interface is presented in Figure 2. The weaving interfaeblie In this paper we present a link between the architectural and
to prevent the weaving of aspects on a particular operationthe implementation level: Opening a component to expose
an interface. Because FAC is a fully dynamic framework, ¢heiternal join points and then, weaving architectural aspéz
policies can be changed during runtime. A component céms internal join points (link between (1) and (3)). Our hex
then be adapted to open or reduce the access to its join poistep is to make all this three levels work together, allownang
Moreover, since we have discussed it in Section IlI-A, wagvi coherent weaving of aspects whatever the chosen level.
an aspect component on component external interfaces may
change the expected behavior from other components as soon
as it intercepts communications between interfaces. Taa id
of controlling the external join points which are accessiot This work was partially funded by France Telecom under
not by other components seems interesting even if it was nhé external research contract number 46 131 097.
originally considered by Aldrich in the first version of open
modules.
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