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VXT: A Visual Approach to XML Transformations

Emmanuel Pietriga

6 chemin de Maupertuis
38240 Meylan - France

ABSTRACT

The domain of XML transformations is becoming more and more
important as a result of the increasing number of applicataxiopt-
ing XML as their format for data exchange or representatidost

of the existing solutions for expressing XML transformasaare
textual languages, such as XSLT or DOM combined with a génera
purpose programming language. Several tools build on ttipasie
languages, providing a graphical environment. Transftiona are
however still specified in a textual way using the underlyiag-
guage (often XSLT), thus requiring the user to learn the @atexd
textual language.

We believe that visual programming techniques are wetesdui
to representing XML structures and make the specificatidraofs-
formations simpler. We present a visual programming lagguar
the specification of XML transformations in an interactivevieon-
ment, based on a zoomable user interface toolkit. Transfoms
can be run from the application or exported to two targetlaggs:
XSLT and Circus, a general-purpose structure transfoomdéin-
guage designed by the second author and briefly introducttsin
paper.

Keywords

Visual programming languages, XML transformations, XSLT,
Circus, Zoomable User Interfaces

1. INTRODUCTION

As XML [6] is now a very popular standard, more and more ap-
plications adopt it to represent, store, and exchange dectgnand
data. But XML is a meta-language and its wide adoption leads t
a number of application- or industry-specific languaged.t#fdse
languages share the same structuring principles and the sam
tax, but they are still different. On the other hand, docutniem-
coded for a specific application, using the XML language @ th
particular application, often have to be processed by @&maib-
plication, which uses a different XML language. Transfotiors
are then needed, and given the wide variety of XML languages,
transformations play a key role for XML documents and data.
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A number of languages are employed to specify XML document
transformations. Up to now, all those languages have adesyn-
tax, and require some programming skills from their usenghis
paper, we take a different approach and present a visualidaeg
and its environment, to make document transformationgeasd
to allow more users to take advantage of XML document transfo
mations.

1.1 XML document transformations

Document transformations cover a broad range of applicsitio
The most frequent transformations on the Web today areinbrta
those related to rendering. As XML allows us to represent@ do
ument independently of its presentation, there is a streegl rior
turning a structured document into a representation thaetter
suited for presentation. That is the goal of the XSL langyagé
which includes an XML vocabulary for specifying formattisg-
mantics (XSL Formatting Objects) as well as a language (YSLT
for transforming XML documents. Although XSLT was initigll
designed to describe how an XML document is transformedanto
structure of XSL Formatting Objects, it is actually powégnough
to specify other kinds of transformations. XSLT is now oftesed
to transform XML data and documents into XHTML pages, that
can then be viewed with standard Web browsers. SVG [16] is an-
other format, also based on XML, that can be used to render XML
documents.

But formatting is not the only purpose of document transtrm
tions. Organisations use many different formats for regméieg
their documents and data, and they need to transform from one
format to another when it comes to data exchange. Even within
the same organisation, it may be necessary to adapt a dotiimen
order to use it in a different context. Re-purposing docusand
data is thus another major application of document transitions.

Finally the use of XML in databases and the emergence of query
languages suited to XML structures such as XQuery [10], tend
blur the frontier between documents and data, making mai@ da
sources available to the XML world, and calling for even more
transformations.

1.2 Languages for XML transformations

We have already mentioned XSLT as a language for specifying
XML document transformations, but there are clearly akéues.
Using both a general-purpose programming language and@né¢ D
API [19] provides the greatest flexibility. The DOM allows eop
gram to access all aspects of an XML structure, while thernarog
ming language has the full power required for manipulatinig t
structure as needed. Scripts, and most notably Perl scripg
also be used. But this is really programming in the broadeseins
that regard, XSLT may be seen as easier to use, althoughwentsal
as powerful. In particular, its declarative approach hasgm more



convenient in many cases. But all those languages make wse of
textual syntax, both for representing structures and fecifying
transformations.

A graphical representation of structures is often easigrasp.

Some tools have shown the benefit users take from a visual per-

ception of structures. In the document transformation,aieals
such as XML Spy [4], IBM'’s Visual XML Tools [20] and eXcelon
Stylus [1] are good examples. They provide a graphical envir
ment, building on top of languages such as XSLT, along wit us
ful features such as syntax highlighting, a graphical viésource
documents (e.g. using a Java JTree) and some debugging facil
ties. But the transformation itself is still specified teadty, often in
XSLT, thus requiring the user to learn the language. Theds toe
therefore analogous to integrated development envirotsrerch
as Visual C++, which in fact rely on a textual programming-lan
guage that the user has to learn. Therefore, even with scaphigr
cal help, this approach is not really satisfactory, and rotlaghs to
document transformations are worth being explored, iniqdar
visual programming.

1.3 Visual programming

The main difference between visual programming languagés a
textual programming languages is multidimensionaligy, ihe use
of more than one dimension to convey semantics [7]. Texaral |
guages often use a two dimensional syntax, but only the firstia-
sion conveys semantics, the second one being limited tondecu
tation and increasing the legibility of programs througtientation
and new lines. Examples of multidimensionality in visualgmam-
ming languages are the use of interconnected graphicattshijdi-
agrams) or spatial relationships to convey semantics.

A lot of attempts to create general-purpose visual prograogm
languages have failed (except for some of them such as Piogra
[13]), resulting in “toy” languages demonstrating intéieg fea-
tures but not able to handle real-world programs. This ilypdue
to the fact that the concepts found in general-purpose progning
languages are rather abstract and not easily mapped toicmhph
representations. Domain-specific visual programming uaggs
address this issue by limiting the kind of problems that can b
modelled in a given language to a well identified domain, Liké-
View. This approach does not solve all problems linked taiais
programming languages, but it presents the advantage wifisig
cantly improving thecloseness of mappiri@7] between entities of
the problem world and entities of the program world, regagltin
programming languages which use a domain-specific vocgbula
Such languages are easier and more intuitive to use and soaia
cases accessible to users without any programming skillevba
are familiar with the problem domain.

2. OVERVIEW

VXT [28] is a visual programming language combined with an
interactive environment, written in Java, and specificdkgigned
for programming XML document transformations. It aims ai-pr
viding high quality visual support for data structure reganetation
and manipulation, so that the user will be freed from mainitey
complex mental models of data structures, which play a abrdie
in the transformation specification.

Transformations are specified mainly visually, followingiadel
close to the one found in XSLT. They are source driven, and con
sist of a set of rules which can be cascaded. Transformasimns
exported as XSLT or Circus source code. Circus is a program-
ming language specialising in structure transformati@es (next

guage. Transformations can also be run directly from thé&emv
ment, which provides debugging facilities.

The interactive environment provides other mechanismssio a
sist the user, like the automatic generation of patterrchiag) ex-
pressions from source document fragments, the abilitysiosiech
expressions on document instances at any time directlytieran-
vironment progressive evaluatigrsee section 6), antbnstrained
user interactiona feature preventing the user from making certain
kinds of semantic errors (most syntactic errors being elatad by
the visual nature of the language). All these features ralyhe
underlying Circus engine.

3. CIRCUS AS A TARGET LANGUAGE

Programming languages are usually designed for prograsymer
but just as documents are increasingly (and partially) gead by
computers, programming languages are often the generation
get of other, higher level, languages. The first benefit ihst
approach is the reuse of the lower level compilation proeesb
execution libraries associated with the target languagee Sec-
ond benefit is that the produced code is legible by a programme
and thus may be easily adapted and changed in order to fulfill a
evolving requirement. This is unfortunately not the caseriac-
tice, as the generated code is often cumbersome, too cormptex
not modular enough for human reading. This observation fgmo
others) led to various theoretical and design choices foeuSj a
programming language specialising in structure transétion de-
veloped at XRCE. Most notably, Circus offers a very flexibla-s
tax and type system together with special source code catigros
mechanisms designed to address the difficulty of mergindimae
generated code with human-generated code.

As VXT is the first very high level (visual) language built upo
Circus, itis naturally being used to evaluate and demotestina re-
search work. More particularly, we expect the VXT experitsd¢n
identify cases were transformations are better describgtywisu-
ally through VXT, and partly textually through source codéiag.
Besides these cases, positive feedback is expected frog csin-
position operators as a way to simplify the code generateddly
without any extra cost from the execution point of view.

Overview. Circus features a dedicated type system that enables
data modeling, precise static type checking and flexiblatypis-
cipline through subtype polymorphism. Its most innovatiea-
tures are homogeneous structural filtering operations,ngposi-
tion algebra, and a concurrent execution model based orat.ind
Type control is statié, but dynamic typechecking and typecast can
be used in filtering operations.

Formalism. The language is built upon a formal calculus includ-
ing a structured operational semantics and a formal typeisys
This approach allows us to describe the semantics of our cemp
sition and filtering operations in a precise and mathemlatves,
and also to prove some important properties of the type syste
such as the “type soundness” of Circus expressions (whiahagu
tees that well-typed expressions cannot produce execatiams,
under strong execution hypotheses such as infinite memory).
Abstraction level. Circus is typically at a lower abstraction level
than XSLT but higher than a scripting language (such as Rerl o
Python) associated with a DOM/SAX compliant library. It @ne-
parable in some ways to XQuery [10] with its associated akyeb

!Linda is based on a central coordination memory in which pro-
cesses can either write or read/consume values throughnfijte
operations.

section). As the two languages do not have the same expeessiv 2Static typechecking helps preventing programming errdsem-

power, VXT provides two specification modes, one for each lan

ables compilation optimizations.



but is less focused on the query part and more on control-struc of such trees are strings (PCDATA items).

tures. Not being dedicated to XML, it can also address bnoade
categories of transformations, like Omnimark [3] whichyopto-
vides a stream based execution model and neither advanuied ty
mechanisms nor compositional capabilities.

Rules and filtering operations Declarative languages often in-
volve rules, and specific rule-application strategies.c@irrules
have the general formy # f = e2 , Weree; is any valid expres-
sion computing a value (subject},any filter having a type com-
pliant with e1, andes any other expression, including rules. Filters
are explicitely applied to values through the matching afmers.

If the operation succeeds, the right part is executed in tssiply
modified context (filters can indeed extract informatiomirthe
subject and store it into variables).

Execution model Rules can be gathered inside ordered collec-
tions, combined through dedicated connectors and usetkistin-
dard imperative or functional statements. In this sensespeaific
application strategy is predefined, but rule combinationasle ex-
tremely flexible thanks to specialised syntactic and tystrgte-
gies. Source driven transformation models are quite niatiien-
plement through recursive functional schemes, as in fanatilan-
guages a la ML, or even as in XQuery functions, but other risode
can be considered as well at reasonable development castsif
pared to approaches based on general-purpose languages.

XML and HTML development toolkit . Circus, as many other
languages, is adapted to markup processing through ayilofar
components, type structures, basic components and toals: P
posed tools are based on XML/HTML parsing and tree lineariza
tion. Standard general-purpose analysers are built uporpco

nents that can be reused and assembled in order to quickly cus guages (TREX, Schematron,...).

tomise specialised parsers. With the proposed componeimter-
ture, one can choose between various strategies in ordeilditie
parsing structure (tree-based, event-based, etc...)\d&t pars-
ing structures are based on forests, thus allowing parietichent
analysis. Although basic parsing components are very fiaieed,
their composition doesn't raise extra computation cosiefmosi-
tion is a static and syntactic operation).

Document type analysis D-TaToo (Document Type Analysis and
Transformation Toolkit) processes DTDs and various XMLesnhs.
It features analysers which produce a common internal septa-
tion, called D-T, of various document type specificationsonf
this central representation, several Circus transfoonatare pro-
vided among which (i) D-T expander (to increase the legipif
any DTD or Schema by retrieving external subsets and expgndi
parameter entities), (i) XHTML document generator (todarce

a browsable representation of D-Ts through a frame basegxrhy
linked representation), (iii) Circus type generator (@nslate the
document constraints expressed in the DTD into equivalécu€
types). These types can then be reused in all Circus tranafmms
working on documents compliant with the original D-T. Tharik
this transformation, the design of fully typechecked tfamaation
chains is possible. Such chains guarantee that an inputrdatu
valid with respect to a D-T will be transformed into a new docu
ment which is valid with respect to another D-T (it is esplgia
important when the result of the transformation must comti

an existing schema). Note that subtype mechanisms makssi-po
ble to graduate the precision of type control at the variauslved
levels, so that soft typing disciplines can be adopted byamm-
mers when better suited to their work.

Examples XML nodes are modelled through a recursive record
type in which thelabel field contains the name of the node, the
subfield contains an ordered sequence of sibling nodes aratthe
field contains a dictionary of attribute/value pairs. Ndtattleaves

type XTree = String |
<label : String, attr : {String : String}, sub : [XTree]>

A compliant tree instance is for example given by

Mail : XTree = <label="mail’ , attr={"ref’ ='ep47’},
sub=[<label="date’, sub=['26-01-2001]>,- - - |>

and a filter able to extract thdate element’s content:
<label=%'mail’ , sub=[<label=%’date’, sub=[?s]>]++?>

Note that this filter is constructed similarly to values, amdade

of sub-filters such a®%'mail’ , which checks if the name of the root
node is of typemail, and?s which stores the content of the date
into variables. [- - -]++? states thatlate must be the first element

in the sequence of children and can be followed by others.- Sim
ilarly, ?++[- - -] would express thadlate must be the last element
in the sequence with zero or more other elements before d, an
?++[- - - ]++? thatdate can be anywhere in the sequence.

Status Circus is not yet publicly available, nor published be@aus
patents are currently being processed. A first version ngnapon

a Python Virtual Machine (or a JVM after a separate additiona
compilation stage) is fully operational and used at XRCE.

Future work. A more advanced version including type exten-
sions in order to support a better DTD and XML schema map-
ping, as well as additional filter constructors, is underediay-
ment. D-TaToo is today focused on DTD, but is currently being
extended to support XML Schema and possibly other schema lan
Based on our central format
other converters could be considered in the future, amorighwvh

a D-T instance generator (to propose a (possibly pararetbrset

of document instances compliant with a D-T), a D-T learneiir{t
duce a D-T among a set of instances), and D-T to D-T transducer
generator (this difficult problem could be partially addes by
proposing a set of components as a “user-refinable” solution

4. REDUCING THE USER’S COGNITIVE
LOAD: SOURCE DOCUMENT VISUAL-
ISATION

The main purpose of source structure visualisation is taged
the user’s cognitive load by providing him with a represtota
of source structures so that he does not have to maintain tamen
model of them. Both XML instances and DTDs can be displayed
using a single visual representation system focused orstrae-
tures, and whose goal is to simplify the complexity broughthe
three abstractions manipulated in the application (XMLudoents,
DTDs, and transformations rules) by underlining their bagiity.
In VXT, visual representations of source documents and Ddds
as "background images” which can easily be panned and zaomed
Although they can help build and quickly test pattern-matglex-
pressions, transformations are completely independent fhem.

Some IDEs for XML provide a graphical representation of seur
structures, ranging from Java JTrees to more elaborategepia-
tions using node-link diagrams such as the one found in Nekar&
Designer [2]. Although useful, these representations Isaveral
drawbacks. They do not scale very well to big documents (poor
or lack of zooming and navigation capabilities, represimaor-
malism not always well adapted). Moreover, source docusnemd
transformations are completely decoupled (representealaity in
seperate frames), requiring the user to make a more imp@ffant
to mentally link the source structure to transformatioresul



<mail ref="ep47">
<date>26-01-2001</date >
<recipient>vion-dury@xrce.xerox.com</recipient>
<sender>pietriga@xrce.xerox.com</sender>
<subject>Jazz</subject>

<textbody>
<p>Hello Jean-Yves,</p>
<p>
Have you listened to
<cite>My Favorite Things</cite>
by John Coltrane?
<Ip>
<p>Emmanuel</p>
</textbody >
</mail>

Figure 1: A mail documentin XML

4.1 Textual and node-link representations

Even if line breaks and indentation bring some clarity tdauek
representations (Figure 1), which are one dimensionaphical
representations of tree structures seem to be more easdgssed
by users. Aside from being multidimensional, they make niore
formation explicit.

In Figure 2, a standard node-link representation of the@abdoe-
ument, the tree structure should be more easily understwaithe
following reasons: (i) relations between parent and childes are
made explicit by the lines linking them, (ii) the shape of esde-
flects their type (element, attribute or text), (iii) theggllayed by
syntactic constructs such as tag delimiters in text reptagens is
taken on by other dimensions such as layout and bordershdiv)
cause of the multidimensionality of this representatidenents do
not require both opening and closing tags, but only one ifient
All these factors contribute to speeding up the user’s méiion
processing.

4.2 Hierarchiesrepresented as nested elements

Aside from standard node-link representations, hypechatid
cone trees [30] (which are well-suited for data visual@atbut
not for its manipulation), another graphical represeatatf tree
structures, sometimes refered tot@emap consists of represent-
ing nodes as rectangles and nesting child nodes in theinpare
Schneiderman [22] used treemaps to visualise large hleesc
such as file systems. In tree representations using noklehin

Hext

Figure 2: Node-link representation
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Figure 3: Treemap representation
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vertical position. In treemap-like representations, thfsrmation

is not so obvious, since it is only conveyed by the level oflings

of the shape. By making all nodes at the same depth be of the sam
height, we represent the depth information in a more ineitvay,

thus improving the overall perception of the structure. W& fried
another variation in which both the width and height of elateeat

the same depth were equal to the maximum width and height re-
quired at this depth (i.e. the largest ones). This methodedss

lot of screen real estate when displaying tree configuratwinere

the number of children varied too much among nodes at the same
absolute depth, making such trees illegible (nodes could fiary
small children with respect to their own size). The chosetho

still has a tendency to expand horizontally, but this draskbis
minimised by the continuous zooming, navigation and seagch
pabilities provided by the environment. To address thidlem,

grams, more than 50% of the pixels are part of the background. we also experimented with another way of laying out nodeislins

Treemaps adopt a space-filling approach, thus making ar hesie
of the available screen real estate, but require zoomingtitiges,
since deep nodes can be very small.

Principles. vXT’s visual interface relies on the Visual Trans-
formation Machine (VTM), a Java zoomable user interfacéktbo
This toolkit allows smooth zooming/navigation in infiniteiverses
(virtual spaces) that are observed through cameras, thkimgnia
possible to use treemaps in our application. The chosersepta-
tion is a variation of treemaps, illustrated in Figure 3. |@t@n of a
node are nested on one line, following a horizontal flow. iBttres
(represented as triangles) are not considered as trueeamibd ele-
ments and are therefore laid out separately above theorattige.

Representation strategieShe width of elements depends on
the number and width of their children, but all elements atdshme
absolute depth in the tree have the same height. We thingitbis
erty improves the user’s perception of the structure. |ddietyp-
ical node-link representations of trees, the absolutehdeix node
is easily perceived since all nodes at the same depth hagathe

their parent, by positioning them in a square-matrix-likaywon
several rows. Although more efficient in terms of pure scneszth
estate use, this method had the major drawback of introdudis:
continuities in the flow of sibling nodes: nodes at the begign
(resp. end) of a row were far from their left (resp. right)lisigs.
Also, because nodes were vertically surrounded by othershwh
were not their direct left or right sibling, the ordering déments
was not properly conveyed.

XML documents and DTDs\lthough XML documents and
DTDs are not at the same level of abstraction, we have tried to
make their respective visual representation formalismda@se as
possible, to make it easier for the user to switch betweemthe
They both use the same representation for basic nodes, diéfjne
the following mapping of perceptual dimensions [5]: the &ed
type (qualitative information) is represented by the greg@hob-
ject’s shape and hue (HSV colour space), and its depth (gaant
tive information) by its height. DTDs require additionalnstructs

to represent the notion of sequence, choice and cardiradligje-
ments. Figure 4 shows a DTD for the e-mail in Figure 1 and the
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<!ELEMENT  mail (date,recipient,sender,
subject,textbody) >
<IELEMENT date (#PCDATA)> date
<IELEMENT recipient  (#PCDATA)>
<IELEMENT  sender (#PCDATA)>
<!ELEMENT  subject (#PCDATA)>
<IELEMENT textbody  (p)+>
<IELEMENT p (#PCDATA | cite)*>
<IELEMENT cite (#PCDATA)>
<IATTLIST mail ref CDATA #REQUIRED>

il

Figure 4: DTD for mail documents and its zoomable visual representation

corresponding visual representation. Sequences of nodegi-a
sually represented by nesting the nodes in a blue rectargie (
arounddate . . .textbody), while alternatives of a DTD choice are
represented by green rectangles stacked on top of one anathe
illustrated inp elements. The second rectangle on the right of this
choice denotes cardinality: the three occurence indisagovern-

ing whether an element, sequence or choice should caoeiror
more (+), zero or more(x), or zero or one(?) time are visually
represented as follows:

e (7) the item’s outline is dashed?;

| is added on its

e (+) the item’s outline is solid and the same symbol is added

on its right side:

The

representation using three similar and overlapping ich .
Such representations are commonly found in graphicalfila-ma
agers, and also in Blackwell’s visual representation otilaagex-
pressions [25]. This representation consumes less spaicgives
the impression that additional occurences propagate alwng-
axis (at right angles to the screen), whereas they do so dlang
x-axis from left to right. Moreover, overlapping icons aes$ dis-
tinguishable than the chosen representation in a zoomahjhig
cal environment. For more details on the visual represiemtatf
DTDs, refer to [27], a full paper dedicated to its formal stud

The perception of the structure is significantly modifiedhwi-
spect to node-link representations. The nesting of noddstam
continuous zooming capabilities offer the user an intaitivay of
specifying the level of details he wants when exploring thiecs
ture. Indeed, depending on the camera’s altitude, the utleseg
nodes down to a given deptithe nodes below this depth being too
small to be displayed. Additional details can be obtaineapsy
by zooming in, while zooming out gives more context. Moregpve
treemaps combined with good navigation, zoom and seardd cap
bilities should make the representation more scalable aibde to
handle large documents.

Implementation.The visual representation of XML instances
is automatically built from their DOM representation, dbtd thr-
ough a standard XML parser, while the representation of DTDs

3All nodes at the same absolute depth have the same heightend t
width of a node is equal or superior to its height.

relies on the D-T generated by the D-TaToo Circus module men-
tioned in section 3.

5. TRANSFORMATION MODEL

We chose a transformation model close to the one found in XSLT
mainly because of its level of abstraction. It is easy to ubkdew
powerful enough to specify a wide range of transformatiansl, is
well-suited to visual representation (thus increasingdbseness
of mapping between the problem world and the program world).
Moreover, Circus being at a lower level of abstraction th&1.X
the transformation model can easily be mapped to equivatamt
trol structures (except for some XPath [12] axes), progdirgood
intersection between the two languages and thus reducingap
between the two specification modes.

A transformation program is a set of transformation rulescte
rule associates a pattern (left-hand side of the rule) aneha t
plate (right-hand side). Rules are evaluated against theesdree
node§. When the pattern is matched, the template is generated
in the result document. Transformation rules can be casicidis
corresponds tesl:apply-templates in XSLT), and conflicts between
rules can be solved by assigning them priorities. This feais
especially relevant in Circus mode since the notion of “kstg
match” (computing rule priority from theatch XPath expression)
found in XSLT does not exist.

6. REPRESENTING PATTERN-MATCHING
EXPRESSIONS AS VISUAL FILTERS

The mental model associated with transformation rulesistms
of filters that match structural patterns and extract dedican be
reorganised in the right-hand side of the rules. We've tinedXT
to find a representation that reflects this mental model, iithvh
both selection of nodes and extraction of data are unifiegingle
operation.

In XSLT, the left-hand side of template rules (XPath expres-
sions) specifies nodes to select in the source document.c-Sele
tion of the information to extract when a rule is fired is exgzed
by XPath expressions in the right-hand sideldct attribute of
xsl:apply-templates,xsl.copy-of,. . . nodes), along with the kind of op-
eration to apply on this data. The selection and extraction o
erations are therefore separate. The approach chosen ini¥XT
slightly different. The left-hand side of transformatianes, called
Visual Pattern-Matching ExpressioiPME), is considered asfd-
ter or maskapplied on a source structure and through which some
information is extracted. The selection of nodes and theaetibn
of data with respect to these nodes are therefore mergedrigla s
visual expression thanks to the multidimensionality ofpipiaal

“Trees are walked in a depth-first, left to right way with some e
ceptions due to explicit selection of nodes when cascadileg r



elem
node to be extracted — filled with semi-
transparent  blue
colour
i elem
node not to be extracted — wired (transparent
interior)
elem
direct child/parent — thin border |:|
. elem
descendant/ancestor — thick border
elem
node actually selected — green solid border |:|
(contextual node)
selection constraint, node — blue solid border elem
must exist |:|
) ) . elem
selection constraint, node — red solid border
must not exist
. N __elem _
node existence not required = — blue dashed bor-
(only for nodes to be ex- der 1
tracted)

Figure 5: Node properties

representations. The production associated to each rulews
ever not specified at this stage, which is only dedicatedlezteg
nodes and data that will be extracted, meaning that notkiagec-
ified about how the extracted information will be transfodne
To further convey this idea of a visual filter, MPMEs are ex-
pressed in one window, consisting of two transparent layish

can be panned and zoomed independently. The background laye

is used to visualise source structures (XML document ingsior

sender subject

o

(b) (c)

Figure 6: Examples of VPMEs

(a)

or both.

Selection constraints can be the existence of a child, desce
dant or ancestor node, or can be based on textual content. Con
straints can also be negative: for instance it is possibketect a
source element based on the absence of a specific node 8t d§ li
children. More complex constraints, entered textually) salect
source nodes based on properties such as the number oechilfir
a given kind.

VPME node properties are expressed using the orthogonal vi-
sual dimensions (which apply to all types of nodes, i.e. lapes)
summarized in Figure 5. Properties can be edited using @&xont
tual popup menu or a panel. In order to reduiseosity[17] (how
much effort is required to edit a program), consistency kbetce
made whenever a property is changed, and other propertigs ma
consequently change. For instancd/RME node cannot express
both a negative constraint (absence of the node) and betdrat
the same time. So, if its “extract” property is set to true wheak-
ing it a negative constraint, the “extract” property is anggically
set to false.

This set of properties seems to provide an acceptable lmtsc

DTDs) while VPMEs are expressed on the foreground layer. The tween expressiveness and complexity of the visual reptasien.
interior of VPMEnodes can be either transparent (nodes expressing o instance. XPath features special axes that can be ugeihto

selection constraints) or semi transparent (nodes to ractat).

to nodes which are not directly accessible in the tree witipeet

VPMEs are also structured as trees, and are represented using g, yhq contextual node, likillowing-sibling. Most axes are invis-

formalism close to the ones used to represent XML documents
and DTDs. Therefore, ¥PME resembles the source structure it
is supposed to select and extract information from. Thiveps

the idea of a visual filter since ¥PME, when superimposed on
source nodes that would be selected by it give the impregsion
match “visually”.

To solve the legibility problem caused by the two superinggos
layers, users have two options when creatfiRMEs: they can ei-
ther show/hide source documents in the background layeillat w
with a keyboard shortcut, or VXT can render them so that they
do not visually interfere with/PMEs. This is achieved by render-
ing source documents using shades of grey with minimum con-
trast while VPMEs are rendered in the foreground with highly-
contrasted vivid colours.

6.1 Construction

VPMEs are built mainly visually. The user first selects the type
of node (identified by its shape) he wants to create in a atdtt

ible in VPMEs since they are implicitly specified by the position
and nature of nodes with respect to the contextual node parg.
ent, descendant). These special axes, which are not essential but
can simplify the user’s task, are not yet supported in VXTause

of their higher abstractness, which makes them more difficul
represent.

Figure 6(a) shows ¥PMEthat selectgxtbody elements (its true
colour is green, as faubject andmail) on one condition: they must
have at least one element child (with no constraint on itsg)am
The grey fill colour is actually a semi transparent blue colodi-
cating that this information is extracted when ¥@ME matches.
Figure 6(b) shows & PME that matchesubject elements and ex-
tracts their textual content. As expressed by the dashdoheut
the text node(s)’s presence is not required forWiRME to match.
Finally, Figure 6(c) illustrates a more comple®PME that selects
mail elements on the following conditions: they must hageraer
element as a direct child, andsabject element as a descendant.
Furthermore, theender element must contain some textual data,

icons, and then clicks in an existing node to add the new one aswhich is extracted, as is theubject element. It is of course pos-

its child (clicking in an empty region creates a n&f®ME). New
VPME nodes, and even entiPMEs can also be created by ex-
tracting and converting subtrees from background XML insés
(the user can make a shallow or deep copy of a source nodeh whic
is converted in th& PMEthat would select it). One node, called the
contextual node, represents the node that is actuallytedley the

sible to express much more compéRMEs including constraints
on the position of nodes (expressed textually) and alsotivega
constraints.

6.2 Evaluation
Itis not always easy to predict whatv@MEwill select nor to ex-

VPME Other nodes, which can be ancestors or descendants of thepress exactly the constraints to select specific nodestHeigfore

contextual node, express selection constraints, dataeatbected,

essential for users to be able to test them against sourznaes
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Figure 8: Reply: insert 'Re:’ in Subject

at any time and modify them accordingly without having to thie
entire program ([17progressive evaluatign The superimposed
layers make it possible to dragPMEs on top of source document
nodes in order to test whether they match the selection i@ntst
or not, highlighting nodes which match the dragd&4ME.

7. BUILDING THE RESULT TREE

Transformation rules being relatively independent of ameatlaer
(dependencies are limited to rules calling other rules éir thight-
hand side), result fragments produced by transformatites rare
specified in separate windows, called template windows fone
eachVPME). This addresses part of the scalability problem [8]
(the ability to handle realistically-sized problems) bgating pro-
cedural abstractions. Having all rule productions definedhie
workspace used fovPMEs would quickly make it over-cluttered
and difficult to manage. Instead, each rule is representiésl @vn
template window, which can be opened, iconified and closedllat
by the user.

A template window represents the entire rule: it containshen
left-hand side a synchronised copy of MBME, and on the right-
hand side the output result fragments produced when theigule
applied.

7.1 Basic instructions

As for VPMEs, nodes of the result-tree fragment can be cre-
ated from scratch by selecting a constructor in a paletteanrbe
the output of a transformation operation applied to nodéseted
from the source (identified by their semi transparent bluewran
the VPME). These resultant nodes are linked to their source in the
VPME by a broken line, to which an icon representing the type of
operation applied is attached.

Depending on the operation and on the extracted node typ€, VX
is sometimes able to infer the output node type and givesihis
formation to the user by assigning the appropriate shapeargle,
diamond,...) to the node in the result-tree (which is otlisewen-
dered as a circle, meaning that the type is unknown). Auailab
operations (and their equivalent in XSLT) are summarisddvie

textbod

&

&

B

Figure 9: Reply: quote the original text

with acceptable input and corresponding output types.

Operation Icon Input Output
deep copy of node element element
attribute attribute
xsl:copy qb text text
xsl:copy-of unknown unknown
extract text from node element text
Ifl_}l attribute text
text text
xsl:value-of unknown text
apply rules to node element unknown
attribute unknown
@ text unknown
xsl:apply-templates unknown unknown

Figures 7, 8 and 9 illustrate a transformation that prepanes
ply to a mail document conforming to the DTD in Figure 4. Trans
formation rules are shown as they appear in each window, with
the synchronised copy of théPME on the left and the associ-
ated result-tree fragment on the right. The rule in Figurelgéats
mail elements under the following conditions: they must have non
emptysender andrecipient elements, and there must baubject
and atextbody element (no constraint is expressed on their respec-
tive content). When this rule is fired, a newail element is created,
with adate child and aref attribute.sender andrecipient are copied
from the source and inverted, while transformation rules a-
plied again orsubject andtextbody. The rule illustrated in Figure
8 selectsubject elements, which can be empty as expressed by the
dashed outline of the textual node. This rule produces asobjact
element, with a textual node “Re:” to which it appends the:gaif
the original text if it exists. The equivalent rules are give XSLT:

<xsl:template match="subject”>
<subject>
Re: <xsl:value-of select="text()"/>
</subject>
<Ixsl:template >

and Circus:

tree # <label=%'subject’, sub=[?s]> —
y := <label="subject’ ,sub=['Re:’ ,s]>
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Figure 10: Reply: quote every paragraph of the original text

<textbody >
“<p>Hello Jean-Yves,</p>"
f<p>
Have you listened to
<cite>My Favorite Things</cite>
by John Coltrane?
<Ip>"
“<p>Emmanuel</p>"
</textbody >

Figure 11: Reply: quote every paragraph

Finally, the last rule (Figure 9) copies the content of tie-
body element, which is made @felements according to the DTD,
surrounds the set gfwith double quotes, and creates a neele-
ment in which the user will put his answer. XSLT and Circugsul
equivalent to this one are:

<xsl:template match="textbody[p]">
<textbody >
“ <xsl:copy-of select="text()"/> " <p></p>

</textbody >
</xsl:template>

tree # <label=%'textbody’,
sub=(?++[<label=%'p’ >]++? and ?sq)> —
y := <label="textbody’ ,sub=["",cat(sg[<label=%"p’ >]),” 1>

7.2 Advanced control structures

Control structures such as while- and for-loops are notyeag-
resented in visual programming languages because of their c
plexity and abstraction. Some languages such as LabVIEW rep
resent them explicitly. A more interesting approach in dioma
specific visual languages consists of trying to hide loopsash
as possible by integrating them with other entities in a nfipagu-
ral” way. This is the approach taken in VXT for loop constsict

Extraction instructions in & PME can potentially return sev-
eral nodes. They are therefore implicitly considered asniatl
loops. If each iteration only produces the output of the ¢fan
mation operation, the loop does not need to be identifiecallisu
as in XSLT, theselect attribute can potentially return a forest, but
anxsl:for-each instruction is only required when other nodes than
the ones coming from the forest are associated with the ptimgiu
of each iteration. Similarly, explicit for-loops are sigpdlelim-
ited by a special-colour rectangular region that surrouhdset of
nodes produced by each iteration. As an example VIRME in
Figure 9 extractp elements from the textbody, and can potentially
return a forest. These elements are copied in the resuliniat
and it is the entire set which is surrounded by double quates,

subjact

o0
o

Figure 12: Reply: more complex rule for subject generation

VXT also provides conditional constructs similar ssl:if and
xsl:choose. An if construct consists of a condition/production pair,
expressed in two adjacent green rectangles in the reseltftag-
ment. Conditions (in the left rectangle) are expressetRSIES
evaluated with respect to the contextual node and whichcatain
extraction nodes, as standar@MEs. The right-hand side rectan-
gle contains a tree-fragment that is included in the rese#-only
if the condition is true. As far as thehooseconstruct is concerned,
condition/production pairs are stacked vertically, thypressing
the idea of one choice among a set of alternatives as in thlvis
formalism used to represent DTDs. A darker background dslor
assigned to the optional default alternative correspanairkKSLT
to xsl:otherwise. Figure 12 illustrates a rule that could replace the
one in Figure 8. This rule also matchesject elements, but checks
whether the string “Re:” is already present in the originddject. If
that is the case, it just copies the original subject in tisaltewith-
out inserting a second “Re:” in front of it. ExpressiofiRe:"++?
is a Circus filter that checks whether a string begins with:*Re
not. The second alternative (darker background) correfsptmthe
default choice. Note that théPME in the left-hand side rectangle
does not express a condition since the node’s outline isedash
is used to extract the textual content of theject element (this
VPME is evaluated with respect to the contextual node, i.e. the
subject element).

Finally, as in XSLT, template rules can have a name which is
used to manually call them from a production without haviag t
match any node in the source document. These rules, which may
not have an associat&PME, are accessible from a list containing
all named templates, and are identifiedaipply-template®pera-
tions by their name.

8. CONSTRAINING USERINTERACTIONS

The syntax-directed environment combined with constsadmt
user interaction make it possible to prevent the user frorkimga
certain kinds of syntactic and semantic errors that wouléetise
have been detected only at execution time. Only meaningfidras
are authorized, thus guaranteeing the correctness of twfisgl

eachp element. If, on the contrary, the user wants to surround each transformations.

individual p element in the result with quotes, then he just has to
associate dor-eachregion (filled with an oblique line pattern in
Figure 10) to the element in the result containing two text nodes
with quotes in addition to theelement itself. The result of this rule
applied on theextbody element in Figure 1 is illustrated in Figure
11 (although this is well-formed XML, this example is unistt

and should only be taken for what it is: a way to quickly ilhage
for-loops).

User interaction is constrained for botiPME and result-frag-
ment construction. For instance, it is not possible to putlen
ment node resulting from a deep copy inside an attribute ex@a t
node. Also, depending on the specification mode (Circus &TXS
someVPME constructors and transformation features are disabled
to make sure that the specified transformation is compatiiie
the chosen language. The user is however allowed to switch be
tween the two specification modes, the environment beingange



of reporting incompatibilities.

9. RELATED WORK

Integrated development environments for XML such as XML
Spy [4] or eXcelon Stylus [1], although often termed as Visua
are not true visual programming languages, but visual progr
ming environments in which transformations are specifiedlute
ally, and are therefore very different from the solution wegent.
Another kind of language related to visual programming legges,
are programming-by-demonstration systems, such as XSéiwD
[23]. They are very useful for end-users who do not want tenlea
any programming language since they allow them to concentra
on the result (in this case presentation) without paying attgn-
tion to the programming task. The system infers generakfoan
mation rules from the user’s history of actions, sometime&ing
inappropriate generalisations, and significantly lingtithe com-
plexity of transformations that can be expressed. XSLWi,[2
a slightly different system, allows the specification ohsforma-
tions by graphically mapping fields of source and target s
therefore also limiting expressiveness.

On the side of true visual programming languages, XML-GL
[9] and Xing [14] are languages for querying and restruatyri
XML data. They both define themselves as visual XMuery
languages, which makes them close to textual languagesasuch
XQuery, whereas VXT is a visual XMtransformationlanguage,
thus closer to XSLT. The restructuring capabilities of gukan-
guages makes the frontier between them and transformation |
guages blurred [24], the main difference being that quargdages
can express more complex queries while the transformagisinii-
cturing part of transformation languages is more powerdule¢y
language restructuring capabilites are often limited tmgmng and
sorting and do not allow cascading of rules). The same isfoue
XML-GL when compared to VXT, the other main difference com-
ing from the chosen representation system: both handle XML i
stances and DTDs, but XML-GL uses standard node-link graphs
which are, in our opinion, less scalable.

Xing is designed for a broad audience including end-users wh
wish to create queries, also expressed as rules, contanfargna-
tion on the structure to be queried. It is therefore signifilyaless
expressive than XML-GL and VXT. It relies on a form-basecint
face which does not support DTD representation and whicls doe
not seem able to handle large documents, thus limiting tbletéo
small transformations for end-users.

Finally, neither Xing nor XML-GL seem to provide any interac
tive feature to help the user in his task, like the possibiit test-
ing queries on XML instances without running the entire pang
(progressive evaluation), or the display and use of DT Dis®adoc-
uments to help build queries (mentioned in future work, bott n
clearly defined). Both solutions appear to take advantafeain
static features o¥/PLs but do not exploit any dynamic capability.

10. FUTURE WORK

A more advanced version of Circus including type extensions
order to support a better DTD and XML Schema mapping is under
development (and could be extended to support additiomensa
languages such as TREX [11]). It will allow VXT to display all
schema languages for which a Circus mapping is provided. The
mapping of schemas on Circus types could also be used torexplo
how user interactions can be further constrained in orderdaduce
documents that are valid with respect to a given schema,least
valid result fragments for each transformation rule.

An interesting feature of visual environments is the skietglof

some program entities, such as the user would do on a piea of p
per. This technique is not always appropriate, but someuages
such as Forms/3 [18] and DocSketch [29] use it at least foresom
specification tasks (involving easy-to-recognise shapksyould

be interesting to allow the user to skete®®MEs, primarily for
specification but also when searching for an existing onar¢se
capabilities for program entities in visual languages israpor-
tant issue). Finally, a usability analysis is planned tduaiz the
usefulness of documents represented as 'background imagéds
the expressive power of the language (which will also beustad

by trying to create complex transformations such as MathfiL.c
[26], an XSLT stylesheet which converts MathML Content data
MathML Presentation documents that can then be rendered).

11. CONCLUSION

We have presented a visual language for the specificatioiviaf X
document transformations which can be exported to two téage
guages: Circus and XSLT. This domain-specific programmemng |
guage tries to simplify the complexity brought about by tifeed
ent levels of abstraction (transformation rules, docunresiances,
schemas), by unifying them in a single visual representaystem
focused on tree structures, and by providing visual metaptiose
to the mental model associated to the considered transfiomsa

VXT is also an interactive environment in which transforioat
programs can be run and debugged, and which takes advaritage o
dynamic capabilities associated with graphical enviromsiesuch
as the progressive evaluation of transformation rules,tbegre-
vention of some kinds of errors by constraining user intéoac
Finally, the chosen representations, combined with thégation
model and its continuous zooming capabilities, should maxe
suitable for specifying realistically-sized transforias.
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