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BP 239 F-54506 Vandceuvre-les-Nancy Cedex
e-mail: fissore@loria.fr, gnaedig@loria.fr, Helene.Kirchner@loria.fr

Abstract. We propose a transformation based method for proving termination of ELAN
strategies. We first give a sufficient criterion for ELAN strategies to terminate, only ly-
ing on rewrite rules involved in the strategy. We then give a simplification process of
strategies, itself described by rewriting, to empower the previous criterion. This simpli-
fication, beyond easing termination proof of strategies, can both facilitate elaboration of
specifications and ease proofs of other program properties.

1 Strategy-guided evaluation in rule-based languages

Rule-based languages like ASF+SDF [18], Maude [8], Cafe-OBJ [11], Stratego [24] or ELAN
[4,3] are now used for various applications like constraint solving, protocol verification, mod-
elization of biological or chemical systems, and more. Nowadays, these systems deserve all the
more interest as they are backed up by efficient compilers or interpreters. The declarative as-
pects of programming brought by rewrite rules can be enforced by a declarative language for
expressing control as for instance in [15]. In a more general context, methods for controlling
non-deterministic computations [20,21,16] are used to reduce backtracking.

The ELAN system, in particular, provides an environment for specifying and prototyping de-
duction systems by allowing to combine rules with strategy operators. Evaluating a data in
the rewriting context consists in exploring all possible rewriting derivations. The strategy op-
erators combining the rules are used to refine the rewriting process while preserving its non-
determinism. They restrict the search space by describing the form of the best derivations to
get results.

In this context, as in programming in general, termination is a key property. It warrants, in
particular, the existence of a result for every evaluation of a program. Our purpose here is to
study termination of ELAN-like strategies. The idea is to transform the termination problem of
a strategy, very difficult to tackle directly, into the termination study of a conditional rewriting
system (CRS in short). The transformation we propose is a simplification in the sense that
operators of the strategy are suppressed, as well as redundancy of rules implicated in the
program. The structure of the resulting program is then simpler ; it has in general significantly
less rules than the initial one, and so is in general more readable.

For related work, R. Kieburtz, in [17], defines a programming logic for rewriting Stratego-like

strategies [24]. His study consists in characterizing the largest set of terms verifying a certain
property P once transformed by a strategy S. However, no termination result emerges from
this work, and recursion is explicitly assumed terminating.
Some of the simplifications of this paper have been inspired from [19], where many laws on
ELAN-like strategies (called tactics) are established. The notion of simplification of strategies
also occurs in [25], but, as we will see, ours is the first one that preserves both semantics and
termination behaviour, may the strategies terminate or not. This work can also be of interest
for rule-based languages like Stratego [24], Maude [8] and Cafe-OBJ [11], previously cited, and
for declarative languages [21, 16], since they have strategy features similar to the ones described
in this work.



The paper is organized as follows. In Section 2, we present the background and introduce
the strategies studied in the paper. In Section 3, we introduce a method for proving termination
of these strategies. In Section 4, a simplification process empowering this method is proposed.
Tlustrative examples are given.

2 Rule-based programs with strategies

We assume that the reader is familiar with the basic definitions and notations of term rewriting
given for instance in [7]. In the following, we denote X a (potentially infinite) set of variables.
T(F,X) is the set of terms built from a given finite set F of function symbols f having (possibly
variable) arity n € N (which is denoted f : n), and the set X. Given a term t € T (F, X), Var(t)
denotes the set of variables in ¢. The normal form of a term ¢ w.r.t. a TRS R is denoted tx.
A substitution is an assignment from X to T (F,X), written 0 = (z — t)...(y — u), and
identified with the finite set of equations (z = t) A... A (y = w). It uniquely extends to an
endomorphism of 7 (F,X). The result of applying o to a term ¢t € T (F,X) is written o(t)
or gt. The domain of o, denoted Dom(o) is the finite subset of X such that oz # x. The
range of o, denoted Ran(c), is defined by Ran(c) = U,epom(r) Var(oz). We have in addition
Dom(o) N Ran(c) = §. The restriction of a substitution o to a set of variables X is denoted
ox, and is defined by Dom(ox) C X, and oxz = oz for every z € X.

From the programmation point of view, a rule-based program with strategies enables to
specify system calculi based on multi-sorted rewriting theories ; each theory is described by a
program consisting of a signature, a set of rewrite rules for calculus and execution strategies
for control.

Given a program F describing a theory, we denote Fg the set of symbols of the signature,
where the subscript £ may be omitted if there is no ambiguity. We denote Lg the set of its
rules, assumed labelled to enable strategy constructors to use them later on. Several rewrite
rules may have the same label ; hence a labelled rule is a set of conditional rewrite rules built
over terms of 7 (Fg,X). The syntax of a rewrite rule is

[label] I —» rif c

where label is the label of the rule, (I — r if ¢) is a conditional rewrite rule, where I,7,¢ €
T(Fg,X) are respectively the left-hand side, the right-hand side and the boolean conditional
part of the rule. By convention, we have Var(r) U Var(c) C Var(l).

In the following, to fix ideas, we will consider the strategy language offered by the ELAN
system. Strategies consist of terms built on Fg U Sg, with Sg = Lg U {id, fail,dk, dc, first,
“7” repeat*}. The dk operator is an abbreviation of dont know choose, and selects non-determinis-
tically all strategies given as parameter. The dc operator, for dont care choose, chooses in a non-
deterministic way one strategy that does not fail. The first operator selects the first strategy
that does not fail. It is similar to the classical structure if-then-else-orelse in other languages.
The “” operator expresses composition of strategies, and the repeat* operator composes a
strategy with itself while it is not failing. Note that this is the case of recursion we consider in
our study. Id is the identity strategy, and fail a strategy that always fails. Given a strategy
S € T(FUS, X), for i > 0, we inductively define S¢ by S° = id and S*+! = S%; S. The semantics
of the strategy operators is given in Table 1, and borrowed from [2].

Strategies apply to terms to give sets of terms, empty if the application fails. Application of a
strategy S to a ground term ¢t € T (F) is denoted S(t), and computed with rules of Table 1.
For readibility, we may also use the notation [S](¢). Labelled rewrite rules apply to a term at
the top position ; however, a congruence strategy enables the application of a strategy deeper
in a term. We denote w» the rewriting relation on strategy applications induced by rules
of Table 1. Its reflexive transitive closure is denoted #»". Normal forms of this rewriting are
sets of terms. Due to the non-determinism of some strategy operators, we may have two sets



Table 1. The ELAN strategies : atoms and operators

Label/Operator Notation Functional semantics / Definition
Identity id
[ed] (t)r>{t}
makes no transformation, but never fails.
Failure fail

[fail] (£)+550

always fails.

Labelled rule

Uy — V1 if C1
(5]

Un — Up if Cpn

[S](#){avi|au; =t A ac; =" true}

gives all one-step reductions of ¢ at the top position with the set of]
conditional rewrite rules of S

Composition

S1; 52

[S1; Sty

t'€[S1](¢)

[Sa](t)

returns all results (maybe none) of S> applied to the results of Si.

Congruence

f(S1,...,5%)

[£(S1,--, S)(g(t1, - - tm))
Uus etsaiten),sunetsnln) £ un)

if f=gand Vi:[Si](t;) #0
0 if f=gand 3i:[S:](t;) =0
0 iff#g

enables the application of a strategy deeper into a term.

Don’t know

dk(S1, -, 5n)

[dk(Si,. .., sn)](t)»»U [Si](t)

returns all results of Si,...,S,. Whatever the term ¢, every strategy
S; is tried in all possible ways on ¢.

Don’t care

dc(Sl, .. ,Sn)

0 i UL, S =0
et 00 50 i 8570 £

chooses non-deterministically a successful strategy among Si,...
and returns all its results.

s Sn

First

first(Si,...,Sn)

. 0 it Uiz, [Si](t) =0
[first(S1,. .., Sn)](t)H_»{ [S;](8) if =0 [Si](t) = 0 and [S;](t) # 0

selects in a sequential way the first strategy that does not fail, and
returns all its results. If S; is selected, then Si,...,S;—1 have failed.

Repeat

repeat™ (S)

i
[repeat” (S)](8)+»[S7)(¢) if [S7*](t) = 0 J\ [S)(t) # 0

i=0

iterates the strategy S until it fails and then returns the last result.
Remark that if S fails, then repeat™(S) is equivalent to the id strategy.
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of terms E; # E, such that S(¢t) w»* E; and S(t) w»* Ey. We write S(t) C S'(t) iff for every
set of terms E such that S(¢)#»* E, there exists an evaluation of S’(¢) such that S'(¢)w»* E',
with E C E'. We write S(t) = S'(t) iff S(t) C S'(t) and S'(t) C S(t). We say that S and S’
have the same semantics iff S(t) = S’(¢) for every ground term ¢, that S(t) terminates (or is
terminating) if every evaluation of S(t) terminates and that S terminates (or is terminating)
if S(t) terminates for every ground term ¢. We say that two strategies S and S’ have the same
termination behaviour if for every ground term ¢, S(¢) terminates iff S’(¢) terminates, and that
two strategies S and S’ are equivalent iff they have both same semantics and termination be-
haviour.

Remark that two strategies S and S’ may have the same semantics without having the same
termination behaviour ; if we consider a terminating strategy S and a strategy S, such that
there exists no terminating evaluation of [Sw](t) for every ground term ¢, then the strategies
dc(S, Sw) and S have the same semantics, but the first is not terminating, while the second is.
Remark also that given a ground term ¢ € 7(F) and a strategy S, we can infer from the rules
of Table 1 that if [S](t) ¥ 0, then every evaluation of [S](t) fails. By abuse of notation, we
may denote [S](t) = 0 for [S](¢)w»* 0.

Table 2. Collection of TRSs used for termination

( Rules(id) — {z =z}
Rules(fail) -0
Rules({...}) —={...}
Rules(dk(S1,...,5:)) — Ui_; Rules(S:)
LR ={ Rules(de(S1,...,8.)) — Ui, Rules(S;)
Rules(fzrst(Sl, -..,8%)) = Ui, Rules(S;)
Rules(f(Si,-. Sn)) — U, Rules(S;) if f € F
(
(

Rules(S1; S2) — Rules(S1) U Rules(Ss2)
| Rules(repeat™(S)) — Rules(S) U {z — z}
(TERMIN(S) — T(true, S)
T(b,1d) — true
T(b, fail) — true
T®,{...}) — true
T(b,dk(S1,...,52)) = N, T(b,S:)
T(b’ dC(Sla SR S’n)) - /\?:1 T(b: Sz)
T(b, first(S1,...,Sn)) — T(b,S1) NI, T(false, S;)
T, f(S1,-.-,5n)) S N, T®,S:)if feF
T(b, S1;52) — T'(b,S1) NT(false, S2)

Termin =

true if Rules(S)| .5 is terminating or
T(false,repeat™(S)) — {
# otherwise
true if {...} is e-terminating
T (true,repeat™({...})) — { false if {...} is not e-terminating
# if {...} cannot be proved e-terminating
{ true if S # {...} and Rules(S)| .5 is terminating or
—

T (true, repeat™(S))

\ i if S # {...} and the above condition is false

is e-terminating and S contains no congruence strategy

is e-terminating and S contains no congruence strategy

3 Termination of strategies

Given a strategy, we propose a way of extracting a set of labelled rules whose termination ensures
termination of the strategy. A first, naive approach for proving termination of a strategy S is



to prove termination of the set of all labelled rewrite rules involved in S. Indeed, given a set
of labelled rewrite rules, strategy operators are used to constrain the rewriting, and hence
restrict the possible applications of the rules. If termination of all applications is proved, then,
in particular, so is termination of a strategy restricting these applications. By decomposing the
strategy term and gathering the involved set of rules, the rewriting system LR on T(FUS U
{Rules:1}, X) given in Table 2 rewrites Rules(S) into this set.
Remark the particular rewriting of Rules(repeat*(S)), evaluating in Rules(S) to which id is
added. Indeed, id is hidden in the strategy repeat*(S), and applies if S fails. In particular, a
strategy repeat*(repeat*(S)) cannot be terminating, even if S is.

Before using LR to prove termination of strategies, let us remark that since labelled rewrite
rules only apply at the top position, we can restrict their termination study to the particular
case of e-rewriting, that is rewriting at the top position.

Definition 1. Given a CRS R built on T(F,X) and two terms t,t' € T(F,X), we say that
t e-rewrites into t' iff t —%5 t'. We say that R is e-terminating iff there exists no infinite
e-rewriting chain in R.

We can now state a first sufficient condition for termination of strategies. The complete proofs
of the results presented in this paper can be found in the appendix.

Proposition 1. Given a strategy S, the reduction of the term Rules(S) with LR terminates
and results in o set of rules such that : if Rules(S)| . is e-terminating, then S terminates.

Classical methods for proving termination of CRSs [6,14] rely on simplification orderings
and then show general termination, hence in particular e-termination. In Section 4.1, we propose
a sufficient condition for proving e-termination of a set of labelled rewrite rules when classical
methods fail, in some cases.

Proposition 1 can be refined, since it considers all rules of a strategy, while only some of
these rules may cause non termination. For instance, let us consider the strategy S = {f(a) =
g(a)};repeat*({g(a) — f(a)}). Obviously, S is terminating : for any ground term ¢, the rule
f(a) = g(a) fails or applies and, if it applies, the rule g(a) — f(a) can apply only once. However,
we have Rules(S)),.r = {f(a) — g(a),g(a) = f(a)}, which is obviously not e-terminating.

The intuition suggests that non termination can be caused only by recursion. We then use
Proposition 1 for strategies encapsulated by a repeat® operator. Moreover, if the encapsulated
strategy is a set of rules S, then we have equivalence between e-termination of S and termination
of repeat*(S), and in this particular case, non termination of a strategy may be shown. If S
is not a set of rules, then e-termination of the set of rules Rules(S)), . is just a sufficient
condition for termination of S.

For strategies that are not headed by a repeat™ operator, we infer from the semantics given in
Table 1 and the definition of a terminating strategy the following conditions for termination :

— if S =id, fail or {...}, then its application consists of a finite number of one-step rewritings,
and hence terminates ;

— if S= f(S1,...,5,), for f € F, then S terminates iff Si,...,S, are terminating ;

— if S =dk(S1,...,Sn), then S terminates iff S,...,S, are terminating ;

—if § = de(Sy,...,Sn), application of S may evaluate into application of S;, for some i €
{1,...,n} ; therefore S terminates iff Si,...,S, are terminating ;

— if S = first(S1,...,S), application of S may never evaluate into application of Sj,. .., Sp,
for j > 1 ; this is why termination of Si,...,S, is just a sufficient condition for S to

terminate. However, if S; does not terminate, then neither does S ;
— if § = §1;.5,, a sufficient condition for S to terminate is that S; and Sy are terminating.
However, like for the previous point, if S; does not terminate, then neither does S.

The above conditions for termination induce a transformation that preserves termination and
can even sometimes ensure non termination of a strategy. This transformation is defined by a



TRS Termin on T(FUSU{TERMIN :1,T:2,true:0, false:0,4:0}, X) such that given a
strategy S, S terminates if the term TERMIN(S) built on S with the new symbol TERMIN
rewrites into true and does not terminate if TERMIN(S) rewrites into false. Termination of
S is undetermined if TERMIN(S) rewrites into f.

Reduction of the term TERMIN(S) is achieved in a classical way through reduction of the
term T'(b,S) where b is a boolean value, initially ¢rue, indicating whether the reduction will
give a necessary and sufficient condition or just a sufficient condition. The value f extends the
boolean values true and false by § Af =4, § Atrue = 4, § A false = false. See Table 2 for
T ermin, whose correctness is ensured by the following theorem.

Theorem 1. Let S be a strategy. Then the reduction of TERMIN(S) with Termin terminates
and its normal form is either true, false or §, and :

— if TERMIN(S)l1ermin = true, then S terminates ;
— if TERMIN(S)!7ermin = false, then S does not terminate.

A corollary of Theorem 1 is that any strategy containing no repeat™ operator is terminating.

Example 1. Let us come back to the strategy S motivating the refinement of Proposition 1 :

{f(a) = g(a)}; repeat™({g(a) = f(a)}).

With Termin, we have the reduction :
TERMIN(S)
— T(true, {f(a) - g(a)}; repeat*({g(a) - f(a)}))
— T(true, {f(a) - g(a)})
A T(false, repeat*({g(a) - f()}))
— true A T'(false, repeat*({g(a) = f(a)}))
— true A true
— true.
Consequently, by Theorem 1, S is terminating.

Our termination criterion is still too coarse, for we have not taken into account the way
strategy operators make their arguments interact. For instance, let us consider the strategy S :

repeat™(first({f(a) = g(b)},{f(2) = g(2), 9(a) = f(a)}))-

Theorem 1 proves that S terminates if { f(a) — g(b), f(z) = g(z), g(a) = f(a)} is e-terminating,
which is not the case, because of the infinite e-derivation

fla) — g(a) — f(a) — ...

Yet, the semantics of the first operator ensures that the rule f(z) — g(x) cannot apply with
the instance x = a, because of the first argument of the first strategy. In fact, S terminates.
We then need to exploit the semantics of the strategy operators for proving termination of
strategies in a finer way than previously. An appropriate way consists in simplifying, in some
sense defined later on, a strategy into another one whose termination is easier to prove and
ensures termination of the original strategy.

4 Simplification of strategies

We then propose to exploit the particular definition of strategy operators to define a reduction
mechanism on strategies. We come up with rewrite rules transforming strategy terms into
equivalent ones, i.e. having both same semantics and termination behaviour. To distinguish
rewriting of strategies from rewriting applied to data ¢ of programs, we will denote the reduction



relation on strategies by <. Defining the “size” of a strategy by its number of labelled rewrite
rules and strategy operators, the main idea is to make this size decrease when simplifying a
strategy S into a strategy S’. We propose a simplification process empowering the termination
criterion described in Section 3, by removing labelled rules and strategy operators.

Starting from very simple observations, we can easily, in a first step, introduce simplification

rules dealing with properties of the failure and success of a strategy, i.e. of the particular
operators fail and id. They are rules (1-9) of the system SZMPL given in Table 5 at the end
of Section 4, where all simplification rules of the paper are gathered.
Remark that one would also expect the simplification rule S; fail — fail in the list of rules
above, but this rules does not preserve the termination behaviour of the left-hand side strategy.
Indeed, if S is not terminating then neither is S; fail, while the strategy fail always terminates.
The rules (6) and (7) express that the fail strategy is never selected in the list of arguments. On
the opposite, the rules (8) and (9) express that if a strategy S cannot fail, then the strategies
occuring after S in the list of arguments of a first strategy will never be selected.

Now, rules expressing the distributivity of the composition can also simplify strategy expres-

sions. See rules (10-12) in Table 5. Note however that though the “” operator is distributive
over congruence and dk strategies, it is not over dc and first strategies.
To illustrate the non left-distributivity over the dc strategies, let us consider the application
of the strategy dc({a — b},{a — c});{c — d} to the term a (for conveniency, we some-
times use rewrite rules instead of their label). It results either in the empty set or in {d},
while the application [dc({a — b};{c — d},{a — c};{c — d})](a) always results in {d},
and hence never fails. The right distributivity is not correct either, such as illustrated by
[dk({a — b},{a = c});dc({b — d},{c — e})](a) w»* {d,e}, while [de(dk({a — b}, {a —
c});{b = d},dk({a — b},{a = c}); {c — e})](a)+»* {d} or {e}. Similar counter-examples can
be found to prove the non-distributivity of the composition over the first strategies.

When encapsulation of arguments by a strategy combinator is superfluous, we propose a
way of flattening strategies with rules (13-20). For the rule (20), we assume that f € F and
Var(l;) N Var(l;) = 0,Vi # j.

Finally, we deal with redundancy of arguments in first and dc strategies by removing
arguments that are syntactically equal to other ones. See rules (21),(22).

Let us now tackle more complex simplifications.

4.1 Composition of labelled rewrite rules

We now focus on the simplification of the composition of sets of labelled rewrite rules. As said
above, the main purpose of the simplification is to reduce the number of rewrite rules occuring
in a strategy, which has a direct impact on its termination study with our termination criterion.

We recall that labelled rewrite rules apply only at the top position ; given a ground term
t, the application of the composition of two labelled rewrite rules Iy — ry if ¢1;l5 — 79 if ¢3 to
t can then either fail or result in a singleton. Putting the conditional parts aside, the previous
composition succeeds if there exist two ground substitutions aj,as such that ¢ = «a;l; and
o171 = aols. Assuming there is no variable shared by both rules, the domains of a; and as
are disjoint, and the last condition is equivalent to the existence of a unifier of r; and 5. The
following Proposition formalizes this result and extends it to the conditional case.

Proposition 2. Letly — ry if ¢1,la — ro if co be two labelled rewrite rules, and let us assume
that any rewriting step only occurs at the top position. Then, for any ground term t € T (F),
we have :

— [li = r1if ersle = re if 2](t) =0 if r1 and I are not unifiable.
— [li = r1if eryla = 7 if )(8) = [l — pre if per A pes](t) if pis a most general unifier
of r1 and l5.



We now infer from Proposition 2 the two-rule TRS Comp on T (FUSU {comp:2}, X) given
in Table 3 such that given two labelled rewrite rules (I1 — 71 if ¢1), (I2 = 72 if ¢3), the term
comp(ly — r1 if e1,lo — 7y if ¢3) rewrites into a set of rules equivalent to the composition of
the two rules. This set of rules is either the empty set, or a singleton. Rule (23), in Table 5,
simplifies the composition of two sets of labelled rewrite rules {...}; and {...}2 into a new
(possibly empty) set of rewrite rules, by using Comp. Let us give an example illustrating how
efficient this simplification may be.

Ezxample 2. Let us consider the strategy

S =A{f(z) = g(z), f(z) = h(0,7)};
{r(1,2) = f(1), h(z,y) =y, F(1) = R(1,1)}

By using the simplification rule (23), S rewrites in the union of the following six sets of rules :
comp(f(z1) = g(z1),h(1,22) = (1) comp
comp(f(ah) - g(.z'1) (.’l?2 y2) - yQ)JrComp
comp( (131) - g( ) (1) - h(l 1))~LComp
comp(f(z1) = h(0,21), h(L,22) = f(1)Ncomyp
comp(f(:ln) - h(O mll) h(.’l}2, y2) - y2)~LComp
comp(f(z1) = h(0,z1), f(1) = h(1, 1)) comp
The fifth set is reduced into {f(z) — z} by using the second rule of Comp with the unifying

substitution g = (£2 = 0 Az; = Ay = ). The other sets are reduced into () by using the
first rule of Comp.
Then S simplifies into S" = {f(z) = z}.

Given a set {...} of labelled rewrite rules, rule (23) enables to simplify {...}¢ = {...};...; {...},
for ¢ > 0, into a (possibly empty) set of rules. As mentioned in Section 3, we can induce from
this simplification a sufficient condition for e-termination.

Proposition 3. Given a CRS R consisting of a set of rules {...} built on T(F,X), R is
e-terminating if 3 > 0: {...} S5 ppe 0.

Proposition 3 is of high interest in practice, since it allows to prove specific e-termination of
a non terminating (in the classical sense) set of rules, which often arises for programs with
labelled rules.

4.2 Constraining rewrite rules

The idea now is to suppress redundancy in the application of the rewrite rules occuring in a
strategy by constraining them with extra conditions. On the one hand, the conditional part of
a rewrite rule may be so constrained that it can be shown to be unsatisfiable. In this case, the
rewrite rule is equivalent to fail, and the strategy can be simplified by the rules given at the
beginning of Section 4. On the other hand, constraining rewrite rules restricts their application
domain, and hence may improve their termination behaviour. For instance, the rewriting system
{f(z) = g(x),g(a) — f(a)} is not terminating, but terminates if the first rule is constrained
by the condition x # a.

We propose here a way of constraining rewrite rules occuring in a strategy by using the as-

sumption that other strategies fail. This is of particular interest for strategies like first(Si,...,Sy)
applying to a ground term ¢, which evaluates into [S;](t) only if [S1](¢),- .., [Si_1](t) fail.
As labelled rewrite rules apply to a term at the top position, the main idea is the following :
given a rewrite rule Iy — 7 and a ground term ¢ such that [I; = r1](¢) = 0, we also have
[la = r2](t) = 0 for any rewrite rule lo — ro such that > is an instance of [;. On the opposite,
if I; is an instance o of Iz (I1 = ol3), then we can exclude this instance when applying lo — ro
to t, that is [l — r2](t) = [l2 — 72 if T](t). To ensure that the variables of the condition occur
in [, we must restrict to the case where ¢ is ground. Proposition 4 generalizes this idea to the
case where [; and l> are unifiable, and extends it to the conditional case.



Proposition 4. Let l; — r1 if ¢1 and ls — 7o if co two conditional rewrite rules, t € T (F)
such that Iy — ry if ¢y fails on t. If there exists a unifying substitution u such that ply = pls
and Ran(u) C Var(lz), then we have [la = ro if c2](t) = [l2 = 72 if c2 Anot(pcy A pryara,))](t).

The conditional part not(uci A pyaer@,)) excludes instances of I> equal to Iy and satisfying
c1. For consistency, we denote the empty substitution by the boolean value true ; hence, if
Dom(u) N Var(ly) = 0, the boolean expression not(ucy A pyqr(,)) is equivalent to not(uc;).
Note that the condition Ran(u) C Var(l), together with the usual assumption Dom(u) N
Ran(u) = 0, ensures that for every variable z € Dom(u) N Var(lz), pz is a ground term. Thus
the set of variables of the new condition is still included in the set of variables of I, such as
required by the definition of the conditional rewrite rules.

Table 3. Collection of TRSs used for simplification : composing and constraining rewrite rules

Comp — {comp(ll —riifer,ls > raifes) =0 if 71 and l» are not unifiable
comp(ly = r1 if c1,lo = 7o if c2) = {ply — pra if per A pea} if p = mgu(ry,ls)
( failureRules({...}) —{...}
failureRules(id) —0
failureRules(fail) — 0
failureRules(dk(S1,...,S5n)) < failureRules(S1)U...U failureRules(Sy)
FR = failureRules(de(S1,...,Sn)) < failureRules(S1)U...U failureRules(Sy)
- failureRules(fzrst(Sl, ..,Sn)) = failureRules(S1) U ... U failureRules(Sy)
failureRules(S1;S2) 0
failureRules(repeat™ (Sl)) 0
failureRules(f(S1,...,5n)) — f(failureRules(S1), ..., failureRules(Sy,)) if f € F
LFH{ e de) — U(li‘”“i if eyer W ln) = () i N, ci}
( constrain({...},1 = rif ¢) S {l=2rif c Ay, opern not(pici A pivar@y)}
constrain({. ..},id) — id
constrain({. ..}, fail) — fail
constrain({...}1,{...}2) D Uasr if eyeq..y, constrain({.. .J1,1 = rif ¢)
constrain({...},dk(S1,...,S)) < dk(constrain({...},S1),...,constrain({...},Sn))
co = | constrain({...},dc(S1,...,S,)) <= dc(constrain({...},S1),...,constrain({...}, Sn))
constrain({. ..}, first(Si,...,Sn)) <= first(constrain({...}, S1),...,constrain({...}, Sn))
constrain({. ..}, S1; S2) — constrain({. ..}, S1); S2
constrain({. ..}, repeat™(S)) — iipeat*(S) gtﬁzrvﬁ;nzm({' 1 8) o fail
constrain({...}, f(S1,..-,5n)) — f(S1,...,S)if feF
\ constrain(S1, S2) — constrain(failureRules(S1)| zr, S2) if S1 is not a set of rules

with E = {(ui,¢:)|3(l; — r; if ¢;) € {...} such that u;l = p;l; and Ran(p;) C Var(l)}.

We illustrate on an example how to use Proposition 4 to constrain a rewrite rule.

Example 3. Let us assume that the comparison between integers reduces into true or false.
Given rule; = (g(z1,1) — h(z1) if 21 > 1), aground term ¢ € T (F) such that [rule,](t) = 0, let
us constrain the rewrite rule rules = (g(x3,z4) = f(x3) if z3 > 2) in the application [rules](t).

The intuition suggests that rules can be constrained by adding the condition z4 # 1. In this
way, we exclude possible instances of the left-hand side of the failing rule rule;. Let us apply
the constraining suggested by Proposition 4 to rules, by taking g = (z1 = z3 A 24 = 1). With
such a substitution, the conditions pu(g(z1,1)) = u(g(zs,z4)) and Ran(u) C Var(g(zs,z4)) are
fulfilled.



Proposition 4 then states that, since [rule;](t) = 0, [rules](t) is equivalent to the application
[9(z3,24) = f(x3) if 5 > 2 Anot(zz > 1 Azg = 1)](t). Assuming that the instances z3 and x4
normalizes into integers, the condition is equivalent to x3 > 2 A (z3 < 1V x4 # 1), that is to
(3 > 2 Ay # 1), such as suggested by the intuition.

We then define a TRS CO on T(F U S U {constrain:2},X) such that given two strategies
S1 and S2, the term constrain(Si,S2) rewrites into a constrained form S) of Sy such that
[S5](t) = [S2](t) for every ground term t € T(F) on which S; fails. Thanks to an easy extension
of the failing rule in Proposition 4 to a set of failing rules, we get the first rewrite rule of CO
(the complete TRS is given in Table 3).

Let us now extend the constraint mechanism for a rewrite rule, expressed in the first rule
of CO introduced above, to a constraint mechanism for any strategy S knowing the failure of a
set of rules {...}, using the following facts :

— If S =id or fail, then there is no rule to constrain.

— If S is a set of rewrite rules, then we can try to constrain each rule of S.

— If S = op(Si,...,5n), with op € {dk,dc, first}, then we look for the rules to constrain in
each strategy Si,...,Sn.

— If § = 51; S2, then we look for the rules to constrain in S; only. We cannot deduce anything
on Sy, since S» applies to the results of S;, and not to the term on which the set of rules
{...} fails.

— If S = repeat*(S1), for the same reason as the composition above, we cannot constrain Sy,
which is repeatedly applied. However, S; is not repeatedly applied if its first application
fails. We can then test whether its constraint form is fail ; if it is the case, then S can be
simplified in id.

—IfS = f(S1,...,5,), with f € F, the strategies Si,..., S, apply to the subterms of
the term on which the set of rules {...} fails, and then we cannot deduce any constraint
mechanism.

Hence the 9 following rules in Table 3.

We then have a way to constrain a strategy according to the failure of a set of rules. We finally
extend this failure case to the failure of any strategy. To do so, we define a TRS FR on T (FUSU
{constrain}U{ failureRules:1}, X), given in Table 3, such that failureRules(S) rewrites into a
set of rewrite rules that fail on every term ¢ on which S fails. The rule failureRules(repeat*(S1)) <
(§ of FR is implied by the fact that a repeat* strategy never fails. The last rule consists of simpli-
fying a congruence strategy when all arguments are sets of rules. The following Lemma ensures
the correction of the transformation induced by FR.

Lemma 1. Given a strategy S, we have :

1. the reduction of the term failureRules(S) with FR terminates and its normal form is a
(possibly empty) set of rewrite rules ;
2. every rule of failureRules(S)lrr fails on any ground term t € T(F) such that [S](t) = 0.

Thanks to FR, we can link the constraint mechanism of a strategy according to the failure of
another strategy to the previous constraint mechanism of a strategy according to the failure of
a set of rules, hence the last rule of CO.

Lemma 2. For any strategies S; and S2, the reduction of the term constrain(Sy, Sa) with CO
terminates, and its normal form S} is a strategy such that for any ground term t € T(F) on
which S fails :

(correctness) [S3](t) C [S2](t).
(completeness) [S2](t) C [S5)(2).
(termination) [S3](t) terminates iff [S5](t) terminates.
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Let us now study how to exploit CO for simplifying strategies. As said before, constraining
a strategy with respect to the failure of another one is of particular interest for first strategies.
We recall that the first operator behaves like the classical if-then-else-orelse in other languages.
So, given a ground term ¢, the application [first(Si,...,Sn)](t) evaluates into [S;](t) only if
S1,...,5;_1 fail on t. According to the semantics of the dk operator, the latter condition is
equivalent to the failure of [dk(S1,...,S;—1)](t). The constrained form of each S; is then given
by the normal form with CO of the term constrain(dk(Si,...,Si—1),S;). The first strategy
may then be simplified by the rule (24) of Table 5. With this rule, we can get an infinite
reduction of a first strategy :
S = fi’l“St(Sl, Sg, sy Sn)
20 8" = first(S,,85,...,5")
20 8" — first(S,S84,...,5")
Y
But the rule has no effect anymore from the term S’. This is why we require this rule to be
applied only once on the same strategy term.

Remark that we can also use CO to simplify the particular case of the composition of
a repeat* strategy with another strategy (see rule (25) in Table 5). Indeed, the strategy
repeat*(Sy) iterates the application of S; until S; fails. Henceforth, in the particular case
of repeat*(S1);S2, the strategy Sa applies to a set of terms on which S has just failed, and
can then be constrained. For the same reason as above, rule (25) is required to be applied only
once on the same strategy term.

4.3 Exclusive strategies

The constraint-based simplification studied in Section 4.2 may make strategy arguments of the
first operator mutually exclusive. Intuitively, two strategies S and S’ are mutually exclusive if
there exists no ground term on which both S and S’ apply.

Definition 2. Let S, S’ be two strategies. We say that S excludes S’ iff Vt € T(F): (AE #£0:
[S](t) w»* E) = ([S'](t) terminates and evaluates into B). We say that S and S’ are mutually
exclusive iff S excludes S" and S’ excludes S.

To illustrate how important exclusive strategies are for simplification, let us consider the
strategy S = first(ruley, rules), where s1 = g(z1,1) = h(z1) if 1 > 1 and s2 = g(z3,24) —
f(z3) if z3 > 2. Both s; and s2 apply on ground terms g(n,1), with n > 2. We showed in
Example 3 that S can be simplified into S’ = first(ruler,rule}), with rulel, = g(z3,z4) —
f(zs) if 3 > 2 A xg4 # 1. Now rule; and rule), are mutually exclusive. As a consequence, we
can show that the strategy first(rulei,ruleb) is equivalent to dk(rule;,rulel), which simplifies
into {rulei} U {rules}, that is a set of rewrite rules.

Proposition 5 generalizes the use of mutually exclusive strategies sketched above to transform
first and dc strategies into dk strategies, whose simplification is in general easier, and partic-
ularly interesting if arguments of the strategy are sets of rules.

Proposition 5. Let Si,...,S, be strategies such that Vi, j € {1,...,n},i # j : S; and S; are
mutually exclusive. Then we have :

1. de(Sh,---,Sn) is equivalent to dk(S1,- .., Sn)-
2. first(Si,...,Sn) is equivalent to dk(Sy,...,Sn).

Using Proposition 5 to effectively transform dc or first strategies into dk strategies requires
a way of proving that two strategies S and S’ are mutually exclusive. We then define a TRS £xzcl
on T(F US U {constrain, failureRules} U {mutex:2,true:0,4:0}, X) such that mutez(S, S’)
rewrites with Excl into true if the strategies S and S’ are mutually exclusive, and into § if we
do not deduce anything on mutual exclusion of S and S’. The definition of £zcl relies on the
following sufficient conditions :

11



Table 4. Collection of TRSs used for simplification : exclusive strategies

4

i if 3p = mgu(ly,ls) : p satisfies c1 A ca

if if .
mutex(ly = r1 if c1,le > reifc2) < {true otherwise

: ’ .
mutex(id, S") {true if ' = fail

# otherwise
mutez(fail, S") — true
mutex({...}1,{...}2) D N, i epyeq..y, mutex(li = riif ei,ly = 7o if ¢2)
mutex({...}1,5") < mutex(S’,{...}1) if S’ is not a set of rules
mutex(dk(S1,...,S5.),5") — A\i, mutex(S;, S")
Excl = { mutex(de(Sy,.--,S4),5") — A\io, mutex(Si, )
mutex(first(Si,...,S.),S") — A, mutex(S;, S")
true ifV(lo > ryifer) € {...}2:top(la) # f
mutex(f(S1,...,5),{ --}2) { § otherwise
. ’ true iff#g
mutex(f(S1,...,51),9(S1,--,Sm)) = {V?:l mutex(Si, S1) if f =g
mutex(f(S1,...,5),5") s f if S is neither a set of rules nor a congruence strategy
mutex(S1; S2,S") — mutex(S1, S")
“ . true if S’ = fail
\ mutex(repeat™(S), S") {ﬂ otherwise

— if the left-hand sides of two rewrite rules are not unifiable, then these rules are mutually
exclusive ;

— if the left-hand sides of two rewrite rules are unifiable and their mgu makes one of the
conditional parts of the rules unsatisfiable, then these rules are also mutually exclusive ;

— since id never fails, id and a strategy S’ are mutually exclusive iff S’ = fail ;

— two sets of rules are mutually exclusive if each rule of the first set is exclusive with each
rule of the second ;

— astrategy op(S1,...,S,), with op € {dk, dc, first}, and a strategy S’ are mutually exclusive
if for each S;, i € {1,...,n}, S; and S' are mutually exclusive ;

— a congruence strategy f(Si,...,S,) and a strategy S’ are mutually exclusive if :

e S is a set of rules and no top symbol of left-hand side of rule of S’ is equal to f, or
e S’ is another congruence strategy g(Sj,...,S),) with f # g, or
e S’ is another congruence strategy f(S},...,S)) and each S;, S}, for i € {1,...,n}, are
mutually exclusive.
We do not deduce any mutual exclusion if S’ is neither a set of rules nor a congruence ;

— if Sy and S are mutually exclusive, then so are Si;.5] and S2; S}, for any strategies Sj,S5.
Indeed, let us consider a ground term ¢ such that [S1;S]](t) # 0. In particular, we have
[S1](t) # 0, and then, if Sy and S, are mutually exclusive, we get [S2](t) = . Consequently,
we have [S2;S5](t) = 0. By a symmetrical reasoning, we get that S1;S] and S2; S} are
mutually exclusive ;

— since a repeat* strategy never fails, repeat*(S) and a strategy S’ are mutually exclusive iff
S" = fail.

The TRS £xcl is given in Table 4.
Lemma 3. Let S, S’ be two strategies. We have :

1. The reduction of mutex(S,S') with Excl terminates and its normal form is either true or

£,

2. If mutex(S,S") <%, true, then S, S’ are mutually exclusive.

We infer from Proposition 5 and Lemma 3 simplification rules (26) and (27) in Table 5.
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Table 5. Strategy simplification rules — system STMPL

fail; S — fail (1)
id; S — S (2)
S;id — S (3)
repeat” (fail) — id (4)
dk(S1,. .., fail,...,Sn) < dk(Si, ..., Sn) (5)
first(S1,..., fail,...,Sy) — first(Si,...,Sn) (6)
de(S,. .., fail,. .., Sn) < de(Si, ..., Sn) (7)
first(Si,...,id,...,Sn) < first(S1,...,id) (8)
first(S1, ..., repeat™(S;), ..., Sn) < first(Si,...,repeat™(S;)) (9)
£S5 9(Sh - s Shn) o {?ﬁ(sl; oSSy ] (10)
dk(S1,...,80); S — dk(S1;S,...,5n;S) (11)
S;dk(Sh,...,Sn) = dk(S;S1,...,S;5) (12)
dk(S) — S (13)
first(S) — S (14)
dc(S) — S (15)
dk(S1,...,dk(S1,...,Sm),.-.,S0) <= dk(S1,...,81,...,5m,...,5) (16)
first(Sy,..., first(Sy,...,S0),.-.,8n) < first(S1,...,S1,...,5m, -+, 5n) (17)
de(St, ..., de(S)y ., S,y Sn) <> de(Sty ..y Sty e Sy Sn) (18)
dk({.. 31, { - Jn) &= LJ{}2 (19)
i=1

FC R STRU U ) IR U {f(l, .. 1) = f(r1,...,ra) if N\ e} (20)

(imry if e)ef. )i =t
first(...,Si,...,Sj,...) = first(...,Si,...,...)if §; = S; (21)
de(...,Si, .., Sj,..) = de(..., Siy...,..) if Si = S (22)
{..{. . }2= U comp(li — 71 if e1,l2 = 2 if c2)lcpm, (23)

(;—r; 1if e)ef. )

first(Si,...,Sn) & first(Si,...,constrain(dk(S1,...,Sn-1), Sn)lco) (24)

repeat”(S1); S2 — repeat™(S1); constrain(Si, S2)dco
first(Si,..., Sn) = dk(Sy, ..., Sn) if [\ mutex (S, S;) g e
i#£]
de(Sy,...,8n) <> dk(St, ..., Sn) if N\ mutex(Si, Sj)lgpu
i#]

(24) and (25) have to be applied once

(25)
(26)

(27)
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4.4 A correct and complete simplification

We now have obtained simplification rules for all strategy operators. They are gathered in the
rewriting system SIMPL, on T(FUS, X) given in Table 5. Remark that although Comp, CO
and £zcl introduce symbols that are not in F U S, these symbols do not appear in STMPL.
Indeed, only normal forms for Comp, CO and £xcl are involved in STMPL, and these normal
forms do not contain these symbols.

The following theorem states that the transformation induced by the simplification rules pre-
serves both the semantics of the strategies and their termination behaviour.

Theorem 2. Let S, S’ be two strategies such that
S %5z mpe S’ Then S and S' are equivalent.

As our simplification preserves the semantics of the initial strategy, it can be used not only
for proving its termination, but also as an assitance for writing programs : obtaining a clearer,
simpler and more concise form of the program enables a better control on it and facilitates proofs
of its properties. Moreover, as the simplified form of the programs often is a set of rewrite rules,
properties like confluence, sufficient completeness of the simplified program, reachability test of
a given value and characterization of computed values can be studied and proved with classical
methods of the rewriting theory. In addition, as the simplified form of the programs computes
the same results as the initial one, reachability tests and characterization of computed forms
also hold for the initial program.

4.5 Efficiently computing the simplification

The efficiency of the previously defined simplification of strategies is closely related itself to the
strategy the rules of STMPL are applied with. For instance, to simplify fail;S, it is recom-
mended to apply the rule (1) at the top position before trying to simplify S. We now propose
an efficient rewriting strategy to simplify a strategy with STMPL. The strategy consists in at-
taching to each operator a strategy annotation [22,13, 11], with the notation 0(;) for an attempt
at rewriting at the top position without using the rule ().

first [0( 4),1,024),2,...,0024),n, 0]
" :[0,1,0,2,0]

dk :[0,1,0,2,...,0,n,0]

de :[0,1,0,2,...,0,n,0]

repeat™ : [0, 1, 0]

f :[1,...,n,0] for f € F

The above strategies attached to each strategy operator rely on the idea that we first try to
rewrite at the top position, then simplify an argument if rewriting at the top is not possible,
then try again to rewrite at the top position, and so on. This strategy is somehow similar to
the lazy strategy, but we need strategy annotations for a better control of the application of
the rules, such as motivated by the simplification of first strategies.
In particular, the strategy attached to the first operator guarantees that the rule (24) is tried
on a first strategy S only when S has previously been simplified by all other possible rules. In
fact, these other rules may remove arguments in S, while the rule (24) attempts at constraining
each argument. In addition to the strategy annotations of first and repeat™, we respectively
require rules (24) and (25) to be applied only once, such as noticed at the end of Section 4.2.
For the strategy attached to the ;") the normalization of the first argument is required
before reducing the second argument. Indeed, S1;S2 can be simplified by rules (1) or (2) if S;
simplifies respectively to fail or id, and by rule (3) if Sy simplifies to id. Therefore S1; S has
more chance to be reduced by simplifying S; than by simplifying S,.
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But there is no clear preference for the order in which arguments of dk or dc strategies
have to be normalized. We arbitrarily chose the leftmost order, but we could have chosen any
permutation of the arguments.

Let us come back to the example introduced at the end of Section 3, where Theorem 1
failed to prove termination of S = repeat*(first({f(a) — g(b)},{f(z) = g(x),g(a) = f(a)})),
because the extracted set of rewrite rules {f(a) = g(b), f(z) = g(z),g9(a) — f(a)} was not
e-terminating. Simplification of S with SIMPL results in S’ = repeat*({f(a) — g(b), f(z) =
g(x) if © # a,g(a) — f(a)}). Theorem 1 succeeds in proving termination of S’, for the extracted
set of rules to show termination of is {f(a) = g(b), f(z) = g(z) if © # a,g(a) — f(a)}, which
can be shown terminating by Proposition 3. Note that no simplification ordering enables to show
termination of the set of conditional rules above. For details, see examples in the appendix.

4.6 Examples

Let us show on other examples how simplification can both ease termination proof and make
syntactic expression of strategies much clearer. We already showed in Example 2 that the
strategy
S =repeat™ ({f(z) = g(z), f(z) = h(0,2)};
{r(1,2) = f(1), h(z,y) =y, f(1) = h(1,1)})
simplifies with STMPL into
S" = repeat* ({ f(xz) = x}).

Theorem 1 fails to prove termination of S, because the extracted set of rules contains the rules
h(1,z) = f(1) and f(1) = h(1,1), and hence is not e-terminating. However, e-termination of
S' is obvious, and ensures termination of S. Remark that S’ is syntactically much simpler than
S, though equivalent.

Ezxample 4. Let us consider the following three labelled rules :

[81] f(way) — g(xay)
[s2] 9(z,y) =y
[83] g(.fE,y) - f(yrr)

The strategy
S1 = first(first(ss,ss), first(ss, s2,51)).

rewrites with STMPL into
S{ = 81 U 8.

Then, while the strategy repeat*(S;) built on S; cannot be shown terminating by Theorem 1,
the equivalent strategy repeat*(Si) built on Sj can, by Theorem 1. Let us now consider the
strategy

So = first(first(ss,ss), first(ss, s2,51)),

which rewrites with SZMPL into
s1 U s3.

Then, though Theorem 1 fails to say anything about termination of the strategy repeat*(S2)
built on Ss, it enables to show non termination of the strategy repeat*(S'2) and hence non
termination of Ss.

The example above illustrates a case where non termination of a strategy can be shown.
Let us mention that the library provided with ELAN offers a strategy implementing a matching
algorithm. The simplification has made possible to show, in combination with Theorem 1, that
this strategy was not terminating. The bug has been fixed since then.

15



Example 5. The following strategy

S = repeat*(first({f(z1) — g(z1) if 1 > 3};
first({g(xz2) — h(z2) if 2z > 1},
{9(4) = g}, {g(z4) = f(z4) if 24 > 2}),
dk({f(z) = g(2), f(z) = h(0,z) if 2 > 4};
{r(1,2) = f(1),h(z,y) =y, f(1) = h(1,1)},
f(z) = f(f(z)) if z > 5)))

simplifies with SZMPL into
S" = repeat*({f(z) = h(z) if z > 3}).

Theorem 1 fails to prove termination of S, while it enables to prove termination of S’ built on
S'. Remark the important syntactic simplification of the strategy.

5 Conclusion

We have presented a criterion for proving termination of strategies lying on a simplification
process of these strategies. This simplification is defined by a rewriting mechanism removing
most of the operators in the strategy, and suppressing redundancy in application of its rewrite
rules. Beyond the impact on the termination study, since a simplified strategy is syntactically
much clearer than the original one, the simplification process can be used as a helpful verification
tool for writing specifications.

Another interesting aspect of our transformation is that it enables to infer for strategies
other classical properties than termination. Indeed, when a strategy is shown, by simplification,
to be equivalent to a set of rules, then one can deal with classical rewriting properties like
sufficient completeness or confluence on the simplified form of the program, and even with
reachability and characterization of normal forms of the initial program.

A first interesting perspective is to extend this work to the full expressivity of ELAN. In-
deed, in all its generality, an ELAN program is not only a combination of labelled rules, but a
composition of labelled rules, together with a set of unlabelled rules, assumed to be confluent
and terminating, and whose leftmost-innermost normalization strategy is predefined. A data
is normalized with the unlabelled rules between two rewriting steps determined by the user
defined strategy.

Since the unlabelled rules are evaluated leftmost-innermost, existing methods for proving
innermost termination of rewriting [1,9, 10] can be used. Their combination with labelled rules,
under study, will be dealt with equational rewriting [23], by rewriting with labelled rules modulo
rewriting with unlabelled rules.

Another perspective is the use of our simplification of the program at run time. We will
now study in which cases it will be more efficient to replace the direct execution of the ELAN
strategies, as ELAN has provided till now, by the rewriting process with the set of rules obtained
by simplification.
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A  Proofs

A.1 Composition (Section 4.1)

Proposition 2 Let l; — r1 if c1,la = ro if co be two labelled rewrite rules, and let us assume
that any rewriting step only occurs at the top position. Then, for any ground term t € T (F),
we have :

— [li = 71 if ersle > re if 2](t) = 0 if r1 and ls are not unifiable.
— [li = 1 if eryle = o if )(8) = [pl — pre if per A pes](t) if pois a most general unifier
of r1 and l,.

Proof: We recall that we assume Var(l;)NVar(ls) = @, which can be ensured by an appropriate

renaming of variables.
Let (I; — 7 if ¢1) and (I3 — 7o if ¢3) two ELAN rewrite rules such that 1 and I are not
unifiable, and let ¢ € T(F). Let us show [I; = 71 if ¢1;12 = ro if e2](t) = 0.
If [l = rq if ¢1](¢t) = 0, then the property is trivial.
Let t' = [l; — 71 if ¢1](t). By definition of the rewriting, there exists a matching ground
substitution a; such that Dom(a;) = Var(ly) and ayr; = t'. Let us assume the existence
of a matching ground substitution as such that Dom(as) = Var(ls) and asls = t'. Then
we would have asly = air1, with Var(lo) N Var(r;) = 0. Therefore (a1 A a2)(ls) = asly =
a1r; = (@1 A a2)(r1), which is in contradiction with the hypothesis according to which r;
and [ are not unifiable. Consequently, there exists no matching substitution as such that
azly = t', and then [la — r2 if ¢3](t') = 0, and therefore [I; — 71 if ¢1;l2 — ro if ¢2](t) = 0.
Let us now assume Ju = mgu(lz,r1), and let t € T(F).
We first show the inclusion [l; — r; if ¢1;ly — 72 if e2](t) C [ply — pre if per A pe](t).
If [li = 71 if c15l2 = ro if c2](t) = 0, then the inclusion is trivial.
Let {t'} =[lh = r1 if c1;l2 — 72 if ¢2](t), and show that [ply — pra if per A pea](t) = {t'}.
By definition of the composition and of the conditional rewriting, we have :

— W eT(F):[l1 = rife](t) = {t"} and [l — 72 if e2](¢") = {t'}.

— Joy ground substitution such that Dom(a;) = Var(ly) and aily = ¢ and aycp —*

true and t" = a;r;.
— Jap ground substitution such that Dom(as) = Var(lz) and asly = t" and asce —*
true and t' = ayrs.

Our goal is to exhibit a ground substitution a such that aul; = t and a(uc; Apcs) —* true
and t' = aury. We are going to build « so that ap = a;[Dom(a;)] and ap = as[Dom(as)].
For z € Dom(a;) \ Dom(u), we state ax = oz (1).
Let 2 € Dom(ai) N Dom(u). We have Dom(a;) = Var(ly) and Var(ly) N Var(lz) = 0,
therefore ¢ ¢ Var(ly). In addition, € Dom(u) and pu = mgu(ry,ls), therefore, since
x & Var(lz), we have z € Var(ry).
By hypothesis, we have azly = t"" and t" = «air1, hence a;r1 = aqls. Since Var(ry) N
Dom(as) = 0 and Var(l2) N Dom(a;) = § the ground substitution a; A as unifies 71 and
ly. Since p = mgu(la,r1), (a1 A a2)(z) is a ground instance of u(x). Since z ¢ Var(l2)
and Dom(as) = Var(lz), we get x € Dom(as) and hence a; A as(z) = ai(z). We then
showed that a;(z) is a ground instance of u(z). We can then state a;(z) = au(z) for
xz € Dom(ay) N Dom(p) (2).
From (1) and (2), we infer ap = aq[Dom(a1)] (3).
By a symetrical reasoning, we build a such that ap = az[Dom(as)] (4). We now show
aply =t and a(uer A pes) —* true and t' = aurs.
By definition of a1, we have Dom(ai1) = Var(lh) and aily =t ; we then infer from (3) that
aply =t (5).
By definition of a conditional rewrite rule, we have Var(ci) C Var(ly) = Dom(a;) and, by
construction of ay, we have ayc; —* true. From (3) we then infer auc; —* true (6).
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By definition of a conditional rewrite rule, we have Var(rs) C Var(l2) and, by construction
of ay, we have Var(lo) = Dom(az) and t' = aary. From (4) we then infer aur, =t (7).
By definition of a conditional rewrite rule, we have Var(ca) C Var(lz) = Dom(az) and, by
construction of as, we have asca —* true. From (4) we then infer aucs —* true (8).
Finally, from (5), (6), (7) and (8) we infer apl; =t and a(uciApce) —* true and t' = aprs,
and then {t'} = [ply — pr2 if per A pea](t).

Let us now show the inclusion [uly — pra if pey A pes](t) C [ = mifesls —
o if ¢3](t).

If [uly — pra if per A pes](t) = 0, then the inclusion is trivial.

Let t' = [uly — prq if per A pez](t). By definition, there exists a ground substitution « such
that aul; =t and a(per A pce) —* true and t' = aprs.

Let us consider a; and as so that aq = ap[Var(ly)] and as = ap[Var(lz)]. We then have :

— Oélll = a/,tll =1 (1)

— by definition of a conditional rewrite rule, we have Var(cy) C Var(ly), therefore auc; =
ajcp. Since we have, by hypothesis, a(uci A pey) —* true, we have in particular
apc; —* true, hence aycy —* true (2)

— by definition of a conditional rewrite rule, we have Var(c2) C Var(ls), therefore aucs =
asce. Since we have, by hypothesis, a(uci A puce) —* true, we have in particular
apce —* true, hence ascy —* true (3)

— Var(ra) C Var(l2), therefore asrs = aurs =t' (4)

— by definition of u, we have ury = pls, therefore aury = auls, hence ai;r = asls (5)

Denoting t" = a;7r1, we have shown :
— aqly =t and oy —* true and t" = aqrq, therefore {t'} = [li — r1 if ¢1](F).
— ails = t" and ascy —* true and t' = asrg, therefore :
t = [l2 — 7o if 02](t”)
= [l2 — 7o if 02]([l1 — ry if Cl](t))
= [l1 — 7y if 01;l2 — 1o if 02](t)
O

A.2 Constraining strategies (Section 4.2)

Proposition 4 Let l; — 71 if ¢1 and loa — 73 if co two conditional rewrite rules, t € T (F) such
that Iy — ry if 1 fails on t. If there exists a unifying substitution p such that ply = ply and
Ran(p) C Var(l2), then we have [l — ro if c2](t) = [l = r2 if c2 Anot(ucy A pyar,))](t)-

Proof: Let ¢t € T(F).
Let us first show the inclusion [l — 7y if c2](t) C [l = ro if co Anot(pucy A pyara,))](t)-
If [l — 75 if ¢2](t) = 0, then the inclusion is trivial. Let us assume 3t' € T(F) : [l —
ro if ¢3](t) = {t'}. By definition, there exists a ground substitution « such that aly = ¢
and ace —* true and At' = ars. Let us show that « is also the matching substitution
enabling the application of Iy — 7y if ca A not(uci A pyar@,)) to t. Thus we would have
[lo = 7o if c2 A not(uey A pyara,))](t) = {t'}, since ary =t'.
We already have the properties al, = t and acs —* true. It remains to show that
anot(pcy A fiyqri,)) — true. Let us proceed by contradiction : we assume that auc; A
Qyar(ls) —* true, and we find a ground substitution oy such that a1ly =t and ;¢4 —*
true, which contradicts the failure of the application of the rule Iy — 7y if ¢; to t.
Let us denote o' = a[Var(l2) \ Dom(u)] such that Dom(a') = Var(l2) \ Dom(u). Let us
now consider the ground substitution a; such that a; = o'u[Var(l1) U Var(l2)].
We first show that aily = t. By definition of a1, we have a1ly = o' uly. By definition of pu,
we have pl; = uly, therefore ail; = o' pls (0).
We now show that o'uls = als. For z € Var(lz) N Dom(u), we have ux = ax, for we
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know by hypothesis that auye,q,) —* true. Since a is a ground substitution, we get
o'pr = d'ax = ax (1). For z € Var(lz) \ Dom(u), we have pz = z and, by definition of
o, o'z = azx, and therefore o/ uz = &’z = az (2). From (1) and (2), we get o' uzx = az for
any = € Var(ly), and then o'uly = aly. From (0), we then get a;ly = als and then ajt; =t
by definition of a.

Let us now show that ajc; —* true, by showing that aj;c; = auc; .

Let 1 € Var(c1). By hypothesis, we have Var(c1) C Var(l1), therefore z; € Var(ly). Let
x2 € Var(uzy). Since, by definition of u, we have Ran(u) C Var(l2), we get z2 € Var(ly).
Moreover, z2 € Var(uz,), therefore o & Dom(p), and finally zo € Var(lz) \ Dom(u). By
definition of o', we then get a'zy = axs for any x2 € Var(uz1), and hence o' ux; = auzy,
therefore a;x1 = apry for any x; € Var(ci). We then get aic1 = apcer, and therefore, by
hypothesis, a;c; —* true.

We have shown the existence of a substitution a; such that a;l; = t and ajc; —* true,
which is in contradiction with the failure of the application of the rule I; — 7 if ¢; to ¢.
Therefore the property auci A apiyqari,) —* true is false, and then we have anot(uci A
Mvar(iy)) —* true, and henceforth [la — ra if ca A not(per A pyar,))](t) = {ar2} = {t'}.
Let us now show the inclusion [lo — 7y if c2 Anot(uci A pyar,))](t) C [l2 — 2 if c2](t).
If [Io = 72 if co A not(uer A pryarq,))](t) = (), then the inclusion is trivial. Let us assume
3t € T(F) : [la = r2if ca Anot(uer A pyaras))](t) = {t'}, and let show that [l» —
ro if ¢2](t) = {t'}. By hypothesis, there exists a ground substitution a such that als =t
and a(cz A not(ucy A pyar@,))) —* true and ary = t'. In particular, o is such that
acy —* true, and then [la — 72 if ¢2](t) = {¢'} with the matching substitution a.

O

Lemma 1 Given a strategy S, we have :

1. the reduction of the term failureRules(S) with FR terminates and its normal form is a
(possibly empty) set of rewrite rules ;
2. every rule of failureRules(S)rr fails on any ground term t € T(F) such that [S](t) = 0.

Proof: Let us show Lemma 1 by structural induction on S.
We first consider the case where S is an atom :
— If S=idor S = fail, then failureRules(S) — g 0, and failureRules(S)|.rr = 0.
Consequently we have [failureRules(S))rz](t) = 0 for any ¢, and Lemma 1 holds for
S.
- IfS={ly »r,...,l, = rp}, then failureRules(S) — rr S, and failureRules(S)|rr =
S. Consequently Lemma 1 trivially holds.
Let us now assume the properties true for Si,..., Sy, and let us show that Lemma 1 holds
for repeat*(S;) and op(Si,...,Sy), op € F U {dk,dec, first}.
— If S = op(Si, ..., Sn), with op € {dk,dc, first}, then failureRules(S) — rr Ui, failureRules(S;)
and failureRules(S)|lrr = Ui, failureRules(S;)| rr-
Let us show the two properties of Lemma, 1.

1. By induction hypothesis, for each i € {1,...,n}, the evaluation of failureRules(S;)
with FR terminates and failureRules(S;)|rr is a set of rewrite rules. Therefore
failureRules(S)|.rr = UL, failureRules(S;)| zx is a set of rewrite rules.

2. Let t be a ground term such that [S](¢) = . By definition of the dk, dc and first op-
erators (see Table 1), we have [S](t) = 0 iff [S;](¢t) = 0 for each i € {1,...,n}. By in-
duction hypothesis, since [S](t) = @, we have [failure Rules(S;)| zx](t) = 0 for each
i € {1,...,n}, and therefore [ failure Rules(S)|rz](t) = Ui, [failureRules(S;)! rr](t) =
0.
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— IfS = f(S1,...,Sn), with f € F, then failureRules(S) — rr f(failureRules(S1), ..., failureRules(Sy)),
and hence failureRules(S))rr = f(failureRules(S1)lrr,-- ., failureRules(Sp)lrr)drr-
Let ¢ be a ground term such that [S](t) = 0. By induction hypothesis , each failureRules(S;))rz
is a set of rules {...}; such that [{...};](t) = 0.
Therefore failureRules(S)|rr = U(li-)”‘i if Ci)e{---}l{f(117 consln) = flry, . ma) i AL e}
is a set of rules.
Let us show that [ failure Rules(S)!rz](t) = 0. By definition of ¢, we have [f(S1, - .., Sn)](t) =
0, that is either top(t) # f or t = f(t1,...,t,) and 35 € {1,...,n} : [S;]1(¢;) = 0.
If top(t) # f, then we obviously have [failureRules(S)| rz](t) = 0.
Let us now assume ¢t = f(t1,...,t,). Then 35 € {1,...,n} : [S;](¢t;) = 0. By in-
duction hypothesis, we have [{...};](t;) = 0, i.e. [ — rif ¢|(¢t;) = 0 for any rule
I—-rifc)ed{. ..}
Consequently, for any rule (I; — r; if ¢;) € {...};, we have :
[f(ll,. ..,lj,. ,ln) — f(?“l, ey Ty .,Tn) if Cj /\i;éj Ci](tj) = 0,
and hence [failureRules(S)rx](f(t1,...,tn)) = 0.

— If S = Sy; 52 or S = repeat*(S1), then failureRules(S) — rr B and hence failureRules(S))rr =
(). Consequently, [failureRules(S)!rz](t) = @ for any ground term ¢.

O

Lemma 2 For any strategies S1 and Sa, the reduction of the term constrain(Si, S2) with CO
terminates, and its normal form S} is a strategy such that for any ground term t € T(F) on
which Sy fails :

(correctness) [S5](t) C [S2](t).
(completeness) [S:](t) C [S5](2).
(termination) [S;](t) terminates iff [S5](t) terminates.

Proof: If S; is not a set of rules, then the first rewriting of constrain(Si, S2) with CO is
constraint(S1, S2) —co constrain(S1)rr,S2)- By Lemma 1, there exists a set of rules
{...}1 = S1l g such that [{...}1](t) = @ for any ground term ¢ € 7 (F) such that [S;](¢) =
0.

If S; is a set of rewrite rules, let us denote {...}; = Si. In any case, the normal form of
constrain(Sy, S2) with N F exists iff the normal form of constrain({...}1,S2) with NF
exists and, in case of existence, we have constrain(Si, S2)lco = constrain({...}1,52)co-
Let t € T(F) such that [S1](t) = 0. By construction of {...}1, tis also such that [{...}1](t) =
(. Proving Lemma 2 then comes down to showing the following four properties :

(P1) constrain({...}1,52)co exists and is an ELAN strategy.

(P2) [S2](t) C [constrain({.. .}1,S2){co](t)-

(P3) [constrain({...}1,52)col(t) C [S2](t).

(P4) [S2](t) terminates iff [constrain({...}1,S2)d¢co](t) terminates.

We proceed by structural induction on Sa.

We first prove the property when S, is an atom.

If So =id or Sy = fail or Sy = 0, then constrain({...}1,S2) = Sa, and the properties are
trivially true.

If Sy =1 — rif ¢, then we have :

constrain({...}1,52) —co {l o rifc /\ not(pici A Rivaray) }
(misci)eE

with E = {(u;,c;)|3(l; = i if ¢;) € {...}1 such that p;l = pl; and Ran(u;) C Var(l)}.
Then the evaluation of constrain({...}1,S) with CO terminates and its normal form is a
rewrite rule, therefore an ELAN strategy. Since S is a rewrite rule, [S2](t) terminates and
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we only have to show [l = r if |(t) = [l = rif c A, .,)ep nOt(1ici A Bivar@r))](t), which is
straightforward from Proposition 4.
IfSe={li =>rifer,...,ln = ry if ¢y }a, then we have :

constrain({...}1,S2) —co U(l_w if el }s constrain({...}1,l = rif ¢)
—co Ugsr if opef. o1 2 7 €Ay, cyem not(pici A pivary) }

with E = {(u;,c;)|3(; = i if ¢;) € {...}1 such that p;l = p;l; and Ran(u;) C Var(l)}.
Then the evaluation of constrain({...}1,S2) with CO terminates and its normal form is a
union of rewrite rules, therefore an ELAN strategy. Since S is a set of rewrite rules, [S2](%)
terminates and we only have to show the properties (P2) and (P3), which is straightforward
from Proposition 4.

Finally the properties hold for any atom Ss. Let us now assume that the properties hold
for Si,...,S!, and let us show them for any combination Sy of Sj,...,S!.

If So = dk(S),...,S.), we have the following rewriting step :

constrain({...}1,S2) —rco dk(constrain({...}1,51),...,constrain({...}1,S5)).

Let us show the property (P1). By induction hypothesis , for ¢ € {1,...,n}, the evaluation

of constrain({...}1,5}) with CO terminates and its normal form is an ELAN strategy.

Therefore constrain({...}1,52)dco = dk(constrain({...}1,S)co; - - - ,constrain({.. . }1, S\)co)
exists and is an ELAN strategy (dkO0).

Let us now show (P2) and (P3). By definition of the dk operator, we have [S2](t) =

Ui, [S{](t) and, by induction hypothesis , we have [S{](t) = [constrain({...}1, S})co](t)

Vie {1,...,n}. Then we get

n

[S2](t) = U [constrain({...}1, S)dcol(t) (dk1)

i=1
From (dk0) and the definition of the dk operator, we have

n

[constrain({...}1,S2)lcol(t) = U [constrain({...}1,S)col(t) (dk2)

i=1
From (dk1) and (dk2) we get

[S2](t) = [constrain({. . .}1, S2)lco](t)

Let us now show (P4). By definition of the dk operator, we have [S>](¢)w» U], [S/](t) and
then [S2](t) terminates iff [S}](¢) terminates Vi € {1,...,n} (dk3).
From (dk0) and the definition of the dk operator we have :

n

[constrain({...}1,S2)dco](t) U [constrain({...}1,S})dcol(t)

i=1

and then [constrain({...}1,S2)lco](t) terminates iff [constrain({...}1,S)lcol(t) termi-
nates Vi € {1,...,n} (dk4). From (dk3) and (dk4), we get (P4).
If S; =dc(S),...,S.), we have :

constrain({...}1,S2) —co dc(constrain({...}1,95}),...,constrain({...}1,S})).

Let us show the property (P1). By induction hypothesis , for ¢ € {1,...,n}, the evaluation
of constrain({...}1,5;) with CO terminates and its normal form is an ELAN strategy.
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Therefore constrain({...}1, S2)lco = de(constrain({.. .}1, S{)co, - - -, constrain({.. .}1, S co)
exists and is an ELAN strategy (dcO0).
Let us now show (P2-P4). By definition of the dc operator, we have :

([S1](8) if [Si](t) # 0

Sa](t : del
SO s wsam 20 O

(0 if Uiy [Si1(8) =0
From (dc0) and the definition of the dc operator, we get :
( [constrain({...}1,9)col(t) if [constrain({...}1,S)dcol(®) # 0

[eonstrain({. .-}, $:)col (t) % tconstrain({. -3, SIeol(®) if [constrain({. . .}1,S))dcol(t) # 0

L0 if Ui, [constrain({...}1,S)lcol(t) =0

By induction hypothesis , we have Vi € {1,...,n} : [constrain({.. . }1, S})col(t) = [SH(?),
and therefore :

[S11(2) if [S1](2) # 0

[constrain({...}1,S2)dco](t) (dc2)

[SL(t) if [SLI(E) # 0
0 i UL, 1S = 0

From (dcl) and (dc2), we infer properties (P2-P4).
If So = first(S},...,S,), we have :

constrain({...}1,S2) —co first(constrain({...}1,S}),...,constrain({...}1,S,)).

Let us show the property (P1). By induction hypothesis , for ¢ € {1,...,n}, the evaluation

of constrain({...}1,S}) with CO terminates and its normal form is an ELAN strategy.

Therefore constrain({...}1,52)dco = first(constrain({...}1, S co;--.,constrain({...}1,S,)co)
exists and is an ELAN strategy (firstO0).

Let us now show (P2-P4). By definition of the first operator, we have :

[S11() if [S1](t) # 0

Sa](¢) : (firstl)
0 [S)(8) if UZZ) [S{1() = 0 and [S},](t) # 0

0 if Ui, [SH(t) =0
From (first0) and the definition of the first operator, we get :
[constrain({...}1,S] ) dcol(t) if [constrain({...}1,S)dcol(t) # 0

[constrain({...}1,S2)dco](t) # tconstmm({. S eol(®) if U [constrain({. . 31, S eol(t) = 0
and [constrain({...}1,S\)dcol(t) # 0
0 if Ui, [constrain({...}1,S)lcol(t) =0

By induction hypothesis , we have Vi € {1,...,n} : [constrain({...}1,S})col(t) = [SH(t),
and therefore :

[S11(®) if [S1](2) # 0

constrain({...}1,52){ t : first2
| RO s 0 s a0 20
0" it UL, (S0 = 0
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From (firstl) and (first2), we infer properties (P2-P4).
If S, =f£(S),...,S)), with f € F, we have :

constrain({...}1,52) —co S2

and Lemma 2 trivially holds.
If S; = repeat*(S}), we have two cases :
— either constrain({...}1,5]) —¢p fail. In this case, constrain({...}1,S2)lco = id,
hence (P1). By induction hypothesis , we have [S{](t) = 0, and then [repeat*(S])](t) =
{t} = [constrain({...}1,S2)dco](t), and both [S2](¢) and [constrain({...}1,S2)lco](t)
terminate ;
— or constrain({...}1,S2) —co Sz, and then Lemma 2 trivially holds.
O

A.3 Exclusive strategies (Section 4.3)
Lemma 3. Let S, S’ be two strategies. We have :

1. The reduction of mutex(S,S") with Excl terminates and its normal form is either true or

£

2. If mutex(S, S") —%,. true, then S,S" are mutually exclusive.

Proof: The proof is rather long and fastidious, because we proceed by structural induction on
the strategies S and S’. Since we study 8 kinds of strategy, we have to perform a proof for
64 cases. Fortunately, some cases can be factorized.

1. Case S = id and S' = fail.
Then mutex(S,S") — gy true. We have Vt € T(F) : [S'](t) = 0, therefore S’ trivially
excludes S, and S trivially excludes S'.

2. Case S =id and S’ # fail.
Then mutex(id, S") —¢za false, and Lemma 3 trivially holds.

3. Case S={...}sand S'={.. .}2.
Then mutex (S, S") —rezel /\(ll_w1 i ertasrs if e)€fodaxfoda mutex(ly = ry if e1,lo —
T if 02).
By definition of Excl, Y(I; — r1 if e1,ls = raif c2) € {...}1 x {...}2 : mutex(lh —
ry if e1,le = 7o if ¢3) —>gzer true or false. Therefore the point 1 of Lemma 3 holds.
If3(l1 — if Cl,lz — T if Cz) € { . .}1 X{. . .}2 : muteac(ll — T if Cl,lg — T2 if CQ) —>E&zxcl
false, then mutex(S, S") —%,. false, and point 2 is trivial.
Let us now consider the case mutex(S,S') —%,, true, ie. V(lh — riifc,lo —
ro if c2) € {...}1 x {...}2 : mutex(ly = r1 if ¢1,lo — 72 if c2) —>£c1 true(m0).
Let t € T(F), and show that S excludes S’.
If AE #0:[S](t)+»" E, then S trivially excludes S’ on t.
Let us now assume 3E # @ : [S](t)+»* E. By definition, we have

[S')(t) v U [l2 — 72 if 3] (t)

(la—ra if ca)e{...}2

and therefore the evaluation of [S’](t) terminates. Let us now show, by contradiction,
that [S'](t) = 0. We then assume [S"](t) # 0. We then have 3(lo — r2 if ¢2) € {...}2:
[la — 72 if ¢c2](t) # 0. By definition of the conditional rewriting, Jas : Dom(az) =
Var(la) A asly =t A asca —* true.

We are going to show that V(i — r1 if ¢1) € {...}1 : [l1 = r1 if ¢1](¢) = 0, which entails
that S(t)w»* (), which raises a contradiction.

25



Let (I - rmifen) € {...}1. From (m0) and the definition of fxcl, /fexistsy =
mgu(ly,ls) : pey —* true A pee —* true(ml). Let us assume [[; — 71 if ¢1](t) # 0.
Then, by definition of the conditional rewriting, 3oy : Dom(ay) = Var(ly) A aqly =
t A ayc; —* true. Considering the substitution g = a3 A as, we have :
— Var(l1) N Var(ly) = 0, therefore pl; = (a1 A as)ly = aql; = t. Symetrically, we get
ply = asly = t, and hence ply = pls ;
— Var(c1) € Var(ly), therefore pc; = (a1 A as)e; = aje; —* true
— Var(cz) C Var(ly), therefore pcy = (a1 A az)ea = ascs —* true.
The three points above raise a contradiction with (m1), and then [l; — r1 if ¢1]() =
OV(ly — r1 if ¢1) € {...}1, which contradicts [S](t)+»* E # 0.
Consequently, [S'](t) # 0 is impossible and, since the evaluation of [S’](¢) terminates,
we get [S'](t) = 0.
Symetrically, we can show that S’ excludes S.
. Case S = op(S1,...,Sm) and S’ any strategy, with op € {dk,dc, first} and assum-
ing Lemma 3 holds for each pair of strategies (S;,S"), i € {1,...,n}.
Then mutex(S,S") —reza Nie mutez(S;, S').
By induction hypothesis , Vi € {1,...,m} : mutex(S;, S")| g, €xists and is either true
or false. Therefore the evaluation of mutex(S,S") with £xcl terminates and is either
true or false.
If its normal form is false, then Lemma 3 trivially holds.
Let us then assume that its normal form is true.
Then we have Vi € {1,...,m} : mutex(S;,S") — %, true, and by induction hypothe-
sis S; and S’ are mutually exclusive (mdk0).
Let t € T(F). We first show that S excludes S'.
If AE # () : [S](t)»»* E, then S trivially excludes S’ on ¢.
Let us now assume 3E # () : [S](t)+»* E.
By definition of the op operator, we have :
= SI0w U, [S:(6) # 0 if op = db.
By hypothesis, E # (), hence 3i € {1,...,m}, E; : [S;](t)* E; # 0.
— Jie{l,...,m}: [S]t)w»[S:](t) if op € {dc, first}.
By hypothesis, E # (), hence [S;](t)+* E; # 0.
From [S;](t)+»* E; # 0 and (mdk0), we get [S'](t) terminates and evaluates in §.
Let us now show that S’ excludes S.
If AE #0:[S'](t)w»* E, then S’ trivially excludes S on ¢.
Let us now assume 3E # @ : [S'](t)w»* E. From (mdk0), we get that Vi € {1,...,m}:
[S;](¢) terminates and evaluates in (). Then, by definition of the op operator, we get :
(810w UL, [S:](6) 09 0.
. Case S =1(S1,...,Sm) and S’ = {.. .}, with f € F.
If3(ly = ro if ¢2) € {...}2 : top(l2) = f, then mutex(S,S") — ¢z false, and Lemma 3
trivially holds.
If A(ls = ro if c2) € {...}2 : top(l2) = f, then mutex(S,S") —>gzer true.
Let t € T(F). Let us first show that S excludes S'. If AE # 0 : [S](t)+»* E, then S
trivially excludes S’ on t.
Let us now assume 3E # () : [S](t) " E. Necessarily, by definition of the congruence
strategy, we have top(t) = f. Since no rule of {...}2 has the top symbol of its lhs equal
to f, we have [S'](t) = 0.
Let us now show that S’ excludes S.
If AE # 0 :[S'](t)»»* E, then S’ trivially excludes S on .
Let us now assume 3E # §§ : [S'](t) w»* E. From [S'](t) w»* U(l2—>7‘2 if e)€l.}o [y —
ro if ¢2](t) and E # (), we infer the existence of a rule Iy — 7o if ¢2) € {...}2 that does
not fail on ¢. Since top(l2) # f, then top(t) # f and then, by definition of the congruence
strategy, [S](t) = 0.
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6. Case S =f(Sq,...,Sn) and S’ = g(S},...,S.,), with f, g € F and assuming Lemma 3
holds for each pair of strategies (S;,S7), (i,j) € {1,...,n} x {1,...,m}.
If f # g, then mutex(S,S') — gz true.
Let us first show that S excludes S'. Given t € T(F), [S](t) +* E # ( implies that
top(t) = f, and hence, by definition of the congruence strategy, we have [S'](t) = 0. We
can symetrically show that S’ excludes S.
Let us now consider the case where f = g.
Then mutez(S,S") — ez iy mutex(S;, Sh). By induction hypothesis , the normal
form of each mutex(S;, S}) exists and is either ¢true or false, and hence point 1 of
Lemma 3 holds.
If Vi € {1,...,n} : mutex(S;, S})le,a = false, then mutex(S,S") —%, ., false, and
Lemma 3 trivially holds.
Let us now assume 3i € {1,...,n} : mutex(S;, Si) gz = true. By induction hypothesis
, strategies S;, S; are mutually exclusive.
Let t € T(F). Let us show that S excludes S’ on t.
If AE #0:[S](t)+»* E, then S trivially excludes S’ on t.
Let us now assume IE # @ : [S](t) +»* E. Necessarily, denoting n the arity of symbol
f, wehave Jt1,...,t, € T(F):t = f(t1,...,t,) and IE; # 0 : [S;](t;) ¥ E;. Then, by
induction hypothesis, [S}](t) terminates and evaluates in @, and therefore [S"](t) = 0.
We can symetrically show that S’ excludes S on t.

7. Case S = f(S1,...,Sn) and S neither a set of rules nor a congruence strategy,
with f € F.
Then mutex(S,S') —gza false, and Lemma 3 trivially holds.

8. Case S = Sq;S, and S’ any strategy, assuming Lemma 3 holds for the pair of strate-
gies (S1,5").
Then mutex(S, S") — g4 mutex(Si, S'). By induction hypothesis , mutex(S1, ") ey
exists and is either true or false, therefore so is mutex(S, S")epu-
If mutex(S1,S") gz = false, then Lemma 3 trivially holds.
If FNar&xzclmutex(S1,S") = true then, by induction hypothesis , S; and S’ are mutu-
ally exclusive.
Let t € T(F). Let us first show that S excludes S’
If gxistsE # 0 : [S](t)+»* E, then S trivially excludes S'.
Let us now assume existsE # 0 : [S](t)+»* E. Then, in particular, AE; # 0 : [S1](t)+*
E;. Since S; and S’ are mutually exclusive, we get [S'](t) = 0.
Let us now show that S’ excludes S.
If gzistsE # () : [S'](t)»»* E, then S’ trivially excludes S.
Let us now assume existsE # () : [S"](¢)#»* E. Since S; and S’ are mutually exclusive,
we get [S1](t) = 0, and then [S](¢) = 0.

9. Case S = repeat*(S;) and S’ = fail.
Then mutex(S,S") —r gz true. We have Vt € T(F) : [S'](t) = 0, therefore S’ trivially
excludes S, and S trivially excludes S'.

10. Case S =repeat*(S;) and S’ # fail.
Then mutex(id, S") —¢za false, and Lemma 3 trivially holds.
11. Case S={...}; and S' # {.. .}2.

Then mutex({...}1,5") —gza mutex(S’,{...}1), and the case mutex(S’,{...}1) is
covered by the previous cases.

Proposition 5. Let S1,..., S, be strategies such that Vi, j € {1,...,n},i # j:S; and S; are
mutually exclusive. Then we have :

1. de(Sh,---,Sn) is equivalent to dk(Sy,- .., Sp)-
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2. first(Si,...,Sy) is equivalent to dk(Sy,...,Sy).

Proof: IfVi,j € {1,...,n},i # j : S; and S; are mutually exclusive, then for any ground term
t, there is at most one application of some S; to ¢ that does not fail.
Then, by definition of the dk operator, we have [dk(Sy, ..., Sn)](#) = [Si](2).
Likewise, by definition of the op operator, for op € {dc, first}, we have [op(Si, ..., Sn)](t)w»
[Si](t), hence Proposition 5. O

A.4 Equivalence of simplified strategies (Section 4.4)

Theorem 2. Let S, S be two strategies such that S =5 \pp S'- Then S and S’ are equivalent.

Proof: It is sufficient to prove that the property holds for any rewrite step S —szmpe S’ We
then perform a case study on these rewrite rules. We refer to the rules by their equation
number in Table 5. For each of these rules, S’ is the result of applying the rule to the
strategy S, and t is any term. To prove equivalence, we show that [S](t) = [S’](¢) and that
[S](t) and [S"](t) have the same termination behaviour, relying on the semantics of startegy
operators given in Table 1.

Rule (1)
S = fail; Sy
S' = fail.

With the rules of Table 1, we have the reduction [S](¢) #» [S2]([fail](t)) #+» [S2](D) +» 0.
Then [S](t) always terminates and fails, exactly like S’ = fail. Therefore S and S’ are
equivalent.

Rule (2)
S = id; Sz
SI = 52.

With the rules of Table 1, we have the reduction [S](¢) #» [S2]([¢d](t)) #» [S2](t).
Since S’ = S5, S and S’ are equivalent.

Rule (3)
S = Sl;id
SI = Sl.

With the rules of Table 1, we have the reduction [S](¢) #+» [id]([S1](¢)).

Obviously, [S](¢) terminates iff [S1](¢) terminates, that is iff [S"](¢) terminates.

Moreover, for any t' € [S](t), the above rewriting step ensures that t' € [id]([S1](t)), i.e.
" € [S1](t) : ¢’ € [id](t"), that is t' = ¢", and hence t' € [S1](t). We have shown [S](¢) C
[5')).

Let ¢ € [S1](t). By definition of id, we have t' € [id](t'), and hence ¢’ € [id]([S1](t)). By the
above rewriting step, we get t' € [S](t). We have then also shown [S'](¢) C [S](¢). Finally,
S and S’ are equivalent.

Rule (4)
S = repeat*(fail)
S =id

Trivially true, by definition of the repeat* operator.
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Rule (5)
S = dk(Sl, .. .,Sk_l,fail, Sk—i—la ey Sn)
S'=dk(S1,. .., —1,5k+1s---,5n).

With the rules of Table 1, we have the reduction :

[S1(t) w9 U s [S51(2) U [fail)(®) w2 U,y [S5](8) U 0.
Since we also have the reduction [S’ f(t)u—»U 21, [S5](t), then S and S’ are equivalent.

Rule (6)
S = fi’f’St(Sl, ey Sk—l, faz'l, Sk—i—l; ey Sn)
S'= fiT’St(Sl, ey Skfl, Sk+1, ey S")

With the rules of Table 1, we have the reduction :
(0 if Uz [S51(8) U [fail](t) =
[Si(t) i [Si](2) #0

<ﬁkﬂ®iﬂﬁlﬂﬂ#®wduffWKﬂ=
[faill(t) if [fail](t) # 0 and {J_ L1851 =0
U

[Sk41](t) if [Skra]() # 0 and U521 [S5]1(8) U [faill(t) =

L[S:1() i [S:1(0) # 0 and U3, [5,1(0) ULFai](t) = 0

However, the condition [fail](t) # @ is always false, whatever the term ¢. Then the result
of the previous rewriting step is equivalent to :

(0 if Uz [S51(8) U [fail](t) =

[S1]() i [Si](2) #0

Si](#)
S51(2)

L 1Sio1](t) i [Se_1](t) # 0 and U2
[Sk41](t) if [Sk41](t) # 0 and USZ) [

J&W)lu]u¢@mdu1#Amo

Since we get the same result as reducing [S’](¢) in one step, S and S’ are equivalent.

Rule (7)
S = dC(Sl, . .,Sk_l,fail,5k+1, . ,Sn)
SI = dC(Sl,.. -;Sk71;5k+1;-- ,S")

With the rules of Table 1, we have the reduction :
(0 if Uj i [95](8) U [fail](t) =
[S](®) i [S1](®) #0

[Se—1](0) i [Si_1)(t) # 0
[SIO \ [inl(e) i [fail](t) 2 0
[Sk+1](#) if [Sk+1](t) # 0

L[Sn](®)  if [Sa](t) #0
However, the condition [fail](t) # @ is always false, whatever the term ¢. Then the result
of the previous rewriting step is equivalent to :
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(0 if Uy [571(2) U [fail)(t) =
S 1S £0

LISk 1)) i [Sp 1))
[Ska](8) if [Sks1)(t)

L[Sp](t) i [Sa](t) # 0
Since we get the same result as reducing [S’](¢) in one step, S and S’ are equivalent.
Rule (8)
S = fiTSt(Sl, ey Sk—l; id, .. )
S = f?:T‘St(Sl, ceey Sk—l, Zd)

With the rules of Table 1, we have the reduction :
(0 if Uj [S5](2) U [id](t) = 0
[S](®) i [S1](t) #0

<t&AW)ﬁWMMﬂ¢@mdU 2[5,](0) =
i)(e) if [d)(e) # 0 and UL 5,10 = 0
[Sker]0) I [Ser]() # 0 and UL [5,](6) U id)(6) =

L[Sn](8) 3 [Sa]() # 0 and UjZ 0 [S51(8) U Lid] () =
However, we have [d]( ) = {t} # 0 for any term ¢, and then the condltlon [id](t) = 0 is
false. Then the result of the previous rewriting step is equivalent to :

! if U 4 [S,1(0) U lid](¢) =
S i [S)](0) #0

[Se-1](t) if [Si_r]() # 0 and U2 [S;](¢) =
[id](t) if [id](t) # 0 and U}=} [S;](t) = 0

Since we get the same result as reducing [S’](¢) in one step, S and S’ are equivalent.

Rule (9)
S = first(Si, ..., Sk—1,repeat*(Sk),-..)
= first(Si,...,Sk—1,repeat*(Sk)).

We proceed like for the rule (8), by noticing that [repeat*(Sk)](t) # 0 for any term ¢.

Rule (10)
S=f(S1,.--,5);9(S1,...,55)
g {(0 if f#g

=L F(S18), ., 5 Sh) i f=g

With the rules of Table 1, we have the reduction :
[SI® Uy egisy,...sonw 9051 -5 Sp)I ().
Let us assume f # g. By definition of the congruence strategy, for any t' € [f(S1,. .., Sn)](t),
we necessarily have top(t') = f, and hence [g(S],. .., S}),)](t') = 0, hence the equivalence of
Sand S'if f #g.
Let us now assume f = g. We then have the reduction :
, 0 if top(t) # f
[S ](t)H_» { lee[Sl;S’l](tl) ..... vn €[Sn;SL1(tn) f(Ul’ tee ,Un) ift = f(tla s 5tﬂ)
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By definition of the composition, we then have the following reduction :
. 0 if top(t) # f
UseUu, etsutcen 195100 0n€Uu esgions 1S5 10n) S W15 0n) 1= f(t1, o tn)
which is equivalent to :
{ ] if top(t) # f
Usrels1](t1),omstim €18 (tn) Yo elsiiun),momerst (un) £ @15 -5 0n) it = f(t1,... 1)
Let us show that [S](t) evaluates in the same application as above. With f = g, we have
the reduction :
[S1&) s+ Uy erpisy,..osaye (S5 - 5 SpIE).
If top(t) # f, then [f(S1,...,Sn)](t) = 0. Therefore the result of the above rewriting step
is equivalent to :
{ ] if top(t) # f
Urersss,..saw 081 SIE) i t = f(te, ... tn)
which is, by definition of the congruence strategy, equivalent to :
0 if top(t) # f
! ! ! : j—
Ut'EUule[sll(tl) ..... (Snl(tn) F(W150sUn) [F(S15-- - SIE) if £ = f(tr,- . tn)
that is to :
0 if top(t) # f
Uusersi)t)sonisnltn) [ (S0 SIS (n, -y un)) i 8= flta, ..., t0)
The above result, by definition of the congruence strategy, is equivalent to :
{ 0 if top(t) # f
Uerel811(t1),-rnstim €18n1(tn) Uor €1871ur),mvm 1St (un) £ 01 - -5 0n) i &= f(t1,... 1)
Therefore S and S’ are equivalent.

Rule (11)
S = dk(S1,...,S5n); So
S = dk(Sl, So, . ,Sn; So)

With the rules of Table 1, we have the reduction :

[S1(2)
w5 [So]([dE(S1; - - -, Sn)](2))
v [Sol(Uizy [S:](2)

w» UL, [So]([S:](¢)) by distributivity of the application of a strategy over the union of
strategies.

Besides, we also have the reduction [S"](t) #» U7, [Si; So](t) #» Ui, [So]([Si](t)). Then
[S](t) and [S'](t) both rewrite to the same application, and hence S and S’ are equivalent.

Rule (12)
S = So;dk(sl,. ,Sn)
S = dk(S(), Sl, ‘e ,SO; Sn)

With the rules of Table 1, we have the reduction [S](t) #» [dk(S1,...,Sn)]([So](?)) —

= Uiy [Sil([So](8))-
Likewise, we have the reduction [S"](¢) #» 7, [So; Si](¢) = Ui, [S:]([So](t)). Then [S](¢)
and [S'](¢) both rewrite to the same application, and hence S and S’ are equivalent.

Rule (13)
S = dk(S1)
S'=5
With the rules of Table 1, we have the reduction [S](¢) #» [S1](¢), hence S and S’ are

equivalent.
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Rule (14)
S = first(S1)
S'= 5

With the rules of Table 1, we have the reduction :
0 if [S1](t) =0
510 { 530 it (516) 79

Therefore S and S’ are equivalent.

Rule (15)
S = dC(Sl)
S'=9

Same as rule (14).

Rule (16)
S =dk(S1,...,5—-1,dk(S1,---,50), Skt+1,--->Sn)
S! :dk‘(Sl,...,Skfl,S{,...,Sm,Sk_Fl, ,Sn)

With the rules of Table 1, we have the reduction :

[S1(t) w [dR(ST, - -5 Sp)](8) Uiy i [Si](8) o UiZy [S71(8) Uiy i, [S] ().

Since we get the same result as reducing [S’](¢) in one step, S and S’ are equivalent.

Rule (17)
S = first(S1,...,Sk—1, first(S1,---,S0,); Sk+1,---,Sn)
S = fiTSt(Sl, .. .,Skfl,Si, .. -:S;nask+1; P 7Sn)

With the rules of Table 1, we have the reduction :

[S1(2)
(0 if [first(S1, ..., Sp)l(t) Uiy i [Si](8) = 0
[51](2) if [S1](t) # 0
s it [Si-1]) # 0 and U250 =0
[first(S),...,SL)](t) if [first(S],...,S5)](t) # 0 and U _1 [S:](t) =0
[Sk+1](2) if [Sk41](t) # 0 and [first(S],..., S;,))(0) UiS, [Si](®) =
\ -[Sn](t) if [Sp)(t) # 0 and [first(SY, ..., Sp)](t) Uiy s [Sil(£) = 0
By reducing [first(Sy,- .., S,,)](t) with the rules of Table 1, we get :
(0 if [first(SY,. .., Sm)I(t) Ui, izr [Si)() = 0

[S1](#) i [Sa](2) # 0

[Se 1)(8) i [Si 1](¢) # 0 and USZ2 [Si)(5) = 0
w0 it U™, [S{](t) = 0 and [Rrst (S}, .., S,)](6) # 0 and U2 S0 = 0

[S7() i [S5)(t) # 0 and U= [S1(t) = 0 and [first(S}, .., SL](6) # 0 and U [Si](1) =
[ )

Skr1](t) if [S1](t) # @ and [first(Sh, .., SL)](6) UiSy [Si](H) =

( [ Sal(t) i [Sa](t) # 0 and [first(S}, .- ., Si)I(6) Ui, sy [Sil () =
By noticing that :

— the condition (JiZ, [S{](t) = @ and [first(S],...,S,,)](t) # 0 is necessarily false ;

— since [S}](t) # 0 = [first(Si,- .., S;,)](t) # 0, the condition [S{](t) # 0 and [first(S7, ..., S},,)](t) # 0
is equivalent to the condition [S7](t) # 0 ;
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— the condition [first(S],...,S.,)](t) = 0 is equivalent to the condition |JI", [S!](¢)
we get that the previous rewriting result is equivalent to :
(0 if Uil [SH() Uizy, i [Si1(8) = 0
[Su](8)  if [S1](2) # 0

0,

J [Se-1]®) i [Sk-1)(t) # 0 and U= [S:](¢) = 0
[S5(t)  if [S5](¢) # 0 and 2} [SH(t) =0 and UL [Si]() = 0
[Sk41](t) if [Ser1](t) # 0 and U, [SA(8) Uiy [Si](t) = 0

LISal(t)  if [Sa]() # 0 and UL, [SI1(0) Uiz ies, [Si](2) = 0

Since we get the same result as reducing [S'](¢) in one step, S and S’ are equivalent.

Rule (18)
S = dC(Sl, e .,Sk_l,dc(Si, .- .,S,’n),SkH, .- ,Sn)
S = dC(Sl,.. .,Sk_l,Si,. ..,S;n,SkH,. ,Sn)

With the rules of Table 1, we have the reduction :

[S1()
0 if [de(S1, - -5 Sp)1(8) Uiy i [Sil(8) = 0
-4 18,10 i [5,](0) # 0
[de(Sy, ., SL)I(6) if [de(Sh, ., SL)I(E) # 0
By reducing [de(S, .. ., S},)](t) with the rules of Table 1, we get :
0 if [de (S5, .. -, Sp)](t) Uiy i, [Sil(8) = 0
L IS0 s, £ 0
0 if UiZ, [Si](=)0 and [dc(S5, ..., 8;,)](t) # 0
[S51(¢) if [S}](t) # 0 and [dc(Sh, .., Sp)](t) # 0
By noticing that :
— the condition |Jio, [Si](t) = 0 and [dc(S),...,S,,)](t) # 0 is necessarily false ;
— since [S](t) # 0 = [dc(ST, - ., S;,)](t) # 0, the condition [S;](t) # 0 and [de(SY, ..., Sp,)](t) # 0
is equivalent to the condition [S7](t) # 0 ;
— the condition [de(SY, ..., S%,)](t) = 0 is equivalent to the condition |JI*, [S/](t) =0,
we get that the previous rewriting result is equivalent to :
0 if U, SO ULy o [S:1() = 0
[S,1(8) if [S;](t) # 0
[S10) £ [S](0) # 0

Since we get the same result as reducing [S'](¢) in one step, S and S’ are equivalent.

Rule (19)
S=dk({.. }1,---,{--}n)
Sl = U?:l{‘ b

With the rules of Table 1, we have the reductions :
[S1t) w» Ui, [{- - -}il(®) and [S"1(¢)w»[U>, {. . .}i](t). Obviously, S and S’ are equivalent.

Rule (20)
S=Ff{.- 3, n) o
S'= U(ll—ﬂ'l if ec)efd1s(ln—orn if ca)e{. . }n {Fla; o ln) = flro,.cmn) i Aiy ci}

With the rules of Table 1, we have the reduction :
0 if top(t) # f
S](t) +» .
S {Uule[{...}l](tl) ..... un€[{...}nl(tn) flut,...,uy) ift = f(t1,...,tn)
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By definition of application of labelled rewrite rules, the result above is equivalent to :
0 if top(t) # f
Uu1 € {airi|(li1 = r1ifc1) € {.. . }1,a1l1 = a1t1,a1c1 — " true}, f(ula"'aun) ift = f(tla'--atn)

N
Un € {@nTn|(ln = Th if cn) € {.. . }n,@nln = @ntn,ancn —™ true}
that is, more simply, to :

0 if top(t) # f
U (I > rifer) €{.. . }1,01 : a1l1 = a1t1 Aarcr —" true, f(alTl, .- ,anrn) ift= f(tla .. Jtn)
(ln 7—> o if cn) € {.. . }ny0n : Anln = Antn A ancn —™ true

Let us show that [S’](¢) reduces to the same application. By definition of S, we have :
[Sl](t) = [U(ll—ﬂ"l if c1)€{. .}, s(ln—Tn if cn)E{...}n {f(lli Tt l") - f(Tl, o ’r”) if /\i:1 C’}](t)
If top(t) # f, then the application above reduces into {.
Ift = f(t1,...,t,) then, with the rules of Table 1, the application reduces into :
U (11 — rqp if Cl) c { . .}1,(11 a1l = a1t1 A arcr —* true, f(al'f'l, e 5anrn)‘

R
(In = rn ifcn) € {.. }n,an : anln = antn A ancn, —* true
Therefore S and S’ are equivalent.

Rule (21)
S:fz'rst(Sl,...,Si,...,Sj,...,Sn)
:first(Sl,...,SZ-,...,...,S”)

if Sj = Sz
With the rules of Table 1, we have the reduction :
s
0 if U= 1k€{z]}[‘sk]()U[S]()U[S]()

Sm](t) m < j, if [Sm](t) #Mnd Uiy [Se](®) = (0

Sil(t) if [S;)(t) # 0 and Uy, [Sk]( YU Si](t) =0

Snl(t) n > j, i [Sa](t) # 0 and URZy pggs i [Sel(t) UISI(E) U LS;](t) = 0

If S; = S;, the third condition is necessarily false, and the result above is equivalent to :
0 if Ui kggi,gy [Sk]() ULSi](2) = 0
[Sl() m < 5, if [S)(8) # 0 and URt,! [Se](¢) = 0
[Sul(t) 1> 3, 3 [Sal(t) # 0 and UpZ) gy [ US(0) =

which is also the first reduction step of [S'](t). Hence S and S’ are equivalent.

H

[
[
[

Rule (22)
SZdC(Sl,...,Si,...,Sj,...,Sn)
S'=dC(Sl,...,SZ',...,...,Sn)

iij ESi

With the rules of Table 1, we have the reduction :

[S1(¢)
0 if Ukt kgqigy [Skl(®) U [Si](t) U [S;](2) = 0
[Sm](t) m & {i, 5}, if [Sm](t) # 0

[Si](¢) if [Si](¢) # 0

[9;1(t) if [S;](t) # 0

If S; = S;, the result above is equivalent to :

{ 0 i UZ:l,ke{z',j} [Sk](2) U [Si]() U [S;](t) = 0

Sm
3 18

[Sm](t) m & {i,j}, if [Sm](t) # 0
[S)()  if [Si](2) # 0

which is also the first reduction step of [S'](¢). Hence S and S’ are equivalent.

Rule (23)
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S={.}u{. )}

S = U(ll_w1 i eyttt (nsrn if en)elotn comp(ly = r1if c1,... ln = o if eo)dcomp

Straightforward from Proposition 2 and system Comgp.

Rule (24)
S = first(S1,...,Sn)
S' = first(Si,...,constrain(dk(S,. .., Sn—-1),Sn)dco)

With the rules of Table 1, we have the reductions :

0 UL, [S0(0) =0
S0 = { [S0®) #[SIB #£0
[S;1(6) i£ [S,1(t) # 0 and Ui} [Si](6) = 0

0 if [S1](t) UL, [constrain(dk(St, ..., Si—1),Si)lcol(t) =0
[S’](t) — [Sl](t) if_[Sl](t) # 0 ) ]
[constrain(dk(St, - .-, Sj-1), i) col(t) if [constrain(dk(Sh, .. ., Sj-1),Sj)col(t) # 0
and [S1](t) U, [constrain(dk(S1, ..., Si 1),S:)dcolt) =0
Thanks to Lemma 2, we can show by recurrence that the result of the above rewriting step
is equivalent to :

{m it U, [S:](1) = 0

and

ORI OEY N
[Si1(t) if [S;](t) # 0 and U;Z, [Si](t) =0
that is to the result of the rewriting step of [S](t). Therefore S and S’ are equivalent.

Rule (25)
S = repeat*(S1); S2
S' = repeat*(S1); constrain(S1, S2)dco

With the rules of Table 1, we have the reductions :

[S18) +» Uy erepeat (5116 [S21(t') and [S']() = Uy e repeat (s1)) 2y [constrain(S, S2)lcol(t')-
By definition of the repeat operator, we have Vt' € [repeat*(S1)](t') : [S1](t') = @ and then,
by Lemma 2, we get [constrain(S1, S2)dco](t') = [S2](t'), hence S and S’ are equivalent.

Rule (26)
S = first(S1,...,Sn)
S' :dk(Sl,..., n

if /\i;éj mUtew(S’ia SJ) Excl
Straightforward from Lemma 3 and Proposition 5.

Rule (27)
S = dC(Sly- 7Sn)
8" = dk(St,---,Sn)
if A\;z; mutex(Si, Sj)ega

Straightforward from Lemma 3 and Proposition 5.
d
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A.5 Termination

Proposition 1. Given an ELAN strategy S, the reduction of Rules(S) with LR terminates and
results in a set of rules such that : if Rules(S)| g is e-terminating, then S terminates.

Proof: We proceed by structural induction on S.
— If S = fail, then Rules(S)|,r = 0. Moreover, since S is terminating, the property is
trivially true.
— If S =id, then S| . = {z — z}. Like in the previous case, S is terminating, and hence
the property is trivially true.
— If S={...}, then S|, = {...}. Like in the previous two cases, S is terminating, and
hence the property is trivially true.
We have shown that the property holds for any atomic strategy. Let us now assume the
property for strategies Si,...,S,, and let us show Proposition 1 by any combination S of
S1,-..,5n.
— Case S =dk(S1,...,Sn). Let us assume that Rules(S)),.r is e-terminating. Since
Rules(S),r = Ui, Rules(S;)! r,each Rules(S;)|,r,i € {1,...,n}, is e-terminating.
By induction hypothesis , each S;,i € {1,...,n} terminates. Let t € T (F). By definition
of the dk operator, we have

S1(e J (5100

with [S;](t) terminating for every i € {1,...,n}. Therefore [S](t) terminates for any
ground term t, hence S terminates.

— Case S =dc(S1,...,Sn). Let us assume that Rules(S)|,r is e-terminating. Since
Rules(S), r Ui | Rules(Si)l,r, each Rules(S;)l,r,i € {1,...,n}, is e-terminating.
By induction hypothesis , each S;,i € {1,...,n} terminates. Let ¢t € 7 (F). By defini-
tion of the dc operator, we have either S(t) = @), and in this case S terminates on ¢, or
Je{l,...,n}:

[S](2) - [Si] (t)

with [S;](¢) terminating. Therefore [S](¢) terminates, for any ground term ¢.

— Case S = first(S1,...,S,). Same case as dc(Sy, ..., Sp).

— Case S =f(S1,...,Sn),f € F. Let us assume that Rules(S)| % is e-terminating. Since
Rules(S),r = Ui, Rules(S;) r,each Rules(S;)|,r,i € {1,...,n}, is e-terminating.
By induction hypothesis , each S;,i € {1,...,n} terminates. Let ¢t € 7 (F). By defini-
tion of the congruence, we have either [S](t) = 0, in which case S terminates on ¢, or
t=f(t1,...,tn) and

[S])(t) U flury. .. up)

ule[Sl](tl),...,u" E[Sn](tn)

with [S;](¢) terminating for every ¢ € {1,...,n}. Therefore [S](¢) terminates, for any
ground term t.

— Case S = S3; S». Let us assume that Rules(S)| % is e-terminating. Since Rules(S)| r =
Rules(S1)d . U Rules(S2)! r, each Rules(S;)), r,i € {1,2}, is e-terminating. By in-
duction hypothesis , each S;,7 € {1,2} terminates. Let ¢ € T(F). By definition of the
composition, we have

Sy |J 1821

t'€[S1](¢)

with [S1](t) and [S2](t) terminating. Hence [S](t) terminates, for any ground term ¢.
— Case S =repeat*(S;1). Since Rules(S)|,r = Rules(S1)l,x U {z — z}, Rules(S) is
not terminating, and the property is trivial.
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In order to prove Theorem 1, we first show in Lemmas 4 and 5 a property linking application
of a strategy and application of the rewrite rules involved in this strategy. We then deduce
from this property Corollaries 1 and 2, that ensure termination of a strategy repeat*(S) if
Rules(S)|, is terminating or is e-terminating and S contains no congruence strategy, which
is the trickiest part of Theorem 1.

For readibility, in the following, Rules(S)| % will be denoted {...}s, for any strategy S.

Lemma 4. Let S be a strategy containing no repeat™ symbol and no strategy congruence. Then
we have Vt € T(F),Vi > 0:Vt' € [S](t), there exists a e-derivation chain of size greater than
i fromt tot' with {...}s.

Proof: The proof relies on the idea that applying a strategy to a term consists in choosing
a rewrite rule of the strategy to be applied to the term. If the strategy contains a finite
composition of strategies, then the application of the strategy to the term consists in a finite
sequence of applications of rewrite rules of the strategy to the term.

We proceed by induction on S.
— If S =id, then {...}s = {z — z}. Given a ground term ¢, we have Vi > 0 : [S¥](t) = {t},
and t can be obtained by 4 application of the rule {z — z} to t.
— If S = fail, then Vt € T(F),Vi > 0:[S*](t) = 0, and the property is trivially true.
—If S = {...}, then {...}s5 = {...}. The correspondance between application of S and
rewriting with {...}g is straightforward.
We have shown the property for any atomic strategy S. Let us now assume the property
for strategies Si,...,S,, and let us show Lemma, 4 for any combination S of Si,...,S,.
— If S = dk(S1,...,5), then {...}s = U, {...}s;, and hence each rule of any {...}; is
also a rule of {...}s. Let t € T(F). Let us show the property by recurrence on 4.

e Let us show the property for i = 1. Let t' € [S](t). By definition of the dk operator,
35 € {1,...,n} : t' € [S;](¢), and hence, by induction hypothesis on S;, there exists
an e-derivation chain of size greater than 1 from ¢ to ¢’ with {...}s;, and hence also
with { . -}S-

e Let us now assume the property for any i < k,k > 1. Let #' € [S¥*](¢). Then, by
definition of the composition of strategies, there exists t” € [S¥](¢) : t' € [S](t").
By definition of the dk operator, 3j € {1,...,n} : t' € [S;](¢"). By recurrence
hypothesis, there exists an e-derivation chain of size greater than k from t to t"
with {...}s. By induction hypothesis on S;, there exists an e-derivation chain of
size greater than 1 from " to #' with {...}s,, and hence with {...}5. We then
deduce the existence of an e-derivation chain of size greater than k + 1 from ¢ to ¢
with { . -}S-

— For S = dc(S,...,S) or first(Si,...,Sy), we show the property like for S = dk(S1,. .., Sy).
— If S = 5155, then {...}s ={...}5, U{...}s,, and hence each rule of {...}s,,{...}s, is
also a rule of {...}s. Let t € T(F). Let us show the property by recurrence on 1.

e Let us show the property for ¢ = 1. Let t' € [S](t). By definition of the composition
of strategies, " € [S1](¢) : t' € [S2](¢"). By induction hypothesis on Sy, there exists
an e-derivation chain of size greater than 1 from ¢ to t" with {...}s,, and hence also
with {...}s. Likewise, by induction hypothesis on Sa, there exists an e-derivation
chain of size greater than 1 from ¢" to ¢’ with {...}s,, and hence also with {...}s.
Therefore there exists an e-derivation chain of size greater than 2 from ¢ to ¢’ with
{...}s.

e Let us now assume the property for any i < k,k > 1. Let ¢ € [S*+1](t). Then, by
definition of the composition of strategies, there exists " € [S¥](¢) : t' € [S](t").
By definition of the composition of strategies, It"" € [S1](t") : t' € [S2](¢t"). By
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induction hypothesis on Sy, S» and by recurrence hypothesis we show that there
exists an e-derivation chain of size greater than 1 from ¢ to ¢’ with {...}s

Lemma 5. Let S be a strategy containing no repeat* symbol. Then we have ¥t € T (F),Vi >
0:Vt' € [SY(t), there exists a derivation chain of size greater than i from t to t' with {...}s.

Proof: The proof is similar as the one of Lemma 4, replacing e-termination by termination,
with the extra following case in the structural induction on S :

—If S = f(S1,...,50),f € F, then {...}s = U~ ,{.. .}s:, and hence each rule of any
{...}iisalsoaruleof {...}s. Let t € T(F). If [S](t) = 0, then the property is trivial. Let
us then assume [S](t) # 0, that is t = f(t1,...,t,) with Vj € {j,...,n} : [S;](t;) # 0.
Let us show the property by recurrence on 3.

e Let us show the property for i = 1. Let ¢t' € [S](¢). By definition of the con-
gruence strategy, 3t; € [Si](t1),...,t), € [Snl(tn) : ' = f(t},-..,t,). For each
Jj € {1,...,n}, by induction hypothesis on S;, there exists a derivation chain of size
greater than 1 from ¢; to ¢ with {...}s,, and hence also with {...}s. With the same
rewritings, we then get a derivation chain of size greater than n, and hence greater
than 1, from t = f(t1,...,t,) to t' = f(t},...,t),) with {...}s.

e Let us now assume the property for any i < k,k > 1. Let ¢’ € [S¥*1](¢). Then, by

definition of the composition of strategies, there exists t" € [S¥](t) : t' € [S](t"). By
definition of the congruence strategy, since [S](t") # 0, we have 3¢{,... ¢t} : t" =
f@,...,ty) and V5 € {1,...,n} : [S;](t]) # 0. By recurrence hypothesis, there
exists a derivation chain greater than k from ¢ to t".
Moreover, by definition of ¢’ and the congruence strategy, we also have 3t!,.. .t/ €
T(F):t" = f(t1,...,t;,) and Vj € {1,...,n} : t; € [S;](t}). For each j € {1,...,n},
by induction hypothesis on S;, there exists a derivation chain of size greater than 1
from ¢ to ¢} with {...}s;, and hence with {...}s. We then deduce the existence of an
derivation chain of size greater than nxk from t" = f(t{,...,t}) tot' = f(t},...,t))
with {...}s. We then get a derivation chain of size greater that (n + 1) % k, and
hence greater than k + 1, from ¢ to ¢’ with {...}s.

Corollary 1. Let S be a strategy containing no repeat* symbol, t a ground term. If {...}g is
e-terminating, then 3 > 0 : [S*](t) = 0.

Proof: A consequence of Lemma 4 is that given a ground term ¢, if Ai > 0 : [S?](t) = 0,
then we can get an infinite e-rewriting chain from ¢ with {...}s. Therefore, if {...}g is
e-terminating, such a chain cannot be obtained, and necessarily 3i > 0 : [S*](t) = 0. O

Corollary 2. Let S be a strategy containing no repeat* symbol and no strategy congruence, t
a ground term. If {...}s is terminating, then 3 > 0 : [S*](t) = 0.

Proof: The proof is the same as the one of Corollary 1, using Lemma 5 instead of Lemma 4. O

In addition to the previous two corrolaries, we will also need the following lemma to prove
Theorem 1. It highlights a particular point of the semantics of symbol T in Termin : given
a strategy S, the term T'(false,S) cannot reduce into false, since the first argument false
ensures we have lost the termination equivalence between S and the initial strategy.
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Lemma 6. Let S be a strategy. Then reduction of T'(false, S) with Termin terminates and its
normal form is either true or §.

Proof: By structural induction on S§. O

Theorem 1. Let S be a strategy. Then the reduction of TERMIN (S) with Termin termi-
nates and its normal form is either true, false or §, and :

— if TERMIN(S)|7ermin = true, then S terminates ;
— if TERMIN(S)!7ermin = false, then S does not terminate.

Proof: Since for any strategy S, TERMIN(S) first rewrites into T (true,S), we show the
following more general property, for any b € { false,true} :

— if T'(b, S)d7ermin = true, then S terminates ;

— if T (b, S)drermin = false, then S does not terminate.

We proceed by structural induction on S. If S = id, fail or {...}, then S terminates and
T(b,S)7ermin = true. Let us now assume the property holds for strategies S, ..., S, and
let us show it for any combination S of Sy,...,Sy,.

— If S = dk(S1,...,Sn), then T(b,S) —Termin Niy T'(b,Si). By induction hypothesis
on each S;, reduction of T'(b, S;) with Termin terminates and its normal form is ei-
ther true, false or f. Therefore reduction of T'(b,S) terminates and its normal form
T, S)rermin = Niei Tdrermin(b, Si) is either true, false or f.

o If T'(b, S)d7ermin = true, then necessarily Vi € {1,...,n} : T(d, Si)drermin = true.
By induction hypothesis on each S;, S; terminates. Therefore S = dk(Sy,...,Sn)
also terminates.

o If T(b,S)rermin = false, then necessarily 3 € {1,...,n} : T(b, Si)lTermin =
false. By induction hypothesis on S;, S; does not terminate, that is there exists
t € T(F) such that [S;](¢t) does not terminates. Since [S](¢) needs evaluation of
[Si](t), then S does not terminate.

— If S = de(Sh,...,Sn), then T'(b,S) —7ermin Niey T(b, Si). By induction hypothesis
on each S;, reduction of T'(b,S;) with Termin terminates and its normal form is ei-
ther true, false or f. Therefore reduction of T'(b,S) terminates and its normal form
T(b, S)rermin = Nic1 Td7ermin (b, Si) is either true, false or f.

o If T'(b, S)|7ermin = true, then necessarily Vi € {1,...,n} : T(b, S;)d7ermin = true.
By induction hypothesis on each S;, S; terminates. Therefore S = dk(Si,...,Sy)
also terminates.

o If T(b,S)|7ermin = false, then necessarily 3i € {1,...,n} : T(b, Si)lrermin =
false. By induction hypothesis on S;, S; does not terminate, that is there exists
t € T(F) such that [S;](t) does not terminates. Since [S](¢) may need evaluation of
[Si](t), then S does not terminate.

— If S = f(S1,...,Sn), with f € F, then T(b,S) —7ermin Niey T(b,S;). By induction
hypothesis on each S;, reduction of T'(b, S;) with Termin terminates and its normal
form is either true, false or §. Therefore reduction of T'(b, S) terminates and its normal
form T'(b, S)d7ermin = Nie1 T4 7ermin (b, Si) is either true, false or .

o If T(b, S)7ermin = true, then necessarily Vi € {1,...,n} : T(d, Si)drermin = true.
By induction hypothesis on each S;, S; terminates. Therefore S = dk(Si,...,Sy)
also terminates.

o If T(b,S)|7ermin = false, then necessarily 3i € {1,...,n} : T(b, Si)lrermin =
false. By induction hypothesis on S;, S; does not terminate, that is there exists
t € T(F) such that [S;](¢t) does not terminates. Since [S](¢) needs evaluation of
[Si](t), then S does not terminate.
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—If § = first(S1,...,Sn), then T(b,S) —Termin T(b,S1) \;_y nT(false,S;). By in-
duction hypothesis on Sy, reduction of T'(b, S1) with Termin terminates and its nor-
mal form is either true, false or §. By Lemma 6, for ¢« € {2,...,n}, reduction of
T(false, S;) with Termin terminates and its normal form is either true or §. Therefore
reduction of T'(b,S) with Termin terminates and its normal form T'(b, S)drermin =
T(b, S1)dTermin Niea T(false, Si)drermin 1S either true, false or .

o IfT(b, S)7ermin = true, then necessarily T'(b, S1)Lrermin Nieo T (false, Si) L rermin =
true. By induction hypothesis on Si,...,S,, each S; terminates, and therefore
S = first(S,-..,S,) terminates.

o If T'(b,S) ! 7ermin = [false, then necessarily T(b,S1)!7ermin = false since, by
Lemma 6, Vi € {2,...,n} : T(b, S;){7ermin 7 false. By induction hypothesis on
S, we get that S; is not terminating, and hence 3t € T (F) such that [S1](t) does
not terminate. Since [S](t) requires evaluation of [S](¢), then S does not terminate.

— If S = S1; S2, then T'(b,S) — Termin T(b,S1) AT (false, S2). By induction hypothesis
on S1, reduction of T'(b, S1) with Termin terminates and its normal form is either true,
false or §. By Lemma 6, reduction of T'(false, S3) with Termin terminates and its
normal form is either true or §. Therefore reduction of T'(b, S) with T ermin terminates
and its normal form T'(b, S)rermin = (0, St)dTermin A T(false, S2)drermin 1S either
true, false or f.

o If T(b, S) | 7ermin = true, then necessarily T (b, S1)d7ermin AT (false, Si)llrermin =
true. By induction hypothesis on Sy, Sz, both S, S2 terminate, and therefore S =
S1;S2 terminates.

o If T(b,S)d7ermin = false, then necessarily T'(b, S1)l7ermin = false since, by
Lemma 6, T'(b, S2)d7ermin 7 false. By induction hypothesis on Si, we get that
S1 is not terminating, and hence 3t € T(F) such that [S;](¢) does not terminate.
Since [S](t) requires evaluation of [S1](t), then S does not terminate.

— If S = repeat*(S1), then let us distinguish reductions with Termin of T'(false, S) and
T(true, S).

e In any case, T'(false,S) —>Termin true or §, and then reduction of T'(false,S)
with Termin terminates. If T'(false, S)rermin = true, then {...}g, is either ter-
minating or e-terminating with S containing no congruence strategy. Then, by Cor-
rolaries 1 and 2, Vt € T(F),3i > 0: [S1°](t) = 0, and therefore S terminates.

e Reduction of T'(true, S) with Termin depends on S;.

x« If S; = {...}, then T'(true,S) reduces into false, true or § and hence termi-
nates. Moreover, equivalence between e-termination of {...} and termination of
repeat*({...}) is straightforward and ensures the property for T'(true, S).

x If S; # {...}, then T'(¢true,S) reduces into true or § and hence terminates. If
T (true, S)|rermin = true, then necessarily {...}s, is e-terminating or termi-
nating with S; containing no congruence strategy. Then, by Corrolaries 1 and
2,Vt € T(F),3i > 0:[51"](t) = 0, and therefore S terminates.
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B Examples

Simplification of strategies is detailed in Example 6, and sketched in further examples, since
detailed explanations would be similar. Table 6 emphasizes the importance of first simplifying

strategies for proving their termination with our criterion.

Table 6. Examples — summary

i ; ; Z TERMIN TERMIN
Initial strategy S Simplified strategy S (repeat™(S)) | (repeat($))
Ex.2 {f(@) = g(2), f(z) = A(0,2)}; f@) > f true
{1, 2) = f(1), h(z,y) =y, f(1) = h(1,1)} (LPO)
Ex.3 first({g(x1,1) = h(z1) if 1 > 1}, {9(z1,1) = h(z1) if z1 > 1, true true
{g(x3,x4) = f(x3) if 23 > 2}) g(z3,z4) = f(x3) if 23 > 2 Azg # 1}|(LPO, Prop 3)|(LPO, Prop 3)
[Sl]f(.’li,y) - g(y’m)
[s2]9(z,y) =y
Ex.4 [83]g(x; y) - f(ya iI))
first(first(sz, ss), first(ss,s2,51)) 51Uss ’ true (LPO)
first(de(sz, s3), first(ss, s2,s1)) dk(dc(s2, $3), $1) i #
first(first(ss, s2), first(ss, sz, s1)) s1Uss # false
S = repeat™(first({f(z1) — g(z1) if z1 > 3};
first({g(z2) = h(z2) if 2 > 1},
{9(4) = g(4)}, {g(za) = f(za) if 24 > 2}), . - true
Ex.5 dk({F(z) — 9(z), f(z) = h(0,3) if z > 4}; repeat™ (f(z) — h(x) if z > 3) i (LPO, Prop 3)
{p(1,2) = f(1),h(z,y) =y, f(1) = A(1,1)},
f(z) = f(f(2)) if © > 5)))
Ex.6 first({h(z,y) = f(y), fla) = g(b)} {r(z,y) = f(y), fla) = g(b), § true
{r(0,y) = g(y), f(x) = g(x),9(a) = f(a)}) | f(z) = g(z) if  # a,9(a) = f(a)} (0S0, Prop 3)
[r1]f(z1) = g(z1) if 21 > 3
[r2]g(z2) = h(z2) if z2 > 1
[ralg(4) — g(4)
Ex.7 [ralg(za) = f(z4) if 24 > 2
r1; first(re,r3,74) {f(z) = h(z) if z > 3} f true
(LPO, Prop 3)
first(ra, repeat” (dk(rs,r4))) first(rs, id) i f
[r12]s1 — s2
[r13]s1l — s3
[r25]s2 — $5
Ex.8 [r32]s3 — s2
[r34]s3 — s4
[ra1]s4 — sl
dk(ri2,713,725,T32, 34, T41) {r12,713,725, 732,734, 741} # false
Ezample 2 (continued). We already showed in the paper that Scomp = {f(z) = g(), f(x) =
h0,2)}; {h(1,2) = f(1), h(z,y) =y, f(1) = h(1,1)} simplifies into S, = {f(2) = z}.
Let us evaluate TERMIN (repeat*(Scomp)) :
TERMIN (repeat*(Scomp)) — Termin T (true, repeat*(Scomp))
—Termin ﬁ
for Rules(Scomp)der = {f(z) = g(z), f(z) = h(0,2),h(1,z) — f(1),h(z,y) = v, f(1) =
h(1,1)}, which is not e-terminating, because of the infinite e-chain h(1,1) — f(1) —

h(1,1) —

Let us now evaluate TERMIN (repeat*(S;omp)) *

TERMIN (repeat*(Somp)) — Termin T (true,repeat™(St,m,p))
—Termin true

for Rules(Sgomp)dcr = {f(®) — =}, which is terminating, hence e-terminating.
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Finally, repeat*(Scomp) is proved terminating by combination of simplification process and ter-
mination criterion.

Ezample 8 (continued). We already showed in the paper that S = first({g(z1,1) —
hzy) if z1 > 1},{g(z3,74) = f(=z3) if 3 > 2}) simplifies into S’ = {g(z1,1) = h(=zy) if z1 >
1,9(z3,24) = f(z3) if 23 > 2Azy #1}.

Let us evaluate TERM IN (repeat*(S)) :
TERMIN (repeat*(S)) — Termin T (true, repeat*(S))

——Termin true
for Rules(S);r = {9(z1,1) = h(z1) if z1 > 1,9(x3,24) — f(z3) if 23 > 2}, which can be
proved terminating with any simplification ordering with the precedence g = h, f, >, 2.
Remark that Rules(S)|,r can also be proved e-terminating by using Proposition 3, since
Rules(S)\zr —5zampr 0-
Then repeat*(S) can be proved terminating directly, that is without using simplification.
Let us evaluate anyway TERMIN (repeat*(S')) :
TERMIN (repeat*(S")) —>7ermin T (true,repeat*(S"))

—>Termin true
for Rules(S) . = {9(x1,1) = h(z1) if 1 > 1,9(x3,24) — f(z3) if 3 > 2 A 24 # 1}, which
can be proved terminating with any simplification ordering with the precedence g > h, f,>
s\, #,2,1. Remark that Rules(S')| % can also be proved e-terminating by using Proposition 3,
since Rules(S')7r —57mpr 0-

Ezxample 6. Let us consider the strategy

which is an extension of the strategy introduced at the end of Section 3 to motivate the need
for first simplifying strategies.
— Simplification of S —
The simplification of S is given by :
S —0Y first({h(z,y) = f(y), f(a) = g(b)}, {f(z) = g(2) if © # a,9(a) - f(a)})
—CO) dk({h(z,y) = f(y), f(a) = g(b)}, {f(z) = g(z) if & # a,9(a) = f(a)})
— 9 {h(z,y) = f(y), f(a) = g(b), f(z) = g(z) if z # a,9(a) = f(a)}
Let us explain in detail the above applications of rules (24) and (26).

(rule (24)) Application of the rule (24) decomposes as follows :
S — first({h(z,y) = f(y), f(a) = g(b)},
constrain({h(z,y) = f(y), f(a) = g(b)},{R(0,y) = g(y), f(2) = 9(z), 9(a) = f(a)})ico)

The second argument of the first strategy above is given by :
constrain({h(z,y) = f(y), f(a) = g(b)},{h(0,y) = g(y), f(z) = g(z),9(a) = f(a)})
—co constrain({h(z,y) — f(y), f(a) = g(b)},h(0,y") = g(y"))

U constrain({h(z,y) = f(y), f(a) = g(b)}, f(z') = g(a"))

U constrain({h(z,y) — f(y), f(a) = g(b)}, g(a) = f(a))
—co h(0,y") = g(y') if not(true)

U f(z') = g(z') if not(z' = a)

U g(a) = f(a)
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(rule (26)) Application of the rule (26) comes from the fact that mutex({h(z,y) = f(v), f(a) =

g}, {f(x) = g(z) if z # a,9(a) = f(a)}) — %, true. Indeed :
mutezr({h(z,y) = f(y), f(a) = g(b)},{f(z) = g(z) if  # a,g(a) = f(a)})
—rega mutez(h(z,y) = f(y), f(z) > g(z) if  # a)

Amutez(h(z,y) — f(y),9(a) — f(a))

Amutez(f(a) = g(b), f(z) = g(z) if z # a)

Amutez(f(a) = g(b), g(a) — f(a))
—>Ezcl true

Ntrue

Atrue

Atrue

— Termination of repeat*(S) —
Let us evaluate TERM IN (repeat*(S)) :
TERMIN (repeat*(S)) — Termin T (true, repeat*(S))
—Termin ﬁ
for Rules(S)l.r = {h(z,y) = f(y), f(a) = g(b),h(0,y) = g(y), f(z) = g(z),9(a) = f(a)},
which is not e-terminating, because of the infinite e-chain g(a) — f(a) — g(a) — .
Denoting S = {h(z,y) — f(y), f(a) = g(b), f(z) = g(z)ifz # a,g9(a) — f( )} the
simplified form of S, let us now evaluate TERM IN (repeat*(S')) :
TERMIN (repeat*(S")) — Termin T (true,repeat*(S"))
—Termin true
for Rules(S")|,x = S', which can be proved terminating by using Proposition 3 and simplifying
5" since we have :

51588 —szmpr {h(z,a) = g(b), h(z,y) = g(y) if y # a, f(a) » f(a) if a # a,

g(a) = g(b),g(a) — g(a) if a # a}; S’
— (fail U fail U {h(z,a) — g(b), h(z,y) — g(y) if y # a,g(a) — g(b)}); S'.
—rszmpe {h(z,a) = f(a) if a # a}
— fail

Remark that S’ can also be proved terminating by typing and using an Order-Sorted Ordering
(0S0), as in [12]. The system S’ can be typed without lack of generality in the following way.
We define three sorts :

— Na for any term but a ;
— A for the constant a ;
— s for the most general sort.

and f, g, h are expressed by the typed operators :

f:Na—s,f:A—>s
g:Na—s,g:A—>s
h:sxs—s

Then S’ is equivalent to the so-called desambiguated specification

(Vy : A)hgxs(m,y) = fass(y)
(Vy : Na)hsxs(2,y) = fNna—s(y)
fA—>s (a) — gNa—>s(b)

(Vx : Na)fness(x) = gNa—s(T)
ga—s(a) = fass(a)
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which can be proved terminating with an OSO having the precedence

fNa—)s > gNa—s
JA—s - fA—)s
fass = gNass
hsxs - fNa—>s
hsxs - fA—)s

Ezxample 4 (extended with the study of new strategies). Let us consider the following three
ELAN labelled rules :

[s_1] f(x,y) => g(y,x)
[s_2] g(x,y) =>y
[s_3]1 g(x,y) => £(y,x)

and then let us the following strategies :

1. S1 = first(first(ss,ss), first(ss, s2,51)).
2. Sy = first(dc(ss, s3), first(ss, s2,51)).
3. S3 = first(first(ss,sz2), first(ss, s2,81))-

— Simplification of S;1,S2,S3 —
Let us simplify S :

Sy — (D) first(sy, s3, 53, 52, 51)
— (V) First(sy, s3,53,51)

— (Y first(sy, ss,51)
—Y first(sy, fail, s1)
—©) first(sy, s1)

—(26) dk(SQ, 81)

—(19) s1 U 82

Let us now simplify S5 :

Sy — 17 first(de(sa, s3), S3, 52, 51)
— (Y first(de(sy, s3), fail, fail, s1)
— ) first(de(ss, s3), fail, s1)
—©®) first(de(sy, s3),51)

—(8) dk(dc(sq, s3), 51)

Let us finally simplify S; :

Ss —17) first(ss, s2, 53, S2,51)
— (D First(ss, so, 52, 51)
— (D first(ss, so,51)

—)(24) first(ss, fail,s;)
—©) first(ss, s1)

—)(26) dk,‘($3, 81)

—)(19) s1 Uss

— Termination of repeat*(S;),repeat*(S,),repeat*(S3z) —

For i € {1,2,3}, we have TERMIN (repeat*(S;)) —"¢rmin I for Rules(S;)d, r = s1UsyU
s3, which is not e-terminating, because of the infinite e-chain f(z,y) — g(y,z) — f(z,y) —

Denoting S} the simplified forms of S;, let us now evaluate TERM IN (repeat*(S))).
We first evaluate repeat*(S]) = repeat*(s1 U s2) :
TERMIN (repeat*(S1)) — Termin T (true,repeat*(S7))
— Termin true
for Rules(S7)},r = S}, which can be shown terminating with any simplification ordering with
the precedence f > g.
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We then evaluate repeat*(S}) = repeat* (dk(dc(s2, s3), $1)) :
TERMIN (repeat*(S5)) — Termin T (true, repeat*(S}))
—> Termin ﬁ
for Rules(S4)) s = s1 U s2 U s3, which is not e-terminating, as previously noticed.
Finally, we evaluate repeat*(S%) = repeat*(s; U s3) :
TERMIN (repeat*(S%)) — Termin T (true, repeat*(S3))
——Termin false
for Rules(S%)) ,»r = s1Uss, which is not e-terminating, because of the infinite e-chain f(z,y) —
9(y,z) — f(z,y) — ...
We then proved that repeat*(S;) terminates and repeat*(S3) does not terminate. As for
repeat*(Ss), our termination criterion cannot determine whether it terminates or not.

Ezample 7. Let us consider the following ELAN program :
[r1] f(z1) = g(z1) if 21 >3

[r2] g(x2) = h(zs) if 2o > 1

[rs] g(4) — g(4)

[ra] g(z4) = f(zyg) if 24 > 2

and let us study the termination of the following strategies :

1. 81 =ry; first(ra,rs,r4)
2. Sy = first(sz,repeat*(dk(rs,r4)))

Strategy S1

Let us simplify Sy :
Sy — Y ry: first(ry, fail, fail)

—(©8) py; first(ry, fail)

—O8) py; first(ry)

—)(17) r1;72

—3) {f(z) = h(z) if z > 3}

Let us evaluate TERM IN (repeat*(S1)) :
TERMIN (repeat*(S1)) — Termin T (true, repeat*(S1))

——Termin ﬁ

for Rules(S1)d,r = r1 Ure Urg Ury, which is not e-terminating, because of the infinite e-chain
F(4) — g(4) — F(4) — ...

Denoting S the simplified form of Si, let us now evaluate TERM IN (repeat*(Sy)) :
TERMIN (repeat*({f(z) = h(z) if £ > 3})) —Termin T (true,repeat*({f(z) — h(z) if z > 3}))

—Termin true

for Rules(S1)} s = Si, which is terminating.

Strategy S-o

The simplification of Sy consists of the rewriting step Sy — 4 first(rq,id). The repeat*
strategy simplified to id, because constrain(ry, dk(rs,r4)) —¢o fail.

Let us evaluate TERM IN (repeat*(S2)) :
TERMIN (repeat*(S2)) — Termin T (true, repeat*(Ss))

——Termin ﬁ

for Rules(Sa2) g =2 UrsUrs U {z — 2z}, which is not e-terminating.

Denoting S} the simplified form of Ss, let us now evaluate TERM IN (repeat*(S})) :
TERMIN (repeat*(first(ra,id))) —>Termin T (true,repeat*(first(rs,id)))

——Termin ﬁ

for Rules(S1)} s = r2 U{z — =z}, which is not e-terminating.

Ezample 8. This example is the Example 5.9, page 146, of the thesis of H. Cirstea [5], and
describes transitions in a five states automata. The program contains in particular the ELAN
labelled rules :
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[r12] s1 => s2
[r13] s1 => s3
[r25] s2 => s5
[r32] s3 => s2
[r34] s3 => s4
[r41] s4 => si

and the strategies :
follow = dk(r12,713,r25,732,r34,r41)
gen_double = follow; follow

We study here the simplification of the strategy gen_double, and show that the strategy repeat*(follow)
is not terminating.

— Simplification of gen_double —

Let us first study the simplification of the strategy gen_double :
dk(r12,r13,7r25,r32,r34,r41); dk(r12,713,r25,732,r34,7r41)
—(12) dk(dk(r12,713,725,732,734,r41);r12, ..., dk(r12,713,r25,732, 734, r41); r4l)
— 0% di(dk(r12;r12,...,741;7r12),. .., dk(r12;r41,. .., r4l;r41))
— 00 dk(r12;712, ..., 7415712, .., r12; 741, ... rdl; r4l)
Let us summarize in a table the results of every argument ; the cell of the i** line, named s;
and of the j'* column, named s; contains the result of the simplification of the composition
Siy 85 *

rl2 rl3 725 r32 r34 r4l
r12|  fail fail sl — sb fail fail fail
r13| fail fail fail sl — 52| s1 — s4 fail

r25  fail fail fail fail fail fail
r32| fail fail | 83— s5| fail fail fail
r34| fail fail fail fail fail s3 — sl
rdl| s4 — s2 | s4 = s3 | fail fail fail fail

We then get, after elimination of the fail :
gen_double —%7 v p, dk(s1 — $5,51 — $2,51 — 54,53 — $5,53 = 51,54 — $2,54 — s3)
—(19) {51 — 55,51 = 52,51 = 54,53 = 55,53 = 51,54 = 52, s4 = 53}
— Non termination of repeat*(follow) —
Using the simplification rule (19), follow is equivalent to follow' = {r12,r13,725,r32,r34,r41}.
Let us evaluate TERM IN (repeat*(follow")) :
TERMIN (repeat*(follow')) — 1ermin T (true, repeat™(follow"))
——Termin false
for follow'| ;. = follow', which is not e-terminating, because of the infinite e-chain s1 —
s4 — 83 — sl — ...

Ezxample 5 (detailed). Denoting Sy the initial strategy of Example 2 where the rule f(x) —
h(0,z) is replaced by the rule f(z) — h(0,z) if z > 4 and S7 the first initial strategy of
Example 7, the strategy studied in this example can be written

S = repeat* (first(Sq7,dk(Ss, f(z) = f(f(z)) if z > 5))).
From Examples 7 and 2, we deduce that S simplies with SZMPL in
S’ = repeat*(first(f(z) = h(z) if x > 3,dk(f(z) — z if z > 4, f(z) = f(f(z)) if z > 5))).

The above first strategy, argument of the repeat* operator, simplifies in the strategy first(f(z) —
h(z) if = > 3, dk(fail, fail))) with rule (24). We then have the simplification dk(fail, fail) <)
dk(fail) =13 fail. Hence S’ simplifies in

S" = repeat™(first(f(z) = h(z) if x > 3, fail)).
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We finally have the following simplification :

5" ) repeat*(first(f(z) — h(z) if z > 3))
04 repeat*(f(z) = h(z) if z > 3)

and we get that S simplifies in

S" = repeat*(f(z) — h(z) if z > 3).
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