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Abstract. Systems biology is a new area in biology that aims at achiev-
ing a systems-level understanding of biological systems. While current
genome projects provide a huge amount of data on genes or proteins,
lots of research is still necessary to understand how the different parts of
a biological system interact in order to perform complex biological func-
tions. Computational models that help to analyze, explain or predict
the behavior of biological systems play a crucial role in systems biol-
ogy. The goal of this paper is to show that hybrid concurrent constraint
programming [11] may be a promising alternative to existing modeling
approaches in systems biology. Hybrid cc is a declarative compositional
programming language with a well-defined semantics. It allows one to
model and simulate the dynamics of hybrid systems, which exhibit both
discrete and continuous change. We show that Hybrid cc can be used
naturally to model a variety of biological phenomena, such as reaching
thresholds, kinetics, gene interaction or biological pathways.

1 Introduction

The last decades have seen a tremendous progress in molecular biology, the
most spectacular result being the announcement of a first draft of the entire
human genome sequence in June 2000, with analyses published in February
2001. Current genome, transcriptome or proteome projects, whose goal is to
determine completely all the genes, RNA or proteins in a given organism, produce
an exponentially growing amount of data. Storing, maintaining, and accessing
these data represents already a challenge to computer science. But the real work
- with an enormous impact on medicine and pharmacy - consists in exploiting
all these data and in understanding how the various components of a biological
system (i.e. genes, RNA, proteins etc.) interact in order to perform complex
biological functions.

Systems biology is a new area in biology, which aims at a system-level un-
derstanding of biological systems [16]. While traditional biology examines single
genes or proteins in isolation, system biology simultaneously studies the com-
plex interaction of many levels of biological information - genomic DNA, mRNA,
proteins, informational pathways and networks - to understand how they work
together, see [14] for a recent example.



The development of computational models of biological systems plays a cru-
cial role in systems biology [3]. A number of projects like BioSpice, Cellerator,
DBSolve, E-Cell, Gepasi, Jarnac, ProMot/DIVA, StochSim and Virtual Cell aim
at modeling and simulating biological processes. The Systems Biology Work-
bench [13] is a software platform currently being developed in order to enable
the different tools to interact with each other. From a programming language
perspective, a fundamental question arises: what is the semantics underlying
these different approaches and the possible combinations between them?

The goal of this paper is to present hybrid concurrent constraint program-
ming [11] as a promising alternative to existing modeling and simulation ap-
proaches in systems biology. Hybrid cc is a very powerful framework for mod-
eling, analyzing and simulating hybrid systems, i.e., systems that exhibit both
discrete and continuous change. It is a declarative compositional programming
language based on the cc paradigm. From a computer science perspective, a
major advantage of Hybrid cc compared to other approaches is that it is a full
programming language with a well-defined semantics, based on a small num-
ber of primitives. From the viewpoint of systems biology, these basic constructs
may help to identify key computational concepts needed to represent and to
understand biological systems at the molecular and cellular level.

The organization of this paper is as follows. We start in Sect. 2 by giving a
short overview of modeling approaches for molecular and cell biology. We empha-
size the role of hybrid systems, which can cover both discrete and continuous
phenomena. Sect. 3 recalls some of the basic ideas underlying hybrid concur-
rent constraint programming and gives a short introduction into the language
Hybrid cc. Sect. 4 is the core of the paper, explaining how Hybrid cc can be
used to model biological systems in a high-level and declarative way. We show
that various phenomena in biology, like thresholds, kinetics, gene interactions, or
biological pathways. have their natural counterpart in Hybrid cc. Sect. 5 sum-
marizes the discussion and points out directions for further research. The results
presented in this paper were first announced in [2], see also [5].

2 Existing modeling approaches

A variety of formalisms has been proposed in the literature for modeling biolog-
ical systems [3, 6]. Following [9], we may distinguish three basic approaches

— discrete,
— continuous,
— stochastic,

and various combinations between them.

Discrete models are based on discrete variables and discrete state changes. A
classical example are Boolean networks for gene regulation [15]. For each gene,
there is a Boolean variable indicating whether or not the gene is expressed in a
given state. Boolean functions are then used to relate the variables belonging to
different states. Qualitative networks [23] are an extension of Boolean networks,



based on multivalued logic. Each variable now has a finite domain of possible
values, which can be used, for example, to represent different levels of gene
expression. Several authors have started to apply concepts and tools from formal
verification to model biological systems, like Petri nets [18] or the w-calculus [19].

Continuous models have been used in mathematical biology for a very long
time [25]. They are based on differential equations that typically model bio-
chemical reactions. In principle, any system of chemical reactions and physical
constraints can be transformed into a system of nonlinear ordinary differen-
tial equations, whose variables are concentrations of proteins, RNA or other
molecules.

In many models of biological systems, there exist discontinuous transitions.
For example, we may want to model that expression of gene x activates expres-
sion of gene y; above a certain threshold, gene y inhibits expression of gene z.
This leads to a system of conditional differential equations like

if (y < 0.8) then 2’ = —0.02 * 2 + 0.01
if (y > 0.8) then ' = —0.02 x z )
y' 0.01 x z

see Fig. 1 for an illustration.

0 50 100 150 200 250 300 350 400
time

Fig. 1. Interaction between two genes

The need to capture both discrete and continuous phenomena motivates the
study of hybrid dynamical systems [24]. Their relevance for biology has been
pointed out, among others, in [17] and [1], where special emphasis is put on
the similarity between hybrid systems encountered in engineering and genetic
circuits or biomolecular networks.

Another important issue for biology are stochastic phenomena. Probabilities
occur in many different ways. We may distinguish between discrete and contin-
uous distributions. Probabilities may appear explicitly in random variables or
random numbers or implicitly like in kinetic laws or models like the one pre-
sented in Sect. 4.2. Typical situations where probabilities are used in modeling
include:



— Simplified representation of processes (e.g. simulating the pathway choice of
A-phages in a population [8]).

— Integration of stochastic noise in order to get more realistic models.

— Large-scale Monte Carlo simulations.

3 Hybrid concurrent constraint programming

Constraint programming started inside logic programming around 1985. In a
constraint program, the user specifies a number of constraints. Each constraint
defines a relation between variables that describe the state of the system under
investigation. The constraint solver provides algorithms which compute solu-
tions, i.e., valuations of the variables satisfying all the constraints, or which infer
new constraints from the given ones.

In concurrent constraint programming (cc), different computation processes
may run concurrently. Interaction is possible via the constraint store. The store
contains all the constraints currently known about the system. A process may tell
the store a new constraint, or ask the store whether some constraint is entailed
by the information currently available, in which case further action is taken [20].

The original cc framework has been extended in various directions. In the
context of this paper, we are interested in the following extensions:

— Timed cc [21]
— Timed default cc [22]
— Hybrid cc [12,11,4]

One major difficulty in the original cc framework is that cc programs can
detect only the presence of information, not its absence. To overcome this prob-
lem, [21] proposed to add to the cc paradigm a sequence of phases of execution.
At each phase, a cc program is executed. At the end, absence of information
is detected, and used in the next phase. This results in a synchronous reactive
programming language, Timed cc. But, the question remained how to detect
negative information instantaneously. Default cc extends cc by a negative ask
combinator if a else A, which imposes the constraints of A unless the rest of
the system imposes the constraint a. Logically, this can be seen as a default.
Introducing phases as in Timed cc leads to Default Timed cc [22]. Only one
additional construct is needed: hence A, which starts a copy of A in each phase
after the current one.

Hybrid cc is an extension of Default cc over continuous time. First con-
tinuous constraint systems are allowed, i.e., constraints may involve differential
equations that express initial value problems. Second, the hence operator is in-
terpreted over continuous time. It imposes the constraints of A at every real
time instant after the current one. Tab. 1 summarizes the basic combinators of
Hybrid cc.

The evolution of a system in Hybrid cc is piecewise continuous, with a se-
quence of alternating point and interval phases. All discrete changes take place in
a point phase, where a simple Default cc program is executed. In a continuous



Agents Propositions

c ¢ holds now

if ¢ then A if ¢ holds now, then A holds now

if ¢ else A if ¢ will not hold now, then A holds now

new X in A there is an instance A[T'/X] that holds now

A B both A and B hold now

hence A A holds at every instant after now

always A same as (A, hence A)

when(c) A same as (if ¢ then A, hence (if ¢ then A))
unless(c) A else b| same as (if ¢ then B, if c¢ else A)

Table 1. Combinators of Hybrid cc

phase, computation proceeds only through the evolution of time. The interval
phase, whose duration is determined in the previous point phase, is exited as
soon as the status of a conditional changes, see [12] for additional details. The
current implementation of Hybrid cc supports two types of constraints, which
are handled by interval methods:

— ordinary differential equations, and
— (nonlinear) algebraic constraints.

Algebraic constraints are solved using a combination of interval propagation,
splitting, Newton-Raphson method, and the Simplex algorithm. The ordinary
differential equations are integrated using a 5th-order Runge-Kutta method with
adaptive step size, modified for interval variables [4].

4 Modeling biological systems

4.1 Key features of biological systems and their counterpart in

Hybrid cc

The goal of this section is to show that Hybrid cc is well-suited for modeling
and simulating dynamic biological systems. The next table gives an overview of
a number of important features of biological systems and their counterpart in
Hybrid cc.

Biology Hybrid cc
reaching thresholds| discrete events
time, concentration|continuous variables

kinetics differential equations

gene interaction concurrency
stochastic behavior| random numbers




Reaching thresholds. Thresholds can be used to determine when a process should
be started or stopped. They arise in different situations. On the one hand, they
may be introduced in the context of qualitative reasoning in order to discretize
continuous phenomena. On the other hand, they allow one to refine a model by
specifying different dynamics for different states. A typical example for this is
the multimode continuous model developed in Sect. 4.3. The kind of reactivity
that can be expressed in cc languages depends on the class of the language:
Timed cc allows for synchronous, Default cc for instantaneous, and Hybrid
cc for asynchronous reactions.

Time, concentrations. Time and concentrations of molecules are continuous vari-
ables in a hybrid system. If concentrations reach a certain threshold, this triggers
a change of the system state.

Kinetics. The kinetics of a biological system is represented by biochemical laws
(differential equations) depending on continuous variables such as concentrations
and real time.

Interactions. Interactions between different agents may be direct (e.g. molecule/
gene) or indirect (e.g. gene/gene, molecule/effector /target). They reflect a con-
currency at the biological level, which can be expressed naturally in a concurrent
programming language.

Stochastic aspects. Probabilistic choice between different pathways or stochastic
noise are common techniques used in modeling biological systems [3]. Probabili-
ties may be realized by discrete probability distributions or in a hybrid way (e.g.
the Langevin approach, where differential equations are extended by a noise term
that induces stochastic fluctuations of the state about its deterministic value).

In the following sections, we present a number of models of dynamic bio-
logical systems that we have developed in Hybrid cc. The goal is to show that
Hybrid cc allows one to model biological systems in a very natural and declar-
ative way. Often it is possible to represent biological phenomena directly by
corresponding statements in Hybrid cc.

4.2 Stochastic behavior of protein-DNA complexation

Our first model represents the - unstable - binding mechanism between 2 kinds of

proteins and a single DNA strand [9]. The system is composed of m M-proteins

and n N-proteins. There are 4 possible states and 8 possible reactions, see Fig. 2.
Each reaction is characterized by a stoichiometric coefficient:

k‘01 k23
N+DNAk:N-DNA N+M-DNAI;:N-M-DNA
10 32

k‘()g k13
M+DNAk$M-DNA M+N-DNAk=M-N-DNA
20 31
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Fig. 2. Possible states and transitions

We first a consider a discrete time model. The probabilities P;(t+ At) of being in
state ¢ at time t + A depends on the probabilities at time ¢. They are computed
in the following way:

Py (t + At) Py (t)
P (t + At) —4 P (t)
Py (t + At) Py (t)
Pyt + At) Py(t)
with the transition matrix
1 — nko1 At — mko2 At k1o At koo At 0
A _ nko1 At 1 — k10At — mki3 At 0 k31 At
- mkog At 0 1-— kzo At — Tbkzs At k32 At
0 mklgAt nkngt 1-— k31 At — k32 At

Note that there is no direct transition between the states 0 and 3 resp. 1 and
4. This discrete stochastic process can be expressed directly in Hybrid cc. We
use a clock for synchronization. The constant dt represents the time interval At,
prev(x) yields the previous value of z. The constraints P; = 0 produce step
functions for P;, see Fig. 3.

/* Define constants #*/
#define dt 1 // interval length (delta t)
#define k01 0.02 //

/* Define variables */
interval clock; interval PO; ... ; interval P3;
/* Initialization (no binding) */
clock=dt; clock’=-0.5;
PO=1; P1=0; P2=0; P3=0;
/% Clock update */
always { if (clock=0) { clock’=.5;}
else {clock’’=-1/dt;}
}
/* Compute probabilities */



always { if (clock=0) {
PO=((1-(n*k01*dt) - (m¥k02#*dt) ) *prev(P0)) +(k10*dt*prev(P1))+(k20*dt*prev(P2)) ;
P1=(n*k01*dt*prev(P0))+((1-(k10*dt) - (m*dt*k13)) *prev(P1))+(k31*dt*prev(P3));
P2=(m*k02*dt*prev(P0) ) +((1-(k20*dt) - (n*dt*k23)) *prev(P2) )+ (k32*dt*prev(P3)) ;
P3=(m*k13*dt*prev(P1))+(n*k23*dt*prev(P2))+((1-(k31*dt) - (k32*dt) ) *prev(P3)) ;
}

else { P0’=0; P1’=0; P2’=0; P3’=0; }
}
/* Output */
sample (PO,P1,P2,P3);

Fig. 3. Probabilities Py, ..., P3

The basic model can be extended in various ways. For example, we may
assume that state 1 resp. 2 increase the production rate for some other proteins
A and B. This may be modeled simply by adding constraints of the form

always {
unless(P1>0.1) {A’=0.0001;} else {A’=0.03;};
unless (P2>0.45) {B’=0.00015;} else {B’=0.01;};
}

resulting in the dynamics illustrated by Fig. 4.
Another possibility is to consider At — 0. This leads to a continuous model
similar to the one developed in the next section.

4.3 A multimode continuous model

The kinetics of a chemical reaction depends on the concentration of the reactants.
At very low and very high concentrations, the normal differential equations are
no longer accurate. Therefore, in the following example, the system of differen-
tial equations is modified as soon as the concentration passes certain threshold



Fig. 4. Production of A and B depending on the probabilities P;

values. This type of hybrid model can be seen as a refinement of a discrete
qualitative network.

We model in Hybrid cc a phenomenon of bioluminescence for the bacteria
V. fischeri [1]. These marine bacteria exist at low and high densities. While at
low density the bacteria appear to be non-luminescent, a dramatic increase in
luminescence can be observed when the density passes a given threshold. This
phenomenon depends on the concentration of a certain small molecule A; able
to diffuse in and out of the cell membrane.

To describe the concentration of a molecular species z (RNA, protein, protein
complex, or small molecule), we use the generic equation

d
d—f:vs—vd:i:w:tvt.

Here v, is the synthesis rate, vg the degradation rate, v, the reaction rate w.r.t.
other molecules, and v; the transportation rate w.r.t. the environment (diffusion
etc.).

We first present a mathematical model for one bacteria in the population
[1]. The differential equations depend on the concentration of the molecule 4;.
We use different equations depending on whether the concentration of A; is low,
medium, or high. Let x7 resp. x9 denote the internal and external concentration
of A;. The concentrations of the other molecules involved in the process are
described by the variables (x1, %2, %3, %4, %5, T¢, Ts). All the remaining symbols
are constants.
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Again, the mathematical description can be directly translated into

Hybrid cc. Each molecular species is represented by an independent agent,
whose dynamics is described by a single - possibly conditional - differential equa-
tion. The interaction between the different agents is controlled by Hybrid cc.

#include "storeval.hcc"

/*

/*

/*

/*

/*

/*

/*

Definition of constants */
#define Ai_min 0.1 ... #define rmem 0.02
Definition of variables */
interval x1; ... ; interval lum; interval pert;
Initialization */
x1=0; ... ; lum=0; storeval(pert,0);
Constraints and combinators */
always { if (x7<Ai_min) x1’=mul*((0.5%c)-x1);
if ((x7>=Ai_min)&&(x7<Ai_plus))
x12=(mul/4)* ((3*c)+((x8~ksi81)/ ((k81~ksi81)+(x8"ksi81)))-(4*x1));
if (x7>=Ai_plus) x1’=-mul*x1;}
always { if (x7<Ai_min) x2’=-mu2*x2;
if (x7>=Ai_min) x2’=mu2*(((x8~ksi82)/((k82"ksi82)+(x8~ksi82)))-x2);}

always { x9’=(-mu7+%x9)+(rmem* (x7-x9))+pert;}
Perturbation */

when (time=200) storeval(pert,0.9);

when (time=400) storeval(pert,0);
Luminescence */

always { lum’=x5’+x67;}

Output */

sample (pert,x1,x2,x3,x4,x5,x6,x7,x8,x9,1lum) ;

We assume that luminescence is proportional to x5 and xg. In order to sim-

ulate a population growth, we perform an artificial perturbation of the external
concentration xg in the time interval [200,400]. This is done by the function
storeval that fixes a variable to a given value until the next change occurs.



Fig. 5 shows the evolution of z; depending on z~, as well as the change in lumi-
nescence caused by the virtual population growth in the interval [200,400]. Note
the change in the dynamics of z; when z7 reaches the lower or upper threshold.

T
[

7
AL_min -
ALplus
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0 50 100 150 200 250 300 350 400 450 500 0 50 100 150 200 250 300 350 400 450 500
time time

Fig. 5. Simulation of luminescence in V. Fischeri

4.4 A typical example of hybrid concurrent constraint programming

The next example combines in a single model all the features described earlier in
Sec. 4.1. We consider cell differentiation for a population of epidermic X. laevis
cells [7]. Each cell interacts with its neighbors, i.e., there are concurrent agents.
The concentrations vary continuously. They are described by differential equa-
tions. Discrete transitions occur whenever certain threshold values are reached.
Finally, the initialization is different for each cell (stochastic noise).

The cells are arranged in a hexagonal lattice (see Fig. 6a), so that a cell may
have 2,3,4 or 6 neighbors. In each cell, we consider the concentrations vp, vy
of two proteins Delta and Notch. The Notch production capacity uy in a cell
depends on the Delta concentration of its neighbors (un is high if the vp? are
high):

k
uy =Y wp', with k € {2,3,4,6}.
i=1
The Delta production capacity up depends on the Notch concentration vy in
the same cell (up is high when vy is low):

up = —UN-.
Depending on threshold values hp, hy, each cell can be in four different states:

State 1:  Delta and Notch inhibited: up < hp and uny < hy
State 2:  Delta expressed, Notch inhibited: wup > hp and uy < hy
State 3:  Delta inhibited, Notch expressed: wup < hp and uy > hy
State 4:  Delta and Notch expressed: up > hp and uy > hy



The production of Delta and Notch proteins depends on the state of the cell:

State 1: v = —Ap - vp, vy = —AN - UN
State 2: v = Rp —Ap - vp, vy = —AN - UN
State 3: UID = _)\D *Up, U;V = RN _)\N *UN
State 4: UID = RD _)\D *Up, U;V = RN _)\N *UN

Here Ap, An are degradation rate constants, Rp, Ry are production rate con-
stants.

Fig. 6. a) Hexagonal lattice b) States and transitions

Given the dimensions of the hexagonal lattice, we generate automatically the fol-
lowing Hybrid cc program. To initialize the variables, we use a random number
generator.

#include "parameters.hcc"
%module "HCC_lib_math"
/* Declaration of variables */
interval ud_1_1, un_1_1, vd_1_1, vn_1_1, state_1_1, ud_2_1,
/* Auxiliary functions */
interval coeff_rd(interval ud) {
if (ud<hd) return=0;
else return=1; }
interval coeff_rn(interval un) {
if (un<hn) return=0;
else return=1; }
/* Initialization (with stochastic noise) */
vd_1_1 = HCC_noise(1,30) ; vn_1_1 = HCC_noise(1,30) ;
/* Constraints and Combinators */

always {
un_1_1 = wvd_1_2 + vd_2_1; un_1_2 =
ud_1_1 = -vn_1_1; ud_1_2 =
vd_1_1? = (coeff_rd(ud_1_1)*rd) - lambda_d * vd_1_1; vd_1_2° =
vn_1_1? = (coeff_rn(un_1_1)*rn) - lambda_n * vn_1_1; vn_1_2° =

if ((ud_1_1 < hd) && (un_1_1 < hn)) state_1_1 = 1;



}
/* Output */
sample(state_1_1, state_1_2

The indices of the variables correspond to Fig. 6. The intracellular concen-
trations of Delta and Notch are initialized with a stochastic noise of £30% about
the value 1. Fig. 7a) illustrates a transition that modifies the concentration of
Delta in a border cell of a 15x15 network. Fig. 7b) shows the steady state reached
at the end of the simulation. Each cell is either in State 2, marked by *, or State
3, marked by o ("salt-and-pepper" effect). Thus, in spite of its simplicity, this

, state_2_1, ...);

hybrid model provides very accurate qualitative results.
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4.5 Benefits of Hybrid cc for modeling biological systems

In addition to the advantages of modeling in a language of the class Timed
Default cc [22], the following features of Hybrid cc seem particularly useful in

the context of biology.

-

o a

| Features of Hybrid cc |

Interest for biology

Concurrent agents

Clear separation between different processes
Possibility to refine the model

Declarative Only the constraints have to be stated.
programming Control done implicitly by Hybrid cc
Constraints Express possibly incomplete knowledge

Define the granularity of the analysis

Differential equations

Describe biochemical reactions
and continuous variations

Modularity

Isolate the core of a model, crucial for
highly context-dependent models; reusability

Asynchronous reactions

Accurate for reactive systems




5 Conclusion and Further Research

Hybrid cc is a promising alternative to existing modeling and simulation tools
in systems biology, both from the theoretical and the practical point of view.
Hybrid cc is a highly expressive, compositional programming language based
on the constraint programming paradigm. It allows the biologist to model bi-
ological systems in a natural and declarative way, without having to know the
internals of the system. For the computer scientist, it offers the advantages of a
full programming language with a well-defined semantics.

There are various directions to continue this research. The examples pre-
sented in this paper were taken from the literature in order to illustrate the
interest of Hybrid cc for modeling biological systems. They are relatively small.
We have started recently a project with the Institut Pasteur in Paris in order
develop with Hybrid cc a rather complex model of some aspects of the cell cycle
in mammalian cells. We hope that this collaboration will not only help to get
a better understanding of the biological phenomena, but that it will also pro-
vide additional insight into the language Hybrid cc. For example, it may turn
out that the constraint solving capabilities of Hybrid cc have to be enhanced
or that the language has to be extended in order to capture specific biologic
phenomena. In particular, we may want to consider stochastic extensions like
Probabilistic cc [10].
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