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Abstract

The p-calculus is a new calculus that integrates in a uniform and simple setting first-order rewriting,
A-calculus and non-deterministic computations. This paper describes the calculus from its syntax
to its basic properties in the untyped case. We show how it embeds first-order conditional rewriting
and A-calculus. Finally we use the p-calculus to give an operational semantics to the rewrite based
language ELAN.
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1 Introduction

1.1 Rewriting, computer science and logic

It is a common claim that rewriting is ubiquitous in computer science and mathe-
matical logic. And indeed the rewriting concept appears from the very theoretical
settings to the very practical implementations. Some extreme examples are the mail
system under Unix that uses rules in order to rewrite mail addresses in canonical
forms (see the /etc/sendmail.cf file in the configuration of the mail system) and
the transition rules describing the behaviors of a tree automata. Rewriting is used
in semantics in order to describe the meaning of programming languages [Kah87]
as well as in program transformations like, for example, re-engineering of Cobol pro-
grams [vdBvDK*96]. It is used in order to compute [Der85], implicitly or explicitly as
in Mathematica [Wol99], MuPAD [MuP96] or OBJ [GKK*87], but also to perform de-
duction when describing by inference rules a logic [GLT89], a theorem prover [JK86] or
a constraint solver [JK91]. It is of course central in systems making the notion of rule
an explicit and first class object, like expert systems, programming languages based
on equational logic [0’D77], algebraic specifications (e.g. OBJ [GKK*87]), functional
programming (e.g. ML [Mil84]) and transition systems (e.g. Murphi [DDHY92]).

It is hopeless to try to be exhaustive and the cases we have just mentioned show
part of the huge diversity of the rewriting concept. When one wants to focus on the
underlying notions, it becomes quickly clear that several technical points should be
settled. For example, what kind of objects are rewritten? Terms, graphs, strings, sets,
multisets, others? Once we have established this, what is a rewrite rule? What is a
left-hand side, a right-hand side, a condition, a context? And then, what is the effect



of a rule application? This leads immediately to defining more technical concepts
like variables in bound or free situations, substitutions and substitution application,
matching, replacement; all notions being specific to the kind of objects that have to be
rewritten. Once this is solved one has to understand the meaning of the application
of a set of rules on (classes of) objects. And last but not least, depending on the
intended use of rewriting, one would like to define an induced relation, or a logic, or
a calculus, as well as their semantics.

In this very general picture, we introduce a calculus whose main design concept
is to make all the basic ingredients of rewriting explicit objects, in particular the
notions of rule application and result. We concentrate on term rewriting, we introduce
a very general notion of rewrite rule and we make the rule application and result
explicit concepts. These are the basic ingredients of the rewriting- or p-calculus whose
originality comes from the fact that terms, rules, rule application and therefore rule
application strategies are all treated at the object level.

1.2 How does the rewriting calculus work?

In p-calculus we can explicitly represent the application of a rewrite rule, as for
example 2 — s(s(0)), to a term, e.g. the constant 2, as the object [2 — s(5(0))](2)
which evaluates to the singleton {s(s(0))}. This means that the rule application
binary symbol “[](-)” is part of the calculus syntax.

But the application of a rewrite rule may fail as in [2 — s(5(0))](3) that evaluates to
the empty set () or it can be reduced to a set with more than one element as exemplified
later in this section and explained in Section 2.4. Of course, variables may be used in
rewrite rules as in [z+0 — z](4+0). In this last case the evaluation mechanism of the
calculus will reduce the application to {4}. In fact, when evaluating this expression,
the variable z is bound to 4 via a mechanism classically called matching, and we
recover the classical way term rewriting is acting.

Where this game becomes even more interesting is that “_ — _”, the rewrite binary
operator, is integrally part of the calculus syntax. This is a powerful abstraction op-
erator whose relationship with A-abstraction [Chu40] could provide a useful intuition:
A A-expression \z.t could be represented in the p-calculus as the rewrite rule z — t.
Indeed, the B-redex (Az.t u) is nothing else than [z — t](u) (i.e. the application of
the rewrite rule x — ¢ to the term «) which reduces to {{z/u}t} (i.e. the application
of the substitution {z/u} to the term t). The A-calculus with patterns presented
in [PJ87] can be given a direct representation in the p-calculus. Let us consider, for
example, the Ad-term A(PAIR z y).x that selects the first element of a pair and the
application A(PAIR z y).x (PAIR a b) that evaluates to a. The representation in the
p-calculus of the first A-term is PAIR(z,y) — z and the corresponding application
[PAIR(z,y) — z](PAIR(a,b)) p-evaluates to {{z/a,y/b}x}, that is to {a}.

Of course we have to make clear what a substitution {z/u} is and how it applies
to a term. But there is no surprise here and we consider a substitution mechanism
that preserves the correct variable bindings via the appropriate a-conversion. In
order to make this point clear in the paper, as in [DHK95], we will make a strong
distinction between substitution (which takes care of variable binding) and grafting
(that performs replacement directly).

When building abstractions, i.e. rewrite rules, there is a priori no restriction. A



rewrite rule may introduce new variables as in the rule f(z) — g(z,y) that when
applied to the term f(a) evaluates to {g(a,y)}, leaving the variable y free. It may also
rewrite an object into a rewrite rule as in the application [z — (f(y) = g(z,y))](a)
that evaluates to the singleton {f(y) — g(a,y)}. In this case the variable z is free in
the rewrite rule f(y) = g(z,y) but is bound in the rule z = (f(y) — g(z,y)). More
generally, the object formation in p-calculus is unconstrained. Thus, the application
of the rule b — c¢ after the rule a — b to the term a is written [b — ¢|([a — b](a))
and as expected the evaluation mechanism will produce first [b — ¢|({b}) and then
{c}. It also allows us to make use in an explicit and direct way of non-terminating or
non-confluent (equational) rewrite systems. For example the application of the rule
a — a to the term a ([a — a](a)) terminates,since it is applied only once and does
not create a new redex.

So, basic p-calculus objects are built from a signature, a set of variables, the ab-
straction operator “—”, the application operator “[ ]( )”, and we consider sets of
such objects. This gives to the p-calculus the ability to handle non-determinism in
the sense of sets of results. This is achieved via the explicit handling of reduction
result sets, including the empty set that records the fundamental information of rule
application failure. For example, if the symbol + is assumed to be commutative then
applying the rule £ + y — z to the term a + b results in {a,b}. Since there are two
different ways to apply (match) this rewrite rule modulo commutativity the result is a
set that contains two different elements corresponding to two possibilities. This abil-
ity to integrate specific computations in the matching process allows us for example
to use the p-calculus for deduction modulo purposes as proposed in [DHK98].

To summarize, in p-calculus abstraction is handled via the arrow binary operator,
matching is used as the parameter passing mechanism, substitution takes care of
variable bindings and results sets are handled explicitly.

1.3 Rewriting relation versus rewriting calculus

A p-calculus term contains all the (rewrite rule) information needed for its evaluation.
This is also the case for A-calculus but it is quite different from the usual way term
rewrite relations are defined.

The rewrite relation generated by a rewrite system R = {l; — 71,... ,l, = o}
is defined as the smallest transitive relation stable by context and substitution and
containing (I1,71),... ,(ln, 7). For example if R = {a — f(a)}, then the rewrite
relation contains (a, f(a)), (a, f(f(a))), (f(a), f(f(a))),... and one says that the
derivation a — f(a) = f(f(a)) = ... is generated by R.

In p-calculus the situation is different since p-evaluation will reduce a given p-term in
which all the rewriting information is explicit. It is customary to say that the rewrite
system a — a is not terminating because it generates the derivationa - a - a — . ...
In p-calculus the same infinite derivation should be explicitly built (for example using
an iterator) and all the evaluation information should be present in the starting term
as in [a = a]([a — a]([a = da](a))) whose evaluation corresponds to the three steps
derivation a -+ a — a — a.

There is thus a big difference between the way one can define rewrite derivations
generated by a rewrite system and their representation in p-calculus: in the first case
the derivation construction is implicit and left at the meta-level, in the later case, all



rewrite steps should be explicitly built.

1.4 Integration of first-order rewriting and higher-order logic

We are introducing a new calculus in a heavily-charged landscape. Why one more?
There are several complementary answers that we will make explicit in this work.
One of them is the unifying principle of the calculus with respect to algebraic and
higher-order theories.

The integration of first-order and higher-order paradigms has been one of the main
problems raised since the beginning of the study of programming language semantics
and of proof environments. The A-calculus emerged in the thirties and had a deep
influence on the development of theoretical computer-science as a simple but powerful
tool for describing programming language semantics as well as proof development
systems. Term rewriting for its part emerged as an identified concept in the late
sixties and it had a deep influence in the development of algebraic specifications as
well as in theorem proving.

Because the two paradigms have a lot in common but have extremely useful com-
plementary properties, many works address the integration of term rewriting with
A-calculus. This has been handled either by enriching first-order rewriting with
higher-order capabilities or by adding to A-calculus algebraic features allowing one,
in particular, to deal with equality in an efficient way. In the first case, we find
the works on CRS [KvOvR93], XRS [Pag98] and other higher-order rewriting sys-
tems [Wol93, NP98], in the second case the works on combination of A-calculus with
term rewriting [Oka89, BT88, GBT89, JO97] to mention only a few.

Our previous works on the control of term rewriting [KKV95, Vit94, BKK98] led us
to introduce the p-calculus. Indeed we realized that the tool that is needed in order to
control rewriting should be made explicit and could be itself naturally described using
rewriting. By viewing the arrow rewrite symbol as an abstraction operator, we strictly
generalize the abstraction mechanism of A-calculus, by making the rule application
explicit, we get full control of the rewrite mechanism and as a consequence we obtain
with the p-calculus a uniform integration of algebraic computation and A-calculus.

1.5 Basic properties and uses of the p-calculus

One of the main properties of the calculus we are concentrating on is the confluence
and we will see that the p-calculus is not confluent in the general case. The use of
sets for representing the reduction results is the main cause of non-confluence. This
comes from the fact that in the definition of a standard rewrite step, a rule is applied
only when a successful match is found and in this case the reduced term exists and
is unique (even if several matches exist). In p-calculus we are in a very different
situation since a rule application always yields a unique result consisting either of a
non-empty set representing all the possible reduced terms (one per different match)
or of an empty set representing the impossibility to apply a standard rewrite step.
The confluence can be recovered if the evaluation rules of p-calculus are guided
by an appropriate strategy. This strategy should first handle properly the problems
related to the propagation of failure over the operators of the calculus. It should also
take care of the correct handling of sets with more than one element in non-linear



contexts. We are presenting this strategy whose details are given in [Cir00].

We will see that the p-calculus can be used for representing some simpler calculi as
A-calculus and rewriting even in the conditional case. This is achieved by restricting
the syntax and the evaluation rules of the p-calculus in order to represent the terms
of the two calculi. We show that for any reduction in the A-calculus or conditional
rewriting a corresponding natural reduction in the p-calculus can be found.

We extend the encoding of conditional rewriting in the p-calculus to more compli-
cated rules like the conditional rewrite rules with local assignments from the ELAN
language. The non-determinism that in ELAN is handled mainly by two basic strategy
operators is represented in the p-calculus by means of sets. We show finally how the
p-calculus provides a semantics to ELAN programs.

1.6 Structure of this paper

The purpose of this paper is to introduce the p-calculus, its syntax and evaluation
rules and to show how it can be used in order to naturally encode A-calculus and
standard, possibly conditional, term rewriting. We also show, and indeed this was
our first historical motivation, that it provides a semantics for the rewrite based
language ELAN.

In the next section, we introduce the general pr-calculus, where T is a theory
used to internalize specific knowledge like associativity and commutativity of certain
operators. We present the syntax of the calculus, its evaluation rules together with
examples. We emphasize in particular the important role of the matching theory T'.
Then, in Section 3, we restrict to the pyg-calculus, the calculus where only syntactic
matching is allowed (é.e. the theory T is assumed to be the trivial one), and we present
the confluence properties of this calculus. We show in Section 4 how p-calculus can
be used to encode in a uniform way term rewriting and A-calculus. In Section 5 we
extend the basic p-calculus with a new operator and define term traversal and fixed-
point operators using the existing p-operators. The encoding of non-conditional and
conditional term rewriting by using the p-operators defined in Section 5 is presented
in Section 6. The calculus is finally used in Section 7 in order to give an operational
semantics to the rules used in the ELAN language.

We conclude by providing some of the research directions that are of main interest
in the development of this formalism and in the context of ELAN and more generally
of rewrite based languages as ASF+SDF [Kli93], ML [Mil84], Maude [CELM96] or
CafeOBJ [FN97].

We assume the reader familiar with the standard notions of term rewriting [DJ90,
K1090, BN98, KK99] and with the basic notions of A-calculus [Bar84]. For the basic
concepts about rule based constraint solving and deduction modulo, we refer respec-
tively to [JK91, KR98] and [DHK9S].

2 Definition of the pr-calculus

We assume given in this section a theory T defined equationally or by any other
means.
A calculus is defined by the following five components:



e First its syntax that makes precise the formation of the objects manipulated by the
calculus as well as the formation of substitutions that are used by the evaluation
mechanism. In the case of pr-calculus, the core of the object formation relies on
a first-order signature together with rewrite rules formation, rule application and
sets of results.

The description of the substitution application to terms. This description is often
given at the meta-level, except for explicit substitution frameworks. For the de-
scription of the pr-calculus that we give here, we use (higher-order) substitutions
and not grafting, i.e. the application takes care of variable bindings and therefore
uses a-conversion.

The matching algorithm used to bind variables to their actual values. In the case
of pr-calculus, this is in general higher-order matching. But in practical cases it
will be higher-order-pattern matching, or equational matching, or simply syntactic
matching and their combination. The matching theory is specified as a parameter
(the theory T') of the calculus and when it is clear from the context this parameter
is omitted.

The evaluation rules describing the way the calculus operates. It is the glue
between the previous components and the simplicity and clarity of these rules are
fundamental for the calculus usability.

The strategy guiding the application of the evaluation rules. Depending on the
strategy employed we obtain different versions and therefore different properties
for the calculus.

This section makes explicit all these components for the pr-calculus and comments
our main choices.

2.1 Syntaz of the pr-calculus

DEFINITION 2.1

We consider X' a set of variables and F = |J,,, i a set of ranked function symbols,
where for all m, F,, is the subset of function symbols of arity m. We assume that each
symbol has a unique arity i.e. that the F,, are disjoint. We denote by T (F,X) the
set of first-order terms built on F using the variables in X'. The set of basic p-terms,
denoted o(F, X), is the smallest set of objects formed according to the following rules:

e the variables in X are p-terms,

eif t1,... ,t, are p-terms and f € F,, then f(t1,... ,t,) is a p-term,

e iftq,...,t, are p-terms then {t1,... ,t,} is a p-term (the empty set is denoted 0),
e if t and u are p-terms then [t](u) is a p-term (application),

e if ¢t and u are p-terms then ¢t — u is a p-term (abstraction or rewrite).

The set of basic p-terms can thus be inductively defined by the following grammar:
pterms t = x| flt... ) | {t,..  t | [HE@) [t ot

where z € X and f € F.



A term may be viewed as a finite labeled tree, the leaves of which are labeled with
variables or constants and the internal nodes of which are labeled with symbols of
positive arity.

DEFINITION 2.2
A position (also called occurrence) of a term (seen as a tree) is represented as a
sequence w of positive integers describing the path from the root of ¢ to the root of
the sub-term at that position. We denote by t[ﬂp the term ¢ containing the sub-term
s at the position p. The symbol at the position p of a term ¢ is denoted by t(p).

We call functional position of a p-term ¢, any occurrence p of the term whose symbol
belongs to F, i.e. t(p) € F. The set of all positions of a term ¢ is denoted by Pos(t).
The set of all functional positions of a term ¢ is denoted by FPos(t).

We adopt a very general discipline for the rewrite rule formation, and we do not
enforce any of the standard restrictions often used in the rewriting community like
non-variable left-hand sides or occurrence of the right-hand side variables in the left-
hand side. We also consider rewrite rules containing rewrite rules as well as rewrite
rule application. We consider that the symbols {} and @ both represent the empty
set. For the terms of the form {¢,...,t,} we assume, as usually, that the comma is
associative, commutative and idempotent.

The main intuition behind this syntax is that a rewrite rule is an abstraction, the
left-hand side of which determines the bound variables and some contextual informa-
tion. Having new variables in the right-hand side is just the ability to have free vari-
ables in the calculus. We will come back to this later but to support the intuition let us
mention that the A-terms [Bar84] and standard first-order rewrite rules [DJ90, BN98]
are clearly objects of this calculus. For example, the A-term Az.(y x) corresponds to
the p-term = — [y](z) and a rewrite rule in first-order rewriting corresponds to the
same rewrite rule in the rewriting-calculus.

We have chosen sets as the data structure for handling the potential non-determi-
nism. A set of terms could be seen as the set of distinct results obtained by applying
a rewrite rule to a term. Other choices could be made depending on the intended
use of the calculus. For example, if we want to provide all the results of an appli-
cation, including the identical ones, a multi-set could be used. When the order of
the computation of the results is important, lists could be employed. Since in this
presentation of the calculus we focus on the possible results of a computation and
not on their number or order, sets are used. The confluence properties presented in
Section 3 are preserved in a multi-set approach. It is clear that for the list approach
only a confluence modulo permutation of lists can be obtained.

The following examples show the very expressive syntax that is allowed for p-terms.

ExXAMPLE 2.3
If we consider Fy = {a,b,c}, F1 = {f}, Fo = {9}, F = FoUF, UF, and z,y variables
in X, some p-terms from o(F, X) are:

e [a — b](a); this denotes the application of the rewrite rule a — b to the term a.
We will see that evaluating this application results in {b}.

o [g(z,y) = f(2)](g(a,b)); a classical rewrite rule application.

o [z — z + y](a); a rewrite rule with a free variable y. We will see later why the
result of this application is {a + y}.



oly = [z = z 4+ y](0)]([x — z](a)); a p-term that corresponds to the A-term
M. (Oz.z +y) b)) (Az.z) a). In the rewrite rule  — x + y the variable y is free
but in the rewrite rule y — [z — = + y](b) this variable is bound.

o [z = [z](x)](zx — [z](z)); the well-known (ww) A-term. We will see that the
evaluation of this term is not terminating.

o[[(z=>z+4+1) = (1 = z)](a = a+ 1)](1); a more complicated p-term without
corresponding standard rewrite rule or A-term.

2.2 Grafting versus substitution

As for any calculus involving binders (as the A-calculus), a-conversion should be used
to obtain a correct substitution calculus and the first-order substitution (called here
grafting) is not directly suitable for the p-calculus. We consider the usual notions of
a-conversion and higher-order substitution as defined for example in [DHK95].

This is the reason for introducing an appropriate notion of bound variables renaming
in Definition 2.5. It computes a variant of a p-term which is equivalent modulo
a-conversion to the initial term.

DEFINITION 2.4
The set of free variables of a p-term ¢ is denoted by FV (t) and is defined by:

.if t = z then FV (t) = {=},

Jft={ur,... ,un} then FV(t) = U,y ., FV(ui),
Lif ¢t = f(ug,... ,uy,) then FV( ) = Uiz, o FV(wi),

.if t = [u](v) then FV(t) = FV(u) U F (v),

Lift =wu — v then FV(t) = FV(v) \ FV(u).

DEFINITION 2.5

Given a set ) of variables, the application ay (called a-conversion) is defined by:

T = W N =

e ay(r) =z,

e ay({t}) = {ay(®)},

b Oty( (ula .- aun)) = f(Oéy(Ul), s aay(un))a

o ay([t](u)) = [ay(D)](ay(u)),

e ay(u—v) =ay(u) = ay®),if FV(u)NY =0,

o ay(u—=v) = ({2 = Yiteierviw ay(w) = ({zi = yitzerv ay(v)),
if z; € FV(u)NY and y; are “fresh” variables and where {z — y} denotes the
replacement of the variable x by the variable y in the term on which it is applied.

This allows us to define the usual substitution and grafting operations:

DEFINITION 2.6
A waluation 0 is a finite binding of the variables z;,... ,z, to the terms t1,... ,t,,
i.e. a finite set of couples {(z1,t1),... , (@Tn,tn)}-

From a given valuation 6 we can define the following two notions of substitution
and grafting:

o the substitution extending 6 is denoted © = {z1/t1,... ,zn/tn},
e the grafting extending 6 is denoted © = {zy > t1,... ,Tp = 5 }.



© and O are structurally defined by:

- O(x) = u, if (z,u) €0 - O(x) = u, if (z,u) €0

“O({t1;. .. s tn}) ={O(t1),... ,0(tn)} —O{tr,... ,tn}) = {O(t1),...,O(tn)}
SO(f(tr . t)) = FO(H)-.Ot)) Of(tr .. t)) = F(O(t)-..B(t))

= O([t](u) = [6(1)](O(u) = O([t](u) = [6(1)](O(u))

- 0O(u —v) =0(") - 0@ - O(u = v) =0(u) = O(v)

where we consider that z; are fresh variables (i.e. 8z; = 2;), the z; do not occur in u
and v and for any y € FV (u), z; € FV(8y), and «', v' are defined by:

u' = {Yi & Zity,eFviu) ARV (w)uvar(9) (W),

V' ={Yi & Zi}yeFv(u) CFV(w)UVar(e)(V)-

The set of variables {z1,...,2,} is called the domain of the substitution © or of
the grafting © and is denoted by Dom(0©) or Dom(©) respectively.

Recall that {z1/t1,... ,2n/tn} is the simultaneous substitution of the variables
Z1,...,Tn by the terms ¢1,... ,t, and not the composition {x1/t1}...{xn/tsn}.

There is nothing new in the definition of substitution and grafting except that the
abstraction works here on terms and not only on variables. The burden of variable
handling could be avoided by using an explicit substitution mechanism in the spirit
of [CHL96]. We sketched such an approach in [CK99] and this is detailed in [Cir00].

2.8 Matching

Computing the matching substitutions from a p-term ¢ to a p-term ¢’ is an important
parameter of the pr-calculus. We first define matching problems in a general setting:

DEFINITION 2.7

For a given theory T over p-terms, a T-match-equation is a formula of the form ¢ <. ¢,
where t and ' are p-terms. A substitution o is a solution of the T-match-equation
t <5t if T | o(t) = t'. A T-matching system is a conjunction of T-match-equations.
A substitution is a solution of a T-matching system P if it is a solution of all the
T-match-equations in P. We denote by F a T-matching system without solution. A
T-matching system is called trivial when all substitutions are solution of it.

We define the function Solution on a T-matching system S as returning the set of all
T-matches of S when S is not trivial and {ID}, where ID is the identity substitution,
when § is trivial.

Notice that when the matching algorithm fails (i.e. returns F) the function Solution
returns the empty set.

Since in general we could consider arbitrary theories over p-terms, T-matching is in
general undecidable, even when restricted to first-order equational theories [JK91]. In
order to overcome this undecidability problem, one can think of using constraints as in
constrained higher-order resolution [Hue73] or constrained deduction [KKR90]. But
we are primarily interested here in the decidable cases. Among them we can mention
higher-order-pattern matching that is decidable and unitary as a consequence of the
decidability of pattern unification [Mil91, DHKP96], higher-order matching which is
known to be decidable up to the fourth order [Pad96, Dow92, HL78] (the decidability
of the general case being still open), many first-order equational theories including



associativity, commutativity, distributivity and most of their combinations [Nip89,
Rin96].

For example when T is empty, the syntactic matching substitution from ¢ to t',
when it exists, is unique and can be computed by a simple recursive algorithm given
for example by G. Huet [Hue76]. It can also be computed by the following set of
rules SyntacticMatching where the symbol A is assumed to be associative and
commutative.

Decomposition  (f(t1,--- ,tn) <<% @, ) NP w» N ti <<% ti NP

i=1l...n
SymbolClash — (f(t1,-.. ,tn) <5 g(t1,-.. ,t)) AP #» F

if f#9
MergingClash (z <jt) A (z <jt') A P W F

if ¢ £t
VariableClash — (f(t1,... ,tn) <jx) A P = F

ifreX

Fic. 1. SyntacticM atching - Rules for syntactic matching

PROPOSITION 2.8

The normal form by the rules in SyntacticMatching of any matching problem ¢ <<5 t!
exists and is unique. After removing from the normal form any duplicated match-
equation and the trivial match-equations of the form z <<6 z for any variable z, if the
resulting system is:

1. F, then there is no match from ¢ to ¢’ and Solution(t <j t') = Solution(F) =0,
2. of the form A, ; z; <<(?B t; with I # (), then the substitution o = {z;/t;}icr is the

unique match from ¢ to ' and Solution(t < t') = Solution(\;c; z: < t;) = {o},
3. empty, then t and ¢' are identical and Solution(t < t) = {ID}.

PROOF. See [KK99].
O

ExAMPLE 2.9
If we consider the matching problem (h(z,g(z,y)) <j h(a,g(a,b)), first we apply
the matching rule Decomposition and we obtain the system with the two match-
equations (z < a) and (g9(z,y) < g(a,b)). When we apply the same rule once
again for the second equation we obtain (z <j a) and (y < b) and thus, the initial
match-equation is reduced to the system (z < a) A (z < a) A (y < b) and
Solution(h(z,g(x,y)) <j h(a, g(a,b)) = {{z/a,y/b}}.

For the matching problem (g(z, z) <<5 g(a, b)) we apply, as before, Decomposition
and we obtain the system (z <<(?B a) A (z <<é b). This latter system is reduced by the
matching rule MergingClash to F and thus, Solution(g(z,z) < g(a,b)) = 0.

This syntactic matching algorithm has an easy and natural extension when a symbol
+ is assumed to be commutative. In this case, the previous set of rules should be
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completed with

CommDec (t; +t5) <7 t+th) AP w»
Cry V11 72
(bt LG, B ANt G )V (L LG th A b <G, 1)) AP

where disjunction should be handled in the usual way. In this case of course the
number of matches could be exponential in the size of the initial left-hand sides.

EXAMPLE 2.10
When matching modulo commutativity the term z+y, with + defined as commutative,
against the term a + b, the rule CommDec leads to

(& <G, 6 A Y <o, DV (@ <E,, bAYy<E, a)

and thus, we obtain two substitutions as solution for the initial matching problem,
i.e. Solution(z +y <<?c(+) a+b)={{z/a,y/b},{z/b,y/a}}.

Matching modulo associativity-commutativity (AC) is often used. It could be de-
fined either in a rule based way as in [AK92, KR9§] or in a semantic way as in [Eke95].
A restricted form of associative matching called list matching is used in the ASF+SDF
system [Deu96]. In the Maude system any combination of the associative, commuta-
tive and idempotency properties is available [Eke96].

2.4  FEvaluation rules of the pr-calculus

Assume we are given a theory T over p-terms having a decidable matching problem.
The use of constraints would allow us to drop this last restriction, but we have chosen
here to stick to the this simpler situation.

As mentioned above, in the general case, the matching is not unitary and thus
we should deal with (empty, finite or infinite) sets of substitutions. We consider a
substitution application at the meta-level of the calculus represented by the operator
“_{_)” whose behavior is described by the meta-rule Propagate:

Propagate r{{o1,...,0n,...}) ~ {oir,...,onr,...}

The result of the application of a set of substitutions {o1,... ,0n,...} to a term
r is the set of terms o;r, where o;r represents the result of the (meta-)application of
the substitution o; to the term r as detailed in Definition 2.6. Notice that when n is
0, i.e. the set of substitutions is empty, the resulting set of instantiated terms is also
empty.

The evaluation rules of the pr-calculus describe the application of a p-term on
another one and specify the behavior of the different operators of the calculus when
some arguments are sets. Following their specifications they are described in Figure 2
to 5.

2.4.1 Applying rewrite rules

The application of a rewrite rule at the root position of a term is accomplished by
matching the left-hand side of the rewrite rule on the term and returning the appro-
priately instantiated right-hand side. It is described by the evaluation rule Fire in
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Figure 2. The rule Fire, like all the evaluation rules of the calculus, can be applied
at any position of a p-term.

Fire [l —r)l(t) = r{Solution(l <% t))

FiG. 2. The evaluation rule Fire of the pp-calculus

The central idea is that applying a rewrite rule ! — r at the root (also called
top) occurrence of a term t, written as [l — r](t), consists in replacing the term
r by r{X) where ¥ is the set of substitutions obtained by T-matching [ on t (i.e.
Solution(l <% t)). Therefore, when the matching yields a failure represented by an
empty set of substitutions, the result of the application of the rule Propagate and
thus of the rule Fire is the empty set.

We should point out that, as in A-calculus an application can always be evaluated,
but unlike in A-calculus, the set of results could be empty. More generally, when
matching modulo a theory T, the set of resulting matches may be empty, a singleton
(as in the empty theory), a finite set (as for associativity-commutativity) or infinite
(see [FH83]). We have thus chosen to represent the result of a rewrite rule application
to a term as a set. An empty set means that the rewrite rule I — r fails to apply to
t in the sense of a matching failure between [ and t.

ExXAMPLE 2.11
Some examples of the application of the evaluation rule Fire are:

o [a = bl(a) — Fire {b}
b g(w, [.CE — C](a)) — Fire g(-T, {C})
o [a— bl(c) —rire §

2.4.2 Applying operators

In order to push rewrite rule application deeper into terms, we introduce the two
Congruence evaluation rules of Figure 3. They deal with the application of a term of
the form f(u1,...,u,) (where f € F,) to another term of a similar form. When we
have the same head symbol for the two terms of the application [u](v) the arguments
of the term u are applied on those of the term v argument-wise. If the head symbols
are not the same, an empty set is obtained.

Cong [f(ui, .o un)](f(vrs- o svn)) = {f([ur](v1), .. [un](vn))}
CongFail [f(u1,...,un)](gv1,.-. o)) = 0

Fi1G. 3. The evaluation rules Congruence of the ppr-calculus
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REMARK 2.12
The Congruence rules are redundant with respect to the evaluation rule Fire. Indeed,

one could notice that the application of a term f(u1,... ,u,) to another p-term ¢ (i.e.
the p-term [f(u1,... ,uy)](t)) evaluates, using the rules Cong and CongFail, to the
same term as the application of the p-term f(z1,...,2,) = f([u1](x1),- .., [u](zy))

on the same term t (i.e. the p-term [f(z1,...,2n) = f([u1](z1),- -, [un](zn))](t))
using the evaluation rule Fire. Although we can express the same computations by
using only the evaluation rule Fire, we prefer to keep the evaluation rules Congruence
in the calculus for an explicit use of these rules and thus, a more concise representation
of terms.

2.4.3 Handling sets in the py-calculus

The reductions describing the behavior of terms containing sets are described by the
evaluation rules in Figure 4.

e the rules Distrib and Batch describe the interaction between the application and
the set operators,

e the rules Switchr, and Switchg describe the interaction between the abstraction
and the set operators,

e the rule OpOnSet describe the interaction between the symbols of the signature
and the set operators.

Distrib  [{ur, ..., un}](v) = {[u](©),... , [un](v)}

Batch  [v]({u, ... ,un}) = {l(w), .., [v](un)}

Switchy  {us, ... ,up} = v = {u >, Uy - v}

Switchy = {vy,... ,vn} = {u—vi,...,u— vy}
=

OpOnSet  f(vi,...,{u1,.-. ,Um},--.,0pn)
{f(v1,- U1,y 0n), oo s f(U1, o Uy - o ,Un)}

Fi1c. 4. The evaluation rules Set of the pp-calculus

The set representation for the results of the rewrite rule application has important
consequences concerning the behavior of the calculus. We can notice, in particular,
that the number of set symbols is unchanged by the evaluation rules Distrib, Batch,
Switchr, Switchg and OpOnSet. This way, for a derivation involving only terms that
do not contain empty sets, the number of set symbols in a term counts the number
of rules Fire and Congruence that have been applied for its evaluation.

The application of the set of rewrite rules {a — b,a — ¢} to the term a (i.e.
the p-term [{a = b,a — c}](a)) is reduced, by using the evaluation rule Distrib,
to the set containing the application of each rule to the term a (i.e. the p-term
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{[a = b](a),[a = c](a)}). Moreover, we can factorize a set of rewrite rules having
the same left-hand side and use the p-term a — {b, ¢} which is reduced, by applying
the evaluation rule Switchg, to {a — b,a — ¢}. Thus, we can say that the p-term
[a = {b,c}](a) describes the non-deterministic choice between the application of the
rule a — b to the term a and the application of the rule a — ¢ to the same term and
this application is reduced to the set containing the results of the two applications,
i-e. {{b},{c}}.

Let us consider the p-term [f(a — b)](f(a)) which is reduced, by using the rules
Cong and Fire, to {f({b})} and then, by using the rule OpOnSet to {{f(b)}}. The
two set symbols corresponding to the two applications of the evaluation rules Flire
and Cong are thus preserved by the application of the rule OpOnSet.

A result of the form {} (i.e. ) represents the failure of a rule application and such
failures are strictly propagated in p-terms by the Set rules. For instance, the p-term
g([a = b](c),{a}) is reduced to g(@,{a}) and then, by using the rule OpOnSet, to
(). One should notice that in this case, the information on the number of Fire and
Congruence rules used in the reduction of the sub-term {a} is lost.

The rewrite relation generated by the evaluation rules Fire, Congruence and the
Set rules is finer (i.e. contains more elements) than the standard one (without sets)
and is obviously non-confluent. A reason for the non-confluence is the lack of a similar
evaluation rule for the propagation of sets on sets.

2.4.4 Flattening sets in the pp-calculus

We usually care about the set of results obtained by reducing the redexes and not
about the exact trace of the reduction leading to these results. This section presents
the way this behavior is described in the p-calculus.

An evaluation rule that would properly preserve the number of set braces, is the
evaluation rule FlatOne:

FlatOne {ui,...,{vi,...,on},...,um}t = {{u1,.-.,01,--. ,Vny--. ,Um}}
if m e N*

The drawback of this solution is the difference that we make between identical
terms, but obtained after a different number of reduction steps. For example, using
this approach, the term {{a}} does not reduce to {a} which is suitable in a calculus
where we are interested in the result of the computation and not in the way it was
obtained.

Because of this last reason, we can use the evaluation rule Elim that eliminates
the (nested) set symbols:

Elim  {{u1,...,un}} = {u1,.-.,unm}

Merging the two previous ideas leads to an approach where we directly flatten
the sets and forget about the number of braces by using the evaluation rule Flat in
Figure 5 that combines the rules FlatOne and Elim. In this case, the information on
the number of reduction steps is lost. This latter approach is used in the pp-calculus
for flattening the sets. Notice that this implies that failure (the empty set) is not
strictly propagated on sets.

This behavior of the calculus could be summarized by stating that failure prop-
agation by the Set rules is strict on all operators but sets. We will see later that
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Flat {u1,...,{v1,... 00}, yum} = {u1,..c.,01,. 00 ,Unyeen U}

Fic. 5. The evaluation rules Flat of the pp-calculus

Fire may induce non-strict propagations in some particular cases (see Example 3.6
on page 21).

The design decision to use sets for representing reduction results has another impor-
tant consequence concerning the handling of sets with respect to matching. Indeed,
sets are just used to store results and we do not wish to make them part of the theory.
We are thus assuming that the matching operation used in the F'ire evaluation rule is
not performed modulo the set axioms. As a consequence, this requires in some cases
to use a strategy that pushes set braces outside the terms whenever possible.

Every time a p-term is reduced using the rules Fire and Congruence of the
pr-calculus, a set is generated. These evaluation rules are the ones that describe
the application of a rewrite rule at the top level or deeper in a term. The set obtained
when applying one of the above evaluation rules can trigger the application of the
other evaluation rules of the calculus. These evaluation rules deal with the (propa-
gation of) sets and compute a “set-normal form” for the p-terms by pushing out the
set braces and flattening the sets.

Therefore, we consider that the evaluation rules of the pp-calculus consist of a set
of deduction rules (Fiire, Cong, CongFail) and a set of computation rules (Distrib,
Batch, Switchr,, Switchg, OpOnSet, Flat) and that the reduction behaves as in
deduction modulo [DHK98]. This means that we can consider the computation rules
as describing a congruence modulo which the deduction rules are applied.

2.4.5 Using the py-calculus

The aim of this section is to make concrete the concepts we have just introduced by
giving a few examples of p-terms and p-reductions. Many other examples could be
found on the ELAN web page [Pro00].

The pr-calculus using syntactic matching (i.e. an empty matching theory) is de-
noted by pg-calculus. We denote by pc-calculus, pa-calculus and pac-calculus the
pr-calculus with a matching theory commutative, associative and associative-commu-
tative respectively.

Simple functional programming Let us start with the functional part of the cal-
culus and give the p-terms representing some A-terms. For example, the A-abstraction
Az.(y x), where y is a variable, is represented as the p-rule  — [y](z). The applica-
tion of the above term to a constant a, (Az.(y x) a) is represented in the pg-calculus
by the application [z — [y](z)](a). This application reduces, in the A-calculus, to the
term (y a) while in the pg-calculus the result of the reduction is the singleton {[y](a)}.
When a functional representation f(z) is chosen, the A-term Az.f(x) is represented by
the p-term z — f(x) and a similar result is obtained for its application. One should
notice that for p-terms of this form (i.e. that have a variable as a left-hand side) the
syntactic matching performed in the py-calculus is trivial, i.e. it never fails and gives
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only one result.

There is no difficulty to represent more elaborate A-terms in the pg-calculus. Let us
consider the term Az.f(z) (A\y.y a) with the following SB-derivation: A\z.f(z) (Ay.y a)
—g Az.f(z) a —p f(a). The same derivation can be recovered in the py-calculus
for the corresponding p-term: [z — f(z)|([y — v](a)) —Fire [z — f(@)]({a})
—>Baten {[z = [(@)](@)} — Fire {{f(a)}} —Fiae {f(a)}. Of course, several re-
duction strategies can be used in the A-calculus and reproduced accordingly in the
pg-calculus. Indeed, we will see in Section 4.1 that the py-calculus strictly embeds the
A-calculus.

Rewriting Now, if we introduce contextual information in the left-hand sides of
the p-rules we obtain classical rewrite rules as f(a) — f(b) or f(z) = g(z,z). When
we apply such a rewrite rule, the matching can fail and consequently, the application
of the rewrite rule can fail. As we have already insisted in the previous sections, the
failure of a rewrite rule is not a meta-property in the py-calculus but is represented
by an empty set (of results). For example, in standard term rewriting we say that
the application of the rule f(a) — f(b) to the term f(c) fails and therefore the term
is returned unchanged. On the contrary, in the py-calculus the corresponding term
[f(a) = f(b)](f(c)) evaluates to 0.

Since, in the p-calculus, there is no restriction on the rewrite rules construction, a
rewrite rule may use a variable as left-hand side, as in x — x + 1, or it may introduce
new variables, as in f(z) — g(z,y). The free variables of the rewrite rules from
the p-calculus allow us to dynamically build classical rewrite rules. For example, in
the application [y — (f(z) — g(z,v))](a), the variable y is free in the rewrite rule
f(z) = g(z,y) but bound in the rule y — (f(z) = g(z,y)). The above application is
reduced to the set {f(z) = g(z,a)} containing a classical rewrite rule.

By using free variables in the right-hand side of a rewrite rule we can also “param-
eterize” the rules by “strategies”, as in the term y — [f(z) — [y](2)](f(a)) where the
term to be applied to z is not explicit in the rule f(z) — [y](z). When reducing the
application [y — [f(z) — [y](2)](f(a))](a — b), the variable y from the rewrite rule
is instantiated to a — b and thus, the result of the reduction is {b}.

Non-determinism When the matching is done modulo an equational theory we
obtain interesting behaviors.

An associative matching theory allows us, for example, to express the fact that
an expression can be parenthesized in different ways. Take, for example, the list
operator o that appends two lists with elements of a given sort Elem. Any object of
sort Elem represents a list consisting of this only object. If we define the operator o
as associative, the rewrite rule describing the decomposition of a list can be written in
the associative pa-calculus [ ol’ — I. When applying this rule to the list aobocod we
obtain as result the p-term {a,ao0b,aobo c}. If the operator o had not been defined
as associative, we would have obtained as the result of the same rule application one
of the singletons {a} or {a o b} or {ao (boc)} or {(aob)oc}, depending on the way
the term a o b o c o d is parenthesized.

A commutative matching theory allows us, for example, to express the fact that
the order of the arguments is not significant. Let us consider a commutative operator
@ and the rewrite rule z @ y — z that selects one of the elements of the tuple z & y.
In the commutative pc-calculus, the application [z ® y — z](a ® b) evaluates to the
set {a, b} that represents the set of non-deterministic choices between the two results.
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In standard rewriting, the result is not well defined; should it be a or b?

We can also use an associative-commutative theory like, for example, when an op-
erator describes multi-set formation. Let us go back to the o operator, but this time
we define it as associative-commutative and we use the rewrite rule zrox oL — L
that eliminates doubletons from lists of sort Elem. Since the matching is done mod-
ulo associativity-commutativity, this rule eliminates the doubletons no matter what
is their position in the structure built using the o operator. For instance, in the
pac-calculus the application [xoz oL — L](aobocoaod) evaluates to {bocod}: the
search for the two equal elements is done thanks to associativity and commutativity.

Another facility is due to the use of sets for handling non-determinism. This allows
us to easily express the non-deterministic application of a set of rewrite rules to a
term. Let us consider, for example, the operator ® as a syntactic operator. If we
want the same behavior as before for the selection of each element of the couple 2z ®y,
two rewrite rules should be non-deterministically applied as in the following reduction:
ey = z,20y = y}(@a®b) —pistris {[t @y = z](a®b),[z®y = yl(a®b)}
— rire 110}, {b}} — Fiat {a, b}.

2.5 FEvaluation strategies for the pr-calculus

The last component of a calculus, i.e. the strategy S guiding the application of its
evaluation rules, could be crucial for obtaining good properties for the p-calculus. For
example, the main property analyzed for the p-calculus is the confluence and we will
see that if the rule Flire is applied under no conditions at any position of a p-term,
confluence does not hold.

Let us now define formally the notion of strategy. We specialize here to the
p-calculus, and the general definition can be found in [KKV95].

DEFINITION 2.13
An evaluation strategyin the p-calculus is a subset of the set of all possible derivations.

For example, the NONE strategy is the set of all derivations, i.e. it imposes no
restrictions. The empty strategy does not allow any reduction. Standard strategies
are call by value or by name, leftmost innermost or outermost, lazy, needed.

The reasons for the non-confluence of the calculus are explained in Section 3 and
a solution is proposed for obtaining a confluent calculus. The confluent strategy can
be given explicitly or as a condition on the application of the rule Fire.

2.6 Summary

Starting from the notions introduced in the previous sections we give the definition
of the pr-calculus.

DEFINITION 2.14

Given a set F of function symbols, a set X’ of variables, a theory T on o(F, X) terms
having a decidable matching problem, we call pr-calculus (or generically rewriting
calculus) a calculus defined by:

1. a non-empty subset g_(F, X) of the o(F, X) terms,
2. the (higher-order) substitution application to terms as defined in Section 2.2,
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3. the theory T,

4. the set of evaluation rules £: Fire, Cong, CongFail, Distrib, Batch, Switchr,,
Switchg, OpOnSet, Flat,

5. an evaluation strategy S that controls the application of the evaluation rules.

We use the notation pr = (¢_(F, X),T,S) to make apparent the main components
of the rewriting calculus under consideration.

When the parameters of the general calculus are replaced with some specific values,
different variants of the calculus are obtained. The remainder of this paper will be
devoted, mainly, to the study of a specific instance of the pr-calculus: the pp-calculus.

3 The py-calculus

We now define the py-calculus as the pp-calculus where the matching theory T is
restricted to first-order syntactic matching. As an instance of Definition 2.14 we get:

DEFINITION 3.1
The py-calculus is the calculus defined by:

e the subset gg(F, X) of o(F, X') whose rewrite rules are restricted to be of the form
u — v where u € T(F,X), i.e. u is a first-order term and thus does not contain
any set, application or abstraction symbol,

e the higher-order substitution application to terms,

e the matching theory T = 0), i.e. first-order syntactic matching,

e the set of evaluation rules R presented in Figure 6 (i.e. all the rules of the p-calculus
but Switchy,),

e the evaluation strategy NONE that imposes no conditions on the application of
the evaluation rules.

The pg-calculus is therefore defined as the calculus pg = (0¢(F, X), 0, NONE).

ExAMPLE 3.2
With the exception of the last term, all the p-terms from Example 2.3 are pg-terms.

The following remarks should be made with respect to the restrictions introduced
in the pp-calculus:

e Since first-order syntactic matching is unitary (i.e. the match, when it exists, is
unique) the meta-rule Propagate from Section 2.4 gives always as result either the
singleton {or} or the empty set. Hence, the evaluation rule Fire can be replaced
by the following simpler two rules:

Fire' [l - r)(cl) = {or}
Fire" [l-7r]t) = 0

if there exists no o s.t. ol = ¢

e The evaluation rule Switchy can never be used in the py-calculus due to the
restricted syntax imposed on pp-terms.
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Fire [1 = r](t) r{Solution(l < t))

{7 ([ual(v1), - .- s [un)(vn))}
0

{lua] (@), -+ s [un](v)}
{lv](w), - - 5 [v](un)}

{u—=vi,...,u = vy}

Cong [F(ur, . un)(f1,- .. 5 00))
CongFail [f(u1,--.,u)(g(vi,- - ,vm))
Distrib  [{u1,... ,un}](v)
Batch [W]({u1s--- tun})

Switchg  u©— {v1,...,vn}

A A

OpOnSet  f(vi,... , {ut,... ,um}y... ,0p)

{f(v1,. e yu1y e y0n), e s f(U1, 0o e s Uy e, 0n) )

Flat {ug, ..., {v1,-- o}, yum} = {u1,-- V1, Un, - s Um )

FiG. 6. The evaluation rules of the py-calculus

e For a specific instance of the pr-calculus, there is a strong relationship between the
terms allowed on the left-hand side of the rule and the theory T'. Intuitively, the
theory T should be powerful enough to fire rule applications in a way consistent
with the intended rewriting. For instance, it seems more interesting to use higher-
order matching instead of syntactic or equational matching when the left-hand
sides of rules contain abstractions and applications. This explains the restriction
imposed in the pg-calculus for the formation of left-hand sides of rules.

e The term restrictions are made only on the left-hand sides of rewrite rules and
not on the right-hand side and this clearly leads to more terms than in A-calculus
or in term rewriting.

e The py-calculus is not terminating as [w](w) is a py-term (see Example 2.3).

The case of decidable finitary equational theories will induce more technicalities
but is conceptually similar to the case of the empty theory. The case of theories
with infinitary or undecidable matching problems could be treated using constraint
p-terms in the spirit of [KKR90], and will be studied in forthcoming works.

3.1 The raw pg-calculus is not confluent

It is easy to see, and we provide typical examples just below, that the pp-calculus
is non-confluent. The main reasons for the confluence failure are due to the conflict
between the use of syntactic matching and the set representation for the reductions
results. This leads, on one hand, to undesirable matching failures due to terms that
are not completely evaluated or not instantiated. On the other hand, we can have
sets with more than one element that can lead to undesirable results in a non-linear
context or empty sets that are not strictly propagated. In this section and the next
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one, we summarize the results of [Cir00] to which the reader is referred for full details.
In particular we show on typical examples the confluence problems and we give a
sufficient condition on the evaluation strategy of the pyp-calculus that allows to restore
confluence.

Let us show typical examples of confluence failure. A first such situation occurs
when reducing a (sub-)term of the form [l — r](t) by matching / and ¢ and when the
matching may fail due to a free variable in ¢ or a non-reduced sub-term of ¢.

In Example 3.3 one can notice that a term can be reduced to an empty set because
of a matching failure implying its bound variables. The result can be different from
the empty set if the reductions of the sub-terms containing the respective variables
are carried out only after the instantiation of these variables.

ExXAMPLE 3.3
[z = [a = b](2)](a)

Fire Fire
external) (internal

{la — bl(a)} [z — 0](a)
Fire lSwitchR
{{o}} )

In Example 3.4.a the non-confluence is obtained when a matching failure results
from a non-reduced sub-term of ¢ but succeeds when the sub-term is reduced. A
similar situation is obtained when the evaluation rule Fire gives the @ result due to
a matching failure but the application of another evaluation rule before the rule Fire
leads to a non-empty set as in Example 3.4.b.

EXAMPLE 3.4

a  [a—=b([a = a](a)) b [f(z) = 2]({f(a)})
o ire(external) Fire
Fire(internal) \\ Batchl \
[a = b]({a}) 0 {[f(z) = «](f(a))} 0
Batch Fire
{la— bl(a)} {{a}}
{{o}}

In order to avoid this kind of situation we should avoid the reduction of an appli-
cation [ — r](¢) if the matching between the terms ! and ¢ fails due to the matching
rules VariableClash (Example 3.3) or SymbolClash (Example 3.4.a, 3.4.b) and ei-
ther some variables are not instantiated or some of the terms are not reduced, or the
term ¢ is a set.

The matching rules VariableClash and SymbolClash would be never applied if the
set of functional positions of the term [ was a subset of the set of functional positions
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of the term ¢. This is not the case in Example 3.3 where, in the term [a — b](z), ais a
functional position and the corresponding position in the argument of the rewrite rule
application is the variable position z. In Example 3.4.a and Example 3.4.b a functional
position in the left-hand side of the rewrite rule corresponds to an abstraction and
set position respectively and thus, the condition is not satisfied.

Therefore, we could consider that the evaluation rule Fire is applied only when the
condition on the functional positions is satisfied. Unfortunately, such a condition will
not suffice for avoiding a non-appropriate matching failure due to the application of
the rule MergingClash. As shown in Example 3.5, such a situation can be obtained
if the left-hand side of the rewrite rule to be applied is not linear.

EXAMPLE 3.5
[9(z,z) = z](g(a, [a — a](a)))

Fire Fire
internal) (external
[9(z,2) — z](9(a,{a})) 0

OpOnSet& Batch

{lg(z,z) = z](g(a,a))}

Firel

{{a}}

Another pathological case arises when the term ¢ contains an empty set or a sub-
term that can be reduced to the empty set. Indeed, the application of the rule Flire
can lead to the non-propagation of the failure and thus, to non-confluence as in the
next example:

EXAMPLE 3.6

[z — B](0)

{b} 0

We mention that a rewrite rule is quasi-regular if the set of variables of the left-hand
isincluded in the set of variables of the right-hand side. In Section 3.2 we give a formal
definition for the notion of quasi-regular rewrite rule that takes into consideration
all the operators of the p-calculus. We have already seen in Example 3.6 that the
non-propagation of the failure is obtained when non-quasi-regular rewrite rules are
applied to a term containing #. When a quasi-regular rewrite rule is applied to a term
containing (), the empty set is present in the term resulting from the application of
a substitution of the form {z/0} to the right-hand side of the rewrite rule (unlike in
Example 3.6) and thus, the appropriate propagation of the () is guaranteed.

Another nasty situation, well known, in particular in graph rewriting, is obtained
due to uncontrolled copies of terms. When applying a non-right-linear rewrite rule to
a term that contains sets with more than one element, or terms that can be reduced
to such sets, we obtain undesirable results as in Example 3.7.
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EXAMPLE 3.7
[z = g(z,2)]({a, b})

) W\
{9({a,b},{a,b})} {[z = 9(z,2)](a), [z = g(z, 2)](b)}
OpOnSet lFire
{{g(a,{a,b}), g(b,{a,b})}} {{9(a,a)},{g(b,b)}}
OpOnSet lFlat
{{{9(a,a),9(a,b)},{g(b,a),9(b,0)} }} {9(a,a),g(b,b)}
Flat

{g9(a,a),g(a,b),g(b,a),g(b,b)}

To sum-up, the non-confluence is due to the application of the evaluation rule F'ire
too early in a derivation and the typical situations that we want to avoid consist in
using the rule Fire for reducing an application:

e containing non-instantiated variables,
e containing non-reduced terms,
e containing a non-left-linear rewrite rule,

e of a non-right-linear rewrite rule to a term containing sets with more than one
element,

e of a non-quasi-regular rewrite rule to a term containing empty sets.

We can notice that if we assume the computation rules (see Section 2.4) to be
applied eagerly, then some, but unfortunately not all of the above confluence problems
vanish. In particular, non-confluence examples involving sets, as Example 3.6 and
Example 3.7, are overcome by an eager application of the computation rules.

3.2 Enforcing confluence using strategies

As we have just seen in the previous section, the possibility of having empty sets
or sets with more than one element leads immediately to non-confluent reductions
implying the evaluation rules F'ire and Congruence. But the confluence could be
restored under an appropriate evaluation strategy and, in particular, this strategy
should guarantee a strict failure propagation and an appropriate handling of the sets
with more than one element.

A first possible approach consists in reducing a p-term by initially applying all the
rules handling the sets (Distrib, Batch, Switchr,, Switchg, OpOnSet, Flat), i.e. the
computation rules, and only when none of these rules can be applied, apply one of
the rules Fire, Cong, CongFail, i.e. the deduction rules, to the terms containing no
sets.

But an application can be reduced, by using the rule Flire, to an empty set or to
a set containing several elements and thus, this strategy can still lead, as previously,
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to non-confluent reductions. Another disadvantage of this approach is that for no
restriction of the p-calculus the proposed strategy is reduced to the trivial strategy
NONE.

Since the sets (empty or having more than one element) are the main cause of the
non-confluence of the calculus, a natural strategy consists in reducing the application
of a rewrite rule by respecting the following steps: instantiate and reduce the argument
of the application, push out the resulting set braces by distributing them in the terms
and only when none of the previous reductions is possible, use the evaluation rule
Fire. We can easily express this strategy by imposing a simple condition for the
application of the evaluation rule Fire.

DEFINITION 3.8
We call ConfStratStrict the strategy which consists in applying the evaluation rule
Fire to a redex [l — 7](t) only if the term ¢ is a first order ground term.

The strategy ConfStratStrict is quite restrictive and we would like to define a general
strategy that becomes trivial (i.e. imposes no restriction) when restricted to some
simpler calculi, as the A-calculus.

We propose now a strategy which emerges from the above counterexamples and
which allows the application of the evaluation rule Fire only if a possible failure in
the matching is preserved by the subsequent p-reductions and if the argument of the
application cannot be reduced to an empty set or to a set having more than one
element.

DEFINITION 3.9
We call ConfStratGen the strategy which consists in applying the evaluation rule F'ire
to a redex [l — 7](t) only if:

et € T(F) is a first order ground term

or

e the term ¢ is such that if the matching [ <<5 t fails then, for all term ¢' obtained
by instantiating or reducing ¢, the matching [ <<é t' fails, and

e the term ¢ cannot be reduced to an empty set or to a set having more than one
element.

If we consider an instance of the pyp-calculus such that all the sets are singletons and
all the applications are of the form [z — w](v) then, all the conditions of Definition 3.9
are always satisfied. Hence, we can say that in this case the strategy ConfStratGen
is equivalent to the strategy NONE, i.e. it imposes no restriction on the reductions.
We will see that the terms of the A-calculus representation in the p-calculus satisfy
the previous conditions and thus, the strategy ConfStratGen imposes no restrictions
on the reductions of this instance of the p-calculus.

The conditions imposed in Definition 3.9 when the term ¢ is not a first order ground
term are clearly not appropriate for an implementation of the p-calculus and thus, we
must define operational strategies guaranteeing the confluence of the calculus.

We introduce in what follows a more operational and more restrictive strategy
definition guaranteeing the matching “coherence” by imposing structural conditions
on the terms [ and ¢ involved in a matching problem [ <<§) t. In order to ensure
the matching failure preservation by the p-reductions, the failure must be generated
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only by different first order symbols in the corresponding positions of the two terms
I and t. This property is always verified if the two terms are first order terms but
an additional condition must be imposed if the term ¢ contains p-calculus specific
operators, as the abstraction or the application.

DEFINITION 3.10
A p-term [ weakly subsumes a p-term ¢t if

Vp € FPos(l) N Pos(t) = t(p) € F

Thus, a p-term I weakly subsumes a p-term t if for any functional position of the
term [, either this position is not a position of the term ¢, or it is a functional position
of the term ¢.

REMARK 3.11

If | € T(F,X) weakly subsumes t then, for any non-functional position (i.e. the
position of a variable, an application, an abstraction or a set) in ¢, the corresponding
position in [, if it exists, is a variable position. Thus, if the top position of ¢ is not a
functional position, then [ is a variable.

One can notice that if a first order term [ subsumes ¢, then | weakly subsumes ¢.

EXAMPLE 3.12

The term h(a,y,c) weakly subsumes the term g(b,[z — z](c)) and the term f(a)
weakly subsumes the term g(b, [z — z](c)). The term g(a,y) weakly subsumes the
term g(b, [z — z](c)) while the term f(a) does not weakly subsumes f([z — z](c)).

DEFINITION 3.13
We call ConfStrat the strategy which consists in applying the evaluation rule Fire to
a redex [l — r](¢) only if:

et € T(F) is a first order ground term

or

o the term | € T(F, X) is linear and ! weakly subsumes ¢, and

e the term ¢ contains no set with more than one element and no empty set, and

o for all sub-term [u — w](v) of ¢, u subsumes v, and

e the term ¢ contains no sub-term of the form [u](v) where u is not an abstraction.

One should notice that the conditions imposed by the strategy ConfStrat are de-
cidable even if the term ¢ is not a first order ground term. One can clearly decide
if a term is of the form [u](v) or [u — w](v) as well as the number of elements of
a finite set. The condition that [ weakly subsumes ¢ is simply a condition on the
symbols on the same positions of the two terms and since matching is syntactic, then
the subsumption condition is also decidable. Consequently, all the conditions used in
the strategy ConfStrat are decidable.

The condition forbidding sub-terms of ¢ of the form [u](v) if w is not a rewrite
rule is imposed in order to prevent the application of the evaluation rule CongFail
leading to an empty set result. If one considers a version of the pg-calculus without
the evaluation rules Congruence then, this last condition is no longer necessary in
the strategy ConfStrat. Hence, all the terms of the representation of the A-calculus
in the p-calculus trivially satisfy the above conditions and in this case the strategy
ConfStrat is equivalent to the strategy NONE.
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PROPOSITION 3.14
When using the evaluation strategy ConfStrat, the pg-calculus is confluent.

PROOF. The proof is presented in full details in [Cir00]. O

The relatively restrictive conditions imposed in strategy ConfStrat can be relaxed
at the price of the simplicity of the strategy. The conditions that we want to weaken
concern on one hand, the number of elements of the sets and on the other hand, the
form of the rewrite rules.

First, the absence of sets having more than one element is necessary in order to
guarantee a good behavior for the non-right-linear rewrite rules. The right-linearity
of a rewrite rule is defined as the linearity of the right-hand side w.r.t. the variables
of the left-hand side. For example, © — g(z,y) is right-linear, but x — g(z,x) is
not right-linear. Moreover, the right-linearity can be imposed only to the operators
different from the set symbols ({_}) and thus, the rewrite rule z — {f(z), f(z)} can be
considered right-linear. Intuitively, we do not need to impose right-linearity for sets
since, due to the evaluation rule Flat, they do not lead to non-convergent reductions
as in Example 3.7.

DEFINITION 3.15
The rewrite rule | — r is strictly right-linear if any sub-term of r that is not a set is
linear w.r.t. the free variables of [ and any rewrite rule of r is strictly right-linear.

The application of a rewrite rule which is not strictly right-linear to a set with more
than one element can lead to non-convergent reductions, as shown in Example 3.7,
but this is not the case if the applied rewrite rule is strictly right-linear:

ExXAMPLE 3.16

[z = {z, f(2)}]({a,]})

T
Fire

{{a,b}, f({a,b})} {[z = {z, f(@)}](a), [z = {=, f(2)}}(0)}

OpOnSetl lFire

{{a,b},{f(a), f(0)}} {{{a, 7(a)}}, {{b, F(D)} }}

Flat
Flat

{a,b, f(a), f(b)}

On another hand, in order to guarantee the strict propagation of the failure, we
impose that the evaluation rule Fire is applied only if the argument of the application
is not an empty set and it cannot lead to an empty set. In Example 3.6 we can notice
that the free variables of the left-hand side of the rewrite rule are not preserved in
the right-hand side of the rule. If the rewrite rule [ — r of the application preserves
the variables of the left-hand side in the right-hand side (e.g. £ — x), the application
of a substitution replacing one of these variables with an empty set (e.g. {z/0}) to r
leads to a term containing () and thus, which is possibly reduced to 0.

We define thereafter more formally the rewrite rules preserving the variables and
we present a new strategy defined using this property. First, we introduce a concept
similar to that of free variable but, by considering this time the not-deterministic
nature of the sets.
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DEFINITION 3.17
The set of present variables of a p-term ¢ is denoted by PV (t) and is defined by:

1.if t = z then PV (t) = {z},

2.if t = {wq,... ,up} then PV(t) =,_; ,, PV(w), (PV(0) =X),

3.ift = f(uq,... ,un) then PV(¢) =U,_, ,, PV(w), (PV(c)=0if c € T(F)),
4.if t = [u](v) then PV (t) = PV (u) U PV (v),

5.if t = u — v then PV (t) = PV(v) \ FV (u).

The set of free variables of a set of p-terms is the union of the sets of free variables
of each p-term while the set of present variables of a set of p-terms is the intersection
of the sets of free variables of each p-term. We can say that a variable is present in a
set only if it is present in all the elements of the set. For example, PV ({z,y,z}) =0

and PV ({z,9(z,y)}) = {z}.

DEFINITION 3.18
We say that the p-rewrite rule | — r is quasi-regular if FV () C PV (r) and any
rewrite rule of r is quasi-regular.

Intuitively, to each free variable of the left-hand side of a quasi-regular rewrite rule
corresponds, in a deterministic way, a free variable in the right-hand side of the rule.
For any set p-term in the right-hand side, the correspondence with the free variables
of the left-hand side should be verified for each element of the set.

ExAMPLE 3.19
The rewrite rule £ — g(z,y) is quasi-regular while the rewrite rule z — {z,y} is
non-quasi-regular.

The rewrite rule {f(z),g(z,z)} — z is quasi-regular while {f(z),g(z,y)} = z is
non-quasi-regular. If the definition of quasi-regular rewrite rules had asked for the
condition PV (l) C PV (t) instead, then the second rewrite rule would have become
quasi-regular as well. This is not desirable since the rewrite rule {f(z),g(z,y)} — =
reduces to {f(z) — z,g(z,y) — z} and only the first one is quasi-regular.

In the particular case of the pyp-calculus, since the left-hand side of a rewrite rule
I — r must be a first-order term (i.e. I € T(F, X)), we have FV(I) = PV (l) = Var(l)
and thus the condition from Definition 3.18 can be changed to Var(l) C PV (t).

Let us consider the application a quasi-regular rewrite rule [ — r to a term ¢ giving
as result the term {or}, where o is the matching substitution between [ and ¢. If §
is a sub-term of ¢ and if | weakly subsumes r, then ) is in o. Since the rewrite rule is
quasi-regular, we have Dom(c) C PV (r) and thus, we are sure that @ is a sub-term
of or. Furthermore, if () instantiated a variable of a set in or then it is present in
all the elements of the set and thus, we avoid non-confluent results as the ones in
Example 3.6.

ExAMPLE 3.20
A quasi-regular rule applied to @ gives only one result:
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[z = {z, 9(z,a)}](0)

{z = 2,2 — g(z,a)}](0) Batch {0,9(0,a)}

Distribl lOpOnSet

Fire&OpOnSet Flat
{0,0}

{lz = 2)(0), [r  g(z, )] ()}

while a non-quasi-regular one yields two different results as shown in Example 3.6.

One should notice that if a rewrite rule | — r is reduced by the evaluation rule
Switch_R to a set of rewrite rules, each of these rules is quasi-regular and thus the
strict propagation of the empty set is ensured on all the right-hand sides of the
obtained rewrite rules.

DEFINITION 3.21
We call ConfStratLin the strategy which consists in applying the evaluation rule Fire
to a redex [l — r](t) only if t € T(F) is a first order ground term or:

o the term | € T(F, X) is linear and ! weakly subsumes ¢,
and
o either

— 1 — r is quasi-regular

or

— the term ¢ contains no empty set, and

— for all sub-term [u — w](v) of ¢, u subsumes v, and

— the term ¢ contains no sub-term of the form [u](v) where u is not an abstraction.
and
o either

— [ — r is strictly right-linear

or

— the term ¢ contains no set with more than one element.

Compared to the strategy ConfStrat we added the possibility to test either the
quasi-regular condition on the rewrite rule I — r or the conditions on the reducibility
of the term ¢ to an empty set. Moreover, if the rewrite rule is strictly right-linear we
allow arguments containing sets having more than one element. Since one can clearly
decide if a rule is quasi-regular or strictly right-linear, all the conditions used in the
strategy ConfStratLin are decidable.

PROPOSITION 3.22
When using the evaluation strategy ConfStratLin, the pyp-calculus is confluent.

PROOF. A proof is given in [Cir00].

It is worth mentioning that the confluence proof of the relation induced by the eval-
uation rules of the py-calculus has a structure similar to the one followed in [CHL96]
for proving the confluence of \.

O

When using a calculus integrating reduction modulo an equational theory (e.g.
associativity and commutativity), as explained in Section 2.4, the overall confluence
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proof is different but uses lemmas similar to the ones of the former case. Therefore
Proposition 3.14 and Proposition 3.22 can be extended to a pg-calculus modulo a
specific decidable and finitary equational matching theory E.

4 Encoding )M-calculus and term rewriting in the py-calculus

The aim of this section is to show in detail how the pg-calculus can be used to give a
natural encoding of the A-calculus and term rewriting.

4.1 Encoding the \-calculus

We briefly present some of the notions used in the A-calculus, as f-redex and S-reduction,
that will be used in this part of the paper. The reader should refer to [HS86]
and [Bar84] for a detailed presentation.

Let X be a set of variables, written z, y, etc. The terms of the A-calculus are
inductively defined by:

az=z|(aa)| x.a

DEFINITION 4.1
The S-reduction is defined by the rule:

Beta (Az.M N) = {z/N}M

Any term of the form (Az.M)N is called a S-redez, and the term {x/N}M is tra-
ditionally called its contractum. If a term P contains a redex, P can be 8-contracted
into P’ which is denoted:

P —3 P.

If @ is obtained from P by a finite (possibly empty) number of S-contractions we say
that P (-reduces to ) and we denote:

P 5 Q.

Let us consider a restriction of the set of p-terms, denoted F,, and inductively
defined as follows:

pa-terms t u= x| {t}|[t](t) |z = ¢

where x € X.

DEFINITION 4.2
The py-calculus is the p-calculus defined by:

e the F) terms,

e the higher-order substitution application to terms,
e the (matching) theory T' = 0,

e the set of evaluation rules of the py-calculus,

e the evaluation strategy NONE that imposes no conditions on the application of
the evaluation rules.
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Compared to the syntax of the general p-calculus, the rewrite rules allowed in the
pa-calculus can only have a variable as left-hand side. Additionally, all the sets are
singletons.

Because of the syntactic restrictions we have just imposed, the evaluation rules of
the pg-calculus specialize to the ones described in Figure 7.

Firey z—=r]t) = {{=z/t}r}
Distriby  [{u}](v) = {[u](v)}
Batchy  [v]({u}) = {[v](v)}
Switchy = — {v} = {z - v}
Flaty,  {{v}} = {v}

Fic. 7. The evaluation rules of the py-calculus

The evaluation rule Firey initiates in the p-calculus (as the S-rule in the A-calculus)
the application of a substitution to a term. The rules Congruence are not used and
the rules Set and F'lat can be specialized to singletons and describe how to push out
the set braces.

An immediate consequence of the restricted syntax of the pjy-calculus is that the
matching performed in the evaluation rule Fiirey always succeeds and the solution of
the matching equation that is necessarily of the form z <<6 t is always the singleton
{{=/t}}.

At this moment we can notice that any A-term can be represented by a p-term.
The function ¢ that transforms terms in the syntax of the A-calculus into the syntax
of the py-calculus is defined by the following transformation rules:

p(x) ~» gz, if z is a variable
p(Az.t) ~ = — p(t)
pltu)  ~ [o(t)](e(u))

A similar translation function can be used in order to transform terms in the syntax
of the py-calculus into the syntax of the A-calculus:

o( ~ z, if z is a variable
6({t})  ~ 4(t)
o( ~  Az.0(t)
6([t)(w))  ~ (6(t) 6(u))
The reductions in the A-calculus and in the py-calculus are equivalent modulo the
notations for the application and the abstraction and the handling of sets:

PROPOSITION 4.3
Given two A-terms t and ¢, if t — 4 t' then ¢(t) —,, {p(t')}.

Given two py-terms u and u', if u —»,, u' then §(u) —=5 &(u').
Proor. We use a structural induction on the term ¢:

e If ¢ is a variable z, then t' = x and ¢(t) = p(t') = z.
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o If t = Az.u then t' = Az.u’ with u — 3 v’ and we have ¢(t) = 2 — ¢(u). By
induction, we have p(u) —,, {p(u')}, and thus

)=z = pu) o= {pW)} —gyiten, 1z eW)}={ot)}

o If { = (u v) then we have either t' = (u' v) with u —g ', or t' = (u v') with
v—rg v, ort=Az.wvandt = {z/v}u.
In the first case, we apply induction and we obtain

0(t) = [p(W](e(v) o, He(W)N(@(0)) — pistrin, {e(w)](e@)} = {e(t)}.

The second case is similar,
(1) = [p(w))(p(v) =, [{eW}(9(®) — Distrivy, {le@](p))} = {o)}-
In the third case ¢(t) = [z = ¢(u)](¢(v)) and

o(t) = [z = p(W)](p(v)) —Fires {{z/0(V)}o(u)} = e({z/v}u) = o(t).

Since the application of a substitution is the same in the A-calculus and the
p-calculus, we have, due to the definition of ¢, p({z/viu) = {z/¢(v)}p(u) and
thus, the property is verified.

Since in the py-calculus we can have only singletons and the § transformation strips
off the set symbols, the application of the evaluation rules Distriby, Batchy, Switchy
and Flaty corresponds to the identity in the A-calculus.

o If ¢t = [{u}](v) then we have t —> pjstrin, {[u](v)}. Since §([{u}](v)) = d(u) 6(v)
and 6({[u](v)}) = &(u) d(v), the property is verified.
o If t = [x — u](v) then t — pire, {{z/v}u}. We have

5(t) = Az.8(u) 6(v) —>p {2/6(v)}6(w)} = 6({z/v}u) = 5(t).

The other cases are very similar to the first one and to their correspondents from
the first part.
O

ExXAMPLE 4.4
We consider the three combinators I = Az.x, K = Azy.z and S = Azyz.zz(yz) and
their representation in the p-calculus:

e/ =zx—>=x,
e K=x-(y—>x),
e S=2 @ (z > [

and we check that to the equality SKK = I from the A-calculus it corresponds a
pa-reduction [[S](K)|(K) —,, {I}.

[[SIEDIE) = [[z = (y = (2 = [2]()] (Wl (2))D](z = (y = )]z = (y = z)) —p,
{y = (z = [z = (v = 2)](D(W](2)}(z = (y = 2)) —,
{lvy = (z=[lz = (= W) = (y = 2))} —),
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{ly = (z = {y = 2H{y])z = (y = 2))} —,
Hly = (z = [y = 2([y]())](z = (y = 2))}} —p,
Hly = (z = {zD)(@ = (y = 2))}} —p,

{{ly = (2= )@ = (y = 2))}}} —

{{{z = 2} —

{z =z} = {I}

The need for adding a set symbol comes from the fact that in the p-calculus we are
mainly interested in the application of terms to some other terms. From this point of
view, the application of a term ¢ to another term u reduces to the same thing as the
application of the term {t} to the same term u.

In the py-calculus, we could have introduced an evaluation rule eliminating all set
symbols. But as soon as failure, represented by the empty set, and non-determinism,
represented by sets with more than one element, are introduced such an evaluation
rule will not be meaningful anymore.

The confluence of the A-calculus is obtained independently of the reduction strategy
and we would expect the same result for its p-representation. As we have already
noticed, since in the py-calculus all the rewrite rules are left-linear and all the sets
are singletons, the confluence conditions presented in Section 3.2 are always satisfied.
Therefore, the evaluation rule Fiirey can be used on any py-application without losing
the confluence of the py-calculus.

PROPOSITION 4.5
The py-calculus is confluent.

Notice also that following the same principle, it is not difficult to see the A-calculus
with patterns of [PJ87] as a sub-calculus of the py-calculus.

4.2 Encoding rewriting

As far as it concerns term rewriting, we just recall the basic notions that are consistent
with [DJ90, BN98] to which the reader is referred for a more detailed presentation.

A rewrite theory is a 4-tuple R = (X, F, E, R) where X is a given countably infinite
set of variables, F a set of ranked function symbols, E a set of T (F, X)-equalities,
and R a set of rewrite rules of the form ! — r where I,r € T(F,X) satisfying
Var(r) C Var(l).

In what follows we consider E = () but all the results concerning the encoding of
rewriting in p-calculus can be smoothly extended to any equational theory E.

Since the rewrite rules are trivially p-terms, the representation of rewriting in the
p-calculus is as simple as that of the A-calculus. We consider a restriction of the
po-calculus where the right-hand sides of rewrite rules are terms of 7(F,X). The
rewrite rules are trivially translated in the pg-calculus and the application of a rewrite
rule at the top position of a term is represented using the p-operator [](-).

We want to show that for any derivation in a rewriting theory, a corresponding
reduction can be found in the pg-calculus. If we consider that a sub-term w of a term
t is reduced to w' by applying some rewrite rule (I — r) and thus,

trw], =R t[w],
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then, we can build immediately the p-term ti—r)(w)], with the reduction:

t—>ri(w)], —p t{wyl, —o {tw, }-

The above construction method for the p-term with a p-reduction similar to that
of the term ¢ according to the rule [ — r is very easy but allows us to find the corre-
spondence for only one rewrite step. This representation is difficultly extended for an
unspecified number of reduction steps w.r.t. a set of rewrite rules and a systematic
method for the construction of the corresponding p-term is desirable.

PROPOSITION 4.6
Given a rewriting theory Tr and two first order ground terms t,t' € T(F) such

that ¢ —»x t'. Then, there exist the p-terms ui,...,u, built using the rewrite
rules in R and the intermediate steps in the derivation ¢ —*)R t' such that we have

[un](. .- [u1](®)...) ==, {t'}-

PROOF. We use induction on the length of the derivation t —5 ¢'.
The base case: t ——sp t (derivation in O steps)
We have immediately [id](t) i’pm {t}.
Induction: t s t' (derivation in n steps)

We consider that the rewrite rule I — r is applied at position p of the term ¢' [wl,
obtained after n — 1 reduction steps,

t "D fwl, —i-orp tler),
where 0 is the grafting such that 6] = w.

By induction, there exist the p-terms w1, ... ,u,—1 such that we have the reduction
[Un—1](- - [ud] (@) ...) ——p, {t'rw1, }- We consider the p-term un = ', and we
obtain the reduction
[un](-- - [wa]®)--.)  —pp  [F'uism J{E 1w, })  —Bater {1, J(E'1w1,)}

L)Congruf?nce {{tl |'[l_>r](w)'|P}} —Fire {{tl [{Glr}]p}} LOPOTLSet {{{tl |—9’T-|P}}}
i>Flat {tlfﬁ’r]p}
where the substitution ¢’ is such that {6’} = Solution(l < w).
Since § = ' and in this case substitution and grafting are identical, we obtain

t'rorr, = t'ror,,-
O
Until now we have used the evaluation rule Cong for constructing the reduction

2 1 *
[t (1 —ra1, 1C o [ framsra), N o1, 1) --) —p {2}
that corresponds, in the p-calculus, to the reduction, in the rewrite theory,
t=t" [wil,, —li—r1,p1 t? [wal,, Tla—ra,pa crc T Plp—Tn,pn " [wal, = t'

As explained in Section 2.4, to any reduction performed using the rule Cong cor-
responds a reduction that is done using the rule Fire. Starting from the term wu
corresponding to a reduction in n (Cong) steps we build the term v’ that reduces to
the same term as u but using Flire reductions:

[tn [tal,, — " [T"]pn](- .. ([tl 1], — [”]pl](t)) .. ) i)p {tl}
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REMARK 4.7

One can notice that the terms u; used in the proof above are similar to the proof
terms used in labeled rewriting logic [Mes92]. Indeed we can see the p-terms as
a generalization of such proof terms where the “” is used as a notation for the
composition of terms, i.e. [u]([v](t)) is denoted [v;u](t).

5 Recursion and term traversal operators

In Section 4.2 we show that for any reduction in a rewrite theory there exists a
corresponding reduction in the p-calculus: if the term u reduces to the term v in a
rewrite theory R we can build a p-term &g (u) that reduces to the term {v}. The
method used for constructing the term &z (u) depends on all the reduction steps from
u to v in the theory R: &r(u) is a representation in the p-calculus of the derivation
trace. We want to go further on and to give a method for constructing a term &x (u)
without knowing a priori the derivation from u to v. Hence we want to answer to the
following question:

Given a rewrite theory R does there exist a p-term &r such that for any term u, if u
reduces to the term v in the rewrite theory R then [Er](u) p-reduces to a set contain-
ing the term v?

This means that we wish to describe in the p-calculus reduction strategies and,
mainly, normalization strategies. This will allow us to get, in particular, a natural
encoding of normal conditional term rewriting. Therefore, we want to answer the
more specific question:

Given a rewrite theory R does there exist a p-term &g such that for any term wu if
u normalizes to the term v in the rewrite theory R then [{x](u) p-reduces to a set
containing the term v?

The definition of normalization strategies is in general done at the meta-level and
an originality of our approach is to show that the p-calculus is powerful enough to
allow us to represent such derivations at the object level. We will show in Section 4.1
that the pg-calculus contains the A-calculus and thus, any computable function as the
normalization one is expressible in the formalism. What we bring here, because of
the matching power and of the use of non-determinism, is an increased ease in the
expression of such functions together with their expression in a uniform formalism
combining standard rewrite techniques and higher-order behaviors.

When computing the normal form of a term u w.r.t. a rewrite system R, the
rewrite rules are applied repeatedly at any position of a term u until no rule from R
is applicable. Hence, the ingredients needed for defining such a strategy are:

e an iteration operator that applies repeatedly a set of rewrite rules,
e a term traversal operator that applies a rewrite rule at any position of a term,
e an operator testing if a set of rewrite rules is applicable to a term.

In what follows we describe how the operators with the above functionalities can
be defined in the p-calculus. We start with some auxiliary operators and afterwards,
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we introduce the p-operators that correspond to the functionalities listed above.

5.1 Some auxiliary operators

First, we define three auxiliary operators that will be used in the next sections. These
operators are just aliases used to define more complex p-terms and are used for giving
more compact and clear definitions for the recursion operators.

The first of these two operators is the identity (denoted id) that applied to any
p-term ¢ evaluates to the singleton containing this term, that is [id](t) —, {t}. The
p-term id is nothing else but the rewrite rule z — z:

id2z — .

In a similar way we can define the strategy fail which always fails, (i.e. applied to
any term, leads to ():
fail 2 z — 0.

The third one is the binary operator “;” that represents the sequential application
of two p-terms. A p-term of the form [u;v](t) represents the application of the term
v to the result of the application of u to t. Therefore, we defined the operator “;” by:

u;v £ z — [o]([ul(z)).

In the following sections we generally employ the abbreviations of these operators
and not their expanded form but we sometimes show the corresponding reductions.

5.2 The first operator

We introduce now a new operator whose role is to select between its arguments the
first one that applied to a given p-term does not evaluate to (). The evaluation rules
describing the first operator and the auxiliary operator (_,...,_) are presented in
Figure 8. We do not know currently how to express these operators in the basic
p-calculus and we conjecture that this is not possible.

First [first(s1,...,sn)](t) = {([s1](t),--.,[sa](2))
FirstFail D, t1,. . ,tn) = (t1,.-. ,tn)
if n>0
FirstSuccess (t,t1,...,tn) = {t}
if ¢ contains no redexes, no free
variables and is not )
FirstSingle () = 0

FiG. 8. The first operator

The application of a p-term first(si,...,s,) to a term t returns the result of
the first “successful” application of one of its arguments to the term ¢. Hence, if
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[s;](t) evaluates to @ for 4 = 1,... ,k — 1, and [s;](¢) does not evaluate to (), then

[first(s1,...,sn)](t) evaluates to the same term as the term [sg](t).
If the evaluation of the terms [s;](¢), i = 1,...,k — 1, leads to {} and the evaluation
of [sg](t) does not terminate then the evaluation of the term [first(si,... ,sn)](t)

does not terminate.

DEFINITION 5.1

The set of p'*-terms extends the set o(F, X) of basic p-terms (Definition 2.1), with
the following two rules:

eif ty,...,t, are p-terms then first(ti,...,t,) is a p-term,
eif t1,...,t, are p-terms then (t1,... ,t,) is a p-term.

This set of terms is denoted by o't (F, X).

We define now the p}t-calculus by considering the new operators and the corre-

sponding evaluation rules presented in Figure 8:

DEFINITION 5.2
Given a set F of function symbols, a set X of variables, a theory T on '*¢(F, X)
terms having a decidable matching problem, we call p}#t-calculus a calculus defined

by:
e a non-empty subset o'%(F, X) of the g'*!(F, X) terms,
e the (higher-order) substitution application to terms as defined in Section 2.2,
e a theory T,
e the set of evaluation rules £,1.:: Fire, Cong, CongF'ail, Distrib, Batch, Switchp,
Switchg, OpOnSet, Flat, First, FirstFail, FirstSuccess, FirstSingle,
e an evaluation strategy S that guides the application of the evaluation rules.

The following examples present the evaluation of some p'*-terms containing the
operators of the extended calculus.

EXAMPLE 5.3

The non-deterministic application of one of the rules a — b, a = ¢, a — d to the
term a is represented in the p-calculus by the application [{a — b,a = ¢,a — d}](a).
This last p-term is reduced to the term {b, ¢,d} which represents a non-deterministic
choice among the three terms. If we want to apply the above rules in a deterministic
way and in the specified order, we use the p-term [first(a — b,a = ¢,a — d)](a)
with, for example, the reduction:

[first(a = b,a — ¢,a — d)](a)

—First <[a — b](a)a [a - c](a), [a - d] (a»
—Fire <{b}a [a - c](a), [a - d](a))

— FirstSuccess {{b}}

—Flat {b}

We can notice that even if all the rewrite rules can be applied successfully (i.e. no
empty set) to the term a, the final result is given by the first tried rewrite rule.

EXAMPLE 5.4
We consider now the case where some of the rules given in argument to first lead to
an empty set result:
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[first(a = b,b — ¢,a — d)](b)

——First <[a’ - b](b)7 [b - C](b), [a’ - d](b))
——Fire <®7 [b - C](b), [a - d](b)>
—FirstFail ([b— c](b), [a — d](b))

— Pire {{c}, [a — d](b))

—FirstSuccess {{C}}

—Flat {C}

EXAMPLE 5.5
If none of the rules given in argument to first is applied successfully, the result is
obviously the empty set:

[first(a = b,a — ¢,a — d)](b)

—First ([@ — b](b), [a — c](b),[a — d](b))
i>Fire <®a 0; @>
LFirstFail <>

—>First5ingle @

The operator first does not test explicitly the applicability of a term (rule) to
another term but allows us to recover from a failure and continue the evaluation. For
example, we can define a term

try(s) £ first(s,id)

that applied to the term ¢ evaluates to the result of [s](¢), if [s](¢) does not evaluate
to 0 and to {t}, if [s](t) evaluates to 0.

5.8  Term traversal operators

Let us now define operators that apply a p-term at some position of another p-term.
The first step is the definition of two operators that push the application of a p-term
one level deeper on another p-term. This is already possible in the p-calculus due to
the rule Cong but we want to define a generic operator that applies a p-term r to the
sub-terms u;, 1 = 1...n, of a term of the form F(uy,... ,u,) independently on the
head symbol F'.

To this end, we define two term traversal operators, ®(r) and ¥(r), whose behavior
is described by the rules in Figure 9. These operators are inspired by the operators
of the System S described in [VeAB98].

TraverseSeq [®(r)](f(u1,... ,u,)) =

(), sun)}s e {f (uy Il (un)) 1)

TraversePar [¥(r)](f(u1,...,un)) = {f(r](uw1),-..,[r](un))}

F1G. 9. The term traversal operators of the pp-calculus

The application of the p-term ®(r) to a term ¢t = f(u1,...,u,) results in the
successful application of the term r to one of the terms u;. More precisely, r is
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applied to the first u;, ¢ = 1,... ,n such that [r](u;) does not evaluate to the empty
set. If there erists no such u; and in particular, if ¢ is a function with no arguments
(t is a constant), then the term [®(r)](t) reduces to the empty set.

When the p-term ¥(r) is applied to a term ¢ = f(uy, ... ,u,) the term r is applied
to all the arguments u;, i = 1, ... ,n if for all 4, [r](u;) does not evaluate to §). If there
exists an wu; such that [r](u;) reduces to (), then the result is the empty set. If we
apply ¥(r) to a constant ¢, since there are no sub-terms the term [¥(r)](c) reduces
to {c}.

If we consider a p-calculus with a finite signature F and if we denote by Fy =
{e1,...,c,} the set of constant function symbols and by Fy = {f1,..., fm} the set
of function symbols with arity at least one, the two term traversal operators can be
expressed in the p-calculus by some appropriate p-terms.

If the following two definitions are considered

®'(r) £ first(fi(ryid,... ,id),..., fi(id,... id,7),...,
Flridy .. id), .. s fnid, .. id, )

T(r) 2 {e1, oo sen, fi(ry oo yr), ooy fm(r, .oy r)}

with ¢; € Fo, ¢ =1,...,n,and f; € Fy, j =1,...,m, we obtain the following two
reductions,

"(r)](fr(ug, - - - ,Up))

(@
£ [first(fi(r,id,... ,id),..., fm(id,... ,id,r))](fe(u1,--. ,up))
—> First ([ 1(7‘ Zd )](fk(ul,. .. ,up)),.. . ,[fm(’l:d,. .. ,id,r)](fk(ul,.. . ,’U.p)))
~cong  (0,...,0, {fk([r](ul vee )b A fe s ) 10, 0)
L>Fz’rstFazl ({ k([r](ul)V' . 7up)}7' . 7{fk(U1;- . ,[r](up))},(l),.. . ,@)

and

[T(M)](fr(u1,- -, up))
= {er, oo sen, fi(rs oo yr)y oo fin(ry .. ,r)}](fk(ul,... , Up))
_)Distrib {[cl](fk(ul, - ,up)), ...... ,[fm(T, . ,T)](fk(ul, - ))}
L>Cong {@7 .- 707 {fk([T](Ul); R [T](up))}7@7 s 70}
—riae {ASe([r)(wa), . [r](up))}

The operator &' does not correspond exactly to the definition from the Figure 9
but, as we have just seen above, a similar result is obtained when applying the terms
®(r) and ®'(r) to a term fr(u1,... ,up).

LEMMA 5.6
The term traversal operators ® and ¥ can be expressed in the pit-calculus.

PRrROOF. If we consider t = fi(u1,...,up) and if for any ¢ = 1,... ,p we have the re-

ductions [r](u;) —, 0 then, according to the evaluation rules describing the behavior
of ®(r), we obtain:

[®(r)](fr(u1,- .- up))
——TraverseSeq ({fk([T]( 1) )}7 SRR {fk(Uh s [T](up))}>
— ({10, .. )},--- Afr(urs ..., 0)})
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L>OpOnS'et <{0}; . 7{m}>
i)Flat <@7 7®>
i>Fz'rstFa'il ()

_>Fz'rstSingle @

Otherwise, if it exists an / such that [r](u;) —, 0, =1,...,1—1 and [r](u;) —,
v}, with vy | a ground term containing no redex, the following reduction is obtained:

(M](Fr(us - - up))
Fe(rl(ua), - sup)ts oo s {fi(uas -5 [rl(up))

(@
_>TraverseSeq ({
L>p {fe@, ... yup) by {fe(ur, - yu d, oo up) b {fe(ur, -, 0)})
—0pOnsSet 0,...,0, {fk(u1,--- U s up) ), 0,00, 0)
S FirstFail <{fk(U1; csu e up) 10,000, 0)

Now, if we consider the definition of ®'(r) and if for all ¢ = 1,...,p we have
[r](u;) —, 0 then, we obtain:

[@'(r))(fx (1, - .- s up))
— {f ([r]( 1) )} Adw(ur, o [r](wp)}, 0,0, 0)
— ({s ( w oo ey, 01,0, 0)
%OpOnSet ({ } {@} @ )
L)Fla.t (wa 7@>
;FirstFail ()

_>First8ingle @

For the same term [®'(r)](fx(u1,... ,up)), if it exists an I such that [r](u;) —, 0,
i=1,...,1—1and [r](w) —, v |, with v; | a ground term containing no redex,
the following reduction is obtained:

[ (r)](fe(u, - - - ,up))
— {e(rl(ua), - - yup) by oo {fe(un, - [P](up)) 0, -, 0)
L>p <{fk( ,up)},... ,{fk(ul,... , Ut \L, .. ,up)},ﬂ, )
i)OpOnSet <{0} 7{@}’{fk(u1=' C ULy Jup)} ’Q))
5 Flat B, 0, {frlur,... 0 ¢,...,up)},@,..., )

— FirstFail <{fk(u1;--- ULy up) ), 0,000, 0)

We can notice that the results of the reductions for the application of a term r to the
arguments of a term fi(u1, ... ,up) by using the two operators, ® and ®', are identical.
If the terms u;, ¢ = 1...p, are ground terms containing no redex then, the final result
of the two reductions in the case without failure is {fr(u1,... , v d,... ,up)}.

When the operators are applied to a constant ¢, € Fy we obtain:

[ (M)](cr) =5 () — 0,

[®(r))(ck) —p {ex}-
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5.4 Iterators

The definition of the evaluation (normalization) strategies as, for example, top-down
or bottom-up, is based on the application of one term to the top position or to the
deepest positions of another term.

For the moment, we have the possibility of applying a p-term r either to one or
all the arguments u; of a p-term t = f(uy,...,u,), or to the sub-terms of ¢ at an
explicitly specified depth. But the depth of a term is not known a priori and thus,
we cannot apply a term 7 to the deepest positions of a term ¢. If we want to apply
the term r to the sub-terms at the maximum depth of a term ¢ we must define a
recursive operator which reiterates the application of the ®(r) and ¥(r) terms and
thus, pushes the application deeper into terms.

We start by presenting the p-term used for describing recursive applications in the
p-calculus. Starting from the fixed-point combinators of the A-calculus, we define
a p-term which recursively applies a given p-term. We use the classical fixed-point
combinator of the A-calculus ([Bar84]), © = (Ax Ax) where

A\ = Ay y(zzy)

and O, is called the Turing fixed-point combinator ([Tur37]).
This term corresponds in the p-calculus to the p-term © = [A](A) with

A=z = (y = [y]([=]()](y)))-
In A-calculus, for any A-term G we have the reduction
0) G 5 G(O, G).
In p-calculus, we have a similar reduction
[01(G) =, {IGI([](G))} (Fized Point)
as this can be checked as follows:

[O1(G) = [[AI(ANG) 2 [[z = (y = WI([[=]@)]WNIANG)

— Fire [{y = W]([AI(A]() N(G)
—piserin {1y = [WI([AI(A)](¥)](G)}
— Fire HIGIAI(AI(G))}}

— Flat {[GI([[AI(A)](G))}

= {[Gl(elG)}

We have obtained the desired result but the last application of the rule Fire in
the above reduction can be replaced by a reduction in the sub-term [[A](A4)](y). We
can thus reduce [AJ(A)](y) 2 [l — (4’ - B[ 1@)]E)IA]@) to the term
{lw]([[AI(A)] (W)} £ {[¥]([O](y))}. We therefore obtain the following derivation:

[0](G)
= A{ly = WAIA@INIG)} £ {ly = WI([elw)(G)}
o Al = WO HIG)}
=, Aly = WIIOIWNIE)}

*
_>p
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which does not terminate if the same redex [0](y) is always selected for reduction.

In an operational approach we do not want the new constructions to lead to non-
terminating reductions. Since the p-term [@](G) can obviously lead to infinite re-
ductions, a strategy should be used in order to obtain the termination and thus the
desired behavior.

We should thus use a strategy which applies the evaluation rules to a sub-term of
the form [©](G) only when no other reduction is possible. From an operational point
of view, this strategy is rather difficult to implement and obviously not very efficient
in a calculus where the © term is represented by its extended form and thus, more
difficult to identify. If © is considered as an independent p-term with the behavior
described by an evaluation rule corresponding to the reduction (Fized Point), the
strategy suggested previously could be easily implemented.

A strategy satisfying the termination condition and easier to implement could ini-
tially apply the evaluation rules at the top positions of the terms and only when no
evaluation rule can be applied at the top position, reduce the sub-terms at deeper
positions. It is clear that this outermost strategy prevents only the infinite reductions
due to the operator 0, but it cannot ensure the termination of the untyped p-calculus.

As we mentioned previously, the main goal of this section is the representation of
normalization strategies by p-terms and thus, we want to describe the application
of a term r to all the positions of another term ¢. Therefore, we must define the
appropriate term G that propagates the application of a p-term in the sub-terms of
another p-term.

5.4.1 Multiple applications

First, we want to define the operators BottomUp and TopDown describing the appli-
cation of a term r to all the sub-terms of a term ¢ starting with the deepest positions
of t and respectively with the top position of . We want thus to find a term which
recursively applies the term 7 to all the sub-terms of ¢ and afterwards at the top
position of the result term and another term which initially applies the term r at the
top position of the term ¢ and then to the sub-terms of the result term. The term r
must be applied to the sub-terms only if this application does not lead to a failure.

We propose first two “naive” definitions for the former operator and we comment the
encountered problems. We analyze the obtained reductions and we define afterwards
the operators describing the desired behavior.

The first natural possibility is to define the p-term

Goas(r) £ f = (@ = [2(f);7](2))
Let us consider the p-term SDS (for SpreadDownSimple),
SDS(r) £ [0](Gsqs(r))

and its application to the term ¢t = f(¢1,...,tn). Then, the following derivation is
obtained:

AL)p {[[Gsds

(r)] )
{lGsas (M](SDS(r))](1)}
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{[lf = (& = [¥(£);r](=)](SDS(r)](1)}
p AH{z—=[¥ (SDS(T)),T](w)}](t)}

p A[T(SDS(r));r](f(t, - ,n))}

o AlNE(SDSE)I(f(trs- - 1))}

o AlSASDS(P](E), - - ,[SDS( )(En)))}

As we can see from this derivation, the term SDS(r) is recursively applied to the
sub-terms of the initial term and the term r is applied at the top position of the
result. If one of the applications of the term r leads to a failure, then this failure is
propagated and the empty set is obtained as the result of the derivation.

When using a confluent strategy, as the ones presented in Section 3.2, the derivation
presented above is possible only if the term Gy45(r) cannot be reduced to a set with
more than one element. This condition is obviously not respected if r is a set with
more than one element since, for example, Gs45({a, b}) l),, {Gs4s(a), Gsas(b)}. We
want to prevent the evaluation of the term Gy4s(r) to a set with more than one
element even when r does not satisfy this condition and therefore, we define the term

Gsa(r) £ f = (& = (2(f);7](2)))

and respectively SD (for SpreadDown),

SD(r) £ [0](Gsa(r)).

If r = {a,b} then, the term Gy4(r) = Gsqa({a,b}) is not reduced to the term
{Gs4(a),Gsq(b)} as it was the case for Gs45(r) but
(

Gea(r) = f— (@ = ([Z(f);{a,b}](@))
= f= (@ = ([{a, }([¥ ()
—pistriv = (@ = {[a]((T(H)()), BIAEANI=)])

In this last term, the first argument of the operator () contains the free variable x
and thus, it cannot be reduced by using the evaluation rule FirstSuccess.

Since this last term is not a set, the propagation of the set symbols is not per-
formed in the case of the operator G54 and we can reduce the term [0](Gsq(r)) to
{[G5a(1)]([B)(G5a(r)))}. Consequently, we obtain the reduction:

l* l* l* l* lh>

[SD()](t) = [[8)(Gsa(r)))(t)
= AllGsa(M](O1(Gaa(r))](®)}
= {[[Gsa(r)](S ())]()}
£ {[[f—>(w—><[‘1’( )i r](@))](SD(r))](B)}
= {{z - ([‘I’(SD(T));T](w»}](t)}
—,  {®SD@));r)(f(tr, - )}
= {IISISD@)](t), -, [SD()] ()}

EXAMPLE 5.7
If we use a strategy which initially applies the evaluation rules at the top positions of
terms then, the following derivation is obtained:

[SD({a = b,id})](g(a, f(a)))
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¥ {{[{a = b,id}](9([SD({a = b,id})](a), [SD({a = b,id})](f(a)))))}

— pistriv {{{[a = bl(9([SD({a = b,id})](a), [SD({a = b,id})](f(a)))),
[id)(¢([SD({a = b,id})](a), [SD({a = b,id})](f(a)))) 1) }

—rire {({0, [id](9([SD({a — b,id})](a), [SD({a — b,id})](f(a)))) 1)}

—riae {({9([SD({a = b,id})](a), [SD({a — b,id})](f(a))) })}

¥ {{g({{{a = b,id}](a))}, [SD({a = b,id})](f(a)) 1)}

— {{{g({{b, a}, [SD({a = b,id})](f(a)))})}

— {{{g({b, a}, ([{a = b,id}|(f([SD({a = b,id})](a)))) })}

¥ {{{g({b, a}, F({ba}))})}

—p {9(b, f()), 9(a, f(b)),9(b, f(a)),9(a, f(a))}

We can notice that the application [SD(r)](t) does not guarantee that the appli-
cations of the term r to the deepest sub-terms of ¢ are the first ones to be reduced.
For example, since we try to apply the evaluation rules at the top position, in the
derivation of Example 5.7 we obtain, by applying the evaluation rule Fire,

[a = Bl(9([SD({a — b,id})](a), [SD({a = b,id})](f(a)))) — Fire 0

and not

[a = Bl(9([SD({a = b,id})](a), [SD({a = b,id})](f(a))))
— [a = Bl(g({ba}, {f({b,a})})) —, 0

as in an innermost reduction.

The disadvantage of the non-confluence in the case of the operator SDS was elim-
inated by using the operator () in the definition of the operator SD, but we have not
obtained yet the desired behavior for this type of iterator. In the evaluation of the
term [SD(r)](t), if one of the applications of the term 7 to a sub-term of ¢ is evaluated
to @ then, this failure is propagated and the empty set is obtained as the result of the
reduction.

If we want to keep unchanged the sub-terms of ¢ on which the application of the
term r evaluates to (), we can use the term id either in the same way as in Example 5.7,
or by defining the operator Gjy,:

Gou(r) £ f = (¢ = [first(¥(f), id); first(r,id)](z))
In the same manner as for the previous cases we obtain the operator BottomUp:
BottomUp(r) £ [0](Gu(r))

corresponding to the description presented at the beginning of this section.

LEMMA 5.8
The BottomUp operator describing the application of a term to all the sub-terms of

another term in a bottom-up manner can be expressed in the p}¥t-calculus.

PRrOOF. We analyze the reductions of the application of a term BottomUp(r) to a

constant and to a functional term with several arguments. A complete proof is given

in [Cir00]. O
A top-down like reduction is immediately obtained if we take the term

Gu(r) £ f = (z = ([first(r,id); first(T(f),id)](2)))
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and we define the term
TopDown(r) £ [0)(Gya(r))-

LEMMA 5.9

The TopDown operator describing the application of a term to all the sub-terms of

another term in a top-down manner can be expressed in the pi¥-calculus.

5.4.2 Singular applications

Using the term traversal operator ® we can define similar p-terms that apply a specific
term only at one position of a p-term in a bottom-up or top-down way. We will see
that the operators built using the & operator are convenient for the construction of
normalization operators.

The p-term used in the bottom-up case is

Hyu(r) 2 f — (z — [first(®(f),r)](x))
and we define an operator that applies only once a p-term in a bottom-up way,
Oncepy (r) £ [O](Hpy(r))-

As for the previous operators, the term [Oncep, (r)](t) £ [[O](Hpy(r))](t) can lead
to an infinite reduction if an appropriate strategy is not employed. As for the
SpreadDown operator it is enough to apply the evaluation rules first to the top
position and only if this is not possible, to deeper positions. We can state:

LEMMA 5.10

The Oncey,, operator describing the application of a term to a sub-term of another

term in a bottom-up manner can be expressed in the pi¥-calculus.

ExXAMPLE 5.11
The application [Oncep,(a — b)](a) is reduced to {{[(a = b)](a))} and thus, to the
term {b}.

The application of the rule a — b to the leftmost-innermost position of a term
g(a, f(a)) is represented by the term [Oncep,(a — b)](9(a, f(a))) and the correspond-
ing evaluation is presented below:

[Oncepu(a = b)(9(a, f(a)))
—, {{{g([Onceyu(a — b)](a), f(a), 9(a, [Oncesu(a — b)]((a)))), [a — b)(g(a, f(a))))}
—, {{{g({b}, f(@), 9(a, [Oncepu(a — b)](f(a)))), la — bl(g(a, £(a)))}
—, {{9(b, f(a)},[a = b](g(a, f(a)))}
—, {9(b, f(a))}

If we want to define an operator that applies a specific term only at one position
of a p-term in a top-down way we should use the p-term

Hy(r) £ f = (z — [first(r, ®(f))](z))
and we obtain immediately the operator Onceyq,

Onceq(r) 2 [O](Hya(r)).
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In the case of an application [Onceq(r)](t), the application of the term r is first
tried at the top position of ¢ and in the case of a failure, r is applied deeper in the
term t. As previously, we can state:

LEMMA 5.12
The Onceiq operator describing the application of a term to a sub-term of another

term in a top-down manner can be expressed in the pi¥-calculus.

5.5 Repetition and normalization operators

In the previous sections we have defined operators that describe the application of a
term at some position of another term (e.g. Oncep,) and operators that allow us to
recover from failing evaluations (first).

Now we want to define an operator that applies repeatedly a given strategy r to
a p-term t. We call it repeat and its behavior can be described by the following
evaluation rule:

Repeat [repeat(r)](t) = [repeat(r)]([r](t))

We use once again the fixed-point operator presented in the previous section and
we define the p-term

I(r) £ f = (z = [r; f](2))

that is used for describing a repeat operator,
repeat(r) = [©](I(r)).

This approach has two obvious drawbacks. First, the termination of the evaluation
is not guaranteed even when the strategy used for the previous operators is used.

When the strategy applies the evaluation rules first to the top position of an appli-
cation [u](v) and only afterwards to the right sub-term v and then to the left sub-term
u, we do not obtain the desired result. When using this rightmost-outermost strategy,
the following non-terminating derivation is obtained:

[repeat(r)](t) —, {[repeat(r)]([r](t))} — ...

—p {[repeat(r)]([r]([r)(- .. [r1(®) - ))} == -

Second, when the evaluation terminates the result is always the empty set. If at
some point in the evaluation the application of the term r is reduced to the empty
set, then () is strictly propagated and thus the term [repeat(r)](t) is reduced to the
empty set.

In order to overcome these two problems, we can define an operator called repeatx
with a behavior defined by the evaluation rules presented in Figure 10.

Hence, we need an operator similar to the repeat one, that stores the last non-failing
result and when no further application is possible returns this result. We modify the
term I(r) that becomes

J(r) £ f = (& = [first(r; f, id)](2))
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Repeat+' [repeatx(r)](t) = [repeatx(r)]([r](t))

if [r](t) is not reduced to
Repeat+" [repeatx(r)](t) = t

if [r](t) is reduced to §

F1G. 10. The operator repeat*

and we define, as before, the term
repeatx(r) = [](J(r))

We should not forget that we assume here that an application [u](v) is reduced by
applying the evaluation rules at the top position, then to its argument v and only
afterwards to the term uw. Once again, we get:

LEMMA 5.13
The operator repeat* describing the repeated application of a term while the result
is not ) can be expressed in the p#-calculus.

ExAMPLE 5.14
The repeated application of the rewrite rules a — b and b — ¢ on the term a is
represented by the term [repeat*({a — b,b — c})](a) that evaluates as follows:

[repeatx({a — b,b — c})](a)
lm {([repeatx({a = b,b = c})]([{a = b,b = c}](a)), [id|(a))}
—p {{[repeat+({a = b,b = c})]({d}), [id](a))}

—p {{{[repeat=({a - b,b = c})]([{a = b,b = c}] (b)), [id](b)) }, [id](a)) }
—, {{({{[repeatx({a = b,b = })]({e}), lid|(0))}, id)(a))}
—p {{{{{{[repeat+({a = b,b = H)]([{a = b,b = c}](c)), [id](e))}, [id] (b))}, [id] (a)) }
—p {{{{{[repeat+({a = b,b = c})](0), {c})}, [id] (b))}, [id](a))}
Lﬁ» {H{H{(0, {ch}, lid)(0)) }, [id](a)) }
—p {{{c}, [id](b))}, [id](a)) }
—p {({{c}}, lid](a))}
—, {c}

Using the above operators it is easy to define some specific normalization strategies.
For example, the innermost strategy is defined by

im(r) £ repeat*(Oncepy(r))
and an outermost strategy is defined by
om(r) £ repeatx(Oncey(r)).

COROLLARY 5.15
The operators im et om describing the innermost and outermost normalization can
be expressed in the pifi-calculus.
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We have now all the ingredients needed for describing the normalization of a term
t in a rewrite theory R. The term &z (u) described at the beginning of this section
can be defined using the im(R) or om(R) operators and thus, we can represent the
normalization of a term u w.r.t. a rewriting theory R by the p-terms

&r(u) 2 [im(R)](u)
or
&r(u) 2 [om(R)](u).

EXAMPLE 5.16

If we denote by R the set of rewrite rules {a — b,g(z, f(z)) — =z}, we represent
by [im(R)](g(a, f(a))) the leftmost-innermost normalization of the term g(a, f(a))
according to the set of rules R and the following derivation is obtained:

[im(R)](g(a, f(a)))

£ [repeatx(Oncepu(R))](g(a, f(a)))

—>p {([repeat +(Onceyu(R))|([Onceu (R)](g(a, f(a)))), [id](g(a, f(a))))}
—p {{[repeat+(Oncepu(R))]({9(b, f(a))}), [id](9(a; f(a))))}
—p {{{[repeat+(Onces(R))(9(b, f(a))}, [id](9(a, f(a))))}
—p {{{{([repeat+(Oncesu(R))]([Oncesu (R)](9(b; f(a)))),

[id)(9(D, f(a))))}}, [id](9(a; f(a))))}

—» {{{{[repeat*(Onceru(R))]({g(b, f(D))}),

[id)(9(D, f (@)} [id](g(a, f(a))))}

—, {{{{{{[repeat(Oncepu(R))]([Onceru (R))(g(b, f (b))},

[id](g(b, f(B))))}, [id](g(b, f(a))))}, [id](g(a, f(a))))
—, {{{{{[repeat(Onceru(R))]({b})},

[id](9(b, f(0))))}, lid](g(b, f(a))))}, lid](g(a, f(a))))}
—, {{{{{([repeat* (Oncepu(R))]([Oncesu (R)] (b)), [id] (b)),

[id](g(b, f(B))))}, lid](g(b, f(a))))}, lid](g(a, f(a))))}
=, {{{{{([repeat (Oncesu(R))](9), [id] (1)),

lidl(9(b, FB))}, lid g, F(@)))}, lid(g(a, £(@)))}
> LU0, lid] (1)),

[id](g(b, f(0))))}, lid](g(b, f(a))))}, lid](g(a, f(a))))}
= {HLHALBI), [id) (g (b, FOINY, [id)(9(b, f(@)))}, lid] (9(a, fa))))}
in» {H{{{b}}, [id] (g (b, f(a))))} [id] (g(a, f(a))))}

—p {{{b}}, [id)(9(a, f(a)) )}
—p {{b}, lid](g(a, f(a))))}

in) {0}

Given a term u, if the rewriting theory R is not confluent then, the result of the
reduction of the term [im(R)](u) is a set representing all the possible results of the
reduction of the term u in the rewriting theory R.

EXAMPLE 5.17

Let us consider the set R = {a = b,a — ¢,g(z,z) — z} of non-confluent rewrite
rules. The term [im(R)](g9(a,a)) representing the innermost normalization of the
term g(a, a) according to the set of rewrite rules R is reduced to {b, g(c,b), g(b, ¢), c}.
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The term [om(R)](g(a,a)) representing the outermost normalization is reduced to

{b,c}.

We have now all the ingredients necessary to describe in a concise way the nor-
malization process induced by a rewrite theory. Of course, the standard properties of
termination and confluence of the rewrite system will allow us to get uniqueness of
the result. Our approach differs from this and we define this normalization even in
the case where there is no unique normal form or where termination is not warranted.
This is why in general we do not get termination or uniqueness of the normal form.

6 Using the p'*’-calculus

We have shown in Section 4.2 that a derivation in term rewriting can be mimicked
into an appropriate p-term that indeed represents the trace of the reduction. It is
often more interesting to find such a derivation.

6.1 Encoding rewriting in the p'®'-calculus

We are interested to build a p-term describing the reduction, in term rewriting, of
term ¢t w.r.t. a set of rewrite rules, but without knowing a priori the intermediate
steps of the derivation of ¢. For this, we can use the pi#t-calculus and the operators

defining innermost and outermost normalization strategies.

PROPOSITION 6.1

Given a rewriting theory Tr and two first order ground terms ¢,tl.€ 7 (F) such that
t is normalized to ¢} w.r.t. the set of rewrite rules R. Then, [im(R)](t) is p-reduced
to a set containing the term ¢ .

PROOF. By induction on the number of reduction steps for the term t.
O

EXAMPLE 6.2
Let us consider a rewrite system R containing the rewrite rules (z = z) — True and
b — a. Then, the term a = b reduces to T'rue in this rewrite system and a p-term
reducing to {True} can be built as shown in Section 4.2 or using the fixed-point
operators.

In the former case the corresponding p-term is

[(z =z) = True](fa= (b = a)](a = 1))

or
[(z = z) = Truel(a = [b — a](b)).

For the latter approach we build the term
[im({(z = ) = True,b — a})](a = b).

Since in this case we can obtain empty sets and additionally, sets with more than one
element are obtained when equational matching is not unitary, a reduction strategy
as presented in Section 3.2 should be used in order to ensure the confluence.
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6.2 Encoding conditional rewriting

As shown before, any term rewriting reduction can be described by a reduction in the
p-calculus. In this section we give a representation in the p-calculus of the conditional
rewriting reductions.

The main difficulty here resides in the fact that for conditional rewriting, the re-
duction relation is recursively applied in order to evaluate the condition when firing
a conditional rule. We can use the same approach as our explicit description of non-
conditional rewriting (see Section 4.2) but the p-terms used in order to describe the
conditional rewriting reduction become very complicated in this case. Instead, a de-
tailed description by a concise p-term of the normalization process of the conditions
can be obtained by using the normalization operators presented in the Section 5.5.

6.2.1 Definition of conditional rewriting

Many conditional rewriting relations have been designed and mainly differ in the
way the conditions are understood [DO90]. We consider here the normal conditional
rewriting defined as follows.

DEFINITION 6.3

A normal rewrite system R is composed of conditional rewrite rules of the form
(I = r if ¢) where I, r, c are elements of T (F, X') with variables satisfying the condition
Var(r) U Var(c) C Var(l), and such that for each ground substitution o satisfying
Var(c) € Dom(o), the normal form under R of oc is either the boolean True or
False. Given a conditional rewrite system R composed of such rules, the application
of the rewrite rule (I — 7 if ¢) of R on a term t at occurrence m consists in:

(i) matching, using the substitution o, the left-hand side of the rule against the term
tim

(#) normalizing the instantiated condition oc¢ using R and, provided the resulting
term is T'rue,

1) replace t|,,, by or in t.
P |m DY

This is denoted ¢ —s!=7 if ¢ trorl,, -

[m]

6.2.2 Encoding

As we have mentioned, the main difficulty in the encoding of conditional rewriting
is to make precise the evaluation process of the condition. In the case of normal
rewriting, this means computing the normal form of the condition.

We denote by ¢, the p-term that, when instantiated by the proper substitution (i.e.
0c,), normalizes to the term {u} if the term ¢, instantiated accordingly (i.e. 8c¢), is
normalized into v in the rewrite theory R. When the term ¢ is a boolean condition
and when the rewrite system is completely defined over the booleans [BR95], the term
u should be one of the two constants True or False.

If the reduction in a rewrite theory R is known, we can define, as in Section 4.2,
the p-term ¢, £ [uy](-..[u1](c) ...) that evaluates to {u}, i.e. to {True} or {False}.
If ¢, is the p-term describing the reduction of the term c then, the conditional rewrite
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rule | — r if ¢ is represented by the p-term
l = [{True — r, False — 0}](c,)
or even the simpler, but maybe less suggestive one,
I = [True = r](c,).

In the case when ¢, reduces to {False}, in the latter representation the matching
fails and the result of the application is, as in the former one, the empty set. When
¢, reduces to {True}, the result of the reduction is obviously the same in the two
cases, i.e. the same as the application of [ — 7.

By using the above representation, we can extend the Proposition 4.6 and show that
any derivation in a conditional rewriting theory is representable by an appropriate
p-term.

PROPOSITION 6.4
Given a conditional rewriting theory T and two first order ground terms t,t' € T(F)

such that t =5 t'. Then, there exist the p-terms u, ... ,uy built using the rewrite
rules in R and the intermediate steps in the derivation ¢ —s% t' such that we have

*
[un](-. - [u1](t) ...) —,, {t'}.
In order to build the p-term c, using only the term ¢ and the rewrite rules of R, we
can use the normalization operators defined in Section 5. For example, we can define

¢ 2 [im(R)](0).

EXAMPLE 6.5
Let us assume that the set of rules describing the order on integers is denoted by R«.
We consider the rewrite rule (f(z) — g(x) if x > 1) that applied to the term f(2)
reduces to g(2) since z is instantiated by 2 and the condition (2 > 1) reduces to T'rue
by using the rewrite rule (2 > 1) — True.

If we consider that the condition is normalized according to R, then the corre-
sponding reduction in the p-calculus is the following:

[f(z) = [True = g(@)|([im(R<)](z > 1))](£(2))
—rire  {[TTue = g(2)|([im(R<)](2 > 1))}
—,  {[True - g(2)]({True})}
—Baten {{[True = g(2)]|(True)}}
— Fire {{{9(2)}}}

L>Flat {9(2)}

The conditions of the rewrite rules can be normalized according to a set of condi-
tional rewrite rules, including the current rule, and thus the definition of the p-rewrite
rules representing this normalization is intrinsically recursive and cannot be realized
only by using the operator im.

We use the fixed-point operator © described in Section 5.4 to represent the appli-
cation of the same set of rewrite rules for the normalization of all the conditions.

Given a set of rewrite rules R = R, UR. where R, and R, represent the subset of
non-conditional rewrite rules and respectively the subset of conditional rewrite rules
of the form (I — r if ¢). We define the term

R 2 f— (y— [im{li = [True = ri)([f(c:)) | i=1...m} UR)](y))
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where R. ={l; = riifc; |i=1...m}, R, ={l; > r; | i=1...n} and respectively
IM(R) £ [O](R).

Thus, for describing the normalization of the term ¢ w.r.t. the rewrite rules of R
we use the p-term [I M (R)](¢).

We obtain thus a result similar to Proposition 6.4 but with a method of construction
for the corresponding p-term based only on the initial term and on the set of rewrite
rules.

PROPOSITION 6.6

Given a conditional rewriting theory 7% and two first order ground terms t,t}.€ T(F)
such that ¢ is normalized to t] w.r.t. the set of rewrite rules R. Then, [IM(R)](t) is
p-reduced to a set containing the term ¢].

EXAMPLE 6.7
We consider the set of rewrite rules R containing the rewrite rule (x = z) — True
and the conditional rewrite rules (f(z) — g(z) if h(z) =b) and (h(z) — b if z = a).
The term f(a) reduces to g(a) using the rewrite rules of R and we show below the
corresponding reduction in p-calculus.

Using the method presented above we obtain the p-term:

R 2 f— (y = [im({f(2) > [True = g(@)]([f](h(z) = b)),
h(z) = [True — b]([f](z = a)),
(x =x) = True

Dl))

We show the main steps in the reduction of the term [IM(R)](f(a)). We obtain
immediately the reduction

[IM(R))(f(a)) £ [O](R)](f(a)) —, [RI(OI(R)](f(a)) = [[RIIM(R))](f(a))
and the final result is the same as the one obtained for the term
[im({f(z) = [True = g()]([IM (R)](h(z) = 1)),
h(z) = [True = b([IM (R)](z = a)),
(x =) = True

HI(f(a)))

and thus for

[f(z) = [True = g(z)|([IM (R)](h(z) = b))](f(a))
I( a)

—p {[True = g(a)|([IM(R)](h(a) = b))}
For the term [IM(R)](h(a) = b) we proceed as previously and thus, we have to

reduce the term

[im({f () = [True = g(x)]([IM (R)](h(z) = b)),
h(z) = [True = b([IM (R)|(z = a)),
(x = z) = True}

)I(h(a) =)

with the intermediate reduction

[h(z) = [True = D](IM(R)](z = a))|(h(a)) —, {[True = b](IM(R)](a = a))}



Since we easily obtain [IM(R)](a = a) —, {True} then, the previous term is
reduced to {[True — b]({True})} =, {b} and we have

[IMR))(h(@) =b) —>, [im(...)]({b} =b) —, {True}
We come back to the reduction of the initial term and we get
{[True = g(@)](IM (R)](h(a) = b))} —, {[True = g(a)]({True})} —, {g(a)}

We have thus obtained the same result as in conditional term rewriting.

Starting from the results presented in this section we will give in the next section a
representation of the more elaborated rewrite rules used in ELAN, a language based
on conditional rewrite rules with local assignments.

7 The rewriting calculus as a semantics of ELAN
7.1 ELAN’s rewrite rules

ELAN is an environment for specifying and prototyping deduction systems in a lan-
guage based on labeled conditional rewrite rules and strategies to control rule appli-
cation. The ELAN system offers a compiler and an interpreter of the language. The
ELAN language allows us to describe in a natural and elegant way various deduction
systems [Vit94, KKV95, BKK*96]. It has been experimented on several non-trivial
applications ranging from decision procedures, constraint solvers [Cas98], logic pro-
gramming [KR98] and automated theorem proving [CK97] but also specification and
exhaustive verification of authentication protocols [Cir99].

ELAN’s rewrite rules are conditional rewrite rules with local assignments. The
local assignments are let-like constructions that allow applications of strategies to
some terms. The general syntax of an ELAN rule is:

[ l=r [if cond | where y:=(S)u]* end

We should notice that the square brackets ([ ]) in ELAN are used to indicate the label
of the rule and should be distinguished from the square brackets of the p-calculus
that represent the application of a rewrite rule (p-term).

A partial semantics could be given to an ELAN program using rewriting logic [Mes92,
BKKM99], but more conveniently ELAN’s rules can be expressed using the p-calculus
and thus an ELAN program is just a set of p-terms.

ExAMPLE 7.1
An example of an ELAN rule describing a possible naive way to search the minimal
element of a list by sorting the list and taking the first element is the following:

[min-rule] min(1) = m
if 1 !'= nil
where sl := (sort) 1
where m := () head(sl) end

The strategy sort can be any sorting strategy. The operator head is supposed to be
described by a confluent and terminating set of unlabeled rewrite rules.
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The evaluation strategy used for evaluating the conditions is a leftmost innermost
standard rewriting strategy.

The non-determinism is handled mainly by two basic strategy operators: dont
care choose (denoted dc(sy,...,s,)) that returns the results of at most one non-
deterministicly chosen unfailing strategy from its arguments and dont know choose
(denoted dk(sq,---. ,S5)) that returns all the possible results. A variant of the dont
care choose operator is the first choose operator (denoted first(si,...,sp))
that returns the results of the first unfailing strategy from its arguments.

Several strategy operators implemented in ELAN allow us a simple and concise de-
scription of user defined strategies. For example, the concatenation operator denoted
“;” builds the sequential composition of two strategies s; and so. The strategy s1; sa
fails if s; fails, otherwise it returns all results (maybe none) of s2 applied to the results
of s;. Using the operator repeat* we can describe the repeated application of a given
strategy. Thus, repeat*(s) iterates the strategy s until it fails and then returns the
last obtained result.

Any rule in ELAN is considered as a basic strategy and several other strategy
operators are available for describing the computations. Here is a simple example
illustrating the way the first and dk strategies work.

EXAMPLE 7.2

If the strategy dk(x=>x+1,x=>x+2) is applied to the term a, ELAN provides two
results: a+1 and a + 2. When the strategy first (x=>x+1,x=>x+2) is applied to the
same term only the a + 1 result is obtained. The strategy first (b=>b+1,a=>a+2)
applied to the term a yields the result a + 2.

Using non-deterministic strategies, we can explore exhaustively the search space of
a given problem and find paths described by some specific properties.

For example, for proving the correctness of the Needham-Schroeder authentication
protocol [NS78] we look for possible attacks among all the behaviors during a session.
In Example 7.3 we present just one of the rules of the protocol and we give the strategy
looking for all the possible attacks, a more detailed description of the implementation
is given in [Cir99].

EXAMPLE 7.3

The Needham-Schroeder authentication protocol aims to establish a mutual authenti-
cation between an initiator and a responder that communicate via an insecure network
(i.e. in presence of intruders).

The rules of the protocol describe the change of the global state for a session. The
global state consists of the state of the sender, the state of the responder, the state
of the intruder and the messages in the network.

The rule initiate initiates the session: the sender identified by the variable x and
whose local state is SLEEP sends the message created with the function createMessage
to the responder y, that is also in the state SLEEP. The message messXY is sent by
adding it at the beginning of the list Net representing the network. The nonce N(x,y)
(a number that identifies the session) sent in the message is stored by the initiator for
further verifications. Once the message is sent, the initiator changes its local state to
WAIT and waits for an acknowledgement.
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[initiate]

x+SLEEP+noncex <> y+SLEEP+noncey <> Intruder <> Net =>

x+WAIT+N(x,y) <> y+SLEEP+noncey <> Intruder <> messXY . Net
where messXY :=() createMessage(x,y)

end

Several other rewrite rules describe the other rules of the protocol and the behavior
of the intruder.

The strategy looking for possible attacks applies repeatedly and non-deterministicly
all the rewrite rules describing the behavior of the protocol and of the intruder and
selects only those results representing an attack.

[JattStrat => repeat*(
dk( initiate, ..., intruder)
);

attackFound end

The non-deterministic application is described with the operator dk. The result of
the strategy repeat*(...) is the set of all possible behaviors in a protocol session
where messages can be intercepted or faked by an intruder. The strategy attackFound
just checks if the term received as input represents an attack (by trying to apply the
rewrite rules corresponding to the negation of the desired invariants) and therefore
selects from the previous set of results only those representing an attack.

7.2 The p-calculus representation of ELAN rules

The rules of the system ELAN can be expressed using the p-calculus. A rule with no
conditions and no local assignments [ = r is represented by I — r and a conditional
rule is expressed as in Section 6.2.

7.2.1 Rules with local assignments
The ELAN rewrite rules with local assignments but without conditions of the form

(€ U(x) = r(zy)
where y := (S)u

can be represented by the p-term
l(z) = r(=,[Sp](u))
or the p-term

Wz) = [y = r(2,9)]([Sp](w))

with S,, the p-term corresponding to the strategy S in the p-calculus.

The first representation syntactically replaces all variables of the right-hand side
of the rewrite rule defined in a local assignment with the term which instantiates
the respective variable. In the second representation, each variable defined in a local
assignment is bound in a p-rewrite rule which is applied to the corresponding term.
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EXAMPLE 7.4
The ELAN rule

[deriveSum] p_1 + p_2 => p_1’ + p_2’
where p_1’ :
where p_2’ :

(derive)p_1
(derive)p_2 end

can be represented by one of the following two p-terms
D1 + p2 — [derive](p1) + [derive](p2),
p1+p2 = [p1 = [Py = Py + py)([derive](p2))]([derive](p1)).

At this moment one can notice the usefulness of free variables in the rewrite rules.
The latter representation of an ELAN rule with local assignments would not be possible
if the variable p; was not allowed to be free in the p-rule p), — p} + py. The free
variables in the right-hand side of a p-rewrite-rule also enables the parameterization
of rewrite rules by strategies as in y — [f(z) — [y](2)](f(a)) where the strategy to
be applied on z is not known in the rule f(z) — [y](z).

EXAMPLE 7.5
We consider the ELAN rule

[deriveSum] x => y +y
where y := (derive)x end

Let us consider that the strategy derive is dk (a=>b,a=>c). Then, the application
of the strategy derive to the term a gives the two results b and ¢. Thus, the appli-
cation of the rule deriveSum to the term a provides non-deterministically one of the
four results b+ b, b+c¢,c+b, c+c.

The p-representation of this rule is

z = [{a— bya— c}](z) + [{a = b,a = c}|(z)

that applied to a reduces as follows

[z = [{a = b,a = c}](z) + [{a = b,a = c}](2)](a)
—Fire {{a = b,a = c}](a) + [{a = b,a — c}](a)}
— Distriv {{la = b](a),[a = J(a)} + {[a = b](a),[a — c|(a)}}
—rrire  {{{b}, {c}}+ {{0}, {c}}}
— Flat {{b,c} +{b,c}}
—r0ponset {10+ {b,c},c+ {b,c}}}
——O0pOnSet {{{b + b: b+ C}, {C + b7 c+ C}}}
——O0pOnSet {{{b + b: b+ C}, {C + b7 c+ C}}}
=5 Flat {b+b,b+c,c+b,c+c}

This set represents exactly the four results obtained in ELAN.

If we consider more general ELAN rules containing local assignments as well as
conditions on the local variables, the combination of the methods used for conditional
rules and rules with local assignments should be done carefully. If we had used a
representation closed to the first one from Example 7.4 we would have obtained some
incorrect results as in Example 7.6.
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EXAMPLE 7.6

We consider the description of an automaton by a set of rewrite rules, each one
describing the transition from a state to another. The potential execution of a double
transition from an initial state in a final state passing by a non-final intermediate
state, can be described by the following ELAN rule:

[double] x => next(y)
where y := (dk(sl => s2,s1 => s3)) x
if nf(y)

end

The term next (y) represents the state obtained by carrying out a transition from
y and this behavior can be easily represented in ELAN by a set of unlabeled rules
describing the operator nf. We note by R the set of rewrite rules describing the
final states and we suppose that s2 is a final state but s3 is not.

By using the first representation approach of a rule with local assignments and the
coding method for conditional rules presented in Section 6.2, we obtain the p-term
corresponding to the previous ELAN rule:

z — [True — next([{sl = 52,51 = s3}](x))]([im(Rs)](nf([{s1 = s2,s1 — s3}](x))))

This term applied to s1 leads to the following reduction

[ = [True — next([{sl — s2,s1 = s3}](z))](m(Rs)](nf([{s1 = s2,s1 — s3}](z))))](s1)
—, {[True — next([{sl = s2,s1 — s3}](s1))]([im(Rs)](nf([{s1 — s2,s1 — s3}](s1))))}
—p {[True — next({s2, s3})]([im(R 7)) (nf ({2, s3})))}

—p {[True — {next(s2), next(s3)}]([im(Rys)|({nf(s2),nf(s3)}))}

=5, {[True — {next(s2), next(s3)}|({False, True})}

—, {{[True — {next(s2),next(s3)}|(False), [True — {next(s2),next(s3)}|(True)}}
=, {0, [True — {next(s2),next(s3)})(True)}

5, {0, {next(s2), next(s3)}}

5, {next(s2),next(s3)}

while in ELAN we obtain the only result next (s3) that would be represented by the
p-term {next(s3)}.

The problem in the Example 7.6 is the double evaluation of the term
[{s1 — s2,s1 — s3}](s1) replacing the local variable y: once in the condition and
once in the right-hand side of the rule. If this term is evaluated to a set with more
than one element and one of its elements satisfies the condition, then this set replaces
the corresponding variables in the right-hand side of the rule, while only the sub-
set of elements satisfying the condition should be considered. Therefore, we need a
mechanism that evaluates only once each of the local assignments of a rule.

We use an approach combining the second representation approach of a rule with
local assignments and the p-representation of conditional rules. Without losing gen-
erality, we consider that an ELAN rule that has the following form:
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[label] | =>rp,
where z := (s)t
if C[ﬂp

end

Then, the ELAN rule presented above is expressed as the p-term
I = [z = [{True = rpy , False = 0}]([im(R)](Cr21, )] ([5](2))

or the simpler one

I = [z = [True = r J([im(R)(Cra1, )I([5](%))

where R represents the set of rewrite rules modulo which we normalize the conditions.

In order to simplify the presentation we supposed that the rules of the set R are
rewrite rules of the form [ — r and thus, the operator im is sufficient to define
normalization w.r.t. such a set. If we consider conditional unlabeled rules, then the
operator I M must be employed.

The way the transformation is applied to an ELAN rewrite rule and the correspond-
ing reduction are illustrated by taking again the Example 7.6 and considering the new
representation.

EXAMPLE 7.7
The ELAN rewrite rule from Example 7.6 is represented by the p-term

¢ = [y = [True = next(y)|([im(R )] (nf(y))]([{s1 = 52,51 = s3}|(z))

that, applied to the term s1 leads to the following reduction

[z = [y = [True — next(y)|([im(Ry)](nf (y))]([{s1 — 2,51 — s3}](x))](s1)
— rire{ly = [True — next(y)]([im(Ry)](nf(y))([{s1 — s2,s1 = s3}|(s1))}
— {ly = [True = next(y)]([im(Ry)](nf (v)))]({s2,s3})}
—  {ly = [True = neat(y)](lim(Ry)](nf (v)))](s2),

[y = [True — next(y)]([im(Rs)](nf(y)))](s3)}
s Fire {{[True — next(s2)]([im(R;)](nf(s2)))},

{[True — next(s3)|([im(Ry)](nf(s3)))}}
—,  {[True — next(s2)|(False), [True — next(s3)](True)}
=5, {0, {next(s3)}}
5,  {next(s3)}

that is the representation of the result obtained in ELAN.

The same result as in Example 7.6 is obtained if the evaluation rule Fire is applied
before the distribution of the set {s2,s3}. But the confluent strategies presented in
Section 3.2 forbid such a reduction and thus, the correct result is obtained.

This latter representation not only allows a correct transformation of ELAN re-
ductions in p-reductions but gives also a hint on the implementation details of such
rewrite rules. On one hand the implementation should ensure the correctness of the
result and on the other hand it should take into account the efficiency problems. For
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instance, the representation used in Example 7.5 is correct but obviously less efficient
than a representation as in Example 7.7 and this is due to the double evaluation of
the same application.

The ELAN evaluation mechanism is more complex than presented above. In ELAN
we distinguish between labeled rewrite rules and unlabeled rewrite rules. The unla-
beled rewrite rules are used to normalize the result of all the applications of a labeled
rewrite rule to a term. When evaluating a local assignment where v:=(S) t of an
ELAN rewrite rule, the term t is first normalized according to the specified set of un-
labeled rewrite rules and then the strategy S is applied to its normal form. Moreover,
each time a labeled rewrite rule is applied to a term, the ELAN evaluation mechanism
normalizes the result of its application with respect to the set of unlabeled rewrite
rules.

Hence, the ELAN rewrite rule from Example 7.6 should be represented in the
p-calculus by the term

z — [im(Rf)|(ly = [True — next(y)]
(m(Rp)](nf(yINI([{s1 — 52,51 = s3}|([im(R)](2))))

where R represents the set of (unlabeled) rewrite rules modulo which we normalize
the local assignments.

7.2.2 General strategies in the local assignments

Until now we have considered in the local assignments of a rule only strategies that
do not use the respective rewrite rule. The representation of an ELAN rule with local
calls to strategies defined by using this rule must be parameterized by the definition
of the respective strategies. For example, a rule with local assignments of the form

[label] =7
where x := (s)t

is represented by the p-term

label(f) £ 1= [z = r]([[f1())(1))

where the free variable f will be instantiated by the set of strategies of the program
containing the rule labeled by label.

7.2.3 ELAN strategies and programs

The elementary ELAN strategies has, in most of the cases, a direct representation in
the p-calculus. The identity (id) and the failure (fail) as well as the concatenation
(;) are directly represented in the p-calculus by the p-operators id, fail and “;”
respectively, defined in Section 5.1. The strategy dk(Si,...,Sy) is represented in the
p-calculus by the set {S1,...,S,} and the strategy first(Si,...,S,) by the p-term
first(S1,...,Sy) defined in Section 5.2. The iteration strategy operator repeats is
easily represented by using the p-operator repeatx .

Strategies can be used in the evaluation of the local assignments and these strategies
are expressed using rewrite rules. Therefore, the ELAN strategies can be represented
by p-terms in the same way as the ELAN rewrite rules.
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EXAMPLE 7.8
The ELAN strategy attStrat used in Example 7.3 is immediately represented by the
p-term

attStrat, — repeatx({initiate,, ... ,intruder,}); attackFound,

where we suppose that initiate,, intruder,, attackFound, are the representations in
p-calculus of the corresponding ELAN strategies.

For the representation of the user-defined strategies in an ELAN program we use
an approach based on the fixed-point operator and similar to that used in the case
of conditional rules in Section 6.2. If we consider an ELAN program containing the

strategies Si,...,S, and a set of labeled rules, then the p-term representing the
program is

P 2[0)(S)
where

S2f—(y—=[{Si — Body; | i=1...n}|(y))

and Body; represent the right-hand sides of the strategies with each strategy S; re-
placed by [f](S;), each rule label replaced by the p-representation of the rule and each
ELAN strategy operator replaced by its correspondent in the p-calculus.

To sum-up, we present the transformation of an ELAN program in a p-term.

DEFINITION 7.9
We consider an ELAN without importations.
1. The signature of the corresponding p-calculus is obtained from the operator dec-
larations of the ELAN program.
2. Starting from unlabeled rules of the form
[ U@ = r7y)
where (sort) u;(y) := ()t:(T)
if ¢i(7,7)
end

we build the term

Run 2 = (2 = [im( {Li(@) = [w(@) -
[True = r:(@,y))([1(c:(Z,9)))

The innermost normalization w.r.t. the set of unlabeled rules is represented by
the term
IM,, 2 [0](Run)

The encoding is extended in an incremental way to rules containing several condi-
tions and local assignments. The encoding can be simplified if the program does
not contain unlabeled conditional rules; in this case the term IM,, becomes

IMuy, 2 im({li(@) = [wi(@) = ri(@,9)](t:@)) [i=1...n})

where the rules with local assignments can be simplified to elementary rules.
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3. For each labeled rule of the form

[label] 1(ZT) = r(Z,7)
where (sort) u(y) := (s)t(T)
if ¢(z,7)

end

we build the term

label(f) £ f = (@) = [[Mpn]( [u(@) —
[True = (@, y)I([I Mnn](c(Z, 7))
(AN Mun](£(2))))

)

4. For each strategy of the form
[l S= Body

end
we build the term
S — BodyRho(f)

where BodyRho represents the right-hand side Body of the strategy with each
strategy symbol S; replaced by [f](Si), each rule label label replaced by the
p-representation label(f) of the rule and each ELAN strategy operator replaced
by its correspondent in the p-calculus.

The ELAN program defining the strategies Si,... , .S, is represented by the p-term
P £ [0](S)

where
S 2 f— (2= [{Si = BodyRho;(f) | i =1...n})(2))

and BodyRho;(f) represents the encoding of the strategy S;.

The application of a strategy S of an ELAN program P to a term ¢ is represented
by the p-term [[P](s)](t) where P is the p-term representing the program P and s
is the name of the strategy S. If the execution of the program P for evaluating the
term t according to the strategy S leads to the results uq,... ,u,, then the p-term
[[P](s)](¢) is reduced to the set term {uq,...,un}.

In Example 7.10 we present an ELAN module and the p-interpretations of all the
rules and strategies and thus, of the ELAN program.

EXAMPLE 7.10

The module automaton describes an automaton with the states s1,s2,s3,s4,s5 and
with the non-deterministic transitions described by a set of rules containing the rules
labeled with r12,r13,r25,r32,r34,r41. The operator next defines the next state
in a deterministic manner and its behavior is described by a set of unlabeled rules.
The states can be “final” (final) or “closed” (closed). The double transitions with
an intermediate non-final and non-closed state are described by the rules double_f
and respectively double_c.
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module automaton

import global bool;end

sort state ;end

operators global
sl1,s2,s3,s4,sb : state;
next (@) : (state) state;
final(@) : (state) bool;
closed(@) : (state) bool;

end
stratop global
follow : <state -> state> bs;
gen_double : <state -> state> bs;
cond_double : <state -> state> bs;
end
rules for bool
global
[1 final(s_1) => false end [1 closed(s_1) =
[1 final(s_2) => true end [1 closed(s_2) =
[1 final(s_3) => false end [1 closed(s_3) =
[1 final(s_4) => false end [1 closed(s_4) =
[ final(s_5) => true end [1 closed(s_5) =
end
rules for state
X,y : state;
global
[r12] s1 => s2 end [1 next(sl) =>
[r13] s1 => s3 end [1 next(s2) =>
[r25] 82 => sb end [1 next(s3) =>
[r32] 83 => s2 end [1 next(s4) =>
[r34] s3 => s4 end [1 next(sh) =>
[r41] s4 => s1 end
[double_f] x => next(y)
where y := (follow) x
if not final(y)
[double_c] x => next(y)
where y := (follow) x
if not closed(y)

end

strategies for state

implicit
[1follow => dk(r12,r13,r25,r32,r34,r41)
[Jgen_double => follow;follow
[lcond_double => dk(double_f,double_c)

end

end
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s3 end
sb end
s2 end
s1 end
sb end

end

end

end
end
end
end
end
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We denote by B the set of unlabeled rules defined in the imported modules bool
and describing operations on booleans.

The set of unlabeled rules from the module automaton are represented by the
p-term

R 2 {next(sl) — s3,... ,next(s5) — s5,
final(sl) — false, ..., final(s5) — true,
closed(sl) — false,... ,closed(s5) — true}

and we note RC = RU B.
The rules labeled with double_f and double_c are represented by the p-rules

double_f(f) 2 z — [im(RC)]( [y = [True — next(y)]([im(RC)](not final(y)))]
([Lf1(follow)]([im(RC)]())))

and respectively

double_c(f) £ x — [im(RC)]( [y — [True — next(y)]([im(RC)](not closed(y)))]
([Lf](follow)]([im(RC)](x))))

The strategies from the module automaton are represented by the p-terms

follow
gen_double(f)
cond_double(f)

follow — {s1 — 2,51 — $3,52 — $5,53 — 52,53 — s4,s4 — s1}
gen_double — [f](follow); [f](follow)
cond_double — {double_f(f),double_c(f)}

1> 1>

and we obtain the term representing the ELAN program automaton
automaton = [O](S)

where
S £ f— (y— [{follow, gen_double(f),cond-double(f)}](y))

The execution of the program automaton for evaluating the term s1 with the strat-
egy cond double corresponds to the reduction of the term

[[automaton](cond_double)](s1)

In ELAN, we obtain for such an execution the results 2 and 5 and the reduction of
the corresponding p-term leads to the set {2,5}.

In Example 7.10 we presented a relatively simple ELAN module but, representative
for the main features of the ELAN language. Following the same methodology, more
complicated rules and strategies can be handled.

Notice that this provides, in particular, a very precise description of all the rewriting
primitives, including the semantics of the conditional rewriting used by the language.
To the best of our knowledge, this is the first explicit and full description of a rewrite
based programming language.
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8 Conclusion

We have presented the pr-calculus together with some of its variants obtained as
instances of the general framework. By making explicit the notion of rule, rule ap-
plication and application result, the pp-calculus allows us to describe in a simple yet
very powerful manner the combination of algebraic and higher-order frameworks.

In the pr-calculus the non-determinism is handled by using sets of results and the
rule application failure is represented by the empty set. Handling sets is a delicate
problem and we have seen that the raw pg-calculus, where the evaluation rules are
not guided by a strategy, is not confluent. When an appropriate but rather natural
generalized call-by-value evaluation strategy is used, the calculus is confluent.

The pg-calculus is both conceptually simple as well as quite expressive. This allows
us to represent the terms and reductions from A-calculus and rewriting.

Using the p'®t-calculus, an extension of the p-calculus, appropriate definitions for
term traversal operators and of a fixed-point operator can be given. This enables
us to apply repeatedly a (set of) rewrite rule(s) and consequently to define a p-term
representing the normalization according to a set of rewrite rules. Starting from
this representation we showed how the pr-calculus can be used to define conditional
rewriting and to give a semantics to ELAN modules. Of course, this could be applied
to many other frameworks, including rewrite based languages like ASF+SDF, ML,
Maude or CafeOBJ but also production systems and non-deterministic transition
systems.

Starting from these first results on the rewriting calculus, we have already explored,
in subsequent papers, two different directions: the p-calculus with explicit substitu-
tions and typed rewriting calculi. In [Cir00] we have proposed a version of the calculus
where the substitution application is described at the same level as the other evalua-
tion rules. Starting from the A-calculus with explicit substitutions, and in particular
the Aoy-calculus, we developed the p-calculus with explicit substitutions, called the
po-calculus and we showed that the po-calculus is confluent under the same conditions
as the pg-calculus.

The p-calculus is not terminating in the untyped case. In order to recover this
property we have imposed in [CKO00] a more strict discipline on the p-term formation
by introducing a type for each term. We presented a type system for the pp-calculus
and we showed that it has the subject reduction and strong normalization properties.
i.e. that the reduction of any well-typed term is terminating and preserves the type
of the initial term. Additionally, we have given a new presentation 4 la Church to
the p-calculus [CKLOOb], together with nine (8+1) type systems which can be placed
in a p-cube that extends the A-cube of Barendregt. Quite interestingly, this typed
calculus uses only one abstractor, namely the rule arrow.

We used the sets to represent the non-determinism and we mentioned that other
structures can be used. For example, if we want to represent all the results of an
application and not only the different results, then multisets must be used and if the
order of the results is significant, then a list structure is more suitable. We have thus
started the study of another description of the p-calculus having as parameter not
only the matching theory but also the structure used for the results and we already
showed its expressive power [CKL00a]. More precisely, we analyzed the correspon-
dence between the p-calculus and two object oriented calculi: the “Object Calculus”
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of Abadi and Cardelli [AC96] and the “Lambda Calculus of Objects” of Fisher, Honsell
and Mitchell [FHM94]. The approach that we proposed allows the representation of
objects in the style of the two mentioned calculi but also of more elaborate objects
whose behavior is described by using the matching power.

As a new emergent framework, the pr-calculus offers an original view point on
rewriting and higher-order logic but also needs to further understand related topics.
First, to go further in the study and the use of the pr-calculus for the combination
of first-order and higher-order paradigms, the investigation of the relationship of this
calculus with higher-order rewrite concepts like CRS and HOR [vOvR93] should be
deepened. Second, several directions should be investigated, amongst them, we can
mention the following;:

- The analysis of the properties of the pp-calculus with a matching theory 7" more
elaborate than syntactic matching.

- A generic description of the conditions which must be imposed for the matching
theory T in order to obtain the confluence and the termination of the pr-calculus
should be defined and then, show that these conditions are satisfied for particular
theories such as associativity and commutativity.

- The models of the rewriting calculus should be studied and compared with the
ones of the algebraic as well as higher-order structures.

- As mentioned previously, we conjecture that the p'**-calculus can not be expressed
in the p-calculus because of the semantics of the empty set as rule application
failure.

Finally, from the practical point of view, the various instances of the p-calculus
must be further implemented and used as rewriting tools. We have already realized
an implementation in ELAN of the pg-calculus and we experimented with various
evaluation strategies. This implementation could be further used in order to define
object oriented paradigms. Dually, an object oriented version of the ELAN language
has been realized [DK00], with a semantics given by the rewriting calculus.

This shows that this new calculus is very attractive in terms of semantics as well
as unifying capabilities and we hope that it can serve in the future as a basic tool for
the integration of semantic and logical frameworks.
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