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Abstract. This paper gives an introduction to the ELAN rule-based
programming language and presents the extension of the language with
objects. The extension with objects is defined as a specific instance of
the rewriting calculus, also called p-calculus. This leads to an expressive
programming framework that combines the concepts of objects, rules and
strategies which has been prototyped in ELAN.

1 Introduction

Rules are ubiquitous in Computer Science and appear in various contexts under
several terminologies: production rules, grammar rules, transition rules, infer-
ence rules, type checking rules, to cite only a few. Rule-based systems are largely
used in the artificial intelligence community, while in the programming languages
area, the concept occurs through logic programming rules, functional program-
ming rules, constraint handling rules, program transformation rules,... However,
one may distinguish two main kinds of rules: computation rules whose purpose
is to compute as fast as possible the unique result, and deduction rules whose
application needs to be controlled. This control can be expressed through vari-
ous means, using concepts such as search plans, action plans, tactics, occurring
in expert systems or theorem provers, or lazy evaluation, innermost/outermost
reduction, and others introduced for evaluation of programming languages. In
most programming languages, the evaluation strategy is fixed which makes the
evaluation process easier to implement but this rigidity is inconvenient when the
strategy wanted by the user is different from the built-in one. Programmers have
then to design special data structures, that can become complex, to express the
desired strategy. We advocate the prime interest of a strategy language that al-
lows us to separate control from logic and data structures, to express the control
easily and in a declarative setting, and to reason about strategies. These ideas
are studied, implemented and experimented in ELAN.

The goal of this paper is to present an extension of the ELAN language
with objects and some object-oriented features. Object oriented programming
provides a high-level formalism to represent structured data, whose components
can be selected via attributes, and states evolving along the time or thanks
to external processes. Objects are instances of classes which share the same
structure and the same methods. This object-oriented language relies on the



rewriting calculus developed in [CK99a,CKLO00] on which ELAN is also backed.
The ELAN extension with objects is defined as a specific instance of the calculus
and as an algebraic rewrite theory, precisely related to the rewriting calculus.
From the operational point of view, this language extension has been prototyped
using also an algebraic approach. The object modules (OModules for short) are
compiled into ELAN modules, which makes them executable with the ELAN
rewrite engine. The compilation process is itself written in ELAN. Finally, rules
and strategies are well suited to describe the dynamic and concurrent evolution
of a date base of objects. The design of a multi-elevator controller using these
concepts illustrates this last point.

The paper is organised as follows: Section 2 presents the language ELAN
with the concepts of rules and strategies. Section 3 proposes an extension of
ELAN with classes, objects and methods. Section 4 presents the p-calculus and
its specific instance for ELAN with objects. Section 5 shows how to use ELAN in
order to transform an object-oriented program into a basic ELAN program that
can be executed. Section 6 shows how to incorporate objects, rules and strategies
in the same environment,.

2 ELAN

The ELAN system [BKK196,BKK 98| provides a very general approach to rule-
based programming. ELAN offers an environment for specifying and prototyping
deduction systems in a language based on rewrite rules controlled by strategies.
It gives a natural and simple logical framework for the combination of com-
putation and deduction paradigms. It supports the design of theorem provers,
logic programming languages, constraint solvers and decision procedures and
offers a modular framework for studying their combination. ELAN has a clear
operational semantics based on rewriting logic [BKKRO1]. Its implementation in-
volves compiled matching and reduction techniques integrating associative and
commutative functions. Non deterministic computations return several results
whose enumeration is handled thanks to a few constructors of choice strategies.
A strategy language is available to control rewriting. Evaluation of strategies
and strategy application is again based on rewriting.

The language is close to the algebraic specification formalism but provides
additional specificities that are worth emphasising. Three main principles have
guided the design of the ELAN language.

— First, the language allows rules to be non-terminating and non-confluent, but
then their application has to be controlled. According to the distinction made
in the introduction, there are rules for computations, which are required to
be confluent and terminating, in order to give a unique result, and rules for
deductions, for which no confluence nor termination is required.

— Rules and strategies are first-class objects in the language. A strategy lan-
guage is provided to express control and derivation tree exploration. A few
strategy constructors, similar to those for tactics in proof assistants, are



offered and efficiently implemented, but the user may also design his own
strategies.

— Application of a rule or a strategy on a term may give 0, 1, or several results.
This non-determinism related to the production of sets of results is handled
by backtracking.

As a consequence of these features, the language allows different program-
ming styles. Functional programs are naturally expressed with confluent and ter-
minating rules, while the backtracking mechanism used to handle several results
gives a flavour of logic programming and allows to program non-deterministic
computations. The main originality is surely the capability of strategy program-
ming for expressing the control of programs in a declarative way. We briefly
present the features of the language that are used in this paper and the reader
can refer to [BCD'99] for further details and examples.

2.1 Modules

Following the algebraic languages tradition, ELAN is modular. A program is a
collection of hierarchically constructed modules together with a request, which
is a term to be evaluated in this hierarchy. A module may import already defined
modules and this importation may be local (not visible outside the module) or
global (visible outside). A module also defines a set of sorts, a list of operators
with their types, several lists of rules, classified by the type of their left and
right-hand sides, and strategies, also defined by operators and rules.

In order to progressively introduce all these ingredients, let us first consider a
simple module which defines an operator enum that takes two integer arguments
and returns the list of integers greater than the first and less than the second
argument.

module enumO
import global int list[int] ; end

operators global
enum(@,@): (int int) list[int] ; end

rules for list[int]
i,j,k,1: int ;

global

[1 enum(i,j) => i.enum(i+1,j) if i<=j end
[l enum(i,j) => nil if i>j end
end

end

Predefined modules exist in the ELAN library, such as bool, int, ident,
list[X]... Here int and 1list[int] are imported and provide the sorts int and
list[int].



2.2 Confluent and terminating rules

The previous module illustrates how conditional rewrite rules are grouped to-
gether according to the sort of their left (and right) hand side. Because of the two
mutually exclusive conditions in the rules, this rewrite system is confluent and
terminating. An application of this set of rules on an initial term, say enum(3,6),
produces a unique result, here 3.4.5.6.nil.

2.3 Non-deterministic computations

Now we could ask the following question: instead of having enum(3,6) as a list
3.4.5.6.nilis it possible to generate successively 3, 4, 5, 67 In other words,
can we write non-deterministic programs? The answer is indeed affirmative, but
this requires to change the programming style. Let us detail this point on the
previous example. First, to achieve this goal, the type of enum is changed to
return an integer, and a label is given for each rule: let us call [final] the
rule enum(i,j) => i which returns the first argument of enum and [iter] the
recursive rule enum(i,j) => enum(i+1,j) if i<j.

Then, a strategy operator enumStrat is defined by a rewrite rule on a strategy
sort <int->int> (implicit as soon as the sort int is declared). The strategy is
expressed as the iteration of the recursive rule [iter] that returns intermediate
results of enum(i, j) concatenated with the rule [final] which returns i. The
whole program is defined as follows:

module enuml
import global int ; end

operators global
enum(@,@): (int int) int ; end

rules for int
i,j.k,1: int ;
global
[final] enum(i,j) => i end
[iter] enum(i,j) => enum(i+1,j) if i<j end

end

stratop global
enumStrat : <int->int> ; end

strategies for int
[] enumStrat => iterate*(iter) ; final end
end

The application of the strategy enumStrat on the term enum(3,6) is noted
(enumStrat)enum(3,6)
and produces four results: 3, 4, 5 and 6.



2.4 Constructors for strategies

On the simple previous example, we have already seen how to define an elemen-
tary strategy. In a more general way, a first class of strategies can be built from
the labelled rules and from a few built-in constructors: sequential composition,
iterators, choice points, cut points, failure and identity.

Formally, a strategy is a function which, when applied to an argument, re-
turns a set of possible results. The strategy fails if the set is empty. In order
to provide the user with the capability to easily specify the control, the ELAN
strategy language offers the following strategy constructors:

— A labelled rule is a primal strategy. Applying a rule labelled lab returns
in general a set of results. This primal strategy fails if the set of results is
empty.

— Two strategies can be concatenated by the symbol “;”, i.e. the second strat-
egy is applied on all results of the first one. S; ; Sy denotes the sequential
composition of the two strategies. It fails if either S; fails or Sy fails. Its
results are all results of S; on which S, is applied and gives some results.

— dk(Sy,...,8S,) chooses all strategies given in the list of arguments and for
each of them returns all its results. This set of results may be empty, in
which case the strategy fails.

— first(S1,...,S,) chooses in the list the first strategy S; that does not fail,
and returns all its results. This strategy may return more than one result,
or fails if all sub-strategies .S; fail.

— first _one(Si,...,S,) chooses in the list the first strategy S; that does not
fail, and returns its first result. This strategy produces at most one result or
fails if all sub-strategies fail.

— The strategy id is the identity that does nothing but never fails.

— fail is the strategy that always fails.

— repeat*(S) applies repeatedly the strategy S until it fails and returns the
results of the last unfailing application. This strategy can never fail (zero
application of S is possible) and may return more than one result.

— The strategy iterate*(S) is similar to repeat*(S) but returns all interme-
diate results of repeated applications.

The easiest way to build a strategy is to use the strategy constructors to
build strategy terms and to define a new constant operator that denotes this
(more or less complex) strategy expression. This gives rise to a class of strategies
called elementary strategies. As illustrated in the previous example, elementary
strategies are defined by unlabelled rules of the form [| S = strat, where S
is a constant strategy operator and strat a term built on predefined strategy
constructors and rule labels, but that does not involve S. The application of a
strategy S on a term ¢ is denoted (5) t.

2.5 Rules with local variables and patterns

Labelled rules and more generally strategies are always applied at the top po-
sition of a term. In order to be able to apply them inside expressions, a more



general form of rule with local variables allowing to apply strategies on sub-
terms is allowed in ELAN. Let us consider a program for polynoms derivation
with respect to one variable x. Assume that it defines a strategy simplify that
puts any polynom in some canonical form, for instance a sum of monomials of
decreasing degree w.r.t. x. When the derivation of a product in defined, one may
want to put each component of the resulting sum in this canonical form. This is
possible thanks to the introduction of local variables that register intermediate
computations. This is illustrated by:

rules for poly

pl, p2, p3, p4, pbd . poly; x variable;
global
[1 deriv(pil*p2,x) => pb

where p3:=(simplify) deriv(pl,x)#*p2

where p4:=(simplify) pil*deriv(p2,x)

where p5:=(simplify) p3+p4 end
end

One can also generalise variables to patterns, i.e. terms with variables.
To summarise, the general form of ELAN rules is actually as follows:

[[] | — r where p; :=(Si)c1... where p, = (Sn)cn

- l7r7p1,---7pn7cl,---,cnET(E7X)7

Var(p:) N Var(l) UVar(pi) U---UVar(pi-1)) = 0,
Var(r) C Var(l) UVar(pi) U ---U Var(p,) and
Var(c;) C Var(l) UVar(pi) U---UVar(pi-1)-

In such expressions, where true := cis usually written if c¢. The pattern p;
often reduced to a variable z. S; may be the identity strategy, which is written

(ci-

To apply the rule

[€] I — r where p; := (Si)ci... where p,:= (Sn)cn

to a subject ¢, the matching substitution from [ to ¢ (lo = t) is successively
composed with each matching p; from p; to (S;)ciopy ... pi—1, fori=1,...,n.
To evaluate each (S)e, c is first normalised using the unlabelled rules, then one
tries to apply a labelled rule according to the strategy S. Choice points are set
when there are several results and if at some point the set of results is empty,
the system backtracks to the previous choice point. When the rule contains a
sequence of matching conditions, failing to satisfy the i-th condition causes a
backtracking to the previous one.

2.6 Associative Commutative functions

Associative and commutative (AC for short) functions introduce an intrinsic
non-determinism. Since an AC matching problem can have several solutions,



one may want to get all solutions of an AC matching problem and build all
possible results of rewriting with these different matching substitutions. The next
program shows how to define sets in ELAN, with an Associative Commutative
operator U, and how to enumerate elements of a set, using the extract operation
and the non-deterministic choice strategy dk.

operators global
@ U @ :(set set) set (AC) ;
emptySet : set ;
(@) : (int) set ;
extract(@) : (set) int ;
end
rules for int
i: int ; s: set ;
global
[R] extract( (i) Us ) => i end
end

Application of the rule [R] to extract(emptySet U (1) U (2) U (3) U
(4) U (5)) returns one of 1, 2, 3, 4 and 5. Application of the strategy dk (R)
returns all these results successively.

When an ELAN rule has a left-hand side [ or a pattern p that contains AC
function symbols, AC matching is called and can return several solutions. This
provides an additional potentiality of backtracking.

2.7 Parameterised and recursive strategies

The class of strategies introduced above does not allow to define strategies with
parameters, nor strategies which are recursive. However, these recursive and
parameterised strategies may be defined by operators and rewrite rules on an
extended set of sorts. Strategies are applied to terms or to other strategies via
an explicit application operator, which gives to ELAN a flavor of higher-order
language. Details and examples can be found in [Bor98, BCD*99].

3 Object-oriented extension of ELAN

Adding object-oriented features to ELAN was motivated by the need of repre-
senting structured data and states and to combine them with rewrite rules and
strategies describing their evolution. In object programming, two kinds of lan-
guages can be distinguished: class-based languages like Simula [BDMN79], C++,
Eiffel [Mey92] or Java [AG96], and object-based languages like Smalltalk [GR83]
also studied by [AC96] or [Cas97|, where classes are viewed as objects. The con-
cepts integrated in ELAN are selected features of an object-based language: they
offer the capability to define classes of objects with attributes and methods. The
objects have attributes with read/write values and methods can be revealed or
hidden by modifying their access for each object.



According to the object-based approach followed here, a class is an object
composed of methods. In order to use objects in a program, the notion of message
passing is implemented: sending a message to an object consists in attempting
to apply a corresponding method on this object. If the method is defined for the
object, it is applied on it. As classes are objects, sending a particular message
called new to the class creates a new object of this class. Sending a message to an
object, i.e. calling the corresponding method, is uniformly noted object.method.

3.1 Attributes and methods

Let us first define of a class with its methods. Each method has a name and a
body which is an instruction (composed of tests and method calls) or a sequence
of instructions. Attributes are specific methods whose bodies are values.

For instance, let us consider a class Point that defines objects with only one
attribute called X, of sort int, initialised to the value 0. This is written in an
object module as:

class Point
attributes X:int = 0
End

An attribute is a method with no argument and whose body is a value. The
syntax ! for the definition of the attributes is as follows:

<attributes> ::= attributes <list attributes>

<list attributes> 1:= <attribute name>:<sort>=<init value> |
<attribute name>:<sort>=<init value><list attributes>

Additionally to attributes, different kinds of methods are distinguished:

methods used to get the current value of an attribute;

methods used to update the value of an attribute;

— a particular method whose purpose is to create a new object in the class;
— all other methods which do not enter in the previous categories.

The general syntax of a method is:

<method> ::= method <method name> [( <parameters> )]
for <sort result> [<wariables>] < <method body> >

where variables are local variables that are used in the body of the method which
is detailed in the following. A method can also have parameters that are defined
by a formal name and a sort.

! The syntax is given in a BNF style where < non terminal > denotes non terminal
symbol, terminal stands for terminal symbols, [options] for optional arguments and
choicel | choice2 denotes alternative. We give here only a small part of the syntax.



Let us consider the two first kinds of methods. Indeed, when an attribute a is
defined with an initial value aj for an object Object, two methods are provided:
the first one, called Geta, gets the value associated to the attribute a of Object;
the second one, Seta( ), with an argument called Value, sets to Value the
value of the attribute a of Object. These methods are in general omitted in
the definition of the class, because they can be defined in a canonical way, as
explained later on.

In each class, a specific method called new is defined which constructs a
new object of the class, whose attributes are initialised with default values. This
object is defined as having access to all methods defined in the class. The new
method is also automatically defined when a class is declared.

A method m is always associated to a class and called on an object of this
class. This is written as Object.m. In a method body, in order to refer to the
object to which this method is applied, the self keyword is introduced. This is
illustrated in the following example, where the method GetX associated to the
attribute X is explicitly defined:

class PointWithMethods
attributes X:int = 0

method GetX for int <self.X>
End

A parameterised method is called with actual values for the parameters. For
instance, considering the class Point previously defined, a method named Reinit
is introduced in order to set the value of the attribute X to 0. This is written in
a new class PointReinit as:

class PointReinit

attributes X:int = 0

method Reinit for PointReinit <self.SetX(0)>
End

The body of this method is only composed by one method call. In general, a
body can be more complex.

Tests are also allowed in a method body. The keyword if is followed by a
boolean expression which has to be evaluated into true in order to continue the
execution of the method. If the previous Reinit method can only be applied
when the value of the attribute X is greater than 100, it is defined as follows:

class PointReinit

attributes X:int = 0

method Reinit for PointReinit <if (self.GetX)>100 ; self.SetX(0)>
End

A method body may involve operators that are not defined as methods in an
object module. For instance, let us consider the following example PointTrans-
lation where the method Get X Translated takes an integer and returns the value
of the attribute X added to the given parameter:



class PointTranslation

attributes X:int = 0

method GetXTranslated(N:int) for int <self.GetX + N>
End

Local assignments may also be defined. Let us consider the PointTranslation
class modified with a local assignment which captures in the variable I previously
defined the result of a method call:

class PointTranslation
attributes X:int = 0
method Translation(N:int) for PointTranslation

I : int
<I:= self.GetX ; self.SetX(I + N)>
End

A local assignment consists in defining a local variable which can be used in
the following instructions composing the method body. These variables can be
used as parameters in method calls or in the tests.

Given already defined methods, other methods can be written by composing
several methods: the body is then a sequence of calls of methods separated by

781
1A

Thus, in general, the whole syntax of the body of a method is:

<method body> ::= <method call> |
if <test> 3 <method call> |
<assignment> 3 <method body> |
<method body> 35 <method body>

<assignment> 1= <wariable> := <method call>

<method call> ::= <object ident> . <method name>[(<parameters values>)]

3.2 Imheritance

Each object, with the associated methods, is defined in an object module. In-
heritance is provided in OModules in order to construct a hierarchy of class
definitions. When a class A inherits a class B (A is a subclass of B), this is
written:

class A
from B
End

The new class A inherits all attributes and all methods that are defined in
the superclass B. New attributes and new methods defined in the subclass are
not visible from the superclass.

For instance, let us consider a class Segment which inherits the class Point
by adding a new attribute Y of sort integer initialised to 0:



class Segment

from Point
attributes Y:int = 0
End

4 A rewriting calculus for ELAN with objects

In order to give a formal semantics to this object-oriented extension of ELAN, we
study in this section how to restrict the rewriting calculus presented in [CK99a].
The p-calculus is briefly presented and we show how classes and objects encoded
in the calculus. Methods are also described in this formalism. Some restrictions
on the calculus are then introduced by distinguishing mutable attributes and
by restricting methods to be defined by rewrite rules which are not changed
dynamically. A translation 7 is finally defined which makes correspond to any
term an associated p-term.

4.1 The p-calculus

The p-calculus [CK99a,CK99b,Cir00] provides a powerful calculus that encom-
passes in particular both A-calculus and term rewriting. The syntax of the p-
calculus is defined by:

t o= a|Y |tot|tet]| plain terms
null | t,¢ structured terms
The symbols t,1,r range over the set T of terms, the symbols S,Y, Z, ... range
over the set V of variables, the symbols a,...,m,0,1,... null, kill, ... range over

the set C of constants of fixed arity. The symbol £ denotes equality by defini-
tion. A rewrite rule [ — r is an abstractor, whose left-hand side determines the
bound variables and some contextual information. The application of a p-term
on another p-term is represented using the e operator which is left-associative.
The p-terms can be grouped together into a structure built using the “,” oper-
ator. According to the theory behind this operator, different structures can be
obtained, as for example a structured list obtained with an associative “,” opera-
tor, or a set structure with an associative, commutative and idempotent theory.
The expression null denotes the empty structure. Priorities are associated to
these operators and the e operator has a higher priority than the — one whose
priority is also higher than the “,” one.

For a given theory T describing the structured p-terms, the operational se-

mantics is defined by the following computational rules:

null (n=0)
(p) (tr > t2) o3 1 S 51ty . opts (1< < 00)
where o; € Sol(t1 {(rt3)
(€) (t1,t2) otz >ty et ty ety

(v) nullet —rpnull



The central idea is that the application of a rewrite rule t; — t5 at the
root (also called top) position of a term ¢3, consists in computing all possible
solutions of the matching equation (¢ {rt3) in the theory T and to apply all
the substitutions from the list returned by the function Sol(t;{(rt3) to the term
t>. When there is no solution for the matching equation (¢1{rts), the special
constant null is obtained as result of the application. Notice that there could be
an infinity of solutions to the matching problem (¢; {(rt3) in some theories [FH86].

It is important to remark that if ¢; is a variable, then the (p) rule corresponds
exactly to the g-rule of the lambda calculus.

The (¢) rule dispatches the application inside the structure induced by the “)”
operator. The (v) rule takes into account the special case where this structure
contains no one element, i.e. when null is applied to a term.

When the theory T for “,” is clear from the context, its denotation is omitted.
In the following, we choose for T the AC theory.

4.2 The p-calculus for objects

In the p-calculus, objects are naturally encoded as structured p-terms. A few
definitions must be introduced for a better readability. The function kill,, sup-
presses from a structured p-term the rewrite rule whose left-hand side is m:

Eill, : T>T 2 (X, m->Y)=>X

Then some aliases are adopted in this formalism:

t1 - ta Lt etyet; sel f — application
t(t1...tn) Ltety...00, function — application
tiomi=ty 2 kill (t1),m — to method update

An object of the class Point defined by:

class Point
attributes X:int = 0
End

is represented in the p-calculus by the p-term where the implicit methods
GetX and Setz have been clarified in this formalism:

P2£X 550,
GetX -5 —>85-X,
SetX S+ N—-S-X =8 3N

An object P of class Point consists of the attribute X initialised to 0 and
the two methods GetX and SetX which respectively returns the corresponding
value and updates the value of X. The abstraction by the bound variable S
when defining a method or an attribute means that an implicit parameter of any
method represents the self object. However, for an attribute, the abstraction on
S is never used in the body of this particular method. The bound variable S’ is
just a new name for the self abstraction variable. Let us illustrate the application
of method SetX with the new value 7 on the previous object P:



P-SetXe7

PeSetXePeT7

(S>N->S-X =8 3N)ePe7
(N5>P-X := S5 N)e7

P.X =98 >7

killx(P), X - 8" =7
(GetX - S—S5-X,

SetX +S—-N—-S-X :=8—>N), X->58=>7
X857,

GetX - 85— 85X,

SetX +S—-N—-S5-X =858—>N

P-SetX(7)

> I I 1>

I

In the p-calculus, as classes are seen as objects, the class Point is defined by
a p-term:
Point & new — S —
(X—=>5>(5S-X)es,
GetX - S — (S-GetX)e S,
SetX — S — (S - SetX)e S,
X555 -0,
GetX -S>85 X,
SetX -S>85 —>N->5-X =8"->N

Objects and classes are structured terms of the p-calculus. A class is defined
as:

class & new — S — object,
meth; - S — S — ... = body,

'Tr'zézthm —-S5—=58 —... > bodyn
An object of this class is defined as:
object £ meth; — S — ... = body,
.rr-u.athm =S = ... = bodym

A specific method of each class is the method new which defines an object
of this class. In order to illustrate the behaviour of the calculus, the creation
of a new object of object representing the class Point, obtained by calling the
method new on the class Point, is detailed thereafter. The symbol =, denotes
the variable renaming:

Point -new £ Point e new e Point
£ (S (X258 =(S-X)ed,
GetX = 5 — (S-GetX) e 5,
SetX - S' — (S -SetX)eS')) e Point



= X =S — (Point-X)eS,
GetX — 8" — (Point - GetX) e S’,
SetX — S — (Point - SetX) e S’
X = 8" — ((Point « X) @ Point) ¢ S',
GetX — S' — ((Point e GetX) e Point) e S',
SetX — S' — ((Point e SetX) e Point) e S’
= X =85 = ({(S— S —0)e Point) e S,
GetX - 58 = ((S—= S = S5 -X)ePoint) e 5,
SetX -8 > ((S>S">N->S5-X := 5" N)ePoint)e S’
» X—=>5>(5—=0)es5,
GetX 558 - (8"=>858-X)e 5,
SetX -8 5 (S >N-5-X = S"3N)eS
» X -5 =0,
GetX - 58 — 5" X,
SetX -S> N->S5-X =85"-5N
=4 X 285>0,
GetX - S—>85-X,
SetX +S—->N—-S5-X =85 N

(1>

A first approach to implement the object-oriented extension of ELAN, is to
implement the p-calculus for objects previously described. This approach has
been followed in [Cir00]. Rules are then considered as p-terms and can be changed
during evaluation by rewriting. Methods can be dynamically changed too. This
gives rise to a very expressive language, but the implementation needs to encode
in particular how to apply a rule (as p-term) to another p-term and does not
take advantage of the fact that rewrite rules can be executed very efficiently by
the ELAN rewrite engine.

So we choose here another approach where the application of a method is
defined with ELAN rewrite rules and executed by the ELAN rewrite engine. Since
ELAN rewrite rules cannot be dynamically updated at evaluation time, this im-
poses some restrictions on the calculus. However we will see later that these
restrictions are quite reasonable in the context of our applications where modi-
fications of the attribute values are the main operations that are performed.

4.3 An algebraic encoding of objects

For the reasons explained before, we choose to distinguish attributes and meth-
ods in the following way: to an attribute is associated a value which can be
modified during the evaluation, but no rewrite rule. An attribute is mutable by
rewriting, and complex expressions may be considered as values of attributes. On
the contrary, methods are defined by rewrite rules and are non-mutable, i.e. once
rewrite rules associated to methods have been defined, one cannot delete or even
change them. Thus, an object is composed of mutable attributes, whose values
can be changed during evaluation, and of references to non-mutable methods.
The advantage is that the reference to any method can be hidden or revealed



during the execution and thus, the ability for an object to execute a method can
change. An object has the form:

[a1(v1), ..., an(vy), methy, ..., meth,y,)

and corresponds to the p-term:
object L2 =2 S—> V1,

an = S = v,
methy — S — ... — bodyi,

meth,, = S — ... = body,,

where n is the number of attributes a; of sort ¢; with their corresponding v;
values and m the number of methods meth;. The bodies of methods are defined
by rewrite rules in the module defining the class. Let us explain how to build
the associated rewrite rules. Let us consider a method m with the self parameter
S, the formal parameters p; to p,, and a body b. The left-hand side is always
m(S,p1,...,pn). The right-hand side depends on the form of the body. Let us
consider an operator build — rhs(_, ) which takes a body and a reference to
an object. Initially, the right-hand side is computed by build — rhs(b, S).

— if b is a method call of the form o.m/(pi,...,p}), then:
build — rhs(o.m'(p},...,p,),0) = m'(0,p},...,p})
— if b is a method, involving a given operator f, of the form f(pi,...,p.,), then:
build — rhs(f(p},...,p,),0) = f(py,...,p})

— if b is a test followed by a method call of the form if ¢t ; o.m/(p},...,p,),
then:

build — rhs(if t ; o.m!(pl,...,p)),0) = m'(0,py,...,p,) if ¢
— if b is an assignment followed by a method body of the form:
variable = f(p},...,pl) ; body

then:
build — rhs(variable = f(p},...,p),) ; body,O) =

B' where variable := () f(p},...,p,,) where B':= ()build — rhs(body, O)
— if b is the composition of two method bodies bl ; b2, then:

build — rhs(bl ; b2,0) =

Oswhere O; := ()build — rhs(bl,0) where O, := ()build — rhs(b2,0;)



Objects are defined by a structure mixing mutable attributes and references
to methods defined by rewrite rules. A class is also defined as an object and has

the form:

[a1(vi1), ..., ap (Vig), methy, ..., meth,,, new]

It corresponds to the p-term:
cass £ a; = S — vi,

an = S = Viy,
methy = S — ... — bodys,

methy, — S — ... = bodyn,,
new =S — (ag = S — (S -

ay)e S,

an = S" = (S-a,) e,

meth; = S' —

meth,, — S' —

(S - methy) o S,

(S -meth,,) e S")

where each attribute q; is initialised with the corresponding initial value vi;. The
reader can refer to the previous example of the class Point, which details the
application of a method new on an object of such a class in order to create a
new object of this class.

In order to define an algebraic encoding of objects, let us define the rewrite
theory R composed of a signature X' and a set of rules R. The signature, given
in an ELAN syntax, is the following one:

operators global

[e] (Methods) Object;

Q,e (Methods Methods) Methods

Q (method) Methods;

@(Q) (MName MBody) method;

Q (MName) method;

m(Q) (MBody) method;

m : MName;

Getm : MName;

Setm : MName;

add(e,@) (Object method) Object;
access(@,@) : (Object MName) MBody;
kill(@,Q) : (Object MName) Object;
Getm(@) (Object) MBody;
Setm(@,Q) : (Object MBody) Object;
new(Q) (Object) Object;

end

(AC) ;



The first operator constructs from a term of sort Methods a term of sort
Object. A term of sort Methods is a multiset of terms of sort method with the
constructor “,” which is declared AC. A method is defined either as a name
followed by its body (for an attribute m with its value) or simply by the name
of the method. Then, an operator add takes a term of sort Object and another
of sort method and returns a term of sort Object. Other useful operations are
the access to the value (resp. the body) of an attribute (resp. a method) and
the deletion of a method from the list of methods. To access to the value of an
attribute, the operator access is introduced, while kill removes a method from
the list of methods. Generic operators Getm and Setm are defined to describe the
primitive operations on an object: getting the value of an attribute m by Getm
and changing its value by Setm.

The following set of rules R defines each operator of this signature. The
rule for add defines how the initial object [M] is extended to [m,M] with a new
method m:

rules for Object

LM : Methods;

me : method;

global

[1 add([LM],me) => [me,LM] end
end

The access operator takes a term of sort Object and another one of sort
MName and returns the body corresponding to the method whose name is given
as second argument.

rules for MBody

M : MName;

B : MBody;

LM : Methods;

global

[1 access([M(B),LM],M) => B end
end

The kill operator takes a term of sort Object and another one of sort MName
and returns the object minus the corresponding method. The rules defining this
operator are therefore:

rules for Object

M : MName;

LM : Methods;

B : MBody;

global

[T ki1l ([M(B),LM],M) => [LM] end
[] kill([M,LM],M) => [LM] end
end

Given add, access and kill, for each object with an attribute m, rules for
Getm and Setm are defined by:



rules for MBody

o : Object;

global

[1 Getm(o) => access(o,m) end
end

rules for Object

o : Object;

B : MBody;

global

[1 Setm(o,B) => add(kill(o,m),m(B)) end
end

To each attribute a; corresponds a constant a_i in the signature. Initial
values vi; for attributes are constants vi_j of sort MBody. To each method m;
corresponds a constant m_i and an operator m_i(...) in the signature. Then,
for objects representing classes, an additional operator new is defined:

rules for Object
o : Object;
global
[1 new(o) => [a_1(vi_1),...,a_n(vi_,n),m_1,....,m_n] end
end

A new object of the class is thus created with initial values for each attribute
and with all methods of the class.
For instance, let us consider an object of the class Point with the attribute
X of sort int set to 5 and the two methods GetX and SetX. This object is
implemented as:
[X(5) , SetX , GetX]
with respective rules for defining the methods SetX and GetX:

rules for int

o : Point;

global

[1 GetX(o) => access(0,X) end
end

rules for Point

o : Point;

V : MBody;

global

[ SetX(o,V) => add(kill(o,X),X(V)) end
end

In the rewrite theory R, an object is represented as a term of sort Object. It
is not difficult to prove that the set of rules in R is terminating and confluent. So
each term t of sort Object has a normal form denoted by NF(t). It is also easy
to check that this normal form is a multiset which contains, for each attribute



m a 3-tuple [m(b), Getm, Setm], and for each method which is not an attribute
only the method name. A generic form of a term tg of sort Object in normal
form is thus written in the following:
to = [m(b) , Getm , Setm , LM)
where LM is a multiset of terms of sort method of one of the following form:
m',m!' ('), Getm', Setm/.
Let us consider the translation 7 which maps such a term
to = [m(b) , Getm , Setm , LM]
in the rewrite theory R to the p-term t{:

7(to) =ty = (m — S = b,
Getm — S — S -m,
Setm =S —-N—-S-m: =58 — N,
L)
where L is a multiset of p-terms of the form m' — S — body.
Let us detail T by giving the associated p-terms for a method called m/', with
the self parameter S and n parameters denoted p;:

if the rule defining m’ is of the form:

[] mI(S7p17 s 7pn) - f(S7p17 te 7pn)
then, the associated p-term is:

m =S —=p—...>py— f(S,p1,---,Dn)

— if the rule defining m' is of the form:

0 m'(S,p1,.-.,pn) = f(S,p1,...,Pn,0) where o:= ()b
then, the associated p-term is:

m' =S —ap—=...9py, > (0 f(S,p1y-..sDPn,0)) &b
— if the rule defining m is of the form:

[] ml(‘sapla' .. ;pn) — bif ¢
then, the associated p-term is:

m =-S—p—...>p,— (True—b)ec

— if two rules are associated to the same operator m':

[] mI(S7p17 s 7pn) — bl
[ m'(S,p1s---spn) = b2
then, the associated p-term is:

m'-S—>P—...> P, (m(S,p1,...,pn) = b1,
m'(S,p},...,ph) = ba)em/(S,Py,..., P).



The following proposition relates evaluation by rewriting in the rewrite theory
‘R and computation in the p-calculus:

Proposition 1. Let = be the transitive, reflexive and symmetric closure of the
relation — in the p-calculus. For any terms t, to of sort Object in R:

|
<

(NF(add(to,m1))) =

(N F(access(to,m)))
(NF(kill(to,m))) = killy (1(NF(to)))
(NF(Getm(tg))) = 7(NF(to)) - Getm
(NF(Setm(to,V))) = T7(NF(tg)) - Setm(V)
(NF( (~

T(NF(to)), 7(m1)
= 7(NF(tp)) - 7(m)

|
3

- T

|
3

|
<

-7 new(t))) = 7(NF(t)) - new

Proof. Let NF(to) = [m(b) , Getm , Setm , LM] and

T(NF(tg)) =th = (m — S = b,
Getm — S — S -m,
Setm - S —+N—=S-m:=5 — N,
1)

where L = 7(LM). Let us define — g as the rewriting relation on terms defined
by application of a rule in R and -3 as the reflexive and transitive closure of
—R-

— For any method m;,

add(ty,m1) =g add([m(b) , Getm , Setm , LM],m;)
— g [m(b) , Getm , Setm , LM , my] = t;.
On the other hand, in the p-calculus:
7(NF(ty)),7(m1) & (m = S = b,
Getm — S —» S -m,
Setm - S —>N—>S-m: =5 — N,
(LM)),
T(ml)
— (m— S —b,
Getm —» S — S -m,
Setm - S —+N—-S-m:=5 — N,
T(LM),7(m1))
2 7(t)
So 7(NF(add(tg,m1))) = 7(NF(to)), 7(m1).
— For any method m,
access(ty,m) =g access([m(b) , Getm , Setm , LM],m)
—rb



On the p-term t; - m = 7(tg) - m, the following evaluation can be performed
in the p-calculus:
th-m 2 t) emet)
— (m— S —b,
Getm —- S — S -m,
Setm - S —+N—=-S-m: =5 — N,
LM)em et
— (S —b) et
—b
So 7(N F(access(to,m))) = 7(NF(tg)) - 7(m).
— For any method m,

Kill(ty,m) S g kil(NF(to),m) =g [Getm , Setm , LM]

On the other hand, in the p-calculus:
il (T(NF(ty)) 2 (Getm = S — S -m,
Setm - S —-N—=S-m:=5" = N,
L)
So T(NF(kill(to, m))) = killy, (T(NF(to))-
— On one hand
Getm(ty) =g Getm(NF(ty))
— g Getm([m(b) , Getm , Setm , LM])
— g access([m(b) , Getm , Setm , LM], m)
—R b
On the other hand, in the p-calculus:
th - Getm 2 t}) o Getm ot}
L2 (m—= S,
Getm - S — S -m,
Setm - S —+N—-S-m: =5 — N,
L) e Getm o t;,
— (S —=5-m)et
—ty-m
2t emet)
L2 (m—= S,
Getm - S — S -m,
Setm -+ S—-N—>S-m:=5 — N,
L)yemet
— (S —b) et
b
So T(NF(Getm(to))) = 7(NF(to)) - Getm.
— On one hand:
Setm(tg, V) =g Setm(NF(ty),V)
— g Setm([m(b) , Getm , Setm , LM],V)
— g add(kill(m(b) , Getm , Setm , LM],m),m(V))
— g add([Getm , Setm , LM],m(V))
=g [m(V), Getm , Setm , LM]



On the other hand, in the p-calculus:
th - Setm(V) £ t) e Setm e th eV
L2 (m—= S0,
Getm — S — S -m,
Setm > S—+N—=S5-m: =5 — N,
L)e SetmetyeV
R (S>N->S m: =58 >3 N)etyeV
B (Noth-m:=5 > N)eV
Hty-m:=8 >V
2 Kill,(th),m = S' =V
— (Getm — S — S -m,
Setm > S—N—=S-m: =5 — N,
Lym—-S -V
»(m—-S -7V,
Getm — S —» S -m,
Setm - S —-N-—=>S5-m:=85 — N,
L)
So 7(NF(Setm(to,V))) = 7(NF(tg)) - Setm(V).
— On one hand:
new(t) =g [m(viy,) , Getm , Setm , LM)]
On the other hand, in the p-calculus:
t-new £ (m =S =8 = vip,
Getm — S — S = S-m,
Setm—+S—-S8 >N—=>5-m:=5 — N,
L,
new — S —
(m—=8 > (S-X)eS,
Getm — §' — (S -GetX) e S,
Setm — S' — (S - SetX)e S,
L1)) - new
(m—S— 85 =iy,
Getm —» S =-S5 — S -m,
Setm S —+S —>N—->S-m:=5 —= N,
L,
new — S —
(m—=8 = (S-X)eS,
Getm — §' — (S -GetX) e 5,
Setm — S' — (S - SetX)e S,
Ll))enewet
—=*m —= S — vig,,
Getm — S —- S -m,
Setm - S —-N—>S-m:=S5"— N,
LM
The last reduction is not further detailed as it follows the same principle

than the one presented in the example for the class Point.
So 7(NF(new(t)) = 7(NF(t)) - new O

[l>



As shown in the proof, the initial term Getm(to) is rewritten into b with R.
Thus, the initial rule defining Getm can be simplified into the equivalent one:

rules for MBody
LM : Methods;
B : MBody;
global
[0 Getm([m(B),LM]) => B end
end

Again, as shown in the proof, the initial term Setm/(tg, V') is rewritten into
[m(V) , Getm , Setm , LM] with R. Thus, the initial rule defining Setm can
be simplified into the equivalent one:

rules for Object

LM : Methods;

B : MBody;

V : MBody;

global

[1 Setm([m(B),LM],V) => [m(V),LM] end
end

Let us extend now the definition of the translation 7 by setting, for any o of
sort Object and m, m; of sort method:

— 7(add(to,m1) = 7(to), 7(m1)

— 7(access(to,m)) = 7(to) - T(m)
— 7(kill(to,m)) = killn(7(to))

— 7(Getm(ty)) = 7(to) - Getm

— 7(Setm(to,V)) = 7(to) - Setm(V)
— 1(new(ty)) = 7(to) - new

This leads to the following result, that relates normalisation in the rewrite theory
R and evaluation in the p-calculus:

Theorem 2. For every term t in R, T(NF(t)) = 7(¢).

Proof. The proof is by induction on the structure of the term ¢ and Proposition 1.
Let us detail the proof for a term ¢ written add(ty, m1). We have:
T(NF(add(tg, m1))) = T1(NF(ty)), 7(m1) by Proposition 2
= 1(to), 7(my) by induction
= 7(add(tg, m1)) by definition of 7
O

Thus, we have defined objects whose attributes have read/write values and
whose method accesses can be changed during evaluation thanks to kill and
add. During an execution step, methods can be revealed or hidden by modifying
the accesses for each object.



5 Compilation in ELAN

In order now to execute programs written in this object extension of ELAN, we
adopt the following method: object modules are translated automatically into
ELAN modules that can be executed by the ELAN interpreter or compiler. In
other words, object-oriented programs are compiled into ELAN code.

For instance, let us consider the program given for the class Point:

class Point
attributes X:int = 0
End

This program is compiled into the PointClass ELAN module given in Fig. 1.

module PointClass

import global DefClass[Point] SortAttDecl[int]
GetAtt[Point,X,GetX,int]
SetAtt[Point,X,SetX,int]
ClassInit[Point,PointClass];
end

rules for Point

o : Point;
global
[1 PointClass => [X(0) , GetX , SetX , new] end
[1 o.new => [X(0) , GetX , SetX] end
end
end

Fig. 1. ELAN module for the class Point

The compiled program takes advantage of the modularity and parameteri-
sation features of ELAN. The ELAN module PointClass is composed of impor-
tations of parameterised modules and rule declarations. Indeed, several generic
modules have been defined in ELAN which just have to be parameterised with
the appropriate data in order to generate the good sorts, operators and rules. In
this example, some of these modules are introduced:

— The module DefClass defines or imports the basic operator definitions for
constructing an object of sort Point. This sort is given as parameter.

— The module SortAttDecl is a generic module which makes the appropriate
declarations in order to define that an attribute can take its values in this
sort.

— The generic module GetAtt (resp. SetAtt) declares operators and rules used
for getting (resp. setting) the value of an attribute. The parameters are the



name of the class, the name of the attribute, the name of the method and
the sort of the attribute values. Here is the generic module GetAtt with pa-
rameters Class, Att, GetAtt and SortAtt:

module GetAtt[Class,Att,GetAtt,SortAtt]

import global DefClass[Class] AttributeDecl[Att]
SortAttDecl[SortAtt]; end

operators global

GetAtt : MName;

Q@.Att : (Class) SortAtt;

GetAtt (@) : (Class) SortAtt;
end

rules for SortAtt
LM : Methods;

v : SortAtt;
global
[1 [GetAtt,LM].Att => GetAtt([GetAtt,LM]) end
[1 GetAtt([Att(V),LM]) => V end
end
end

This module produces the corresponding importations and operator or rule
declarations that are instantiated with the values given for each parameter.

— The last generic module is ClassInit declares the operators needed to ini-
tialise an object of a class by the method new.

Among the two rules of the module PointClass, the first one creates the
class Point as a new object [X(0) , GetX , SetX , new] and the second one
generates a new object of this class [X(0) , GetX , SetX].

The originality of this compilation process is that it is written itself as an
ELAN program. In a more general way, this shows how to use ELAN to produce
from a program given in the syntax of a language we want to prototype, an
ELAN program that can be interpreted and compiled.

The transformation is defined by five steps whose fourth first ones are entire-
ly written in ELAN. The transformation uses unlabelled rules, no user-defined
strategy, and from an initial term which matches the input program, it produces
a new program in ELAN syntax. This transformation always gives one and only
one result, provided that the input program follows the syntax that specifies the
language to prototype. The five steps of the transformation are represented in
Fig. 2.

The first step consists of reading the input syntax and an input program writ-
ten in this syntax. The ELAN parser checks that the input program is well-formed
with respect to the input syntax and produces a well-typed term representing
the input program. In order to manipulate and transform this term, a specific
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structure is designed, giving an internal representation of the input program.
The second step of the transformation produces this internal representation. A
third step consists of rewriting this presentation of the input program into an
internal representation of an ELAN module, according to a pseudo ELAN syntax
and to produce, in a fourth step, a corresponding file. The last step just corrects
syntax approximations and generates a readable file which can be parsed by the
ELAN parser. This transformation is entirely written in ELAN from the first step
to the fourth one.

This general transformation scheme is here adapted to the transformation of
object module into ELAN modules. More generally, this scheme can be adapted
and has been tested for other program transformations and language transla-
tions [DK0Oa).

For performing this compilation in ELAN, an operator Transformation is
defined, which takes as unique argument the name of the file to be transformed,
and which returns true if the transformation succeeds. The rule defining this
operator is the top level of the compilation process and is expressed as follows:

[1 Transformation(file) => true

where Terml := () GetTermFromSpecif(file)
where Term2 := () InternalRepOfSpecif(Terml)
where Term3 := () FromInternalRepToNewModules(Term2)

where Module := () CreateNewModule(Term3)

The rule introduces intermediate results Terml, Term2, Term3 and Module
corresponding to the respective results of each step of the transformation. Let



us now describe more precisely how these four first steps are written in ELAN.
Each step is illustrated with the class Point example.

Reading the input program

In order to read and parse the specification given in the input program, an
operator GetTermFromSpecif () is defined in ELAN. It uses an ELAN module in
which the syntax of the program given as input is defined. A part of this ELAN
file where the syntax of an object module is expressed is presented below:

operators global
// General Syntax of a class
class @ @ @ @ @ End : (identifier Inherits Imports

Attributes Methods) Class;

// Inheritance definition
from @ : (identifier) Inherits;

// Importation definition
imports @ End : (SortNameList) Imports;

// Attributes declaration

attr @ : (AttributeDeclarelList) Attributes;

Q : (AttributeDeclare) AttributeDeclareList;

Q Q@ : (AttributeDeclare AttributeDeclarelist) AttributeDeclarelList;
@ ’:” @ =@ : (AttributeName SortName InitValue) AttributeDeclare;

end

The result Term1 of this first transformation of the input module class Point
is:

class Point imports int; attr X : int = 0 End

Internal representation of the input term

In order to get a more structured form and to give a better access to the differ-
ent components of the program, an internal representation is defined, which cor-
responds to the second step of the transformation. The InternalRep0fSpecif ()
operator produces from Terml, the second result Term2. This internal represen-
tation takes advantage from data structures predefined in ELAN, namely lists,
pairs and n-tuples. Here, Term2 is:

[Point ,none,int.nil, [X,int,0] .nil] .nil



Transformation of the internal representation

The step corresponding to the FromInternalRepToNewModules() operator
transforms the internal representation of an object module into the correspond-
ing internal representation of an ELAN module. The result obtained in Term3 is
already very close to the ELAN syntax:

module Point

import global SortAttDecl[int] AttributeGet[Point,X,Get X,int]
AttributeModif [Point,X,Set X,int] int none
DEFClass[Point] ClassInit[Point,Point Class];End

Rules for Point

LM:Methods;o:Point;

global

[JPoint Class=>[X(0),Get X,Set X,new]End
[Inew(0)=>[X(0) ,Get X,Set X]End

End

End.nil

Generation of a new module

The last step of the compilation is realised with the CreateModule () operator
which takes the internal representation of the ELAN module as argument and
produces the corresponding file for the set of modules. From the previous Term3,
which is a list of terms representing modules, several modules are generated, one
for each class. In the case of our example, the generated module contains the
first (and unique) element of the previous list of modules.

Once these files are built, the last step uses a shell script with sed commands
to produce a more readable output program and to transform a few reserved key-
words that ELAN cannot produce itself. The new module corresponding to the
Point example is the module given in Fig. 1.

Focus on the transformation of the internal representation

To better understand how this compilation is performed, let us look at the
rule which is at the top level of the transformation from the internal representa-
tion of the object module into the internal representation of an ELAN module,
which is the more complex step of the compilation.

This is a rule that builds a term (M) representing a module with its various
components: its name (MN), a set of importations (MI), a set of operators decla-
rations (MO), and rules definitions (MR). The name of the module is directly ob-
tained as the first item of the structure T. The definition of importations is done
by the GetELANImports operator dedicated to global importations of modules.
New operators and rules are obtained respectively by the GetELANOperators
and the GetELANRules operators. The result term M of the rule is built from
these subterms MN, MI, MO and MR.



[1 NewClassModules(T) => M.nil
where MN := () 1-th(T)
where MI := () import global GetELANImports(T); End
where MO := () GetELANOperators(T)
where MR := () GetELANRules(T)
where M := () module MN MI MO MR End end

6 Rules and strategies on objects

As already done with constraints in [DKOOb|, rules and strategies to express
control are now extended to objects. This provides the adequate framework to
describe a data base of objects and their dynamic evolution using rules and
strategies. The data base of objects is a multiset of objects representing the
current state of the system. To take into account this concept in the p-calculus,
as well as in the algebraic rewrite theory, a new binary symbol { , } is intro-
duced to construct multisets of objects, and is declared as an associative and
commutative symbol.

In order to program creation, deletion or modification of objects in the data
base, rules are convenient. They allow in particular to express concurrent modi-
fications on subsets of objects and provide a natural synchronisation mechanism.

6.1 Rules on objects

Programs on objects are sets of rewrite rules on a multiset of objects. Changes
in the data base of objects are described through conditional rewrite rules of the
form:

[lab] O1...0; = O;...0,, [if t| where []*

where Oy, ...,0,01,...,0., are objects, t is a boolean term called condition,
[ a local assignment useful to define auxiliary variables. This rule can have the
label [lab], or no label which is denoted [].

Rules are applied to the data base by a rewrite engine that looks for candi-
dates in the set of rules. A rule is candidate if its left-hand side matches a subset
of structured objects in the data base of objects. An object O; in the left-hand
side of the rule has one of the following forms:

O; : ClassName; :: [Atty(Valuey) , ..., Att,(Value,)]
O; : ClassName;

The first form corresponds to look in the working memory for an object of
class Class N ame; whose attributes Atty, ..., Att, have the corresponding values
Values, ..., Value,. The order of attributes is irrelevant and some attributes of
the objects can be omitted. The second form corresponds to look for any object
of class ClassName in the working memory. Once an object is selected, it is
associated to a name O; which denotes this object during the rule application.

Application of this rule succeeds only if the tests if ¢ succeed (i.e. is evaluated
into true) and if the local assignments where [ do not fail.



The data base of objects is then updated, either by modifying instantiated
objects occurring in the left-hand side according to their instances in the right-
hand side: these objects are called modified objects; or by adding instances of
new objects occurring in the right-hand side but not in the left-hand side: these
are new objects; or by deleting objects occurring in the left-hand side but not
in the right-hand side: we call them deleted objects; finally some objects may
appear both in left-hand side and right-hand side without being modified by the
rule: these are context objects, which are just checked for being present in the
data base. Persistent objects are those objects of the data base that do not occur
in the rules.

Methods that are defined in classes can be applied to any object of the data
base. In practice, methods are mainly used on modified and new objects because
applying methods on context and deleted objects is useless. A few standard
notations in object oriented languages are now introduced to be used in the
right-hand side, the tests and the local assignments of these rules.

— In order to get the value associated to an attribute X of an object 0, instead
of writing it GetX(0), it is written 0.X.

— In order to modify the value of an attribute X of an object 0 into the new value
V, instead of SetX(0,V), it is written 0(X<-V). When several modifications
are performed on the same object, instead of calling SetX1(0,V1), then
SetX2(0,V2) and so on, it is simplified into 0(X1<-V1,...,Xn<-Vn).

— In order to apply any method m on an object 0, the standard notation 0.m
is used for any method call. The parameters are given in the same way.

6.2 Translation of rules on objects in ELAN

The rules defined on objects have to be slightly transformed to get ELAN rules.
In particular, unspecified arguments of associative and commutative operators
have to be captured by adding new variables in the rewrite rules. This is au-
tomatically done in the ELAN interpreter and compiler when the top operator
of the left-hand side of a rule is an associative and commutative operator. A
new variable (denoted Z) is added as an additional argument of the top op-
erator { ,..., }. Concerning the list of attributes, this is performed by the
translation. To capture unspecified (attribute, value) pairs for each object, new
variables At; are introduced for each list of attributes in both sides of rewrite
rules.
The rule

[lab] O1...0, = Of...0,, [if t| where I]*

is automatically transformed into the schema of ELAN rule given in Fig. 3.

In this translation, all objects in the left-hand side of the original rule are of
the form O; : Class; or O; : Class; :: [a1(v1) , ... , an;(vn;) , At;] and renamed
using local variables O; (line 2). The lines corresponding to the if and where
statements are reproduced. The objects in the right-hand side are divided into
three sets:



Vars
O; : ClassName;;
X! : ClassName;;
Aty, ..., Aty : AttributeList;
1[Lab] {[al(m) y ey ani(vni) , Ati]}i:[l _____ k] = Xé X;n X;z
2 where O; := ()[a;(vj) , ..., an;(vn;) , Atj]
% for the k objects of the original rule
3 [if t| where []*
4 where X; := () Ocep,....k]
% for each context object

5 where X, := () Ojeq,...x1[{ar < vibien,..., ;1]
% for each modified object
6 where X, := () ClassName,.new

% for each created object

Fig. 3. Translation of an object rule.

— context objects that are in the left-hand side and not changed. They are
denoted using variables X (line 4).

— modified objects from the left-hand side that are changed by the rule; they
are denoted by variables X/ (line 5). Each attribute is modified according
to the value given in the initial rule.

— new objects that are created by the rule and denoted by new variables X/,
(line 6).

6.3 An example

In order to illustrate now the extended language, let us consider a program de-
signing the control of elevators in a building with multiple elevators. To formalise
this multi-elevator controller, we define two classes: a class MLift for elevators
and a class Call for the controller.

The class Call

This class describes the central memory for the multi-elevator controller.
When people enter the elevator, they select floors where they want to go out.
This is formalised by an attribute LCall composed of a list of pairs: the first
element is the currently processed floor, and the second one is the list of waiting
floors that have to be served to unload people.

To distinguish calls that are processed from those that are waiting, a second
attribute AssignedCall is composed of calls that have been assigned to an ele-
vator.



The class MLift

This class describes elevators. Each elevator is an object of this class.

Each elevator is characterised by its current floor (this is the attribute CF);
its state: is it going up?, down?, or is it waiting for a call? (this is the attribute
State); the list of floors where it has to stop (the attribute LStop).

The sort describing the state of an elevator is called LiftState. Terms of
this sort are defined with two operators: a constant Wait of sort LiftState and
an operator Move (_) which takes a term of sort Direction as argument (Up and
Down are of sort Direction) and returns an element of sort LiftState.

We have also three other attributes:

— Zone indicates the zone where this elevator is. This attribute is useful if we
want to guarantee that when dividing the floors into a number of zones equal
to the number of elevators, each zone does not have more than two elevators
working at any moment.

— F (standing for Flag) whose value is either 0 or 1 indicates that an elevator
is working (F to 1) or waiting (F to 0).

— I, standing for Interruption, is an integer which can take values in {0,1} and
if I= 0, then, the elevator is available; if I= 1, then, the elevator is out of
service.

The rules

Rules defining the main actions on elevators are now described.

The two main rules are the rule Up and the rule Down. An elevator going
upwards or downwards can continue if the current floor is not a floor occurring
in its list of stops or in the list of calls. If the elevator can continue, the current
floor and the zone are updated. A condition for applying these rules is that the
value of the flag is 0; this value is updated to 1 after application.

[Up] 01:MLift::[State(Move(Up)) , F(0) , I(0)]
02:LCall
=>
01(CF<-01.CF+1,Zone<-NewZone (01.CF+1) ,F<-1)
02
if not(in(01.CF,01.Stop))
if not(in(01.CF,02.LCall))

[Down] 01:MLift::[State(Move(Down)) , F(0) , I(0)]
02:LCall
=>
01(CF<-01.CF-1,Zone<-NewZone (01.CF-1) ,F<-1)
02
if not(in(01.CF,01.Stop))
if not(in(01.CF,02.LCall))

Each elevator can change its moving direction in two cases: either it has
reached the top level (or the bottom level), or its current floor is greater (resp.



lower) than the maximum (resp. the minimum) level where it has to stop. This
is represented by these two rules ChangeToDown and ChangeToUp:

[ChangeToDown]
01:MLift:: [State(Move(Up)) , F(0) , I(0)]
=>
01(State<-Move (Down) ,F<-1)
if 01.CF > Max(01.LStop) or 01.CF == MaxLevel

[ChangeToUp]
01:MLift::[State(Move(Down)) , F(0) , I(0)]
=>
01(State<-Move (Up) ,F<-1)
if 01.CF < Min(01.LStop) or 01.CF == MinLevel

Each elevator has to stop for different reasons. An elevator stops when its
current floor is in its list of requested stops (rule OpenDoorsStop) or when it is
in the list of calls (rule OpenDoorsCall). These rules can be applied in the two
moving directions; this corresponds to the variable S for the attribute State.

If the rule OpenDoorsStopis applied, the current floor is removed from the list
of stops. If the rule OpenDoorsCall is applied, the current floor is also removed
from the list of calls and then, the new stops requested by people entering the
elevator are added to the list of stops.

[OpenDoorsStop]
01:MLift:: [State(Move(S)) , F(0) , I(0)]
=>

01(LStop<-removeStop(01.LStop,01.CF) ,F<-1)
if in(01.CF,01.LStop)

[OpenDoorsCall]
01:MLift::[State(Move(S)) , F(0) , I(0)]
02:Call
=>

01(LStop<—addLStop(01.LStop,02.LCall,01.CF),F<—1)
02(LCall<-removeCall(02.LCall,01.CF))
if in(01.CF,02.LCall)

If the current floor of an elevator is in the list of calls and in the list of stops,
instead of applying consecutively the two previous rules, we just apply one rule
labelled OpenDoorsStopAndCall.

[OpenDoorsStopAndCalll
01:MLift::[State(Move(S)) , F(0) , I(0)]
02:Call
=
01 (LStop<-addLStop (removeStop(01.LStop,01.CF),02.LCall,01.CF) ,F<-1)
02(LCall<-removeCall(02.LCall,01.CF))
if in(01.CF,01.LStop)
if in(01.CF,02.LCall)



A feature of this multi-elevator controller is that priority is given to a call,
and once it has been served, other requested stops are served.

A call is assigned to an elevator whose State value is Wait. This is done by
the rule AssignACall. When an elevator can be selected (i.e. there is at least a
floor calling an elevator), we compute which floor is selected (this is the nearest
one and we call it NextFloor) by the function ChooseNextFloor. Then, we
update the two objects by removing NextFloor from the list of calls, by adding
it to the list of assigned calls in the central memory and to the list of stops and
by choosing the good direction to reach it for the selected elevator.

[AssignACall]

01:Call

D2:MLift::[State(Wait) , F(0) , I(0)]
=>

01(AssignedCall<-AddAssignedCall(01.AssignedCall,01.LCall,NextFloor),
LCall<-removeCall(01.LCall,NextFloor))

02L (Stop<-NextFloor.nil,F<-1,State<-Move (ChooseDir (02.CF,NextFloor)))

if not(EqualNil(01.LCall))

where NextFloor := () ChooseNextFloor(02.CF,01.LCall)

When the elevator reaches a floor, we test if this floor is assigned to it, we
apply the rule OpenDoorsAssignedCall, that updates the list of stops and the
list of assigned calls.

[OpenDoorsAssignedCalll
01:MLift::[State(Move(S)) , F(0) , I(0)]
02:Call
=>
01(LStop<-addLStop(removeStop(01.LStop,01.CF),02.AssignedCall,01.CF),F<-1)
02(AssignedCall<-removeCall(02.AssignedCall,01.CF))
if in(01.CF,02.AssignedCall)

A condition to assign a call to an elevator is that at least one elevator must
have the attribute State to Wait. This is possible only when its list of stops is
empty as shown in the rule Wait:

[Wait] O01:MLift::[State(Move(S)) , F(0) , I(0)]
=>
01(State<-Wait)
if EqualNil(01.LStop)

6.4 Strategies

In general, the application of a rule on the data base of objects may return
several results, for instance when several objects or multisets of objects match
its left-hand side. This introduces some non-determinism and the need to control
rule application. This is why the concept of strategy is introduced. Strategies
are used to control the application of rules on objects: strategies provide the



capability to define a sequential application of rules; to make choices between
several rules that can be applied; to iterate rules; etc.

For the previous example, we define a few strategies to guide the application
of the rules on the data base of objects.

The first one is ONELIFT which tries to assign a call to a waiting lift; then, it
tries to open the doors of the elevator at current floor if, 1- the floor corresponds
to an assigned call, 2- it corresponds to a stop and a call, 3- it corresponds
only to a call or 4- only to a stop. If the current floor is not a floor where a
stop is required, it looks if the direction of the elevator has to be changed and,
otherwise, it continues to go upwards or downwards.

[0 ONELIFT => first( AssignACall ,
OpenDoorsAssignedall ,
OpenDoorsStopAndCall ,
OpenDoorsCall ,
OpenDoorsStop ,
ChangeSenseToDown ,
ChangeSenseToUp ,
Up ,
Down)

end

This strategy is applied as long as there is an elevator whose flag is not set
at 1. To work on a set of elevators, we define the strategy ONCEALLLIFTS:

[ ONCEALLLIFTS => repeat*(Wait) ;
repeat* (ONELIFT) ;
repeat#* (RemoveFlag)

end

where the rule RemoveFlag updates all flags F from the value 1 to 0. To go
from an initial situation to a situation where all floors are served and where
nobody is waiting in an elevator to go out, we define the MAIN strategy that
repeats the rule Main until the data base of elevators does not change.

[1 MAIN => first one (repeat*(Main))
end

where the labelled rule Main is defined as:

[Main] ST => ST1
where ST1 := (ONCEALLLIFTS) ST
if ST1 != ST

Let us consider an initial situation described as:

0(1) :MLift:: [CF(2) , State(Wait) , LStop(nil) , Zone(0) , F(0) , I(0)]
0(2):MLift::[CF(11) , State(Wait) , LStop(nil) , Zone(1) , F(0) , I(0)]
0(3) :MLift:: [CF(14) , State(Wait) , LStop(nil) , Zome(1) , F(0) , I(0)]
0(4):Call::[AssignedCall(nil) , LCall([3,2.6.nil].[9,1.7.nil].
[17,8.23.ni1].[24,6.8.15.19.ni1] .nil)]



Let us assume that the ground floor is floor 0 and the top level is the level
25. In this initial situation, we have three lifts (0(1), 0(2) and 0(3). The first
one is waiting at floor 2, the second at floor 11 and the last one at level 14.
Four levels are calling an elevator: the 3rd, 9th, 17th and 24th ones. When an
elevator will serve the 3rd floor, then, it will have to stop at floors 2 and 6. For
the 9th, 17th and 24th floors, the elevator serving it will also have a list of stops
to manage.

If we apply the MAIN strategy to this initial term, we have the following
execution:

’Main:state’ :

0(1):MLift::[F(0) , LStop(3.nil) , State(Move(Up)) , CF(2) , Zone(0)]

0(2) :MLift::[F(0) , Zone(1) , CF(11) , State(Move(Down)) , LStop(9.nil)]

0(3) :MLift::[F(0) , Zone(1) , CF(14) , State(Move(Up)) , LStop(17.nil)]

0(4):Call:: [AssignedCall([3,2.6.ni1].[9,1.7.ni1].[17,8.23.nil1].nil) ,
LCall([24,6.8.15.19.ni1].nil)]

’Main:state’ :

0(1):MLift::[F(0) , LStop(3.nil) , State(Move(Up)) , CF(3) , Zone(0)]

0(2) :MLift::[F(0) , Zone(1) , CF(10) , State(Move(Down)) , LStop(9.nil)]

0(3) :MLift::[F(0) , Zone(1) , CF(15) , State(Move(Up)) , LStop(17.nil)]

0(4):Call::[AssignedCall([3,2.6.ni1].[9,1.7.ni1].[17,8.23.nil1].nil) ,
LCall([24,6.8.15.19.ni1].nil)]

’Main:state’ :

0(1) :MLift::[F(0) , LStop(2.6.nil) , State(Move(Up)) , CF(3) , Zone(0)]

0(2) :MLift::[F(0) , Zone(1) , CF(9) , State(Move(Down)) , LStop(9.nil)]

0(3) :MLift::[F(0) , Zone(1) , CF(16) , State(Move(Up)) , LStop(17.nil)]

0(4):Call::[AssignedCall([9,1.7.nil1].[17,8.23.nil].nil),
LCall([24,6.8.15.19.ni1] .nil)]

’Main:state’ :

0(1) :MLift::[F(0) , LStop(nil) , State(Move(Down)) , CF(6) , Zone(0)]
0(2) :MLift::[Zone(0) , F(0) , CF(1) , State(Wait) , LStop(nil)]

0(3) :MLift::[Zone(0) , F(0) , CF(8) , State(Wait) , LStop(nil)]
0(4):Call::[LCall(nil) , AssignedCall(nil)]

’Main:state’ :

0(1) :MLift:: [State(Wait) , LStop(nil) , CF(6) , F(0) , Zone(0)]
0(2) :MLift::[Zone(0) , F(0) , CF(1) , State(Wait) , LStop(nil)]
0(3) :MLift::[Zone(0) , F(0) , CF(8) , State(Wait) , LStop(nil)]
0(4):Call::[LCall(nil) , AssignedCall(nil)]

[ result term:

0(1) :MLift::[State(Wait) , LStop(nil) , CF(6) , F(0) , Zone(0)]
0(2):MLift::[Zone(0) , F(0) , CF(1) , State(Wait) , LStop(nil)]
0(3) :MLift::[Zone(0) , F(0) , CF(8) , State(Wait) , LStop(nil)]
0(4):Call::[LCall(nil) , AssignedCall(nil)]



During this execution, we observe the evolution of the set of elevators step
by step:

1. At 1st step, three calls are assigned (these three calls are put in the attribute
AssignedCall of object 0(4)), one to elevator 0(1) (the 3rd floor), one to
the elevator 0(3) (the 17th floor) and one to the elevator 0(2) (the 9th
floor). One call has not yet been assigned. This assignment step of calls also
selects a direction for each elevator (two go up and one down).

2. The 2nd step does not change a lot of attributes. Each elevator goes on up
or down.

3. There is a change at 3rd step because the elevator 0(1) is already at floor 3
where there is a call. So, the list of assigned calls removes this one and the
list of stops of 0(1) is updated.

4. This process continues for a few steps...

5. The last but one step has no more call. Two elevators are waiting (0(3) and
0(2)) and the 0(1) elevator is going down at floor 6 without any floor to
serve.

6. The last step makes 0(1) waiting at floor 6.

7. This step cannot be reduced anymore, this is the result term.

7 Conclusion

Related work on object oriented programming based on rewriting logic is pre-
sented in [CDE*00,DMT00]. The OMaude system is based on object-oriented
modules specifying distributed object systems in which the top structure of the
distributed state is an associative and commutative multiset of objects and mes-
sages.

Mixing objects, rules and strategies in a same language gives rise to an in-
creased expressive power. The prototype of language presented in this paper
confirms this idea. But when writing programs, two main questions are efficien-
cy and safety.

Our first experiment obtained by translating the object level into ELAN was
a good approach to explore the power of the framework and to understand its
semantics in rewriting logic. In order to get an efficient programming language,
one needs to go further. A first approach is to translate object programs into
an internal term structure directly executable by the ELAN compiler, avoiding
in this way to produce new ELAN modules. A second approach is to solve the
question of efficiency by the design of a new compiler integrating the concept of
objects. Those two options are currently explored.

Our example of the multi-elevator controller suggests that interesting proper-
ties of the controller should be provable: for instance, one can always reach a state
where the lists of calls and stops are empty; or there is no blocking situation. Be-
ing backed upon a simple logic like rewriting is a main advantage for proving such
properties and designing safe applications. Several works have already been done
on Production Rule Systems to verify such systems and to prove their confluence
or termination. Let us mention here the COVADIS system [Rou88] designed to



prove the consistency of knowledge-based systems. PREPARE [ZN94] is also a
system able to detect potential errors of rule-based systems. In [SS95], Schmolze
and Snyder have also defined a tool based on the Knuth-Bendix Completion
[KB70] to test the confluence of Production Rules Systems. In order to prove
termination of constraint solver implemented in CHR, Frithwirth has adapted
technics usually used in rule-based systems [Frii00]. However a challenging ques-
tion is now to extend these proof techniques to take into account strategies.
Indeed a set of rules may be non confluent or non terminating in general but
confluent and terminating under a given strategy.
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