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Light multiset path ordering and PTIME
Two is better than one

J.Y. Marion*
March 29, 1999

Abstract

We consider term rewriting systems as a general setting for study-
ing algorithms. We construct a termination ordering, called light mul-
tiset path ordering (LMPO), which is a restriction of the multiset path
ordering. We establish that the class of programs on words which is
terminating by LMPO, characterises exactly the functions computable
in polynomial time.

1 Introduction

The main issue is to express the computational complexity of a program
defined by a term rewriting system from its termination proof. We consider
here ways of specifying the computational complexity of algorithms which is
an intentional property. The traditional meta-theory of program reasoning
deals with the verification of extensional properties. The study of inten-
tional properties of programs turns out to be much more challenging. For
example, the class of all algorithms running, say, in polynomial time is not
recursively enumerable with respect to an enumeration of partial recursive
algorithms. But, imposing an intentional property on program constructions
is a relevant question which is considered for example in Nuprl development
as explained in [5, 2]. One might wonder how relevant is a program whose
proof termination is certified but runs in doubly exponential time.

We construct an ordering based on multiset path orderings (MPO) in-
troduced in [6], that we call light multiset path ordering (LMPO). We shall
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demonstrate a LMPO-program which is terminating by LMPO, is com-
putable in polynomial time. Inversely, each polynomial time functions, i.e.
in PTIME, are represented by a LMP O-program. For this, we exploit tradi-
tional methods from termination proofs, and we incorporate ideas involved
in predicative analysis of recursive definitions which can be found in the
works of [16, 1, 14]. However, we are straying out of those minimal char-
acterisations of PTIME, which mainly concern functions. In contrast, we
shall investigate a syntactic characterisation of algorithms, by looking for
a class which would capture “most of the good algorithms”. As already
explained, the definition of “good algorithms” is beyond the scope of this
paper. Nevertheless, we can point out some significant algorithms in our
characterisation. For example, we capture algorithms which have an expo-
nential recursive definition, but for which a dynamic programming method
reduces the complexity to polynomial time.

Related works are [3, 15]. There, rewriting systems admitting a poly-
nomial interpretation termination proofs are considered. It is established
that computational complexity of a program is given by the constructor in-
terpretation involved in the termination proof. Caseiro, in the unpublished
work [4], also attempts to provide syntactic criteria to control the time com-
plexity of a program.

This paper is organised as follows. Section 2 defines functions computed
by rewrite systems and multiset path orderings. The construction of light
multiset path orderings is given in Section 3. The main result is presented
in Theorem 3. The proof is established by Theorem 4 and 5. The proof of
Theorem 5 is first outlined. We give the details of the proof, which is a bit
tedious, in Appendices.

2 Programming with rewriting systems

2.1 Programs and functions over words

We shall concentrate over programs computed by a term rewriting system
over words. The set of terms built up from a signature S and from a set of
variables V is T(S,V). A program, is defined by a quadruplet (—, W, F, f)
thus. The set of data of the program is the term algebra (W) where symbols
in W are called constructors. We shall always assume that W contains, at
least, a O-ary constructor, i.e. a constant, and all other constructors are
unary, i.e. successors. For example, binary words will be represented by
terms built up from {e, sp,s1} where € is a constant denoting the empty
words, and sg,s1 are two successors. [F is the set of function symbols of fixed



arity ar(f). So, the full signature is S = W UF. Rewrite rules are given
by the binary relation —. Each rewrite rule is of the form g(¢1,--- ,t,) —
s where g € F and the ¢;’s and s are terms of T(W U F,V). Moreover,
FV(g(t1,--- ,tn)) C FV(s) where FV(s) is the set of variables in s. The
function symbol f € F is the main function symbol.

We define u = v to say that the term v is obtained from u by applying a
rewrite rule. The relation = (=) denotes the transitive (reflexive-transitive)

closure of =. We write s=>¢ to mean that s2>¢ and ¢ is in normal form.

Say that a program is confluent if the relation — is confluent. To give
a semantic to programs, we just consider, as meaningful, the normal forms
which are in the data set T(W).

Definition 1. A confluent program (—, W, F, f), where ar(f) = n, com-
putes the function {f} : T(W)™ — T(W) which is defined as follows. For
all uy, -+ ,up, € T(W), {fHu1, -+ ,un) = v if f(ug,- - ,un)$v, otherwise
{fH(u1,--- ,up) is undefined.

A program is terminating if there is no infinite derivation, that is there
is no infinite sequence of terms such that ¢t) = ¢; = 3 = -+ One might
consult [7] for a survey about rewriting termination, and [8] about general
references on rewriting.

2.2 Multiset Path Ordering

In this section we briefly describe Multiset Path Orderings (MPO) intro-
duced by N. Dershowitz [6]. First of all, a multiset M of terms of T(S) is a
finite mapping M : T(S) — N which associates to each term ¢ the number
M (t) of terms ¢ in M. Suppose that T(S) is ordered by <. Following [9],
this ordering < induces an ordering <™ on term multisets.

Definition 2. M<™N iff M # N and if there is s € T(S) such that
M (s) > N(s) then there is t € T(S) such that s<t and M(t) < N(t).

Take as the subterm ordering <. Then we have {s(z), z, z}<a™ % {s(z), s(z)},
for example.

We shall always consider an equivalence relation ~ on symbols of S
which respects symbol arities, that is if f~g, then we have ar(f) = ar(g).
A permutative congruence is an extension of & to terms of S defined by
[t stn)=g(s1,- -+, sp) if frg and t;=s,(;) for some permutation 7 over
{1,--- ,n}. Define the pre-order <g by <sU= where <g is a strict order on
S. We shall say that (<g) =g is a (resp. strict) precedence on S.



Definition 3. Let <g be a precedence on the signature S. The multiset
path ordering <5, is defined recursively by

1. If Sjmpoti then 3‘<mpof(' o ’tia Tt )

2. If g < f and for all i < m, $;<mpof(t1,+ ,tn),
then g(s1,--+ , 8m)<mpof(t1, - ,tn)-

3. I g f and if {s1, -+ , sp}<mmtid{ts, -+, tn},
then g(sla"' 73n)'<mpof(tla"' ,tn)'

where <0 = <mpo UR.

A confluent program (—, W, T, f) is terminating by MPO if there is a
precedence =g on S = W U F such that for each ground substitution ¢ and
each rule | — r, we have ro<pp,lo. Hofbauer has shown in [10] that

Theorem 1. Functions computed by confluent programs which are termi-
nating by MPO, are exactly the primitive recursive functions.

3 Light multiset path ordering

We shall now describe a restriction of MPO that we call Light multiset path
ordering (LMPO)!. We shall all along make a clear distinction between
function symbols of F and constructors of W. In particular, we shall always
assume that there is a strict precedence <y on F. On the contrary, con-
structors of W will be incomparable and that the only equivalence relation
W will be the syntactic equality.

3.1 Valence and congruence.

We define the valence of a function symbol f of arity n as a mapping v(f) :
{1,---,n} — {0,1}. The valence of a signature F is given by the valence
of each function symbol in F. Valences will give the ability of combining
two kind of orderings to prove the termination of a program. Valences are
somehow related to Kamin and Levy [12] notion of functionals on orders.
Indeed, a functional on orderings can be defined as a status function on
F which indicates how to compare terms, either in a lexicographic or in a
multiset way.

Above all, the notion of valences resembles to the tiering of data which
was introduced by Leivant in [13, 14]. But data tiering discipline enforces

!The terminology ’Light’ is taken from the Light Linear Logic of J-Y Girard



that the type of terms are also tiered. Actually, function valences are much
more like normal and safe position arguments as it is presented by Bellantoni
and Cook in [1]. Function valences generalise this concept to functions
defined by means of equations. For easier readability, we use a notational
convention similar to that of [1], and write f(z1, -+ ,Zn;¥Y1, - ,Ym), With
a semi-colon separating two lists of arguments, to indicate that v(f,7) =1
fori e {1,--- ,n}, and v(f,n+j) =0for j € {1,--- ,m}.

Notice that we shall consider throughout valences on function symbols
of F, but we shall never assign valences to constructors of W. Constructors
of W will be always treated on their own.

Let = be an equivalence relation on F. A permutative congruence =,
on the set of terms T(W UF), which respects the valence v, is a permutative
congruence based on the extension of &~ which satisfies:

1. c(t)=pc(t') if c € W and trt'.

2. f(t1, -+ stn)=09(s1,- - ,sp) if there is a permutation 7 such that f, g
are in F and f=g, t;~os ;) and v(f,i) = v(g,n(i)), for some permu-
tation .

Ezample 1. Take W = {sy, s1, €} as constructor set. Suppose that F = {f}
where ar(f) = 4. Define v by v(f,1) = v(f,2) = 1 and v(f,3) = v(f,4) = 0.
We have SO(f(a7 b; G, d))zOSO(f(ba a; da C)) But SO(f(a'a b; Gy d))%OSO(f(ba d; a, C))
because v(f,1) # v(f,3).

Let < be a strict precedence on IF and = be an equivalence relation
which respects v on F. Then, we say that the pre-order <p defined by
<r U & is a precedence which respects the valence v on F. Wlog, we shall
always that <p is total on F.

3.2 A restricted embedding relation.

Say that a term of T(W U F) is of valence 1 if each function symbol of F
which occurs in it has a valence function which satisfied v(f,7) = 1 for all
i < ar(f). Define the permutative congruence ~; as the restriction of ~ to
term of valence 1.

Definition 4. Let W be a set of constructors. For any precedence <r which
respects the valence v on I, the embedding relation <; on terms of T(WUTF)
is recursively defined as follows:

1. If (s=4t) and if ¢ € W, then s<;c(t).



2. If ce W and s=<1f(t1, -+ ,tm), then c(s)<1f(t1, - ,tm).
3. If (s=1t;) and if v(f,4) =1 then s<1f(--- ,t;,---).

4. If (9<rf) and if for all i < mn, s;<1f(t1,--- ,tm) and v(g,7) =1,
then 9(31,"‘ asn)'<1f(tla"' atm)'

where <1 = <1 U=, and f € F.
Ezamples 2.

1. Two distinct terms of T(W) are incomparable by <, but if s is a
subterm of ¢, and if both s and ¢ are in T(W), then s<t. Hence,
{a,c(b)}<T"{c(a), c(b)} where c € W.

2. mult(a,a;)<1cube(a;) if mult<pcube.

An important observation is that if ¢<;f(a) then f does not occur in
the term ¢. Notice also that the subterm relation on terms of valence 1 is
embedded in <j.

3.3 Light multiset path ordering

Definition 5. Let W be a set of constructors. Let <r be a precedence which
respects the valence v on F. The Light multiset path ordering (LMPO) <q
on terms of T(W UT) is recursively defined as follows:

1. If s=<ot and if ¢ € W, then s<qc(t).
2. If s <k t; and if v(f,i) = k then s<of(--- ,t;,---), for k=0, 1.
3. If c e W and s<¢f(t1, -+ ,tm), then c(s)<of(t1, -+ ,tm)-

4. If g<rf and for all i < n, if v(g,i) = 1 and s;<1f(t1, -+ ,tm) or if
I/(g,’&) =0 and Si'<0f(t17 Ut atm)a then 9(317 Ut asn)'<0f(t1a e atm)

5. Suppose v(f,i) = 1 for some 3.
If g~f and if {s; : v(g,%) = 1}=<pultife o p(f,4) = 1}
and {s; : v(g,i) = 0}=Puilt, = v(f,i) =0}
then 9(31, o asn)'<0f(tla o atn)'
where <¢g = <o U =, and f,g € F.

Ezamples 3.



1. Put N = {0, s}. We have s(s(d(z;))<od(s(x);). But d(exp(z;);)Aoexp(s(x);)
because even if d<pexp, exp(z;)A1exp(s(z);). This examples illus-
trates the fact that the exponential function, as defined by the rules
below, is not ordered by <. (But d is ordered.)

d(0;) =0
d(s(z);) — s(s(d(;)))
exp(0;) — s(0)
exp(s(z);) — d(exp(z;);)

2. Two distinct terms of T(W) are incomparable.

3. h(; f(a,5(b); ), f(s(a), b;)) <0 f (s(a), s(b); ) if h=<pf. _
Indeed, e.g. f(a,s(b);)=<of(s(a),s(b);) since {a, s(b) } <P {s(a), s(b)}.

It turns out that the permutative congruence induced by = is exactly
~g. The full signature of the rewriting system is S = WUTF. The distinction
between W and F is made through the precedence on S. Indeed, we could
say that S is ordered by the strict precedence <s which would be defined as
the smallest relation (i) containing <y and (ii) such that c<sf for all c € W
and f € F. In other words, constructors are the least elements for <g and
are incomparable with respect to <s. Both conditions are crucial.

Actually, <1 C <. Moreover, for every term s and ¢t of T(WUTF), if s<t
holds then we have, by forgetting symbol valences, s<;pot, Where <y, is
the ordering induced by <g. As a consequence, if the rules of a program are
ordered by a < then the program is terminating.

3.4 Characterisation of Ptime

Definition 6. A LMPO-program is defined by a tuple (—, W, F, f, v, <p),
where (—, W, F, f) is a confluent program, v is a valence function on F, <p
is a precedence which respects v, and such that the induced ordering <
satisfies: for every ground substitution ¢ and for each rule [ — r, ro<lo.

Theorem 2. Fach LMPO-program is terminating.
Ezamples 4.
1. Consider the LMPO-program (—,N = {0, s},F = {add, mult}, <p, )



where

add(0;y) —
add(s(z); s(y)) — ( (add(;9)))
mult(0,y;) —
mult(s(z),y;) —)add(y,mult( 2 Y3))

Put add<pmult. We see that add(y;mult(z,y;))<omult(s(z),y;) be-
cause y<imult(s(z),y;) and mult(z,y;)<omult(s(z),y;). It is easy
to see that add and mult denote the addition and multiplication over
numerals written in unary. Now, any polynomial is representable. For
example, z — z3 is obtained by cube(r;) — mult(mult(z,z;),z;).
Put mult<pcube. We have mult(mult(z,z;),z;)<ocube(z;) because,
as we have already seen, mult(z,z;)<1cube(z;).

. Given two strings u = uj -+ - 4y, and v = vy,--- , v, of {0,1}*, a com-
mon subsequence of length k is defined by two sequences of indices
ip < - < g and j; < --- < jg satisfying u;, = v;,. Consider the
well known problem which consists of computing the longest com-
mon subsequence of two words. A recursive algorithm has exponential
runtime, but the problem is solved in polynomial time by dynamic
programming.

The LMPO-program (—, W = {s,0, s, $1,€}, F = {max, 1cs},1cs, <p)
computes the longest common subsequence of two words from the
recursive definition of the problem. For this, words are represented
by constructor terms in J({so, s1,€}) and integers are represented in
unary by terms of T({s,0}).

max(z,y;n,0) —

max(z,y;0,m) —
max(0, s;(y); s(n), s(m)) —>max(0 y;m,m) i€{0,1}
max(si(z), y; s(n), s(m)) — max(z,y;n,m) i €{0,1}

lcs(e,e,n;) — 0
les(si(z),s:(y);) — s(les(z,y;))
les(si(z), s5(y);) — max(z,y;1es(z, s5(y); ), Les(si(z), y;)) i #J



max(u, v;n, m) returns the maximum n and m providing that n,m <
|u| 4+ |v|. Notice that the trick of using extra parameters in max comes
from the banning of the using of critical arguments, like 1cs(z, s;(y)),
as recurrence parameters. The program is ordered by <g by putting
max<plcs. In conclusion, this example shows that the class of LM PO
programs delineates a broad class of algorithms.

The computational time is measuring from the size of the input argu-
ments. The size |¢| of a term ¢ is the number of symbols in .

1] = { 1 if t is a constant or a variable
Sl +1 ift=f(t1,... ,tn)

Theorem 3. Fach LMPO-program is computable in polynomial time, and
inversely each polynomial time function is computed by a LMPO-program.

Proof. 1t is a consequence of Theorem 4 and 5. U

Theorem 4. Fach function ¢ is computable in polynomial time is repre-
sented by a LMPO-program.

Proof. We shall sketch how to represent each function of the class B, as it
was introduced in [1], by a LMPO-program. Then, the desired conclusion
will follow immediately because the class B is exactly the class of polynomial
time computable function.

The set of constructors is W = {sg, s1,0}. As already said, the positions
of normal inputs will be of valence 1, and the positions of safe inputs will
be of valence 0. For example, take the safe recursion schemas:

f(0,z;0) — g(z;0)
f(si(y),m;a) - hi(y,x;a,f(y,a:;a))

where v(f,1) = v(f,2) = 1 and v(f,3) = 0 and g, ho, h1<rf. We can
check that h;(y,z;a, f(y,z;a))<0f(si(y),z;a), because y,z<1f(si(y),z;a)
and f(y, 7;8)<o (5i(y), 7; ), becase {y, 2} <P {s;(y), 2}, for each 7,y,0 €
T(W).

So, we see that for each B function ¢ : N® x N — N, we could write a
program of LMPO such that Yuy,- - ,up,v1, - , vy € T(W), we have

T({f('u'la"' »Un; V1, " ’Um)}) = ¢(T('u’1)"" aT(un);T(Ul)v"' aT(Um))

where 7(0) = 0 and 7(s;(z)) = 2z + 4. O



Theorem 5. Let (—, W, F, f,v,<p) be a LMPO-program. For all inputs
t1, -+ tn € T(W), the computation of f(t1,--- ,tn)Z!MJ, where v € T(W), is
performed in time bounded by p(max;—1 ,(|t;|)) where p is some polynomial.

Proof. We shall design in A.3 an algorithm, by tabulation, which evaluates
LMPO programs. Jones, in its book [11], used a similar algorithm to char-
acterise PTIME by mean of a class of read-only imperative programs with
recursion is allowed.

The time bound is obtained by two arguments. First, we provide a
polynomial upper bound on the size of the normal forms involved in a
LMPO-program. This is explained in appendix A.1 and demonstrated in
appendix B. This upper-bound is not sufficient to prove the time bound.
The difficulty of designing the interpretation may be illustrated by (2) of
Example 4. Indeed the size of a term of T(W UTF) can be exponential. As a
consequence, there is no interpretation which is polynomially bounded and
also provides a termination proof. (That is such that [u] < [v] if u=<qv.)
Therefore, we must analyse terms involved in derivations and show that
the number of recursive calls is bounded by a polynomial in the size of the
arguments. This is proved in appendix A.2. O

Let us conclude with a technical remark on program evaluation. We
could obtain a similar result on any free data structures, like lists, by rep-
resenting terms, not as trees, but as directed acyclic graphs (dag). Indeed,
what we showed is that if we perform rewriting on dag then both the size
of the dag and the length of the derivation are bounded by a polynomial in
the size of the inputs.
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A Computing LMPO in PTIME

Define I, - - - ,Fy as the partition of F determined by < such that if g € I,
and f € Fyy1 then g<yf, and if f and g are in Fy, then f~g. We say that
if f is in ¥, then f is of rank q. We write #S to denote the cardinal of the
set S.

A.1 A polynomial interpretation

During the reduction of say f(t1,--- ,t,) where all ¢;’s are in T(W), the
subterms in normal forms which occur in the derivation are like intermediate
results. We shall establish that the size of those normal forms which are in
T(W), is bounded by a polynomial in the size of the argument of f. For
this, we give a number-theoretic interpretation [ ] of terms and of multisets
of terms in T(WUTF) .

Fix a constant d and define the sequence of polynomials by

Fy(X) = X¢ (1)
i (X) = FI(X) @)
where d > 3 is some constant. (F(X) means « iterations of Fj, i.e.

Fie(--- (Fe(X))---).)
The interpretation | ] is defined recursively on T(W UT) as follows:

¢ [a] = d for every 0-ary constant a of W.
e [c(t)] = [t] + d for every constructor ¢ of W.

o [fulty, -+ tn)] = Fe([ti = v(fi,1) = 1]) + maxy(s, iy=o([t:]) for every
f € F of rank k.

e [M] = thub(M) [t] for every multiset M, where lub(M) is the set
of maximal terms in M with respect to <g. Formally, lub(M) is the

smallest set including in M satisfying Vs € M, there is ¢t € lub(M)
such that s=<ot. In particular, put [0] = 3.

To illustrate this last point, take fi(a,a;) and fx(s(a),b;) where a and
b are incomparable for <y. Then, we have fi(a,a;)<ofx(s(a),b;) because
{a,a}<1{s(a),a}. Now lub({a,a}) = a and lub({s(a),b}) = {s(a),b} So
[fx(a,a;)] = Fi(la]) < [fr(s(a),b;)] = Fi([s(a)] + [b]).

12



Lemma 6. If[S] S [t] then [f( asa"')] g [f( 7t7)]
Lemma 7. For each u € T(W), we have |u| < [u].

Theorem 8. Let s and t be two terms such that |s| < d. For every substi-
tution o, if so<oto then [so] < [to].

Proof. See the proof B.3 in appendix. O

Theorem 9. Let (—, W, T, f,v,<p) be a program of LMPO. Assume that

flty,--- ,tn):!>u, where t1,--+ ,tp,u € T(W). Then |u| < p(max;—1, |t|)
for some polynomial which depends on the program.

Proof. Choose d in the interpretation [ ] such that for each rule I — r, we
have d > |r|. Since [ ] is increasing by Lemma, 6, and by applying Theorem 8,
we get [u] < [f(t1,--- ,tp)]. The definition of [] yields a polynomial p
such that [f(t1,---,t,)] < p(max;—1p [¢;]). Lastly, by Lemma 7, we obtain
lu| < p(max;=1, |ti])- O

A.2 Properties of recursive calls

We shall now show that recursive calls are always made on subterms of
arguments of the main call. This important property lies on the fact that
constructors are treated as the least symbol of signature and that they are
incomparable.

Lemma 10. Let N be a constant and let (—,F,W, f,v, <p) be a LMPO-
program. Assume that f(t1,--- ,tn,)—u where each t; is in T(W) and |t;| <
N. Each function symbol g of F such that g(s1, - ,sp) is a sub-term of u,
satisfies

1. The rank of g is less or equal to the rank of f,

2. if f and g are of the same rank and if s; is a term of T(W), then s; is
a subterm of some argument t;,

3. the cardinal of {g(s1,--- ,sn)<of(t1, -+ ,tn) : g=fand Vi,s; € T(W)}
is bounded by #Fp, - n"™ - N", where f is of rank p.

Proof. (1) We have u<qf(t1,--- ,t,). If the former inequality is justified by
say v=<ot; then v is necessarily in T(W). So the function symbol f dominates
any other function symbol which occurs in u.

Next (2), the definition of <y when f=sg yields that there is a mapping
p:{l,--+,n} = {1,--+ ,n} such that s;=0ot,q) or s;=1t,;). Because in both
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cases, the inequality is obtained by applying the first rule of the definition
of the ordering, we conclude that s; I ;).

(3) Given a mapping p as above, there are N" different n-uplets of ar-
guments which are subterms of (,(1), - ,¢,)) and [t;/ < N. Since there
are n" mapping on {1,--- ,n} and since there are #F, choices for the head
function symbols, we conclude that the cardinal these sets is bounded by
#F, x n™ x N™. O

A.3 Evaluation procedure

Proof of Theorem 5. We describe an evaluation procedure of LMPO pro-
grams. which consists of a procedure eval and a global store G called the
minimal function graph, abbreviated MFG.

The notion of MFG is taken from [11]. A MFG is a set of triples (f,t; :
-+« i ty, k) where f is a function symbol in F of arity n, ¢1 :: - -+ :: ¢, is the
list of the arguments of f, and v is in T(W) U {L}. The intended meaning
is that if v € T(W), then f(¢1,--- ,t,) has been evaluated to v. Otherwise,
if v = 1 then the value of f on ¢; :: --- :: £, is not yet known.

The inputs of eval are a term ¢ of T(W UF,V) and a substitution o.
eval(t, o) tries to return the value of to which is obtained by simply looking
at the value in G. If it fails then it returns | and updates G. G is updated
by adding new triples (g, uq :: - :: ug, L) which are necessary to carry out
the computation of to. The procedure eval is detailed in Figure 1.

We are ready to see how the evaluation procedure for LMPO programs

works. Initially, G just contains (f,t1 : --- :: t,,L). It chooses a triple
(h,s1 2 ++- it Sy, L) in G, and searches for a rewrite rule / — r which matches
h(s1,---,8m) with respect to a substitution o. Then, it runs eval(r, o).
Suppose that eval(r,o) returns v € T(W).

Then, it replaces (h,s1 -+ it Sy, L) by (h,81 = -+ 1 8y, v). This pro-
cess is repeated until (f,¢; = --- :: t,,v) appears in G. The result of the
computation of f(t1,--- ,t,) is then v.

We now analyse the time complexity of the procedure described. For this,
say that the maximal rank of function symbols is k. We partition first G into

Go, -+ ,Gi where G}, contains all triples in G whose function symbols are
of rank p, i.e. in Fp. We have Gp = {(fp,u1 = ++- it up,v) € G 1 fp € Fp}.
Next, we split G into two disjoint sets G and G,. G, contains all the
maximal call f,(u1,-+ ,u,) with respect to <g. More precisely, G;,/ and
G, are the smallest sets satisfying (f,u} = -+ 2 up,v') € G, iff there is
(fprur iz oo+ 2t up,v) € G such that f/(ul, -+ ,up)<ofp(ui, 5 un)-

(1) and (2) of Lemma 10 yields that a computation of a triple in G} was
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run by a function symbol of rank > p. So, the cardinality of G;,f is bounded
by 2 pci<k #Gi-

Theorem 9 claims that the size of normals forms involved in the com-
putation is bounded by p(max |¢;|) for some polynomial p. Henceforth, the
cardinality of G is bounded by G} - #F x n™ x p(max [t;|)" by Lemma 10(3).
Then #Gp = #Gy +#G, = (3 cick #Gi) X (1 + #F x n™ x p(max [t;|)").
It follows that the cardinal of G is bounded by a polynomial in p(max |t;|)
whose degree depends on the maximal rank k£ and on the maximal arity of
the signature. We conclude that the evaluation algorithm is running in time
bounded by a polynomial in max(|¢;|). O

B Polynomial bound on the interpretation
B.1 Properties of Fj
We study some properties on (Fj) that we shall use as lemmas, later on.
Proposition 11. Assume that d > 3, for all X > d, and all k,
1. Fp(X) = x4
Fe,(X) = FEd(X)
Fr(X) > X,
F(X) < Fpp1(X), a < d

X <Y implies F,(X) < Fx(Y),

S &

Fp(X) >d

Proof. (1) and (2) are proved by showing by induction on (k,«) that we
k
have F2(X) = X9 . O

Proposition 12. For all k, all d > 3 and all X > d, we have
1. For all a, 8 > 0, F(X) + F}(X) < F}P(X)
2. Foralla <d, F(X 4+ 1) + Fy1(X) < Fpp (X +1)
3. Foralla <d, FY(X) +d < Fp1(X).
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Proof. (1) By induction on k. Case k = 0, assume that o > 5. We have
X 4 x <2.X4 < Xty because X > d, and so < D Camh
Case k > 0,

F(X) + Ff (X)) = F*(X) + F°(X) by (2)
< Fd'(a+ﬁ) (X) by ind. hyp.
= F2P(x) by (2)

(2) Assume that v < 8, we have (X 4+ 1)” + X# < (X + 1), because
(X +1)% = (X +1)(X +1)%~1 > XP 4 (X +1)#~1. We conclude by setting
y=d¥e < = p.

(3) We have d < 2¢ < Fy(X). Thus, F}(X) +d < FF™(X) by (1) of
Proposition 12. By (3) of Proposition 11, we conclude that F*(X) 4 d <
Fry1(X) O

B.2 Bounds on arguments of valence 1

Lemma 13. Let s and t = f(t1,--- ,tn) be two terms of T(WUTF,V) such
that FV(s) C FV(t). Let o be a substitution which assigns each variable of
FV(t) to a ground term of T(WUTF).

Suppose that so<1to. Assume also that for all i € {1,--- ,n}, and all
terms u, uo=<1t;o implies [uo] < [tio]. Then, [so] < F,|Cs|([ti0 : v(f,1) =1])
where f is a function symbol of rank k + 1.

1]. Notice that
= 1} such that
[ty0] < A.

Proof. We write A for a short hand for [tioc : v(f,i) =
if uo=1t;o then there is a term ¢, of lub{t; : ( i)
uo=1t;o<1tq0. The Lemma assumptlon yields that [uo] <
The proof is by inductions on |s|.

Assume |s| = 1. Suppose that s is a constant of W. We have [so] =d <
Fy(A), by (6) of Proposition 11.

Suppose that s is a variable. By assumption, s € FV(¢;) for some i
satisfying v(f,i) = 1. By the preliminary observation, [so] < A. So, so <
Fy(A) by (3) of Proposition 11.

Assume |s| > 1. Let s be fj(s1,+--,sm) where f; is a function symbol
of F of rank j. There are two cases to consider.

Suppose that so<1t;o and that v(f,i) = 1. The preliminary observation
claims that [so] < A. By (3) of Proposition 11, we have [so] < F,':‘(A).

Suppose that and j < k and that for all i € {1,--- ,m}, s;0<1tc. We
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have
[so] < F;( ) [sio])
i=1,m
<Fj( Y F*(4)) by induction hypothesis and by (5) of Prop. 11
1=1,m
Z¢=1,m |84
< Fi(F; (A)) by (1) of Prop. 12
S FEi:l,m |SZ|+1(A)

Lastly, the case when s = ¢(s’) where c¢ is a constructor of W, is proved
by (3) of Proposition 12 O

Corollary 14. Let s1,-++ , 8y, be incomparable terms of T(W UF,V) with
respect to <1 and such that 3>, ., |si| < d. Lett be terms of T(WUF,V),
such that FV(s;) C FV(t). If for each ground substitution o, and for all i,
we have s;o=<1to, then 32, ., [si] < [t].

Sketch of proof. Assume that t = fry1(t1,--- ,tn) where fr1 is a function
symbol of F of rank &k + 1. It follows from Lemma 13 that [s;0] < F,':”(A).
Now, we have ) F,'CS”(A) < szi:l’mm'(A) by (1) of Proposition 12.
Since Zi:l,m E"ZI’T'L‘SH(A) <

|si| < d, by (4) of Proposition 11, we have Fy
Fj11(A). So we obtain the conclusion ) [si] < Fry1(A). O

i=1,m

i=1,m

B.3 An upper bound on the interpretation

Lemma 15. Let s and t = f(t1,--- ,t,) be two terms of T(WUTF,V) such
that FV(s) C FV(t). Let o be a substitution which assigns each variable of
FV(t) to a ground term of T(W UTF). Suppose that so=<gto.

Assume also, that for alli € {1,--- ,n}, and all terms u, uoc=<gt;o implies
[uo] < [tio]. Then,

[s0) < FN(A) + Fraa (A= 1)+ max ([tio])
v(f,1)=0

where A = [{t;o : v(f,i) = 1}] and f is a function symbol of rank k + 1.
Proof. By induction on |s|. We skip base cases which are immediate.

Assume |s| > 1. Let s be f;(s1,--- ,sm,) where f; is a function symbol
of F of rank j. There are three cases to consider.

Suppose that s<ot; and v(f,i) = 0. Lemma assumptions yield [s] < [¢;].
ThllS, [S] < maxy(f,i):()([ti]).
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Suppose that j < k. Then, for all i € {1,--- ,m}, if v(f,i) = 1, we have
si=1t. Lemma 13 yields [s;] < F,'csi|(A), so we have

Fi(lsio = v(f,) =1) <F;( Y. F(A)  repl s; by F (4)
(f],i)—l

> o=115il
< Fj(F, V0

2w (s ,0=1Isil

(A)) by (12.1)

<F, (4) by (11.4)

Otherwise, that is if v(f,7) = 0, we have s;<¢t. It follows by induction
hypothesis that

2V (f,0)=1 |56l

; o)) < F, ’ A)+ Fri1(A-1 t;

[si0] max (sio]) < F (A)+ Fesr(A - 1) + max (t:0])
By definition, [so] = Fj([sio : v(fj,i) = 1]) + maxys; 5=o([sio]). By

replacing with the above inequalities, we get the following bound on

[s0] < F, 2=t Ay 4 By (A—1) + ma (1)

The case when s = ¢(s') is similar to the previous case.

Suppose that j =k + 1.
Corollary 14 implies that [s; : v(fr+1,7) = 1] < [ti : v(frt1,0) = 1] = A.
Since {s; : v(fr+1,3) = 0}=mlifs, o y(fri1,i) = 0}, the Lemma as-
sumptions yields max, (s, ., y=o([sio]) < maxy(y, ., i)=o([tio]). From both
inequalities, we conclude that

[so] = Fr11([sio : v(fx+1,7) = 1))+ max ([s;o]) by def of [so]

V(fr+1,8)=0
<Fi(A-1)+  max (fo])
V(fr+1,8)=0

O

Proof of Theorem 8. The proof goes by induction on |¢|. Assume that ¢ =
c(t'), c € W. We have so=ot'c, and so [so] < [t'o] by induction hypothesis.
Assume that t = fx11(¢1,--- ,tp). Lemma 15 yields that [so] < F,LS|(A)+
Fyy1(A—1)+maxy(f)-o([tio]). By Proposition 12, F)’ (A)+ Fy41(A—1) <
Fk—|—1(A)- Therefore [50’] < Fk—|—1(A) —i—max,/(f’i)zo([ti]) = [fk_|_1(t1, cee ,tn)O'].
U
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Algorithm 1 eval(t,o) evaluates to by looking in the MFG G.

Require: Global store : MFG G
Input : t € T(WUF,V)
Input : a substitution o
Ensure: return value in T(W) U {L}
{We write (f,o,k) for (f,o(z1) = --- 2 0(zy), k).}
if t = f(x1, - ,2,) & (f,0,k) € M then
if £ € T(W) then
return k
else
let o/ and I — r such that f(o) = lo’
v = eval(r,o’)
G =G\ {(f,0, )} U{(f,0,0)}
end if
end if
if t =c(hy, -+ ,hy) & c € W then
fori=1tondo
H; := eval(h;,o)
if Hz = 1 then
return |
end if
end for
return ¢(Hy,--- , Hy)
end if
if t = f(h1,--- ,hy) & f € W then
fori=1tondo
H; := eval(hj, o)
if H; = 1 then
return |
end if
end for
if (f,Hy ::---: Hp,v) € G then
return v
else
G:=GU(f,Hy:---:Hy 1)
return |
end if
end if

19



