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Yet Another Network SimulatorMathieu Laage , Tom HendersonThème COM � Systèmes ommuniantsProjet planeteRapport de reherhe n° 5927 � Juin 2006 � 16 pages
Abstrat: We report on the design objetives and initial design of a new disrete-eventnetwork simulator for the researh ommunity. Creating Yet Another Network Simulator(yans) is not the sort of prospet network researhers are happy to ontemplate, but thise�ort may be timely given that ns-2 is onsidering a major revision and is evaluating newsimulator ores. We desribe why we did not hoose to build on existing tools suh as ns-2,GTNetS, and OPNET, outline our funtional requirements, provide a high-level view of thearhiteture and ore omponents, and desribe a new IEEE 802.11 model provided withyans.Key-words: network simulation, disrete-event, emulation, 802.11



Yet Another Network SimulatorRésumé : Nous presentons les objetifs et la oneption initiale d'un nouveau simulateurreseau evenementiel a temps-disret destine a la ommunaute de reherhe en reseaux. Ledemarrage du projet ns-3 qui a ommene a evaluer de nouveaux oeurs de simulationsonstitue le moment ideal pour ontribuer a l'arhiteture des outils que nous utiliseronsdemain: nous derivons ainsi pourquoi nous n'avons pas hoisit de re-utiliser des outilsexistants tels que ns-2, GTNetS ou OPNET, presentons nos objetifs fontionels puis mettonsen evidene leur impat sur l'arhiteture et les omposants entraux de yans. En�n, nousderivons un nouveau modele pour les reseaux IEEE 802.11 qui est integre dans yans.Mots-lés : simulation reseau, temps-disret, simulateur evenementiel, emulation, 802.11



Yet Another Network Simulator 31 IntrodutionThis paper reports on the design and goals of a new disrete-event network simulator forInternet researh. The title of the simulator (Yet Another Network Simulator, or yans)and of this paper expliitly begs the question of why, with a number of available existingnetwork simulators to hoose from, we would undertake to start over. This paper explainsthe rationale for yans, omparison to existing tools, and urrent and future design plans.Our work on yans is an outgrowth of the INRIA Planete' researh group's work onimplementing an IEEE 802.11a/e MAC model for the ns-2 simulator [1℄. The impat ofns-2 on networking researh has been onsiderable. Brief surveys of the literature turn uplarge numbers of papers in most networking journals and onferenes that ite usage of ns-2.It has arguably the largest model set for researh on Internet protools, and the soure odeis liensed (GNU GPLv2) appropriately for our projet.However, our initial work on ns-2 revealed some limitations for our use:� oupling between various models is very high: Many unrelated omponents, orthogonalfeatures, and models depend on eah other, sometimes in non-obvious ways. This oftenmakes it impossible to ombine various models together. For example, if one were toimplement a new type of network node (a sublass of the Node lass), it would beimpossible to reuse the default implementations of the DSDV or DSR routing protoolsbeause these depend on the MobileNode lass.� objet-oriented tehniques have been widely ignored: A lot of OTl ode, as well assome C++ ode, tests for the type of the objet manipulated before using it, ratherthan delegating the work to objet-spei� methods. For example, this makes it muhharder to add new types of wireless routing protools, requiring a areful audit of theode base to sprinkle the wireless ode with yet another set of if/then/else statementstesting for the type of routing protool. Related to this, the C++ failities for type-asting of pointers has been largely ignored. The integration of OTl/C++ objetbindings may have driven the design away from ertain aspets of the C++ language.� the use of C++ standard library has been depreated: For historial reasons (ompilersupport), the use of C++ STL and onstruts therein suh as templates has beenavoided by ns-2. However, ompiler support for the standard library is now muhimproved sine the time when the ore ns-2 arhiteture was de�ned.� oupling between C++ and OTl is very high: The use of the otl and tll librarieshas enouraged the authors of models to split funtionality between OTl and C++and make the C++ side of the model aware of the OTl side and vie-versa. Thissort of tehnique probably looks attrative from an abstrat point of view, but itsdrawbak is that it requires maintainers to spend their time trying to �gure out wherea given funtionality is implemented (in OTl or C++) and muddies the de�nitionof an objet's interfae. Typially, it quikly beomes very hard to �gure out whatmethods an be invoked on a given C++ objet beause part of its funtionality isexported as C++ methods and the other part as OTl methods. Of ourse, thisproblem is ampli�ed when inheritane enters the game sine both the OTl and the
RR n° 5927



4 Laage & HendersonTable 1: Simulator liensing termsGloMoSim/Qualnet Aademi until 2000 and om-merial sine then.GTNetS BSD-like with export restritionsfor rtikit.OMNET++ Aademi and ommerial forthe ore and diverse for the mod-els.OPNET Aademi and ommerial: theaademi version is limited infeatures.JiST/SWANS Restritred to aademi use.SSFNet The main implementation of theSSF spei�ation provided byRenesys is restrited to ommer-ial use, or to aademis onlywithin the US.C++ methods of the parents are inherited. Experiene has shown that debugging inthis environment an be a hallenge.Besides ns-2, a number of other open-soure simulators have been developed, inludingGloMoSim [2℄, NCTUns [3℄, GTNetS [4℄ (inluding the RTIKit library [5℄), OMNET++ [6℄,SSFNet [7℄, and JiST [8℄. Two popular ommerial tools are OPNET [9℄ and QualNet [10℄.We reviewed the liensing terms of these simulators and found that the restritions werenot aeptable for our projet; all of the above are not ompletely freely and openly availableor plae restritions on use of the software. What we understood of these various lienses issummarized in Table 1.In light of the fat that several ns-2 developers are interested in exploring a move toa new simulation ore, we deided to experiment with our yans approah. The remainderof this paper desribes the high-level goals and requirements of yans, the basi design, theIEEE 802.11a model, and reviews some of the performane harateristis of the resultingarhiteture.2 yans goals and requirements2.1 LiensingWe desire to develop our software with a well-known liense that allows unenumberedresearh and use of the resulting simulator. Clearly, the GNU GPL or a BSD-style lienseINRIA



Yet Another Network Simulator 5would �t the bill. However, beause we would like to make sure every user ontribute bakhis or her modi�ations to the simulator (whether these modi�ations are aimed at researhor ommerial use), we hose the GPLv2 without requesting any opyright assignment; i.e.,eah ontributor owns the opyright of his ontribution.2.2 ArhitetureWhile the liensing issues surrounding every open soure projet seem tratable, designing asoftware arhiteture whih will be as suessful in terms of number of users as ns-2 and willbe able to withstand this suess is muh harder: ensuring the long-term (15 to 20 years)arhitetural integrity of a reasonably-large odebase on whih many ontributors will workis very hard. The following paragraphs outline how we plan to learn from previous projetssuh as ns-2.Clearly, the �rst lesson we learned from ns-2 is to avoid a dual-language simulator1to derease the overall omplexity of the system. While it should be possible to use thesimulator from any language (Python, Perl, tl, java, et.), writing new models for thesimulator should be done in a single language. This is the arhiteture adopted by a lot ofsoftware projets: wrappers for the single-language appliation ore are reated as neededfor eah language of interest and numerous tools suh as SWIG [11℄ have been designed tomake this easier.The single-language ore was written in C++, mostly beause we felt that the integrationof existing C/C++ models would be easier.2.3 ProessesUsing a single language is a neessary �rst step to try to minimize the omplexity of thesimulator. However, it is far from being enough: it is also neessary to de�ne lear ontri-bution rules and proesses to be able to deal with the deentralized development of modelsby multiple users in di�erent ountries, with di�erent bakgrounds. These rules must alsobe enfored during integration: the ns-2 manual desribes a simple oding style but largeamounts of its ode do not follow it.yans thus de�nes:� a oding style enfored during integration through ode reviews: the oding style isdesribed in the CONTRIBUTING �le inluded in the yans distribution;� an informal ode review proess: the authors who would like to see their ode inte-grated in yans need to have their ode reviewed at least one; and� requirements on model maintainership: eah model should have at least one main-tainer. Models that lak maintainers will be removed from the yans soure tree. Thelist of maintainers is desribed in the MAINTAINERS �le inluded in the yans distri-bution.1Before working on yans, we attempted to modify ns-2 to be able to perform C++-only simulations butthis exerise in refatoring was too di�ult for us to omplete it.
RR n° 5927



6 Laage & Henderson3 Funtional requirementsyans was built with the idea that we wanted to make it very easy to perform a number oftasks whih are often regarded as very hard and sometimes impossible with ns-2 or othersimulators:1. Emulation: it should be easy to plug the simulator into a real network and make thesimulated nodes exhange data with the real nodes.2. Integration of user-spae networking appliations/daemons: it should be possible tore-ompile some of the lassi Unix daemons and make them use the simulator astheir soure of input/output.3. Integration of kernel-spae networking staks: it should be possible to re-ompile thenetworking staks of open soure operating systems in the simulator with a minimalamount of modi�ations.4. Traing: easy traing/dumping of pakets and interesting events, from deep in thenetworking stak, in widely-aepted formats (e.g., pap for paket traes).5. Sripting: the availability of at least one sripting language that wraps the simulationore and makes it possible to ontrol most aspets of a simulationAs desribed below, our prototype has aomplished items 4, and 5 to date, and we believewe have paved the way for items 1, 2 and 3.4 Arhitetural overviewyans is built around a C/C++ simulation ore that provides:� a simulation event sheduler (loated in sr/simulator), and� a number of utility APIs used to implement various network models (loated insr/ommon).The rest of the C/C++ ode implements models for various network omponents. yans alsoprovides a default Python wrapper for the simulation ore and the models bundled withit. This Python wrapper imposes negligible performane penalty on Python simulationsompared to pure C++ simulations.4.1 The event shedulerThe event Sheduler provides a lassi event sheduling API that allows its users to lookupthe urrent simulation time, shedule events at arbitrary points in the future and anel anyevent whih has not yet expired.However, some of its features are noteworthy. Its users an:� Shedule events for the "end of simulation" time to release any resoure aquired(typially, memory).� Shedule events for the "now" time; that is, events that will be sheduled after theurrent event ompletes and before any other event runs. This feature an be used toavoid reursion and re-entrany problems. INRIA



Yet Another Network Simulator 7� Choose the underlying priority queue algorithm used to order events.� Reord to a text �le the exat list of sheduling operations (suh as inserts, deletes,et.) and replay from a text �le these events. This is espeially useful to evaluate theperformane of various sheduling algorithms on a given load.� Use C++ templates to generate the ode of forwarding events; these automatially-generated events an forward event noti�ations to arbitrary lass methods or fun-tions with an arbitrary number of per-event arguments.The simulation time is maintained internally by a 64-bit integer in units of miroseonds.While the Sheduler also exports this simulation time as a �oating-point number in unitsof seonds, users are advised not to use it: past experiene with ns-2 models based on�oating-point arithmeti for time has shown numerous problems related to auray. Indeed,most model developers assume that �oating-point operations are performed with in�nitearithmeti preision and ignore all the issues related to auray ontrol. This makes ithard to ensure the reprodution of simulation senarios and results aross a large range ofhardware and software platforms and sometimes leads to very hard to debug problems onertain platforms.The sheduling order of events sheduled to expire at the same time is spei�ed to bethat of the insertion time. i.e.: the events inserted �rst are sheduled �rst. This order holdswhatever the sheduling algorithm hosen: it is implemented by using an event sequenenumber, inremented for eah insert.Beause it is possible to hange the priority-queue algorithm used by the event shed-uler, the omplexity performane of the insert and the remove operations are not spei�ed.However, the urrently-implemented algorithms provide:� Linked List: O(n) insert, and O(1) remove;� Binary Heap: O(log(n)) insert and remove (ns-2 is O(log(n)), insert, O(n) randomremove and O(log(n)) �rst remove); and� stdC++ map: O(log(n)) insert and remove.4.2 Network model failitiesTo make the implementation of network-related models as easy as possible, yans also pro-vides a few very important failities:� allbak objets that implement a C++ template-based version of the Funtor designpattern,� a paket API to reate and manipulate pakets,� trae support lasses, and� a uniform random number generator based on the mrg32k3a random number generatorused in ns-2 and desribed in [12℄.The allbak API is absolutely fundamental to yans : its purpose is to minimize theoverall oupling between various piees of yans by making eah module depend on theallbak API itself rather than depend on other modules. It ats as a sort of third-party towhih work is delegated and whih forwards this work to the proper target module. This
RR n° 5927



8 Laage & Hendersonallbak API, being based on C++ templates, is type-safe; that is, it performs stati typeheks to enfore proper signature ompatibility between allers and allees. The API isminimal, providing only two servies:� allbak type delaration: a way to delare a type of allbak with a given signature,and,� allbak instantiation: a way to instantiate a template-generated forwarding allbakthat an forward any alls to another C++ lass member method or C++ funtion.This allbak API is already used extensively in most models urrently available in yans. For example, our LLC/SNAP enapsulation module was made independent of the IPv4and Arp layers with allbaks invoked whenever a payload must be forwarded to the higherlayers.The paket-manipulation API is based on the skb/mbuf APIs from the BSD/Linuxoperating systems: a paket is a bu�er of bytes and it is possible to e�iently add andremove hunks of bytes from the start and the end of the bu�er. Aess to the underlyingbyte bu�er is done only through a speialized Bu�er API that provides onvenient methodsto serialize and deserialize paket headers and trailers to/from host and network format. Itis also possible to e�iently add and remove an arbitrary number of tags to eah paketto allow easy implementation of ross-layer mehanisms (for example, a 802.11e appliationould tag eah paket with its 802.11e lass to allow the MAC to aurately shedule paketsaording to their sheduling lass and the negotiated sheduling poliy).This API should enourage model developers to make their simulation pakets auratelyre�et the exat struture of the simulated network pakets. This should make it easy toexhange pakets with real networks in realtime. Furthermore, generating onformant paptraes out of suh pakets is trivial and generally improves the user experiene.The trae support is a bit less mature but it allows us already to provide two types oftraing:� paket logging: whenever the model logs a paket, a user-provided allbak is invoked.� variable hange logging: whenever the value of a variable hanges (when being assignedto for example), a user-provided allbak is invoked.This framework was designed to o�er a lot of �exibility: the users an selet whih eventsthey want to monitor and they are free to use arbitrarily omplex logi to deide when tolog the events to a trae �le. For onveniene, we also provide a few default trae writers tosimplify the task of serializing the events to a trae �le in pap format whih an then beread bak with third-party GUIs suh as Ethereal.The uniform number generator was inluded after extensive disussions with a few users:initially, we were planning to make yans depend on a third-party library suh as GSL [13℄whih would have provided both suh simple random number generation servies but alsomore elaborate mathematial funtions. However, the ost of inreasing the size of thedependeny list for yans and thus the risk of making yans harder to build and use for ourusers was onsidered too high; o�ering a built-in random number generator makes portingand using yans on numerous platforms easier. This also makes it muh easier to ensureproper reprodueability of the simulation results, whatever the platform onsidered. INRIA



Yet Another Network Simulator 94.3 The default Simulation Modelsyans omes with a small but foused set of default simulation models:� a Thread model allows our users to mix lassi sequential synhronous ode with theirevent-driven asynhronous ode;� a Node model whih implements a TCP/UDP/IPv4 stak and o�ers a soket-like API.The TCP stak is a port of the BSD4.4Lite TCP stak: it is distributed separatelybeause its BSD liense is not ompatible with the GPL liense of the simulator. Nodesare onneted to eah other through their Network Interfaes;� an Ethernet Network Interfae model; and� a 802.11 Network Interfae model whih implements the IEEE 802.11 MAC DCF andthe IEEE 802.11e EDCA and HCCA. It also implements a multirate PHY model basedon pieewise SNIR alulations with an energy threshold.5 Real-world ode integrationOur interest in being able to integrate real-world ode in the simulator omes from two verydi�erent perspetives:� our limited development resoures make us very sensitive to the possibility of reusingexisting ode, and� we would like to simulate aurately a real-world network with its real-world bugs andlimitations.Doing so poses a number of very interesting tehnial hallenges whih we have spentonsiderable time to attempt to takle:1. the need to provide a proess-driven API in an event-driven simulator,2. the need to provide separate address spaes to separate simulated proesses: globalstati variables must not be shared aross simulated proesses.3. the need to provide a suitable build and link environment to both user-spae andkernel-spae ode.The thread model provided by yans o�ers a proess-driven API (where address spaesare shared) that is built on top of the existing event-driven servies. It uses a small user-spae thread library that has been ported to x86 Linux and pp32 OS X systems. Portingit further should not pose new problems and is a matter of manpower.On systems based on ELF [14℄, our plan to deal with stati variables in proess ontextis to build the proess ode as a separate shared library with Position Independent Code.Then, yans would need to load the shared library itself in memory at runtime, one for eahsimulated proess. The idea is that eah simulated proess would run the exat same odebut mapped at di�erent virtual addresses. On any modern operating system, this wouldonsume only the address spae and no real physial memory would be wasted, providedthat the memory mappings are not writable and the ode is not hanged. Sine eah opyof the ode of the simulated proess aesses its stati variables through the Global O�setTable whose position is relative to that of the ode, eah simulated proess would aess aRR n° 5927



10 Laage & Hendersondi�erent opy of the GOT, whih would ahieve the desired e�et, that is, the ability to usesimulated-proess-spei� stati variables.Other systems whih use other binary standards to deal with proess-spei� stati vari-ables ould see similar solutions but our initial fous is on Linux ELF systems.Providing a proper build and link environment to kernel-spae ode requires a arefulre-implementation of the OS-spei� libraries used by this kernel-spae ode. One suhimportant library is the skb and the mbuf bu�er abstrations of the Linux and the BSDkernels respetively. The Paket API used in our network models has been designed to makeit possible to write a thin relatively simple wrapper around it to make it look like either anskb or an mbuf.User-spae ode has similar requirements: it needs a soket and a lib implementation.The TCP and UDP models implemented in yans were designed to make suh an implemen-tation possible.6 The 802.11 modelThe ore node-based models in yans allow the users to plug any number of network in-terfaes in eah node and makes the network interfae models ompletely independent ofthe other yans models. The 802.11 model was developed independently from yans itself (itwas originally written for ns-2 ). It implements a MAC and a PHY layer that onform tothe 802.11a spei�ation. Work on full 802.11e support (inluding EDCA and HCCA) isunderway at the time of this writing and should be omplete by the end of August 2006.6.1 The PHY modelSine we are unaware of any published detailed desription of a omplete wireless link model,this setion summarizes the desription of the BER alulations found in [15℄, presents theequations required to take into aount the Forward Error Corretion present in 802.11a,and desribes the algorithm we implemented to deide whether or not a paket an besuessfully reeived.The PHY layer an be in one of three states:� TX: the PHY is urrently transmitting a signal on behalf of its assoiated MAC� RX: the PHY is synhronized on a signal and is waiting until it has reeived its lastbit to forward it to the MAC.� IDLE: the PHY is not in the TX or RX states.When the �rst bit of a new paket is reeived while the PHY is not IDLE (that is, it isalready synhronized on the reeption of another earlier paket or it is sending data itself),the reeived paket is dropped. Otherwise, if the PHY is IDLE, we alulate the reeivedenergy of the �rst bit of this new signal and ompare it against our Energy Detetionthreshold (as de�ned by the Clear Channel Assessment funtion mode 1). If the energy ofthe paket k is higher, then the PHY moves to RX state and shedules an event when the
INRIA



Yet Another Network Simulator 11last bit of the paket is expeted to be reeived. Otherwise, the PHY stays in IDLE stateand drops the paket.The energy of the reeived signal S(k, t) is assumed to be zero outside of the reep-tion interval of paket k and is alulated from the transmission power with a path-losspropagation model in the reeption interval:
Pl(d) = Pl(d0) + n10log10(

d

d0
) (1)where the path loss exponent, n, is hosen equal to 3, the referene distane, d0 is hoosenequal to 1.0m and the referene energy Pl(d0) is based based on a Friis propagation model:

Pl(d0) =
PtGtGrλ

2

16π2d2
0L

(2)where Pt represents the transmission power, Gt, the transmission gain (set to 1 dbm bydefault), Gr the reeption gain (set to 1 dbm by default), λ the arrier wavelength, d0 = 1and L is the system loss (hosen equal to 1 in our simulations).When the last bit of the paket upon whih the PHY is synhronized is reeived, wealulate the probability that the paket is reeived with any error, Perr(k), to deide whetheror not this paket ould be suessfully reeived or not: a random number rand is drawnfrom a uniform distribution and is ompared against Perr(k). If rand is larger than Perr(k),then the paket is assumed to be suessfully reeived. Otherwise, it is reported as anerroneous reeption.To evaluate Perr(k), we start from the pieewise linear funtions shown in �gure 1 andalulate the Signal to Noise Interferene Ratio funtion SNIR(k, t) with equation 3.
SNIR(k, t) =

Sk(t)

Ni(k, t) + Nf
(3)where Nf represents the noise �oor whih is a harateristi onstant of the reeiver iruitryand Ni(k, t) represents the interferene noise, that is, the sum of the energy of all the othersignals reeived on the same hannel:

Ni(k, t) =
∑

m 6=k

S(m, t) (4). From the SNIR(k, t) funtion, we an derive BER(k, t) for BPSK (see equation 5) andQAM (see equations 6, 7, and 8) modulations.
BER(k, t) =

1

2
erfc(

√

Eb

N0
(k, t)) (5)

BER(k, t) = 1 − (1 − P√
M (k, t))2 (6)RR n° 5927



12 Laage & Henderson

Figure 1: SNIR funtion over time
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) (8)where Eb is the energy per bit, N0 the noise power density, and Eb

N0

(k, t) is de�ned as:
Eb

N0
(k, t) = SNIR(k, t).

Bt

Rb(k, t)
(9)

Bt is the unspread bandwidth of the signal (that is, 20MHz for 802.11a) and Rb(k, t) is thebit-rate of the transmission mode used by signal k at time t.Then, for eah interval l where BER(k, t) and Rb(k, t) are onstant, we de�ne the Pe(k, l)funtion whih represents an upper bound on the probability that an error is present in thehunk of bits loated in interval l for paket k. If we assume an AWGN hannel, binaryonvolutional oding (whih is the ase in 802.11a) and hard-deision Viterbi deoding,
Pe(k, l) an be de�ned by the equations 10, 11 and 12 as detailed in [16℄.

Pe(k, l) ≤ 1 − (1 − Pu(k, l))8.L(k,l) (10)
INRIA



Yet Another Network Simulator 13when L(k, l) is the size of the interval l in bits, and the union bound Pu(k, l) of the �rst-eventerror probability is given by:
Pu(k, l) =

∞
∑

d=dfree

ad.Pd(k, l) (11)where dfree is the free distane of the onvolutional ode, ad is the total number of errorevents of weight d and Pd(k, l) is the probability that an inorret path at distane d fromthe orret path is hosen by the Viterbi deoder as de�ned by:
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ρi(1 − ρ)d−iotherwise (12)where ρ(k, l) is equal to BER(k, t).The Pe(k, l) funtion is �nally used to evaluate Perr(k) with the last equation:
Perr(k) = 1 −

∏

l

(1 − Pe(k, l)) (13)6.2 The MAC modelThe 802.11 Distributed Coordination Funtion is used to alulate when to grant aessto the transmission medium. While implementing the DCF would have been partiularlyeasy if we had used a reurring timer that expired every slot, we hose to use the methoddesribed in [17℄ where the bako� timer duration is lazily alulated whenever needed, sineit is laimed to have muh better performane than the simpler reurring timer solution.The higher-level MAC funtions are implemented in a set of other C++ lasses and dealwith:� paket fragmentation and defragmentation,� use of the RTS/CTS protool,� rate ontrol algorithm,� onnetion and disonnetion to and from an Aess Point,� the MAC transmission queue,� beaon generation,� et.
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14 Laage & HendersonTable 2: Performane of Simulation CoreGTNetS yansevent HOLD (s) avg 1.2e−5 1.3e−5std dev 9.4e−8 9.9e−8pakettransmission(pakets/s) avg 260447 423945std dev 15109 4151paket reation(pakets/s) avg 526441 1352757std dev 6388 136717 Performane And Salability ConsiderationsAlthough our design objetives were to put orretness, API leanliness, and ease of use ontop of the requirements, performane and salability are also of major onern to us: wewant to be able to quikly perform large and omplex simulations.The pu and memory usage of the ore utilities provided by the simulator has beenlosely monitored and pro�led and extensively optimized to allow the simulator to deal withvery large numbers of events and pakets:� the memory used by the simulation pakets depends linearly on the size of the simu-lated pakets sine the simulation pakets serialize eah simulated header and payloadin a orrespondingly-sized byte bu�er;� the alloation of pakets is done by a PaketFatory whih uses a free-list to avoidde-alloating and alloating paket strutures onstantly; and� paket bu�ers are almost always reated with the right reserved size beause the Bu�erlass used by the Paket lass alulates on the �y the total number of bytes neededby all the protool headers and trailers during the start of the simulation.We designed a few miro-benhmarks to evaluate the performane of the resulting APIs:eah run of a simulator was repeated 10 times and the average and standard deviationalulated. The results are summarized in Table 2; namely� the behavior of the event sheduler was pro�led on a syntheti workload (a uniformdistribution of 320000 elements for the HOLD model) with the stdC++map sheduler;� the Paket API was submitted to a simple paket transmission benhmark repeated1000000 times: a paket is reated, payload, UDP, and IPv4 headers are added, thepaket is opied one, and the IPv4, UDP and payload are removed; and� the Paket API was also submitted to a paket reation benhmark also repeated1000000 times: a paket is reated and payload, UDP, and IPv4 headers are added.The performane of the GTNetS and yans event shedulers are, rather unsurprisingly,very lose sine they are both based on the stdC++ map data struture. The Paket datastrutures, on the other hand, have very di�erent performane harateristis: yans an
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Yet Another Network Simulator 15generate about 60% more pakets than GTNetS when using an optimized shared library.This performane gain omes mostly from the very small number of memory alloationsperformed by yans : protool headers an be alloated on the stak and do not require aostly all to the heap alloator.Of ourse, one ould wonder how aurately these benhmarks re�et real-world use.To answer this question, we performed a 802.11 senario based on our 802.11 MAC/PHYmodel. Node A moves away from Node B and saturates the transmission medium withonstant-sized pakets generated at periodi intervals at the UDP layer. Every simulationseond and for 42 simulation seonds, A moves 5 meters away from node B and generates100000 pakets of 2000 bytes eah.The ode was built with g 4.1.0, full optimizations enabled, asserts disabled, and withstati linking enabled. Building yans as a shared library on an x86 system generates odewhih is vastly slower due to the way Position Independent Code is implemented on thisplatform: our sample simulation senario is 38% faster when using a stati library thanwhen using a shared library. Our IPv4 and UDP staks do not alulate the IPv4 and UDPheksums by default, whih generates slightly inorret pap output but whih saves upto 20% of runtime. The wall-lok runtime of this simulation on an x86 Centrino-basedsystem is just under 15s whih means that this simulation reates, and deals with around
42×100000

15 = 280000 pakets/s: this is a bit more than half the theoretial throughputreported by our paket reation benhmark.8 ConlusionDissatisfation with the software design provided by ns-2 and the inadequay of the liensingterms of the other existing tools led us to design Yet Another Network Simulator. The newfeatures provided by this simulator have already proven useful to us: our 802.11 models haveseen major simpli�ations and leanups sine we started porting them to yans and we hopeto be able to add emulation, parallelization, and real-world ode integration apabilitieseasily to this framework.9 AknowledgmentsHossein Manshaei ontributed to the design of the 802.11 PHY model used in yans andThierry Turletti provided omments on early versions of this paper. M.L. arhiteted yans,wrote most of the software, and designed and onduted all of the experiments herein, whileT.H. provided yans feedbak and assisted in writing this paper.Referenes[1℄ S. Bajaj, L. Breslau, D. Estrin, K. Fall, S. Floyd, P. Haldar, M. Handley, A. Helmy,J. Heidemann, P. Huang, S. Kumar, S. MCanne, R. Rejaie, P. Sharma, S. Shenker,RR n° 5927
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