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Abstract: In [6] we have proposed a general higher-order unification method using
a theory of explicit substitutions and we have proved its completeness. In this paper,
we investigate the case of higher-order patterns as introduced by Miller. We show
that our general algorithm specializes in a very convenient way to patterns. We also
sketch an efficient implementation of the abstract algorithm and its generalization
to constraint simplification, which has yielded good experimental results at the core
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Unification d’Ordre Supérieur via les Substitutions
Explicites :
Le cas des patterns

Résumé : Nous avons proposé dans [6] une procédure d’unification d’ordre supérieur
utilisant un calcul de substitutions explicites. Dans cet article, nous étudions le cas
des patterns d’ordre supérieur introduits par Miller. Nous montrons que 1’algorithme
général se spécialise de facon tout a fait fructueuse dans le cas des patterns. Nous
donnons aussi les éléments d'une implémentation efficace de 1’algorithme abstrait et
de sa généralisation au cas de la simplification de systéme d’équations ne comportant
pas que des patterns. Cette implémentation a donné de bons résultats expérimentaux
comme moteur d'un langage de programmation logique d’ordre supérieur contraint.

Mots-clé :  Substitution explicite, unification d’ordre supérieur, unification de
patterns, simplification de contraintes, programmation logique d’ordre supérieur.



Unification via Explicit Substitutions: The Case of Higher-Order Patterns 3

Introduction

Typed A-calculi of various sorts are used pervasively in logical frameworks and their
implementations (e.g., AProlog [19], Isabelle [22], or EIf [25]) and in general reason-
ing systems such as Coq or Nuprl. Unlike functional programming languages, these
implementations require access to the body of A-terms for such operations as sub-
stitution, normalization, matching, or unification. Their efficient implementation is
therefore a central problem in theorem proving and higher-order logic programming.

While at present there is no conclusive evidence, it seems that calculi of explicit
substitutions have many potential benefits in the implementation of such operations
as unification or constraint simplification in typed A-calculi. They permit the expen-
sive operation of substitution to be postponed until necessary and, furthermore, they
allow multiple successive substitutions to be combined. As shown in [6], Huet’s uni-
fication algorithm for simply typed lambda terms is a specific instance of first-order
equational unification in a calculus of explicit substitutions.

In practice, modified versions of Huet’s algorithm have performed well, despite
the general undecidability of the problem. Miller observed that many problems fell
within a decidable fragment [17], usually now referred to as higher-order patterns.
Unification in this fragment is decidable and unitary, even for very rich type theories
such as the Calculus of Constructions [24].

In this paper we show first that the general algorithm for higher-order unification
with explicit substitutions can be cleanly specialized to the case of patterns, providing
new insights on why patterns behave so nicely. In this pattern unification only some
special substitutions called pattern substitutions are involved and such substitutions
are injective and thus have an inverse.

An empirical analysis of existing higher-order logic programs [15, 16] suggested
that a static restriction of higher-order logic programming to patterns is too se-
vere from the programmer’s point of view. However, almost all dynamically arising
equations fall within the pattern fragment. The need to use the power of pattern
unification, while keeping the possibility to handle more general unification problem,
has led to the development of a constraint simplification algorithm 23] which solves
all equations between patterns and postpones other constraints. This constraint han-
dling can then be used in a deduction-with-constraints process [11]. We show also
that the unification algorithm for patterns can be generalized to a constraint simpli-
fication algorithm for the unrestricted case. This algorithm (augmented, at present
without proof, to the case of dependent types) has been implemented in SML as the
core of MLF, a version of the logical framework LF with a module layer [9] and in
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4 Gilles Dowek, Thérése Hardin, Claude Kirchner, Frank Pfenning

the system Twelf [26]. It has shown good computational properties, although we
have not undertaken a systematic empirical study.

The paper is organized as follows. Section 1 describes Ao, the calculus of explicit
substitutions that we are using, together with its fundamental properties. In sec-
tion 2 we study the properties of Ao-patterns and of pattern substitutions. These
properties allow us to prove that the transformation rules of pattern unification prob-
lems given in Section 3 are correct and complete and compute a most general unifier,
when it exists. Then in Section 4, we describe an efficient way to implement these
transformations in a logical framework context. We finally conclude with related and
future work.

For the basic concepts and definitions of A-calculus, calculus of substitutions,
unification and term rewriting, we refer to [6].

A preliminary version of this paper appeared in [7].

1 Explicit substitutions

The Ao-calculus is a first-order rewriting system, introduced to provide an explicit
treatment of substitutions initiated by G-reductions. Here, we shall use the Ao-
calculus described in [1], in its typed version [1, 5], but similar free calculi with
explicit substitutions can be used in the same way provided they are confluent and
weakly terminating on the free algebra generated by term variables (here also called
meta-variables). In this setting the reduction variables of the A-calculus are encoded
by de Bruijn indices while the unification variables are coded by meta-variables.

In Ao-calculus, the term afs] (read as “the image of a under the explicit sub-
stitution s”) represents the term a on which the substitution s has to be applied.

The simplest substitutions are lists of terms build with the constructors “” (cons)
and “id” (nil). Applying the substitution (ai---a, - id) to a term a replaces the de
Bruijn indices 1,...,p in a by the terms a1, ...,a, and decrements accordingly by p

the remaining de Bruijn indices. The composition operation transforms a sequence
of substitutions into a single simultaneous one which ensures confluence. The sub-
stitution “4” increments de Bruijn indices: n + 1 is expressed by 1[1"] and 1 is
the substitution ¢d by convention. For example, the term ((AX) Y')[s] reduces to
X|[Y.id][s] but also to X[1.(so 1)][Y[s].id]. Using composition these two terms re-
duce to X[Y[s].s] allowing to recover confluence.

Using a set of atomic types that are denoted K and a set X of variables de-
noted X, Figure 1 gives the syntax of typed Ao-terms. Notice that we do not have
substitution variables in the calculus we consider here.

INRIA
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Types A == K|A—>B
Contexts I' == nil | AT
Terms a == 1| X ]| (ab)]| As.a | als]
Substitutions s id|t|a:A-s| sot
Figure 1: The syntax of Ao-terms.
AT+b:B
ATF1:A
(var) (lambda) TFoub A B
(app) 'ta:A—-B TFb:A (clos) F'ts: I TMka:A
PP TF(ab):B THals]: A
(id) Thid:T (shift) ATF 1:T
( ) 'Fa:A ThFs:IY ( ) 6" 1MkEgd: T
cons 'kFa:A-s: AT comp F'Fs'os! : TV
(metavar) PxFX:Tx

Figure 2: Typing rules for Ao-terms.

The typing rules are described in Figure 2. The typing judgment I' - a : A
defines when a term a has type A in a context I'. Similarly, IV I s : " defines when a
substitution s maps terms constructed over I' to terms over I''. Each meta-variable
X carries its own unique context I'x and type Ax such that I'x - X : Ax (rule
metavar). When I' F a : A, we say that the pair < I',; A > is the sort of the term
a and we also write a : (I' b A). Similarily when I' - s : A we say that the pair
< T', A > is the sort of the substitution s and we write s : (I' = A). For the sake of
brevity we often omit type labels in A-abstractions and substitutions.

The reduction rules defining the semantics of this typed calculus are given in
Figure 3. The whole set of rules is called Ao and the whole set except the rules Beta
and Eta is called 0. A term of the form (Aa b) reduces in a first step to the term
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6 Gilles Dowek, Thérése Hardin, Claude Kirchner, Frank Pfenning

Beta (Aa.a)b —  a[b.id]

Eta Aa.(a 1) — b if a=,b[1]
App (a b)[s] = (a[s] b[s])
VarCons 1[(a: A).s] - a

Id alid] - a

Abs (Aa.a)[s] = Aa(a[l: A(s o 1))
Clos (als])[t] — a[sot]

IdL idos — 8

ShiftCons to ((a:A).s) — s

AssEnv (sos2)os3 — spo(sg0s3)
MapEnv  ((a: A).s)ot — (aft]: A).(sot)
IdR soid — s

VarShift 1.1 = id

Scons 1[s].(1 o s) — s

Figure 3: Reduction rules for Ao.

a[b.id] by the rule Beta. Then, the explicit substitution b.id is propagated through
the term a by the rules of the system o.

It is shown in [28] that the typed Ao-calculus is confluent and weakly terminating.
For later use, let us also mention the notion of long normal form of a Ao-term which
is the n-long form of its Bn-normal form (or equivalently of its S-normal form).

The normal form of a Ao-term has one of the following forms:

Aa, (nag ... ap), (X[ag...ap. 1" b1 ... by), (X b1 ... by).

By convention, we consider that the later form is a particular case of the third with
p=n=20.

INRIA



Unification via Explicit Substitutions: The Case of Higher-Order Patterns 7

2 JAo-patterns

2.1 Definitions

Let us first recall the usual notion of pattern in the simply typed A-calculus.

Definition 1 A higher-order pattern, or A-pattern for short, is a simply typed lambda
term whose free variables X are only applied to a sequence of distinct bound vari-
ables, i.e. (X z1...1p).

As usual, we assume throughout the paper, that a variable is denoted by its name
z even if its actual form in a term must be n-expanded.

Definition 2 A A\o-term is a Ao-pattern if all its subterms of the form (X[s] by ... by)
are such that s =a1 ... ap. 1" where a1,...,ap,b1,...,b, are distinct de Bruijn in-
dices lower than or equal to n. A Ao-pattern is called atomic if all its meta-variables
have atomic type. In such a term all the subterms of the form (X[s] by ... b,) are
such that ¢ = 0.

In our approach to unification, we translate equations in the simply-typed A-
calculus to equations the Ao-calculus [6]. Crucial in the translation is the proper
treatment of free variables, since higher-order variables and capture-avoiding sub-
stitutions are replaced by meta-variables and grafting, i.e., first-order replacement
denoted by (X + a). This gap is bridged through the so-called pre-cooking of a term
which raises the free variables to their proper context, which, in our presentation,
is initially the outermost context. This pre-cooking of a A-term a, written ar, is
defined as ap = F(a,0) where:

1. F((/\Aa) n) = Aa(F(a,n+1)),
F((a b),n) = F(a,n)F(b,n),
F(k,n) = 1[t*1]

F(X,n) = X[t"].

As shown in [6], pre-cooking is a homomorphism from A-calculus to Ao-calculus.

Proposition 1 Let a be a A-term, a is a A-pattern if and only if its pre-cooked form
ap is a Ao-pattern.

Proof: By definition of a A-pattern, a free variable F' occurs only under the form
(F z1...2p). The pre-cooked form of such a subterm is by definition of the
form (F[1"] a1 ...a,) where the a; are all distinct de Bruijn indices which are
all lower than or equal to n because z; ...z, are bound in the term. O

RR n~° 3591



8 Gilles Dowek, Thérése Hardin, Claude Kirchner, Frank Pfenning

Definition 3 A pattern substitution is a Ao-substitution whose Ao-normal form
ai...ap. T is such that all its de Bruijn indices a; are distinct and less than or
equal to n.

2.2 Stability
The Ao-patterns are stable under substitution composition and under grafting.

Proposition 2 If s and ¢ are two pattern substitutions, then the o-normal form of
1.(s o 1) and s ot are pattern substitutions.

Proof: Let s =ay...ap. " and t = by ...b,. ™.

1.(s o 1)

1.((a1...ap.1") o 1)
1(ailf]... aplf]. 77*1)
=1.(a1 +1)...(ap + 1). 7!

which is clearly a pattern substitution.

- If n < ¢, then

s ot :(al___a,p_Tn)O(bl...bq.Tm)
= a1[t]...ap[t].(1" o (b1...Dg. 1™))
= ait]...ap[t].byy1...bg. T

since a; < n < g, a;[t] = by, then as a; <n, byy,...,bq,,bnq1 ... by are distinct
de Bruijn indices and they are lower than or equal to m. Thus s o ¢ is a
pattern substitution.

—If n > ¢, then

sot =(ar...ap.T")o(by...bg. ™)
= a1[t]...aplt].(1" o (b1...bg ™))
= a1[t]. .. ap[t]. t(P—D+m

ai[t] = bg, if a; < g and a; —q+m when a; > ¢ thus all the a;[t] are all different
de Bruijn indices. They are and lower than or equal to (n — ¢) +m and thus
s o tis a pattern substitution.

It may be the case that the normal form of a,[t] is the de Bruijn index (n—gq)+m
in this case the substitution sot can still be reduced to ai[t] . . . ap_1[t]. $(P~0+m=1,
in this case the indices a1[t], ap—1[t] are still distinct and they are lower than

INRIA



Unification via Explicit Substitutions: The Case of Higher-Order Patterns 9

or equal to (n—¢q)+m and different from (n — q) +m thus they are lower than
or equal to (n —¢q) +m — 1.

The same holds if again a,_1[t] = (n —¢) + m — 1, etc. O

Proposition 3 The image of an atomic pattern a under a pattern substitution s is
an atomic pattern.

Proof: By induction on the structure of the normal form of a.

e If a = A\b then a[s] = (Ab)[s] = A(b[1.(so 1)]). By the previous lemma, the
normal form of the substitution 1.(s o 1) is a pattern substitution and
thus by the induction hypothesis the normal form of the term b[1.(s o 1)]
is an atomic pattern. Thus the normal form of a[s] is an atomic pattern.

eIfa = (mby ... by then a[s] = (m[s] bi[s] ... by[s]). By induction
hypothesis the normal form of b;[s],...,by[s] are atomic patterns. Thus
the normal form of a[s] is an atomic pattern.

e If a = X[t] then a[s] = X[t o s]. By the previous lemma, the normal form
of tos is a pattern substitution. Thus the normal form of a[s] is an atomic
pattern.

a

Proposition 4 Atomic patterns are stable under pattern grafting, i.e. for any
atomic patterns a and b, the normal form of (X + b)a is an atomic pattern.

Proof: By induction on the structure of a.

e If a = A\d’ then (X — b)a = A(X — b)d/, by induction hypothesis the
normal form of (X — b)a’ is an atomic pattern. Thus the normal form of
(X + b)a is an atomic pattern.

e Ifa=(maj ... ap) then (X = b)a= (m (X = b)aj ... (X > b)ay,). By
induction hypothesis the normal forms of the terms (X — b)a} are atomic
patterns and thus the normal form of (X + b)a is an atomic pattern.

e If a = Y([s] (Y # X) then (X — b)a = Y[s] and thus it is an atomic
pattern.

e If a = X[s] then (X — b)a = b[s] and its normal form is an atomic pattern
by the previous lemma.

RR n~° 3591



10 Gilles Dowek, Thérése Hardin, Claude Kirchner, Frank Pfenning

a

As mentioned above the properties of pattern unification rely on algebraic prop-
erties of pattern substitutions such as injectivity. We focus now on the properties of
these substitutions.

2.3 Injectivity

Proposition 5 Let a1,...,a, be numbers and s = a; ...ap. 1" be a pattern substi-
tution. Consider the substitution s = ey ...e,. 1¥ where by definition:

e for all ¢ such that 1 <i <p, e, =1,
e otherwise e; = Z for some new variable Z.

Then we have s o § =, id.

Proof: First notice that the e; are well defined since all the a; are assumed to be
distinct.
sos=(ar...ap.T")o(e1...en. 1) = (a1[3]...ap[5]. 1" 03). But since p < n,
ai[s] = eq; =i, thus sos=(1...p. 1) =id. O

For example a right inverse of the pattern substitution s = (1.3.4. 1°) is 3 =
(1.W.2.3.Z.13) since s o 5= (1.3.4. 1%) o (1.W.2.3.Z. 1%) =, (1.2.3. 13) =, id.
Notice that, as in this example, a right inverse of a pattern substitution is not
itself a pattern substitution in general.
As composition is to be read from left to right, we have the following corollary.

Corollary 1 Any pattern substitution is injective.

2.4 Image

Pattern substitutions are injective, thus an equation of the form X[s] =} b has at
most one solution. But they need not be surjective, thus such an equation may have
no solution. In this section we show that given a pattern substitution s and a term
a we can decide if a is in the image of s and if so we can compute the preimage of a
under s.

Definition 4 A de Bruijn index & is said to occur in a normal term (resp. a normal
substitution):

INRIA



Unification via Fxplicit Substitutions: The Case of Higher-Order Patterns 11

e Mg, if K+ 1 occurs in a,
e (naj ... ap), if k =n or k occurs in some a;,
e (X[s] a1 ... ap), if k occurs in s or in some a;,

® aj...ap. 1", if k occurs in some q; or if k > n.

For example, the index 1 occurs in the term A2, but the index 2 does not. Any
index occurs in (X ay ... ap) (to be read as (X[19] a1 ... ap)).

Only a finite number of indices do not occur in a substitution s and one can
compute this finite set. Then for each index, one can check if it occurs in a term a.
Thus one can decide if all the indices occurring in a occur in s.

Proposition 6 (Inversion lemma) Let s be a pattern substitution, a be a normal
term (resp. ¢ be a normal substitution). There exists a term a’ (resp. a substitution
t') such that a = a/[s] (resp. t = t' 0 s) if and only if every index occurring in a (resp.
t) occurs in s.

Proof: By induction over the structure of a (resp. t).

o If a = Ab then
there exists a’, a = d'[s]
if and only if there exists b/, a = (A\b')[s] (because the long normal form
of a’ is of the form \b),
if and only if there exists &', b = b'[1.(s o 1)],
if and only if every index occurring in b occurs in 1.(s o 1),
if and only if for every index k such that k4 1 occurs in b, k + 1 occurs
in1l.(so?),
if and only if for every k such that k& + 1 occurs in b, k occurs in s,
if and only if every index occurring in a occurs in s.

e Ifa=(mb; ... by) then
there exists a’,a = a/[s]

if and only if there exists m/, b,...,b,, a = (m' b} ... b))[s],
if and only if there exists m/, b}, ..., b}, m = m'[s] and b; = bj[s],

if and only if m occurs in s and every index occurring in b; occurs in s,
if and only if every index occurring in a occurs in s.

o Ifa=(Y[t] by ... by) then
there exists a’ such that a = a'[s]

RR n~° 3591



12 Gilles Dowek, Thérése Hardin, Claude Kirchner, Frank Pfenning

if and only if there exists ',b},..., b}, such that a = (Y[t'] by ... by)[s],
if and only if there exists #/,b},...,b;, such that ¢ =t o s and b; = bi[s],
if and only for every index occurring in ¢, by ... by, occurs in s,

if and only if every index occurring in a occurs in s.

o Ift =by...bg. ™ then let s be e ...ep. 1.
There exists ¢’ such that t =t o s
if and only if there exists ¢’ of the form ¢; ... cqinir- 1P+ such that ¢ =
t'os,
(i.e. expanding the substitution ¢ enough, we can assume without loss of
generality that it has more that g + n terms and that the exponent of the
shift is bigger than p)

if and only if there exists ci, ..., ¢qtntr, | such that ¢i[s] = by, ...,
cqls] = by, cgi1[sl =m+ 1, ..., cgpnir[s] = m +n+r, tHn=gmintr

if and only if every index occurring in b; occurs in s, m+1, ..., m+n+r
occur in s,

if and only if every index occurring in ¢ occurs in s.

a

For instance, the term (2 3) is in the image of 1 because 1 does not occur in it.
Thus the equation X [t] =5, (2 3) has a solution (X = (1 2)). But the term (1 3) is
not in the image of 1 because 1 occurs in it. Thus the equation X[t] =} (1 3) has
no solution.

Proposition 7 Let s be a pattern substitution, a be a normal term (resp. t be a
normal substitution) such that the normal form of a[s] is an atomic pattern (resp.
the normal form of £ o s is a pattern substitution) then a is an atomic pattern (resp.
t is a pattern substitution).

Proof: By induction over the structure of a (resp. t).

e If a = Ab then a[s] = Ab[1.(s o 1)]. As a[s] is an atomic pattern, then
b[1.(s o 1)] is an atomic pattern, thus b is an atomic pattern and a is an
atomic pattern.

e If a = (m b1 ... by) then a[s] = (m[s] bi[s] ... by[s]). As a[s] is an
atomic pattern, then by[s], ..., by[s] are atomic patterns, thus by, ..., by
are atomic patterns and a is an atomic pattern.

INRIA



Unification via Explicit Substitutions: The Case of Higher-Order Patterns 13

e If a = X[t] then a[s] = X[t o s]. As a[s] is an atomic pattern, then to s is
a pattern substitution, thus ¢ is a pattern substitution and a is an atomic
pattern.

o If ¢t = by...bg. T then let a1...ap. 1" be the substitution s. We have

tos=0bs]...bg[s]-ams1...ap. 1"

if m < p, and
tos=nDb[s]...by[s]. p(m=p)+n

if m > p.

In both cases, since tos is a pattern substitution, b[s] ... b,[s] are distinct
indexes lower than or equal to n. Thus b1, ..., by are de Bruijn indices
and they are distinct.

If some b; is greater than m, say b; = m + r then we would get i[t] = b; =
(g+7)[t]. Thus i[tos] = (g+7)[tos] and this would contradict injectivity.

a

Proposition 8 Let s be a pattern substitution, a be a normal term (resp. ¢ be a
normal substitution). If there exists a term o' (resp. a substitution ¢') such that
a = a'[s] (resp. t =1’ o s) then o' = a[s] (resp. t' =to3).

Proof: If a = d/[s] then a[s] = d'[s][s] = d'[s o5] = d'[id] = d'.
Ift=tosthentos=tosos =toid=1t.0

2.5 Fixpoints

As we shall see below, when we have an equation of the form X :3‘ » b, then three cases
may occur. When X has no occurrence in ¢, X can be replaced by ¢ everywhere.
If X occurs in t but not at top level, then we shall see that the equation has no
solution. The third case is that of equations of the form X =} X[s]. So, in this
section we give a characterization of the fixpoints of a pattern substitution s.

Proposition 9 Let s be a pattern substitution, a be a normal term (resp. t be
a normal substitution). We have a[s] = a (resp. tos = t) if and only if every k

occurring in a (resp. t) is a fixpoint of s (i.e. is such that k[s] = k).

Proof: By induction on the structure of a (resp. t).

RR n~° 3591
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o if a = A\b then
als] =a
if and only if b[1.s o 1] = b,
if and only if every k occurring in b is such that k[1.s o 1] = k,
if and only if every k such that £+ 1 occurs in b is such that (k+1)[1.s o 1
|=k+1,
if and only if every k such that k + 1 occurs in b is such that k[s] = &,
if and only if every index occurring in a is a fixpoint of s.

e Ifa=(nb ... by) then
als] =a
if and only if n[s] = n and b;[s] = b;,
if and only if n[s] = n and every index occurring in some b; is a fixpoint
of s,
if and only if every index occurring in a is a fixpoint of s.
o Ifa=(X[t] by ... by) then
als] =a
if and only if b;[s] = b;, to s =t,
if and only if every index occurring in some b; is a fixpoint of s and every
index occurring in ¢ is a fixpoint of s,
if and only if every index occurring in a is a fixpoint of s.

o Ift = by...by. 1" then

tos=1

if and only if bi[s]...by[s].(1" os) = b1...bp. 1",

if and only if by[s] = by, ..., by[s] = b, and 1" os =17,

if and only if all the indices occurring in by, ..., b, are fixpoints of s and
for every r, r[1" os] = r[1"],

if and only if all the indices occurring in b1, ..., b, are fixpoints of s and

for every r, (r +n)[s] =r +mn,
if and only if every index occurring in ¢ is a fixpoint of s.

a

3 Pattern unification

3.1 Transformation rules

Let us first define the equation systems on which we are working now.
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Definition 5 The language of (unification) constraints is defined by [10]:
C u= (Tra={,b)|T|F|(C A C)]|(3X.0)

Here T represents the constraint that is always satisfied, F the unsatisfiable con-
straint, a and b are any Ao-terms of the same type in a context I', and X € X. The
set of term variables of a constraint P (resp. of a term a) is denoted Var(P) (resp.
Var(a)). A constraint is sometimes called a system.

We take propositional constraint simplification (such as C AT w#» () for granted
and generally assume that constraints are maintained in prenex form. For simplicity,
we often omit the leading existential quantifiers and the context I' associated with
equations.

Definition 6 A A\o-pattern unification problem is any unification constraint, built
only on Ao-patterns.

As usual, a Ao-unifier (also called a solution) of a constraint P is a grafting
making the two sides of every equation of P equal modulo Ao. The set of Ao-unifiers
of a system P is denoted U),(P). In our setting, the solution of a Ao-pattern
unification is the result of the simplification of the initial problem to a solved form.

Definition 7 A Ao-pattern solved form is any conjunction of equations:
3Z. X1 =5,a1 A A Xy =5, an

such that V1 <i < n,X; € X, q; is a pattern, and:

(Z) Vi<i<ji<n Xi;éXj,
(i1) V1<i,j<n X; ¢ Var(aj),
(#11) V1<i<n X; ¢ 7,

(iv) YZeZ,3<j<n ZeVar(a)).

Note that flexible-flexible equations (see [6]) do not occur in Ao-pattern solved
forms. A solved form therefore trivially determines a unique grafting which is its
unifier. In order to state the transformation rules, we need the following definitions
and properties. When a de Bruijn index has an occurrence in a term, we can consider
two cases. First, when there is no variable on the path from the root of the term to
the index, this index cannot be removed by any substitution. In this case, it is said
to have a rigid occurrence. Otherwise the occurrence is said to be flexible.
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Definition 8 A de Bruijn index k is said to have a rigid occurrence in an atomic
pattern

e )\a if k41 has a rigid occurrence in a,
e (naj ... ap) if Kk =n or k has a rigid occurrence in some a;,

e X|[s] never.

Definition 9 A de Bruijn index k is said to have a flexible occurrence in an atomic
pattern:

e \a if kK 4+ 1 has a flexible occurrence in a,
e (naj ... ap) if k has a flexible occurrence in some a;,

o Xlai ... ap.1"] if some a; is k or if & > n.

Proposition 10 If k has a flexible occurrence in a then a has a subterm of the form
Xla1 ... ap. 1™] under ! abstractions and some a; is equal to k + . We say that k
has a flexible occurrence in a, in the i** argument of the variable X.

Given a Ao-pattern unification problem, the transformation rules described in
Figures 4 and 5 allow normalizing it into a solved form when it has solutions, or into
F otherwise.

The main differences between pattern unification and Ao-unification lie in the
treatment of flexible-rigid equations (see the rule Exp-app of [6]). When we have
an equation of the form X7s] :; » D, then if b is in the image of s, we can invert the
substitution and we get the equation X =%_ b[3] (rule Invert). If the term b is not
in the image of s there is an index occurring in this term but not in the substitution
s. If this index has a rigid occurrence, then the equation has no solution (rule
Pruningl). When it is flexible, we can eliminate it by substituting the variable on
its path (Pruning2). This allows us to bypass the Exp-app rule and also to solve
all flexible-flexible equations. We are reduced this way to consider only equations of
the form X :f\a b.

Three cases may then occur. When X has no occurrence in b, X is replaced by b
everywhere (rule Replace). If X occurs in b but not at top level, then the equation
has no solution (rule Occur-check). The third case is that of equations of the form
X ={_ X[s] (rule Same-variable). Notice that in this case, since the terms X and
X[s] have the same type, the substitution s has the form aj...a,. 1".
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Since there is no transformation introducing disjunctions, the unitary character
of Ao-pattern unification becomes trivial once the completeness and correctness of
the rules is shown together with a terminating strategy of the rules application.

3.2 Examples
3.2.1 An succeeding example
Let us show how these rules act on a simple example. Consider the pattern equation:
Az Ay Az (F z y) :?ﬂn Az Ay Az (2 (G y x))

In de Bruijn notation this equation is:

AA(F 12) =5, A1 (G 2 3))
Translating this equation by precooking yields:

MAF[] 12) =5, ML (G[1?] 2 3))

Using Dec-A this equation simplifies to:

(F[*] 1 2) =}, (1 (G1t%) 2 3))

Using Exp-A four times we instantiate F' by AAX and G by A\Y. So we get:

2

X214 =5, (1 (Y[3:2.4%)

Now consider the substitution 2.1. 13. The only de Bruijn number not occurring in
it is 3. This numbers occurs in the right-hand side in Y[3.2. 13]. Thus with the rule
Pruning2 we add the equation Y =?)\ » Z[1]. With the rule Replace we get:

X[2.1. 1% =5, (1 (Z[2. %))
Now 3 has no more occurrences in the right-hand side, thus the rule Invert yields:
X =5, (1 (Z[2. P])[2.1.2". 47

X =5, (2 (Z[1.17))
This gives:

F =}, M2 (Z[1.1%))
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Dec-A\

Dec-appl

Dec-app2

Occur-check

Replace

Normalize

P A /\Aa=;0 Aab
H=»

”
PANa=,b

PA@ar ... ap) =7/\U (mbr ... bp)
H=»

P A (/\i=1..p a; =;0' bl)

P A (na1 ap) :’j\a' (mb1 bq)
H»

F

ifn#m

P

=

¥V:(A-T-B), PA X:";J)\AY

if ( X:THA— B) €Var(P),Y ¢ Var(P),
and X is not a solved variable

PAX={a

>

F

if X € Var(a) and a has not the form X|s]
PAX={,a

=

{X—=a}(P) A X={,a
if X € Var(P),X ¢ Var(a) and a € X = a € Var(P)

.
PANa=,,b
-

,
PAad =,V

if a or b is not in long normal form
where a' (resp. b') is the long normal form of a (resp. b) if a (resp. b) is
not a solved variable and a (resp. b) otherwise

Figure 4: PatternUnif: Rules for pattern unification in Ao: Part 1
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Pruningl

Pruning?2

Invert

Same-variable

Figure 5:

P A X[s]=5,b

H%

F

if bis an atomic pattern, s is a pattern substitution and some index
k has no occurrence in s but a rigid occurrence in b

P A X[s]=},b

H»

AZ(P A X[s] =%, b AY =5, Z[L...i—1.1%))

if bis an atomic pattern, s is a pattern substitution and some index
k has no occurrence in s and a flexible occurrence in b in the i**
argument of the variable Y

P A X[s]=5,b

H%

P A X =%, b3

if bis an atomic pattern, s is a pattern substitution and X does not
occur in b, all the de Bruijn indices occurring in b occur in s

P AX=}, Xai...an. 1"

H»

V(P A X =5, Y[ir...ir. 7))

where a5 ...a,. 1" is a pattern substitution and ¢; ...%, are the indices
such that a; = ¢

PatternUnif: Rules for pattern unification in Ao: Part 2

G =}, A(Z[1])

As shown below, we can translate these solutions back in A-calculus. With Anti-Exp-A
we get Z =5 (H[1] 1) and:

F =}, MW@ (H[] 1))

G =}, MH[1?] 2)

which is the pre-cooking of:
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le.:
F :337) Au Ao (u (H v))

G =py, Mu Xv (H u)

3.2.2 An example failing by the rule Pruningl
Az Ay Az (F z y) :?ﬁn Az Ay Az (z (G y x))

we get:
X[2.1. 4% =5, (3 (Y[3.2.1%]))

3 has now a rigid occurrence in the right-hand side and the system fails by the rule
Pruningl.

3.2.3 An example failing by the rule Occur check
Az Ay Az (nyz):?ﬁn)\x)\y)\z (z (F zy x))

we get:
X =5, (1 (X[3.2.1.1%)))

and the system fails by occur check.

3.3 Correctness and completeness

We can now show that the PatternUnif rules are correct and complete.

Proposition 11 Any rule r in PatternUnif is correct (i.e. P#»" P' = U, (P') C
Uy, (P)) and complete (i.e. Pws"P' = U, (P) C Uy, (P")).

Proof: This needs to be proved only for the rules in Figure 5 since the other have
been proved correct and complete in [6] in the more general case of any Ao-
unification problem.

Pruningl is obviously correct. It is complete because if k£ has a rigid occur-
rence in b then for any grafting 8, k has a rigid occurrence in 6b. Thus by the
inversion lemma 6b is not in the image of s and the problem X[s] = b has no
solutions.

Pruning? is obviously correct. Let us prove it is complete.
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Let 6 be a grafting such that (X)[s] = 6b and let Y[c;...cp. 17] be the
subterm of b under [ abstractions such that ¢; = k + . Then ¢ does not occur
in 0Y.

Indeed, if ¢ occurred in Y then k + [ would occur in (8Y)[c1 ... cq. 7] thus
(rigid path) k would occur in #b, and by the inversion lemma 6b would not be
in the image of s.

Thus by the inversion lemma 0Y is in the image of the substitution 1.2...7 —
1. 1%, Let d be the term such that Y = d[1.2...7 — 1. 1¢] then 0 U {< Z,d >}
is a solution to the generated problem.

Invert is correct by Proposition 5. Let us prove it is complete. If 0X = 6(b[s])
then 0(X[s]) = 6(b[3][s]). By proposition 8, b is the image of s thus b[s][s] = b
and 6(X|[s]) = 6b.

Same-variable is obviously correct, let us prove it is complete.
Let 0 be a grafting solution to the initial problem.

We have X = (6X)[a1 ...an. 1"]. Thus by the proposition 9, all the indices
occurring in X are among %1,...,%,n + 1,7 + 2,... Thus by the inversion
lemma, #X is in the image of 41 ...4,. 1. Let ¢ such that 0X = c[iy ...43,. 1],
the grafting 0 U {< Y, c >} is a solution to the problem. O

3.4 A unification algorithm

We should now show how the rules in PatternUnif can be used in order to solve
a Ao-pattern unification problem, i.e., reduce it to a Ao-pattern solved form. We
first check that atomic pattern unification problems are stable under the unification
transformations, i.e. applying a unification rule of PatternUnif (except the rules
Anti-*) on an atomic pattern problem yields an atomic problem after normalization.
Then one can prove that an atomic pattern unification problem is in normal form for
the rules in PatternUnif (except the rules Anti-*), if it is either F or a in solved
form.

Proposition 12 An atomic pattern unification problem is in normal form for the
rules in PatternUnif | if it is either F or a Ao-pattern solved form.

Proof: Solved forms are obviously normal.

Conversely consider an atomic pattern unification problem. If it does not have
the form X[s] =% b or X =} b then one of the Dec-* rule applies. If it has
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the form X]s] :;U b then one of the rules Pruningl, Pruning2 or Invert
applies. If it has the form X :;U_ b then either X has an occurrence in b
and one of the rules Occur check or Same-variable applies. If X has no
occurrence in b then either the rule Replace applies or the equation is solved.
O

Proposition 13 The above strategy in the application of the PatternUnif rules is
terminating on atomic pattern problems.

Proof: After any application of Pruning2 or Same-variable the rule Replace is
applicable, after any application of Invert and Normalize one of the rules
Occur-check, Same-variable or Replace is applicable. Thus on a unsolved
form one of these sequences can be applied.

e Dec-*

¢ Pruningl

e Pruning2;Replace

e Invert;Normalize;Occur-check

e Invert;Normalize;Same-variable;Replace
e Invert;Normalize;Replace.

e Same-variable;Replace

e Replace

At each application, the sum of the sizes of the contexts of the unsolved vari-
ables decreases, but for the rule Dec-* that keeps the sum of the sizes of the
contexts of the unsolved variables and decreases the size of the problem. O

The main result becomes now clear since any problem either has no solution or
can be transformed into an equivalent solved problem with no disjunction:

Proposition 14 Unification of atomic Ao-patterns is decidable and unitary.

Proof: The PatternUnif rules are correct and complete, and using the strategy
described above, their application on any Ao-pattern unification problem ter-
minate. This yields either failure when the initial problem has no solution or
a unique Ao-pattern solved form. O
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For non-atomic pattern problems the application of the rules (Exp-\; Replace;
Normalize) is trivially terminating and yields an atomic pattern problem. Thus:

Theorem 1 Unification of Ao-patterns is decidable and unitary.

If the problem we start with is the pre-cooking of some problem in A-calculus in
a context I', then we may want to translate back the solved problem in A-calculus.
This can be done with the rules Anti-*.

But we need to prove the following invariants of transformations.

Proposition 15 The PatternUnif rules preverve the following properties:
1. the context of the Ao-pattern unification problem has the form A; ... A,.T,
2. for every variable X, the context I'x has the form By ... B,.T,
3. for every subterm XJa; - - - ap. 1"] of a derived problem we have p < |I'x|—|T.
Proof:

e For the rule Pruningl the conservation of invariants is trivial.

e For the rule Pruning2, the variable Y occurs in a subterm of the form
Ylai....ap. "] thus we have I'y = Ay ... A,.B; ... By The context of Z
is A1 [P Ai—lAi—i—lApBl ‘e qu and in Z[]_ [P (’L - 1) TZ] we have 1 — 1 S
p—1<(p-1)+gq

e For the rule Invert, as the equation X|s] :; , b verifies the invariant we
have I'x = A;...A,.Cy...CI" and thus the context of the equation is
A = By...B,.Ci...C,I'. The substitution 3 = ej...ey,. 1¥ is such that
every ¢; is well typed in I'x and is either a de Bruijn index or a variable.
Then we have n < n + ¢ thus, by the case 2 of proposition 4.6 of [6] the
normal form of b[3] verifies the invariant.

e For the rule Same-variable we have 'y = A;...A,B;...B;I'. The
context of Y is A;, ... A;, By ...By.I'. and in Z[iy ... 4. 1] we have r <
n<n+4q.

e The other rules are proved to verify this invariant in [6].

a

So we are now in shape to state a similar theorem as for full unification in Ao-
calculus.
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Anti-Exp-A P
=
Y (P AX=%, (Y[11)
if X € Var(P) such that I'x = AT
where Y € X, and Ty = A — Tx,FY = FIX

Anti-Dec-\ P Aa=}_b
-
P A Aa =;0 Aab
if a =%, bis well-typed in a context A = A.A’

Figure 6: AntiRules

Theorem 2 The most general unifier of a higher-order pattern unification problem
a :?ﬂn b can be obtained by pre-cooking followed by the application of the PatternUnif
rules under the strateqy we have described and ended by the Anti-* rules given in
Figure 6 and back-cooking.

In comparison with the standard presentation of pattern unification, our presen-
tation does not need mixed prefixes to simplify abstractions. Here we just reap the
benefit of the encoding of scopes constraints in the calculus itself [6]. Similarly, the
raising step is merely our Anti-Exp-\ rule. Most flexible-rigid and flexible-flexible
cases can be uniformly reduced to inversion of a pattern substitution, with the case
of two identical head variables being the only exception (rule Same-variable).

4 Towards an efficient implementation

The literal interpretation of the algorithm in Section 3.4 is still quite impractical.
For example, pruning is done one variable at a time, and so the right-hand side of a
variable/term equation would have to be traversed and copied many times. In this
section we present an algorithm which is close to the actual efficient implementation
of pattern unification in the MLF (modular LF) language |9] and in the system Twelf
[26].

Since we generalize pattern unification to a constraint simplification algorithm
which does not require the pattern restriction, we use ¢ and ( to range over pattern
substitutions, later to be distinguished from arbitrary substitutions.

INRIA



Unification via Explicit Substitutions: The Case of Higher-Order Patterns 25

4.1 Atomic weak head normal forms

The rule Normalize is not practical, since it is in general too expensive to reduce
the whole term into normal form, perhaps only to discover later that the two terms
we unify disagree in their top-level constructor. Instead, we transform the term only
into weak head-normal form (see also [2]).

Definition 10 A Ao-term a is in atomic weak head-normal form if it has the form:
e \ja, where a is arbitrary,
e (najy ... ap) where ay,...,a, are arbitrary,

e X[s] where s is arbitrary.

Proposition 16 If every meta-variable in a has atomic type, then a has an atomic
weak head-normal form.

Proof: Head reduction is a complete strategy for well-typed terms. O

If a contains meta-variables with non-atomic type, we can obtain an equivalent
term (with respect to unification) by instantiating functional variables with new
variables of lower type (see rule Exp-A in Figure 4). This instantiation must be
recorded as an equation, so converting a term to atomic weak head-normal form
may introduce new constraints.

So as not to clutter the notation, we assume a global constraints store CS to
which new equations may be added during the transformations. In its simplest form
(e.g., when all terms are patterns), CS represents a substitution. We write a for
the atomic weak head-normal form of a obtained by successive head reductions as
modeled in the Ao-calculus. As noted, this operation may add equations to the
constraints store.

4.2 Constraints transformations

In this section we postulate (and maintain) that in an equation all terms are in
atomic weak head-normal form unless the equation is solved, that is, of the form
X :g\ , b where X does not occur in b. Furthermore, solved variables are immedi-
ately propagated so that X is replaced by b throughout the other constraints, i.e.,
Replace is applied eagerly. In the implementation, this is modeled by an efficient
destructive update of a pointer associated with X in the manner familiar from Prolog
implementations.
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AA a a9 :g\a biby, —» a1 :;a/\bl A as :?)\o b/;
LL Aaa :?)\0' Aab — a:;ab/_\
LT Aaa=5,b — a=4, (b[t]1) if bis not of the form Aab
TL b=}, aa — a=;, (b[t]1) if bis not of the form Aab;
EE = n_:?;U n — T
#* n=,m — F ifn#m
NA n=5,b1bo — F
AN by bQJ:;U n — F
VV o X[E] =5, X[¢] = X =5, YEnd]
VT X[ =5,b — X =i,b¢t ifb¢]7! exists and X not rigid in NF
TV b=, X[€] — X = blg]"! ifbl¢] ! exists and X not rigid in NF
Ao . Ao
0oC1 X[¢]=3,b — T if neither VV nor VT applies
0C2 b=5, X[¢] — T if neither VV nor TV applies
Figure 7: Practical transformations

The PatternUnif rules can be implemented by the transformation rules de-
scribed in Figure 7 with the auxiliary operations ¢ N¢ and a[¢]~! which are explained
below.

The main differences between the PatternUnif rules and the implemented ones
are the following. The n-expansion is done lazily by the rules LT and TL. The
decomposition of applications is done incrementally, using the fact that applications
are always rigid terms since meta-variables are assumed to be atomic. The rule
Same-variable is replaced by the computation of the substitution £ N (. Inverting
a substitution and applying the inverse to a term is now a single operation. Pruning
is replaced by adding equations during this operation. We also omit the context I'
which could be reconstructed easily.

The rules VT, TV, OC1 and OC2 contain side conditions on occurrences of a
meta-variable X in a term. For the pattern fragment, any meta-variable occurrence
is rigid, so simply the occurrence or absence of X from the normal form of b is in
question. These rules remain valid under the generalization away from patterns in
section 5.4, but only if we restrict the occurrences to be rigid. In the actual imple-
mentation this is not checked separately (which would require expensive traversal
and possibly normalization of b), but simultaneously with the computation of b[¢]~!
in rules VT and TV.
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Given two pattern substitutions ¢ and ¢ with the same domain and co-domain,
we define £ N ¢ by:
iEni¢ = L(ENCo1)
NG = (ENQot ifi#]
N1 = &N (n+1). 47+
™ Nj¢ = (m+1). 1 g
N = id

Note that 1™ N 1™ for n # m cannot arise, since the substitutions are required
to have the same domain and co-domain.

4.3 Inverting substitutions

The properties from Section 2 show that the right inverse of a pattern substitution
exists. The proof of this property is constructive and implicitly defines an algorithm
to compute this inverse. In this section we write out another version of this algorithm
in a form amenable to an efficient implementation.

Assume we have:

ThHb: A
THE:A

where b is in atomic weak head-normal form. We define b[¢] ! so that A - b[¢]7L: A
and (b[¢]71)[€] = b if b[¢] ™! exists and b contains no free variables. If b does contain
free variables, then the inversion may generate some additional constraints (as in the
pruning rules). In that case we have (b[¢]~!)[¢] = b only modulo the solution to the
generated constraints. We need to define the operation mutually recursively with
Co &1, where:

r=¢:r

FHE:-A

and then AFCoé 1 :T"and (o€ 1)oé =C(if (o0& ! exists.

The application of an inverse substitution is described in Figure 8. In the final
case, ¢! = ¢ | € is the pruning substitution which guarantees that (¢’ o ¢)o¢& ! exists.
Such a pruning substitution always exists but we must take care to construct it such
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A (aa)g]™t = (a[g]™h) (@2[71)
L (Mot = Aa@[L.(6o 1]
NK > ntF]7! = n—k ifn>k
NK < n[th]—1 fails if n < k
ND = nngt = 1
ND # nmg~t = (T[] ifn#m
D (aQo& ' = aff] . (Co&)
UD1 170 (a.£) ! (tmot ot ifm>a
UD2 170 (af)™" = ((m+1).1")o(af) tifm<a
UUl tmo(t™)™ = 4™ " ifm>n
UU2 tmo(t) ™t = (m+1).4"M ot ifm<n
V4 (YDIE™ = Y[(o& '] if (o exists
V- (Y[ = Y'[(¢"0¢)o& "] if (o0& ! does not exist,

adding constraint Y =} Y'[('] where (' = (| ¢
and Y’ is a new meta-variable

Figure 8: Inverse Computations

that no solutions are lost. It is defined by:

(b-C; I£ = L((C]&)o1) if B[] ™" exists
£

(b.C = (C|&ot if b[¢]7! does not exist
T (al) = t|€ fm>a
1| (@) = (m+1).1" | (a€) ifm<a

—
3
N
S
I
3
—+

DA™ 47 ifm<n
1 = dd ifm>n

4.4 Constraint simplification: the general case

Extensive practical experience with languages like AProlog and Elf has shown that a
static restriction of the language to employ only patterns in their terms is too severe.
An empirical study confirming this observation can be found in [15]. These exper-
iments suggest an operational model, whereby equations which lie entirely within
the pattern fragment of the typed A-calculus should be solved immediately with
the pattern unification algorithm. Others (including certain flex-rigid and flexible-
flexible equations) should be postponed as constraints in the hope that they will
be instantiated further by solutions to other constraints. Such a general scheme of
deduction with constraints has been studied in first order logic with equality [11]
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and has shown a fundamental improvement in the theorem proving techniques [13].
In our situation, this technique avoids all branching during constraint simplification
(as opposed to Huet’s algorithm, for example). The resulting pattern simplification
algorithm is described in [23] in the framework of the Elf programming language.
The implementation [25] is practical, but not nearly as efficient as unification would
be for a language such as Prolog. Some of these inefliciencies can be addressed using
a calculus of explicit substitutions.

While not all problems have been solved, we believe that such a treatment is
an important and essential step forward. The ideas below should also apply to
Nadathur’s environment calculus [20, 21, 18], which was designed for an efficient
implementation of Huet’s unification algorithm in the context of AProlog.

If we relax the pattern restriction, atomic weak head-normal forms can now also
be of the form X[s], where s is not a pattern substitution. Throughout the remainder
of this section we use s for substitutions which are not pattern substitutions.

The constraint transformation rules from Section 4.2 do not change, except that
now there are additional cases where no rules apply. These remaining constraints
have the form X[s] =}  a where:

e g=mn,
* a=ua ay,

e a=YTt], or

e a = Y[(] such that so¢ ™! does not exist or would generate unsolved constraints.

In the rules for inverse application of substitutions in Section 4.3, we have to con-
sider versions of the rules V4, V—, and D where ¢ may not be a pattern substitution,
as described in Figure 9.

One could safely omit V24 and unconditionally apply V2 =, but in practice this
sometimes leaves constraints with an obvious principal solution.

This generalized algorithm still always terminates. If it succeeds without un-
solved constraints, the induced answer substitution is guaranteed to be a principal
solution. If it fails there is no solution. If some constraints remain there may or
may not be a solution, and the algorithm is therefore not as complete as Huet’s.
However, the remaining constraints and the original constraints have the same set of
solutions (restricted to the original variables), and we are thus free to employ other
algorithms to determine satisfiability of remaining constraints at the end if we wish.
The algorithm is also obviously still sound and complete for unification problems
consisting entirely of patterns.
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D2 (at)ot = al (ot

V2+  (Y[t)[E]7 = Y[toé™ if t o €71 exists without introducing new
unsolved constraints

V2= (Y[l = Y’ if to ¢! does not exist or would add

unsolved constraints, adding constraint
Y[t] =5, Y'[€] for a new meta-variable Y.

Figure 9: General inverse computation

In practice it has proved superior to Huet’s algorithm in many cases, primarily
because the latter makes non-deterministic choices which may have to be undone and
backtracked later. Furthermore, we have the guarantee that any produced solution
without remaining constraints is indeed a most general solution, which is important,
for example, in type reconstruction.

5 Related and future work

Nadathur [20, 21, 18] has independently developed a calculus quite similar to explicit
substitutions and sketched an implementation of Huet’s algorithm for higher-order
unification in it. Another solution has been adopted in Prolog/Mali [4]. As far as
we know, nobody has already considered this question for patterns or constraints.
Qian [27| gives a linear algorithm for higher-order pattern unification, but to our
knowledge it has never been implemented and its practicality remains open. He also
does not consider more general constraints.

One question we plan to consider in future work is if an explicit substitution
calculus might be exposed at the level of the programming language, rather than
remain confined to the implementation. This raises a number of tantalizing possibil-
ities as pointed out by Duggan [8]. Another point of interest will be to investigate
equational patterns unification. This has very useful applications but could probably
not be consider as a simple specialisation of the general case developped in [12], as
shown in [3].

Besides MLF [9] and Twelf [26], the ALF system [14] also employs an explicit
substitution calculus with dependent types and makes it available to the user, but
its operational properties (such as unification) have not yet been fully investigated.
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