N
N

N

HAL

open science

Higher Order Unification via Explicit Substitutions
Gilles Dowek, Thérese Hardin, Claude Kirchner

» To cite this version:

Gilles Dowek, Thérese Hardin, Claude Kirchner. Higher Order Unification via Explicit Substitutions.
[Research Report] RR-2709, INRIA. 1995, pp.42. inria-00077197

HAL Id: inria-00077197
https://inria.hal.science/inria-00077197
Submitted on 29 May 2006

HAL is a multi-disciplinary open access
archive for the deposit and dissemination of sci-
entific research documents, whether they are pub-
lished or not. The documents may come from
teaching and research institutions in France or
abroad, or from public or private research centers.

L’archive ouverte pluridisciplinaire HAL, est
destinée au dépot et a la diffusion de documents
scientifiques de niveau recherche, publiés ou non,
émanant des établissements d’enseignement et de
recherche francais ou étrangers, des laboratoires
publics ou privés.


https://inria.hal.science/inria-00077197
https://hal.archives-ouvertes.fr

ISSN 0249-6399

%I INRIA

INSTITUT NATIONAL DE RECHERCHE EN INFORMATIQUE ET EN AUTOMATIQUE

Higher Order Unification via Explicit Substitutions

Gilles DOWEK , Thért.se HARDIN , Claude KIRCHNER

N° 2709
Novembre 1995

PROGRAMME 2

apport
derecherche







VAW 1 IN I 1 1

LORRAINE

Higher Order Unification via Explicit Substitutions

Gilles DOWEK™ | Thérese HARDIN ** | Claude KIRCHNER **

Programme 2 — Calcul symbolique, programmation et génie logiciel

Projets COQ,PARA,PROTHEOQO

Rapport de recherche n2709 — Novembre 1995 — 42 pages

Abstract:  Higher order unification is equational unification for Fn-conversion. But it is not first order
equational unification, as substitution has to avoid capture. Thus the methods for equational unification (such as
narrowing) built upon grafting (i.e. substitution without renaming), cannot be used for higher order unification,
which needs specific algorithms. Our goal in this paper is to reduce higher order unification to first order
equational unification in a suitable theory.

This is achived by replacing substitution by grafting, but this replacement is not straightforward as it
raises two major problems. First, some unification problems have solutions with grafting but no solution with
substitution. Then equational unification algorithms rest upon the fact that grafting and reduction commute.
But grafting and gn-reduction do not commute in A-calculus and reducing an equation may change the set of
its solutions. This difficulty comes from the interaction between the substitutions initiated by #n-reduction and
the ones initiated by the unification process. The difference is at the variable level. Two kinds of variables are
involved: those of Gn-conversion and those of unification. So, we need to set up a calculus which distinguishes
these two kinds of variables and such that reduction and grafting commute. For that, the application of a
substitution of a reduction variable to a unification one must be delayed until this variable is instantiated. Such
a separation and a delay are provided by a calculus of explicit substitutions.

Unification in such a calculus can be performed by well-known algorithms such as narrowing, but we present
a specialized algorithm for a greater efficiency.

At last we show how to relate unification in A-calculus and in a calculus with explicit substitutions.

Thus we come up with a new higher order unification algorithm which eliminates some burdens of the
previous algorithms, in particular the functional handling of scopes. Huet’s algorithm, can be seen as a specific
strategy for our algorithm, since each of its step is decomposed in elementary ones, giving a more atomic
description of the unification process. Also, solved forms in A-calculus can easily be computed from solved
forms in Ao-calculus.
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Unification d’Ordre Supérieur via les Substitutions Explicites

Résumé : L’unification d’ordre supérieur consiste & unifier modulo gn-conversion. Ce n’est donc pas de
I'unification équationnelle modulo #n-conversion car les substitutions doivent éviter les captures. Les méthodes
(comme la surréduction) permettant d’unifier modulo une théorie équationnelle sont basées sur 'opération de
greffe (qui consiste & substituer sans renomer) et ne peuvent donc pas s’appliquer directement & I'unification
d’ordre supérieur. Ce papier a pour but de réduire 'unification d’ordre supérieur & I’unification du premier
ordre modulo une théorie équationnelle appropriée.

Ce résultat est obtenu en remplacant opération de substitution par 'opération de greffe, ce qui souléve
deux problémes. Tout d’abord, un probléme d’unification peut avoir des solutions par greffe sans en avoir par
substitution. Par ailleurs, les algorithmes d’unification équationelle reposent sur le fait que I’opération de greffe
et la réduction commutent. Mais greffe et fn-réduction ne commutent pas dans le A-calcul et la réduction d’une
équation peut changer ses solutions. L’origine de cette difficulté provient de 'interaction entre les substitutions
initialisées par la Gn-réduction et celles initialisées par le processus d’unification. La difference est au niveau des
variables. Deux types de variables sont impliqués: celle nécessaires & la fn-réduction et celles nécessaires pour
I'unification. Par conséquent, nous devons élaborer un calcul qui distingue ces deux types de variables et pour
lequel réduction et greffe commute. Pour ce faire, application d’une substitution & une variable de réduction
dans une variable d’unification doit étre retardée jusqu’a ce que cette variable soit instanciée. Cette séparation
et ce délai nous sont fournis grace a un calcul de substitutions explicites.

L’unification dans un tel calcul peut alors étre réalisée par des algorithmes connus tels que la surréduction,
mais nous présentons un algorithme spécialisé plus efficace.

Enfin nous montrons comment relier I'unification dans le A-calcul avec 'unification équationnelle modulo un
calcul avec substitutions explicites.

Nous aboutissons donc & un nouvel algorithme d’unification d’ordre supérieur qui élimine les lourdeurs des
algorithmes antérieurs, en particulier en ce qui concerne la gestion des portées par la fonctionnalité. L’algorithme
de Huet peut étre obtenu comme une stratégie particuliére du nétre car toutes ses étapes peuvent étre décom-
posées en étapes élémentaires, donnant ainsi une description plus atomique du processus d’unification. Enfin,
les formes résolues d’un probléme d’ordre supérieur s’obtiennent facilement & partir des formes résolues du
probléme calculées dans le calcul de substitutions explicites.

Mots-clé : Substitution explicite, unification d’ordre supérieur
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4 Gulles DOWEK , Thérese HARDIN , Claude KIRCHNER

Introduction

In the original presentation of higher order logic, # and n-conversion were defined as axioms of the theory [Chu40,
And86]. The use of these axioms in a proof searching method leads to replacing a given proposition by any of
its fn-equivalent forms, which is quite inefficient. This leads to a more suitable presentation of higher order
logic, Bn-equivalent propositions are identified. Blind enumeration of equivalent propositions is then avoided,
but instead of looking for syntactically equal instances of two terms, unification has to search for convertible
instances of those terms. In other words, the conversion steps of the early proof searching methods are integrated
within the unification process [And71]: this is the so-called higher order unification, or unification in simply
typed A-calculus [HueT75].

A similar approach has been applied successfully to many theories of interest, by removing equational axioms
like associativity and commutativity from the theory and integrating them within the unification process, thus
leading to the use of equational unification [Plo72] in the deduction process.

Thus, higher order unification is merely equational unification for Gn. But it is not first order equational
unification: as A is a binding operator, A-calculus is not a first order algebra and substitution is not first order.
Therefore, the classical first order methods for equational unification, like narrowing for example, cannot be used
and higher order unification still needs specific algorithms. In this paper we show how higher order unification
can be reduced to first order equational unification in a suitable equational theory.

The main difference between substitution of A-calculus and first order substitution, here called grafting, is
that the former performs renaming to avoid captures. This complicates higher order unification algorithms a
lot. Indeed, if we consider a problem where a variable X occurs and 6 is a solution to this problem, the normal
form of the term 6X is the term:

06X = dzq... .. Azn.(far...ap).

The symbol f is called the head-symbol of this term and the terms ay, ..., a, are its arguments. Of course, the
bound variables z1, ..., z, may occur in these arguments.

As we do in equational unification we would like in a first step towards this substitution, to choose the head
symbol f and to generate new variables for its arguments leading to the elementary substitution:

X//\ll ..... )‘In(fyl}/p)

But this does not work in A-calculus, as the substitution mechanism would forbid substituting, for example,
for Y7 while z; may occur in a;. Thus elementary substitutions in higher order unification have the form:

X/ Az ... Azp (f (Y1 2. .czn) . (Y 1. ..20)).

The information that the variables z; can indeed occur in the arguments of f needs to be functionally handled
explicitly. Using grafting instead of substitution for unification will allow us to avoid this functional handling
of scopes.

However using grafting instead of substitution for unification in A-calculus raises two major problems. First,
some scoping constraints are essential and they would need to be handled explicitly. For instance, in the
unification problem Az.Y =) Az.z, a term substituted for Y cannot contain 2. When the replacement is the
substitution of A-calculus, the bound variable x is renamed if the term substituted for Y contains the variable
z and thus the constraint is automatically satisfied. If the replacement is grafting, then this constraint must
explicitly be recorded, leading to a side calculus. Secondly, and more seriously, grafting and frn-reduction do
not commute, while substitution and reduction do. For instance ((Az.Y) a) reduces to Y, although the term
((Az.z) a) obtained by grafting « to Y reduces to a and not to . Thus reducing an equation would change the
set of its solutions. This difficulty comes from the interaction between two different calculi: the gn-conversion
and the application of substitution by the unification algorithm. The difference is at the variable level rather
than at the calculus level: the variables that can be meaningfully instantiated by unification are never the
variables that can be instantiated by fn-reduction, i.e. the bound variables. Thus we need to distinguish the
two kinds of variables and to set up a calculus where reduction and unification grafting do not interfere. In such
a calculus, the application of the substitution #/a to the term Y, during the reduction of (( A2.Y) @) must be
delayed until the unification variable Y is instantiated.

In other words, we need to describe at the object level how the application of a substitution initiated
by reduction works. Such an internalization of the substitution calculus was already required for describing
implementations of A-calculi and has motivated the development of Ao-calculus [ACCL91, CHLar] which is a
first order rewriting system. This calculus has been designed to describe gn-reduction step by step, the A-terms
being written in de Bruijn notation.

INRIA



Hegher Order Unification via Lzxplicit Substitutions )

As we want to distinguish two kinds of variables in A-calculus, we cannot directly use the embedding of
the A-calculus in de Bruijn notation into the Ao-calculus. To extend it, we need to express how we translate
unification variables. They can either be coded as de Bruijn indices together with the variables, or as meta-
indices, i.e. in a calculus with two kinds of de Bruijn indices, or kept as named identifiers. As we want these
unification variables to be the variables of a first order algebra, we keep names instead.

In Ao-calculus grafting and reduction commute, so we can use grafting for unification, but we still need to
handle the scoping constraints initially given in the problem. In fact, using the expressive power of Ao-calculus,
these scoping constraints can be internalized in the expression of the problem. We define a translation (that
we call pre-cooking) of A-calculus into Ac-calculus such that a problem a :;n b has a solution (substitution)

in A-calculus if and only if its translation ap =}, br has a solution (grafting) in Aoe. The main idea of the
translation is the following: if a variable X occurs in the problem a :?ﬁn b, under some A’s, then substituting

t for X in a =} b needs some processing (called lifting) of ¢ to avoid capture. Thus substitution in A-calculus
contains two steps: first lifting then grafting. As lifting operators are explicit in Ao-calculus, lifting will be
incorporated in the unification problem ap :?)\U bp and thus searching for a substitution solution of the problem
a :;n b is reduced to searching for a grafting solution of the problem ap = bp.

As A-calculus is a strict subset of Ao-calculus, we need to show that a problem has solutions in A-calculus
if and only if its translation has solutions in Ac. In this way we reduce higher order unification to first order
equational unification in Ao. This solution, is completely different from a reformulation of Huet’s algorithm
in Ao, as such an approach would not reap the benefit of the first order framework, in particular the use of
grafting.

To solve equational unification problems in Ao, we can use a classical algorithm such as narrowing. In fact
we will design a more efficient algorithm, for this particular theory. This algorithm can be understood as a kind
of optimized narrowing.

Last we show that in contrast with the reduction of higher order unification to equational unification in
a combinatory language [Dou93], the unification algorithm for Ao can simulate the algorithm of [Hue75], i.e.
every step of this algorithm can be simulated by a sequence of steps of our algorithm. We also show that this is
not the most efficient way to use the unification algorithm of Ao as this simulation includes a lot of steps that
functionally code and decode scoping constraints, which can in fact be skipped.

The structure of the paper is as follows: First we introduce the A and Ao calculi and show in detail how
the notions of substitution and grafting interact with fn-reduction. We then introduce type information in
the calculi and we make explicit a first order presentation of the typed Ac-calculus. After introducing the
standard notions of equational unification and the appropriate notion of solved forms, section 3 is devoted to
the description of a rule based unification procedure for the typed Ao-calculus and to its proof of correctness and
completeness. The last section then shows how the previous unification procedure can be applied to solve the
problem of higher order unification thanks to the “pre-cooking” transformation. The paper ends with detailled
examples and conclusions.

This paper is the full version, including full motivations and proofs, of the extended abstract which appeared
in the LICS’95 proceedings [DHK95]. We have chosen to make this version quite detailled since we believe
important for the reader to have an explicit description of all the fundamental choices we have made in the
design of the framework.

1 From M-calculus to Ao-calculus

In this section we motivate and introduce the calculi used in the paper: A-calculus with names, A-calculus with
de Bruijn indices and then Ao-calculus. The presentation given here is slightly different from the classical ones,
as we emphasize the role of unification variables and substitution.

In these calculi, the key notion is always the notion of substitution. However, in these formalisms the word
“substitution” is heavily overloaded. First, we can substitute a bound variable of the calculus, as in substitu-
tions initiated by G-reduction. Then we may substitute a unification variable of a term schema. Also, some
substitutions avoid bound variable capture by renaming or lifting and others such as first order substitutions
do not. So we are in particular insisting in this section on the differences between substitution and grafting.

RR n2709



6 Gulles DOWEK , Thérese HARDIN , Claude KIRCHNER

1.1 First order algebras

First, in order to fix notations, we recall the classical definition of first order substitution which will be called
grafting in this paper. Let T(F,X) be the free algebra built on a set X' of variables (denoted X,Y,...) and a
set F of operators. The set of variables of a term a is denoted Var(a).

Definition 1.1 A waluation is a function from X" to 7(F, ). The X-grafting (usually called first order sub-
stitution), extending a valuation # and written 6, is the homomorphism defined by:

1. if X is a variable of X' then §(X) = 6(X),

2. ifay,...,ar € T(F,X)and f € F, then 0(f(ay,...,ar)) = f(0(ar),...,0(ar)).

The domain of a grafting 6 is the set of variables that are not trivially mapped to themselves:
Dom(0) = {z|z € X and 0(z) # =},

and the set of variables introduced by @ is called its range, defined by:

Ran(0) = | ) Var(9(z)).

z€Dom(9)
The set of all variables involved in 6 is Var(6) = Dom(0) U Ran(0).

Notation: Let 0 be a valuation binding the variables X, ..., X, to the terms ay, ..., a,, we write the grafting
associated to 0: § = {X; — a1,...,X,, = a,}. As usual, 0 is also written # and X-grafting is simply called
grafting when there is no ambiguity.

Example 1.1 Applying 0 = {X — f(X,Z)} on the term a = g(b,g(X, X)) results in the term 6(a) =
g9(b,9(f(X, 2), f(X, 2))).

1.2 M-calculus with names

Let V be a set of variables, written #, y, etc. The terms of A(V), the A-calculus with names, are inductively
defined by:

ax=u|(aa)|Ar.a

First, we may try to consider the A-calculus as a first order language, with a binary infix operator with no
name that we denote when needed _ _ for the application (formally (a b) would be then the infix notation for
the term in prefix notation _ _(a, b)) and an infinite number of unary operators called abstractors Az._ indexed
on V.

A term A z.a is intended to represent a function of #, whose body is a. Its application to an actual parameter
b is expected to return the value of a, where the formal parameter z is replaced by b. So, we need to define
this replacement operation. In a first order setting, the natural notion of replacement is the one of grafting
on the term algebra 7({Az._,,- _},V). Using this notion, the replacement of formal arguments by actuals (the
B-reduction) would be defined by:

(Az.a)b = {2 — b}a.

But this definition has two severe drawbacks with respect to the intended semantics of the calculus. First
if # = {& — a} then 0(Az.2) = Az.a although 6(Ay.y) = Ay.y, so the computation can be uncorrect. Second, if
0 = {x — y} then 0(Ay.z) = Ay.y although 6(Az.2) = Az.y, so there can be a capture.

Thus, during the replacement, bound variables renaming (also called a-conversion) is needed to ensure the
correctness of computations and we must forget about first order substitutions. So let us recall the classical
definition of substitution in A-calculus, in the spirit of [Bar84]. For this purpose, we first need to introduce the
appropriate notion of renaming;:

Definition 1.2 Let V be a set of variables. The application o', structurally defined as follows:
L. aY(z) ==,
2. a¥(a b) = (a¥(a) &V (b)),

INRIA



Hegher Order Unification via Lzxplicit Substitutions 7

3. a¥(Az.a) = Az.aV(a)ifz ¢V,

4. oV (Az.a) = dy{z = y}a" (a) if z € V, where y is a “fresh” variable, i.e. not occurring in a nor in V,
renames consistently all the bound variables of a A-term outside V.

We can now define the usual substitution operation:

Definition 1.3 Let a € A(V). The set of free variables of a is written F'V(a). For a valuation ¢ binding the
variables z1,..., 2, to the terms ay, ..., a,, the substitution extending 6 and written 6 = {z1/a1,...,2,/a,},

is defined by:
1. 6z = Oz,

2. 0(a b) = (fa Ob),
3. 0(\y.a) = Az.(0{y — 2}al¥1VVe(®)(4)) where 2 is a fresh variable, i.e. a variable such that 0z = z, z does
not occur in a and for every z € F'V(a), z & FV(0z).

Bound variable renaming (a-conversion) has to be done before performing the substitution under a A. This
is combined with the grafting of a fresh variable z for y in order to avoid capture. As the choice of this variable
is not unique, this substitution is actually defined on classes of a-equivalent terms (see for instance [Kri93]).

Notice that {z1/a1,...,2n/a,} is the simultaneous substitution of the variables z1, ... #, by the terms
ai,...,a, and not the composition of {z1/a1},...,{zn/an}. Indeed:

{e/y,y/2X(f e y) = (f y 2) and {z/yHy/z}(f 2z y) = (f y y).
Definition 1.4 The S-reduction is the rewriting relation defined by the rule:
(Az.a)b — {x/b}a.
The 7-reduction is the rewriting relation defined by the rule:
Az.(a z) = a if z & FV(a).

1.3 Unification variables

At a first glance, a unification problem is given by two terms a and b, and a solution to such a problem is a
substitution making a and b equal. In a given A-term, we can distinguish several kinds of variables. First,
bound variables are not concerned by unification substitutions, then free variables are separated in two classes

constants which cannot be substituted during unification and true wnification variables which define the
unification problem. We may keep the same syntactical category for bound variables and constants: both of
them cannot be instantiated by unification. Their only difference is that the latter happen to be not bound by
a A and thus remain unchanged during the f-reduction process.

There are two possible choices for the status of unification variables: they may be either mere elements of
V or be considered as metavariables, i.e. external to the f-process. If we take the first choice (see [Hue75]),
the definition 1.3 applies directly, but we need to keep at a meta-level a distinction between constants and true
unification variables during the unification process.

Here we favor the second choice, i.e. we have two syntactical categories, a first one for bound variables and
constants represented by V and a second one for unification variables, called metavariables and represented by
X. Although this choice is not the more economical, it eases the understanding of higher order unification as
equational unification. A third choice can be envisaged using the substitution variables of the Ao-calculus, we
detailed this in the Section 4.3.

Thus A-calculus is defined as an algebra defined on a set X’ of variables (our metavariables, written X, Y, ...)
and a set of operators containing a set of constants V (the variables of the calculus of section 1.2, written
z,y,...) aset of unary abstractors indexed on V and the application.

Definition 1.5 A(V, X), the set of open A-terms, is inductively defined as:
az=z|X|(aa)| Iva

where z,v €V and X € X.
RR n2709



8 Gulles DOWEK , Thérese HARDIN , Claude KIRCHNER

We have now two notions of substitution. The first works on V and is needed for fg-reduction. The second
works on X, it is used for unification.
The substitution of elements of V (or V-substitution) is defined as above with the extra clause:

IX)=XifXEX.

Let us turn now to the substitution of meta-variables. Is it possible to reduce it to a X'-grafting? With the
separation of name spaces, the first drawback of X'-grafting disappears: variables bound by a A are elements
of V, thus they remain unchanged by an A’-substitution. But, the second 1is still present. If we substitute
a variable by a term containing constants, some of them may be captured by abstractors as for instance in
{X = 2} (Az.X) = Az.z. So we need to introduce the notion of substitution with bound variables renaming.

Definition 1.6 Let ¢ be a valuation (i.e. a function from X to A(V, X)), the substitution written @ is the
extension of the valuation such that:

4. 6
As usual 0 is also written 6.

Remark: Grafting and reduction do not commute. For instance consider ¢ = ((Az.X) y), and 0 = {X — z}.
Then a f-reduces to X but 6(a) = ((Az.z) y) does not reduce to (X)) = z. In the same way, the term Az.(X z)
n-reduces to X but (Az.(X z)) = Az.(z x) does not reduce to (X) = z.

Proposition 1.1 Substitution and reduction commute.

Proof: For B-reduction we have ((Az.a) b) =? {z/b}a and 0((A\z.a) b) = (0(Az.a) 0b) = (Az.0({zx — z}al=t0Ver @) (q)) gb) —F
{2/00)}(0({z — z}al=IWVer(®)(4)). So we have to prove the equality: 0({z/b}a) = {2/0(b)}(0({z —
z}aleIVar(®) (q)) but this is an application of the substitution lemma [Bar84] on commutation of substi-
tutions.

For n-reduction we have Az.(a ) = a and 0(Az.(a z)) = Az.0({zx — 2}al®IVO)(q ) = X2.0({z —
z}aletVar(®)(q) 2) that reduces to fa as z has no occurrence in 0{z + z}a. O

1.4 )A-calculus in de Bruijn notation

A-calculus deals with actual names for bound variables. It is well-known that these names are irrelevant both
for computation and reasoning. Moreover we need to rename these bound variables in order to ensure the
correctness of the substitution. Thus substitution is not really defined on terms but on a-equivalence classes.
This names management may be avoided with another formulation of A-calculus: the de Bruijn notation [dB72].
We give here a presentation slightly different from the original one, as we add metavariables.

The intuitive idea of de Bruijn notation is simple. To perform correctly the F-reduction, it suffices to find
the occurrences of the formal parameter which has to be replaced by an actual one. In A-calculus with names,
this is indicated by the identity between the name of the variable at a given occurrence and the name of the
A’s variable of the B-redex. It may also be indicated by the binding height of an occurrence, that is, by the
number of A’s one has to cross between this occurrence and its binder.

Definition 1.7 The set App(X) of Ad-terms in de Bruijn’s notation, is defined inductively as:
a:=n|X| Aa|(aa)
where n is an integer greater or equal to 1' and X € X.

Notice that we replace bound variables and constants by indices, but we keep the names for metavariables.
This distinction is not done in the original de Bruijn calculus.

1Some authors use 0 as the first de Bruijn number, see [Cur93] for example.

INRIA



Hegher Order Unification via Lzxplicit Substitutions 9

Definition 1.8 The A-height of an occurrence u in a term a is the number of A’s at prefix occurrences of u.
It is written |u|. Let u be an occurrence of a de Bruijn number p in a given term a. If p < |u|, then p is said
bound in a, otherwise it is a free number of a.

In the original notation of de Bruijn, free variables of a term a are ordered into a list (zg...z,), called a
referential and written R. The cons operation (i.e. addition of a name in front of a list) is written as usual by
“”. Then, a is coded as a subterm of Axzq...Ax,.a. Here only V-variables (i.e. bound variables and constants,
but not unification variables) are recorded in the referential R.

Definition 1.9 Let R be a referential. Let a € A(V, X') such that all the free V-variables of a are declared in
R. The de Bruijn translation of a, written ¢r(a,R), is defined by:

1. tr(z,R) = j, where j is the place of the first occurrence of z in R,
2. tr(X,R) =X

3. tr((a b),R) = (tr(a,R) tr(b,R)),

4. tr(Az.a,R) = A(tr(a,z.R)).

So, during the de Bruijn translation, the referential is incremented when crossing a A. For example, a closed -
term (i.e. without free V-variables) may be translated in de Bruijn notation, according to an empty referential.
Note that this translation does not correspond to a bijection between V and N : a bound variable may be
represented by different numbers: for example, Az Ay.(z (A z.(z 2)) y) is written A(A(2 (A1 3)1)). Now, let u
be an occurrence of a number p in a term tr(a,R). If p < |u|, p is an occurrence of a V-variable which is bound
in a, otherwise it represents the constant, at position p — |u| in the referential.

In this context, it is natural to define the B-reduction by:

((Xa) b) — {1/b}a.

where {1/b} is the substitution of the index 1 by the term b. So, we need now to define this substitution which
corresponds to the substitution of elements of V.

Suppose that ((Aa) b) is expressed in a referential R, then b is also expressed in R but a is expressed in
2. R, where z is a name for the variable bound by the A. The term a{1/b} is expressed in R and is obtained
from a by replacing the indices referring to  in R by b. An index n at an occurrence u in a refers to this z
if and only if n = |u| + 1. When we substitute such an index by b, this term b is placed under |u| more A’s and
must be correctly updated: indices in b referring to a variable of the referential R have still to refer to the same
variable. Therefore free indices in b must be incremented by |u|. Also, as a is expressed in .R and a{1/b} is
expressed in R, all the free indices of a, which do not refer to the first variable of . R, must be decremented by
1. We first define the lifting operation that increments by 1 all the free indices of a term.

Definition 1.10 Let a € Apg(X). The term a™, called lift of a, is defined by a* = Ift(a,0) where Ift(a, 1) is
inductively defined by:

(((11 az) ) (lft(al, )lft(ClQ, )),
2. Mft(Aa, i) = A(Ift(a, i+ 1)),
(X,4) =
Ift(m,9) = m+1 if m >4
m if m<i.

1.

3. It
4.

Lemma 1.1 Let a be a term of A(V, X), expressed in a referential R. Let v be any variable of V, not belonging
to R. Then, tr(a,R)* =tr(a,v.R)

Proof: 1t suffices to prove the following equality:
Ift(tr(a,z1...2;R), 1) =tr(a,z1 ... 2.0 - R)
This is done by structural induction on a, for all z and all R. O
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We now define the analogous of the V-substitution of A(V, X’). Here this substitution replaces indices.

Definition 1.11 The substitution by b at the A-height (n — 1) in a, written {n/b}a is defined by induction as
follows:

{n/b}(a1 az) = ({n/b}ar {n/b}as)

{n/b} X = X

{n/b}Aa = A({n+1/dt}a)

{n/b}m = m—1 if m>n (me FV(a))
b if m=mn (mbound by the A of the Beta-redex)
m if m<n (m € BV (a))

Definition 1.12 The S-reduction is defined by:

((Aa) b) — {1/b}a.

Example 1.2 The term Az.((Ay.(x y)) x) is written A((A(2 1)) 1) in de Bruijn notation. It S-reduces to
Az.(z x) when using explicit variable names or to A({1/1}(2 1)) = A(1 1) in de Bruijn notation.

Remark: To substitute a term b for an index n in a term of the form Aa, we substitute the index n+ 1 in a and
we lift the term b. Usually, the lift of the actual parameter b is done, not after each traversal of an abstractor,
but globally, when the formal parameter is reached. This choice is only a matter of taste.

Remark: The free indices are decremented by 1 by the substitution. Thus, the same operation takes into
account the replacement of 1 by b and the decrement of all the free indices of a. Indeed {n/b} replaces n by b
and decrements by 1 all the free indices that refer to an element of the referential greater than n. So we do not
define a general notion of simultaneous substitution {n/b;m/c} as the decrementing effect of such a substitution
would be unclear. The only simultaneous substitution which can be easily defined is the substitution of an

initial segment of the natural numbers {1/a1,2/as,...,n/a,}. In this case all the other indices in the term have
to be decremented by n. Notice that such a substitution is better represented as a list ay,...,a, than as a set
of pairs.

We now turn to n-reduction. This relation is defined, in the classical setting, by the rule Az.(a ) =" a,
if 2 is not a free variable of a. Let R be a referential containing the constants of a. As a is coded by tr(a,R)

and Az.(a z) by tr(Az.(a z),R) = A(tr(a,z - R) 1) = A(tr(a,R)T 1), we get the following definition for 7:
Definition 1.13 The n-reduction in App (X&) is defined by the rule:
A(a1) — b if 3b € App(X)such that a = bT.

Proposition 1.2 Let a € App(X), there exists a term b such that @ = b* if and only if, for any occurrence u
of an index p in a, p # |u|+ 1.

Proof: The if part comes from the definition of b%: 1ft(m, ) is never equal to i + 1. For the only if part, it
suffices to build, from a, the term b by replacing any free number n of a by n — 1. O

At last we define the X-substitution. As usual the notations 6 and  are identified and the substitution %
is defined by 0% = {X;/at,..., X, /a}} when 0 = {X1/ay,..., Xp/an}.

Definition 1.14 Let ¢ be a valuation from X' to App(X'), the associated substitution 6 is defined by the rules:
1. 0(X) = 0(X),
2

. f(n) =n,
3. 0(a1 az) = (0(ay) 0(as)),
0(xa) = A0t (a)).

The relation between the substitution in A-calculus with names and the substitution in A-calculus with de
Bruijn indices is expressed by the following proposition.

Proposition 1.3 Let a € A(V,X) and 6§ = {X1/a1,...,Xn/a,} be a term and a substitution of the A-calculus
with names. Let 6/ = {X;/tr(a1,R),..., Xn/tr(an, R)} then, tr(8(a),R) = &' (tr(a,R)).
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Proof: By induction on the structure of a. We only give the non trivial case a = Av.b, assuming that 4 is

{X/e}.

tr({X/c}(Av.b),R) tr(Aw{X/c}H{v = wialvwIvVer)(p) R)
A (tr({X/e}{v = wlal?wIvVerl(p) w R))
{X/tr(e, R)}( A (tr(b,v.R)))

= A{X/tr(e, R) }tr(b, v.R)))

{X/tr(e, R)}tr(Av.b,R)

We have tr(b,v.R) = tr({v — w}alvwIWVar)(p) w R) and, as w is a fresh variable, tr(c,R)t =

tr(c,w.R). So, we can apply the induction hypothesis, which allows to conclude as follows:

{X/tr(c,w.R)}tr({v = w}alvwIVVer(e) () w R)) =
tr({X/c}({v — w}alvwIVVar)(p)) w R).

O

1.5 JMo-calculus

The Ao-calculi [ACCL91, CHLar] are first order rewriting systems, introduced to provide an explicit treatment
of substitutions initiated by f-reductions. They contain the A-calculus, written in de Bruijn notation, as a
proper subsystem, the § and 7 reductions being simply the results of a particular strategy application of their
rules. They differ by their treatment of substitution, which leads to slightly different confluence properties.
Here, we shall use the Ao-calculus described in [ACCL91] and we try to give an intuitive presentation of it in
the following.

Internalizing operations as operators Let us consider an algebra .4 whose domain is denoted A and
a computable operation F' from A to A. For instance let us consider the set of natural numbers expressed
with the symbols 0, S, and the function F' that associates to each natural number its double: F(0) = 0,
F(S(0)) = S(S(0)), F(S(S(0))) = S(S(S(S(0)))), etc. A smooth way to define this operation is to extend the
term language by adding an operator f internalizing the operation F' and rules rewriting expressions containing
the symbol f into other expressions that eventually do not contain the symbol f. For instance:

f(0) =0

f(5(X))) = S(S(f(X)))-
It can be shown that any computable function can be expressed this way, even using a linear regular lonesome
rule [Dau92].

A-calculus is such an internalization of the application operation on functional expressions. Indeed, consider
for instance the functional expressions e; = Az.z and e3 = 0. The application operation is defined in such a way
that e; applied to es gives 0. Instead of defining the application operation directly one extends the expression
language such that (Az.z 0) is also an expression and set rewrite rules (8-reduction) such that:

(Az.z) 0 = 0.

But, A-calculus internalizes operations only half-way. Indeed application is internalized, but substitution
and variable renaming (or lifting) are still external operations. Ao-calculus goes one step further by internalizing
also substitutions and lifting.

A First Try When internalizing the operation {n/b}a as a term a[n/b] and the lifting operation a*t as (a 1),
one meets several difficulties. In order to express the rewrite rules for computing (a 1) one would need to
introduce another operator internalizing the operation 1ft. Then, introducing meta-variables makes this system
non confluent. Indeed:

(AM(AX) Y)) 2) = (AX) Y)[1/Z] = X[1/Y][1/Z],

and:

(M(AX) Y)) 2) = (AX) Y)[1/2] = (AX[2/Z 1] Y[1/2]) = X[2/Z 11[1/Y[1/Z]].

The term A((AX) Y) Z reduces to X[1/Y][1/Z] and to X[2/Z 1][1/Y[1/Z]] which are both normal.
RR n2709
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Simultaneous substitutions In order to find a common normal form to these two terms, we introduce
a notion of simultaneous substitution. We shall see that these two terms reduce to a common normal form
X[1/Y[1/Z],2/Z]. A simultaneous substitution is nicely represented as a list of terms. Lists are represented
as usual with an operator cons (written “.”) and an operator for the empty list (written id as it represents the
identity substitution). The substitution aj.as....ay.id replaces 1 by a1, ..., n by a, and decrements by n all
the other (free) indices in the term.

Then the operator 1, which internalizes the lifting operator a®, can be seen as the infinite simultaneous
substitution 2.3.4..... We also introduce a composition operator o. Finally, the index n+1 is often written
1[t o...0 1] or 1[1"]. Note that 1° is conventionally equal to id and thus 1[1°] = 1[id] = 1. For more details
see [ACCL91] and [CHLar].

Ao-calculus Terms in this calculus are built as follows:

Definition 1.15 Let X be a set of term metavariables, and )} be a set of substitution metavariables. The set
Tao(X,Y) of terms and of explicit substitutions is inductively defined as:

a=1]| X |(aa)| la] als]

s=Y |id| 1 |as|sos
with X e XY andY € ).

One can also see Tyo(X,)) as a first order sorted algebra built on X', the set of variables of sort term, V,
the set of variables of sort substitution, and the operators described by:

1 : — term
(--) : term term — term
(X)) : term — term
[] :term substitution — term
id — substitution
T : — substitution
_.. :term substitution — substitution
_o_ :substitution substitution — substitution

Notice that since the arrow is a very overloaded symbol, in particular in this paper (where it is used at least
for rewriting and as a type constructor), we prefer to represent the sort information using the arrow —. The
set of variables of a term a of sort term is denoted by TVar(a).

Ezcept if explicitly mentioned, we assume in all the paper that all the terms considered do not contain any
substitution variable.

Notation: Terms like ((((¢ @1) a2)...) a,) are written as usual (a a1 ... ay).

The Ao-calculus is defined as the term rewriting system defined in Figure 1. The rewrite rules in Ao can be
read as equational axioms and they define an equational theory whose congruence is denoted =3,. If we drop
the rules Beta and Eta, we get the rewriting system o, which performs the application of substitutions. The
corresponding equational theory is written =,.

For 7-reduction it would be natural have the axiom:

a = Aalt] 1).

Unfortunately if we orient this equational axiom as a rewrite rule A(a[f] 1) = @, an infinite set of critical pairs is
generated (and provides a nice open problem to the schematization community [KH90, CHK90]), so we rather
express it as the conditional rewrite rule Eta.
Remark: Notice if a = b[1] then b = afc.id] where ¢ can be any term. In the following, ¢ is assumed to be a
fresh variable.

The main properties of Ao are:

1. The term rewriting system Ao is locally confluent on any Ao-term, open or closed [ACCL91].
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Beta (Aa)b —  alb.id]
App @B - (als] b
VarCons  1[a.s] — a
Id alid] — a
Abs (Aa)[s] = AMa[t.(so 1))
Clos (als][t] — a[sot]
IdL tdos — s
ShiftCons 1o (a.s) — s
AssEnv (s1082)0s3 — s10(s3083)
MapEnv  (a.s)ot — aft].(sot)
IdR soud — s
VarShift 1.1 — d
Scons 1[s].(tos) — s
Eta Ala 1) — b

if @ =4 b[1]

Figure 1: Ao — The Ao-term rewriting system

2. Ao is confluent on substitution-closed terms (i.e. on terms without substitution variable) [Rio93].
3. Ao is not confluent on open terms (i.e. terms with term and substitution variables) [CHLar].

The patterns of the normal forms of Ao-terms of sorts term and substitution are given by the following
results:

Proposition 1.4 [Ri093] Any Ao-term in normal form for Ae is of one of the following forms:
1. Aa,

2. (a by ...b,), where a is either 1, 1[1"], X or X[s] where s is a substitution term in normal form and
different from id,

n
3. ai...ap- 1", where aq, ..., ap, are normal terms and a, # n.

In A-calculus with names (resp. with de Bruijn indices) we have a rule X{y/t} = X where y is an element
of V (resp. a de Bruijn index). This rule is needed because we have no way to suspend the substitution {y/t}
until X is instantiated. In Ao-calculus we can delay the application of this substitution as the term X[s] does
not reduce to X. Notice that, in particular, the condition a =, b[1] is stronger than a = b7 as X = X* but
there exists no term b such that X =, b[1].

The fact that the application of a substitution to a metavariable can be suspended until the metavariable is
instantiated will be used to code substitution of variables in X' by X'-grafting and explicit lifting. Thus a notion
of X-substitution in Ao-calculus is not needed.

By definition of rewriting, the Ao-reduction relation is compatible with first order substitution, which is, as
already said, called grafting here. So we get the following proposition.

Proposition 1.5 X-grafting and Ao-reduction commute.
2 Adding typing information
As said in the introduction, the right framework for performing unification is typed A-calculus. So we are now

introducing types for the calculi presented above.
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2.1 Typed X-calculus with de Bruijn indices

Contexts are used to record the types of free variables. In A-calculus with de Bruijn indices, these contexts are
lists of types. For instance, the context A;.As..... A, .nil associates the type A; to the index 1.

Definition 2.1 The syntax of simply typed A-calculus using de Bruijn indices is:

Types A = K|A-—>B
Contexts I == nil | AT
Terms a == n|(ab)| Aa.a
and the typing rules are:

(varl) ATF1: A

(var+) 'kn:B

var ATt @m+1): B

ATFb:B

(lambda)

FFAsb:A— B

'tra:A—-B TFb:A
I't(ab):B

(app)

Notation: The length of a context I' is written |T|.
In a calculus with metavariables, to each metavariable X we associate a unique type Tx. We assume that
for each type T there is an infinite set of variables X such that Tx =T and we add the typing rule:

(Metavar) THX :Tx

where I is any context. This means in particular that the type of variable is imposed to be independent of the
context where it appears.
Remark: Typing and grafting are not compatible. Indeed, consider the context:

Ir=A(A— A) > (B— A) - Anil,
and a variable X of type A, then we have:
'k (2 )\A.X )\BX) c A

The variable X and 1 have the same type A in T, but when applying the grafting {X + 1} we get the term
(2 Aa.1 Ap.1) which is not well-typed.

Proposition 2.1 Typing and substitution are compatible, i.e. if X is a variable of type B and I' - a : A and
THb:BthenTF {X/b}a: A.

Proof: By induction on the structure of a.

1. If a = X, then A = B.

2. If a = n then {X/b}a = n.

3. If a = (a1 a3), we conclude with the induction hypothesis.
4

.Ifa=Ac.agthen A=C — Dand C.TFa;: D. As {X/b}Ac.a1 = Ac.({X/bt}ay), in order to
apply the induction hypothesis we need to know that C.I' = X : B, which is true by definition, and
that C.I' - bt : B. In order to prove this last fact, i.e. that if [ - b : B, then C.I' F bT : B, we prove
the more general result:

IfC;...C;.T Fb: B then C;...C1.CTFIft(b,7): B.

This is done by induction on the structure of b.
INRIA
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(a) If b = X. Then Ift(b,7) = X.

(b) If b = n. If n > i then the type of n in C;...C1.T is the one of n— 1 in I'. The type of
Ift(n,7) =n+1is the oneof n+1—(i+1)in I'. If n < ¢ then the type of n is C;_p41 in both
cases.

(¢) If b = (b1 ba), we conclude with the induction hypothesis.

(d) b= Ap.cthen B=D — Fand D.C;...C1.T' I ¢: E. By induction hypothesis D.C;...C1.C.T I
Ift(e,i+1): E thus C;...C1.C.TFUft(Ap.c,i): C.

O

2.2 Typed \o-calculus

In Ao-calculus, we need to type not only terms, but also substitutions. As contexts are lists of types they are
used as types for substitutions which are merely lists of terms. We use the notation s> I to express the fact
that the substitution s has type I'.

Definition 2.2 [CR91, ACCL91] Syntax:

Types A == K|A—>B
Contexts I == nil | AT
Terms a == 1] (ab)| daa| als]
Substitutions s = id |[t]| a.s | sos
Typing rules
(var) ATH1:A
ATFb:B
lambd
(fambda) TFAb:A— B
(app) l'ra:A—-B TFb:A
ap I't(ab):B
(clos) FFsel” IMka:A
clos
Fkals]: A
(id) IkidsT
(shift) ATF 4T
( ) F'ta:A Trks>I
cons
F'Fasp> AT
THs"sT" T'FssT
(comp)

T'kFs'os" > TV

Remark: Notice that a and a[s] have the same type, but in general in different contexts. For instance, we
have:
nat.nil =1 : nat

and:
nat.nil b id > nat.nil

thus:
nat.nil + 1. id > nat.nat.nil.

As we have also:
nat.nat.nil - 2 : nat,

RR n2709



16 Gulles DOWEK , Thérese HARDIN , Claude KIRCHNER

we deduce
nat.nil F 2[1.id] : nat

The reduction rules of typed Ao-calculus are simply defined by adding to the rules in Ao the relevant ty-
ping informations. Below are the rules from Ao where type information have been added, the other rules are
unchanged:

Beta (Aqa)b —  a[b.id]

Abs  (Aaa)[s] — Aa(a[l.(so 1)])

Notice that the typed version of o has the same properties (termination and confluence) than the untyped
one. One can also clearly type the eta rule. The resulting term rewriting system is also called Ao.

When we consider a calculus with metavariables, we want more than in A-calculus, as we want that typing
and grafting to be compatible. Thus, to each metavariable X we associate a unique type T'x and a unique
context I'x. We assume that for each pair (T',T) there is an infinite set of variables X such that T'x =T and
Tx =T. We add to the previous typing rules the following one, to type metavariables.

(Metavar) Tx F X :Tx.

Proposition 2.2 Grafting and typing are compatible, i.e. if X is a variable and b be a term such that
[x Fb:Tx then for every A, a and A such that At a: A we have A+ {X — b}a: A and for every A, s and
A’ such that AF s> A’ we have A+ {X +— b}s> A’

Proof: By a simultaneous induction on the structure of typing derivation of Ak a: A and AF s> A/, O

Associating to every metavariable a type and also a context is a strong requirement. For instance neither the
term a = (Y X X[1]) nor b = (Y AX X) can be typed in any context. Indeed if for instance, a were typable in
a context T' then both X and X[1] should be typed in T'. Thus X should be typed both in T and in A.T" which

is impossible by the rule above. We exclude such terms on purpose: in Ao-calculus we are more interested in
grafting than in substitution. Grafting the index 2 to X in the first term would give the term (Y 2 3), and thus
the two occurrences of X would refer to different variables of the context.

Proposition 2.3 [Rio93] This typed Ao calculus is weakly normalizing and confluent.
Let us now present the notion of 7-long normal form that is used in the rest of this work:

Definition 2.3 (n-long normal form) Let @ be a Ao-term of type A; — ... = A, — B in the context I' and in
Ao-normal form. The 5-long normal form of a, written @', is defined by:

1. If a = Agb then o' = Agb,

2. Ifa=(kby...bp)thena’ = A4, ... 4, (K+neci...cpn' ...1"), where ¢; is the n-long normal form of
the normal form of b;[1"].

3. Ifa=(X[s] b1...bp) thena’ = X4, ... X4 (X[s'] c1...cp n' ...1"), where ¢; is the -long normal form
of the normal form of b;[1"] and if s = d;...d,. 1% then s = €1...6q. 1#+7 where ¢; is the n-long form of

d;[1"].

This definition is well-founded as we are now proving using an induction based on the lexicographic ordering
on the 3-uple consisting in the number of occurrences of metavariables, the size of the term and the size of its
type. The size of a normal term is defined by:

1. [Aa|=1+4]qa|
2. (nar...ap)| =14 a1+ ...+ |ap|
3. |(X[s] ar-..an)| =14 |ar| + ...+ |an]
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The size of a type is defined as usual by: |4 — B| = 1+ |A| 4+ |B| where the size of an atomic type is 1.
Lemma 2.1 For any Ac-normal term a we have |(a[1...p. 1"])| = |a|.
Proof: By induction on the structure of a. O
Lemma 2.2 The definition 2.3 is correct and well-founded.

Proof: In the case 1, the number of occurrences of metavariables is kept and the size of the term is strictly
decreasing. In the case 2, when p # 0 the number of metavariables is decreasing and the size of term
is strictly decreasing, and when p = 0, the type is strictly decreasing. In the case 3, the number of
metavariables is strictly decreasing. O

Definition 2.4 The long normal form of a term is the n-long form of its fn-normal form.
Proposition 2.4 Two terms are fn-equivalent if and only if they have the same long normal form.

Remark: Notice that in Ao-calculus, the reduction of a 7-redex may create a o-redex. For instance, the term
X[A (2 1). 1] reduces to X[1. 1] then to X[id] and then to X. Thus to compute the long normal form we need
to reduce all the redexes (including the n ones) before expanding the term.

Notice also that substitutions also could be written in extensional forms, by using a kind of surjective pairing
td could be rewritten in 1. 1 when type permits. But we do not make these expansions in this work.

2.3 A first order specification of typed Ao-calculus

In this paper our goal is to use the usual tools of first order equational unification, such as narrowing. Thus we
need to show that the above term rewriting system can be expressed in a first order many-sorted fashion. This
is the purpose of this section.

Let us first determine the sorts we are using. For a given term a of the calculus, since the type A of this
term makes only sense in some context I', we consider this context as the first part of the sort of a term, the
second part of which is simply the type itself. A sort for a term is thus a couple which is denoted I' F A and
a sort for a substitution is similarly a couple of two contexts denoted I' - I'Y. This brings us to the following
formal definitions that are given in an ELAN like syntax.

module SortLangage [BaseType]
sort Type Context TermSort SubstitutionSort;

op

- : BaseType — Type;

— : Type Type — Type;
nil : — Context;

_._:Type Context — Context;

F : Context Type — TermSort;

F . Context Context — SubstitutionSort;
end of module

We use the elements in TermSort and SubstitutionSort for sorting our Ao-terms. Notice that we get a
refinement of the unsorted case in the sense that the two sorts term and substitution are now expanded in
all the elements of TermSort and SubstitutionSort.

We introduce an infinity of new symbols that are the disambiguations of the operators 1,_ _, A, _[],id,1,.,0
by the appropriate type and context. We assign to each variable a sort I' = A. Notice that this coding is
consistent with the fact that, in Ao-calculus, each metavariable is associated to a unique context and type.
Then we give a rank to these symbols. These ranks are rephrasing of the typing rules of the definition 2.2, but
here we simply use the usual rules for typing many-sorted terms with the assigned ranks.
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10 : — ATFA
(s TFASB IFA—TERB
(A)hp :ATFB —~TI+A—B
gyt A TED S —TFHA

id" : —TFT
th : — ATFT
At irrA TR — T+ AT

S N O S S A

A sort I' F A is naturally interpreted as the set of all the ground terms that have type A in the context I'.
Notice that there may be empty sorts, for instance the sort A.nil - B is empty while the sort A.nil - A is not.

One can also formalize the same first order signature by using a polymorphic order-sorted signature as
in [HKK94], in which case the set of operators remains the same and becomes overloaded on the appropriate
sorts.

Example 2.1 Using these notations, the term (1E_>B 1L) is not well formed since the first argument of the
application is of sort A — B.I' F A — B and the second one is of sort A.I' F A which does not match the sort
specification of the application. On the contrary one can check that the term (141 5 14141 5]) is well formed.

From this infinite set of symbols one can deduce the respective (infinite) set of rewrite rules expanding the
Ao rewrite rules.

Proposition 2.5 Let a be a well typed Ao-term in a context I'. There is a unique well sorted term a’ that is
a disambiguation of a.

Proof: By induction on the typing derivation. O

Proposition 2.6 The sorted reduction system is weakly normalizing and confluent.

3 Unification in the \o-calculus

We are now considering the problem of solving equation systems on typed Ao-terms modulo the equational
theory Ao. We are restricting the class of problems that we are solving to those consisting only of terms build
on substitution-closed Ao-terms. This is due to a technical fact: Ao is not confluent on terms with substitution
variables. Moreover this restriction is enough for our purpose, as our final goal is to provide an alternative tool
for unification in the A-calculus.

The unification problems we consider in this section are conditional equational first order unification pro-
blems, i.e. we use the fact that typed Ao-calculus is a conditional rewriting system (conditional because of
the n-rule), that is confluent and weakly normalizing and a solution to a unification problem is a grafting that
makes the two terms equal (compare to the usual presentation of unification in A-calculus where a solution is a
substitution).

Methods for conditional equational first order unification are well-known. For instance we could use the
first order many-sorted equational theory presented by the confluent set of rules Ao to perform (conditional)
narrowing or better basic conditional narrowing [Hul80, Hus85, MH94, Wer95]. However, we shall design a
much more efficient algorithm using properties of the rewriting system Ao

3.1 Equational unification

Let us first recall briefly the unification notions we will need in the following. For details see [JK91].

Definition 3.1 Let F be a set of function symbols, X be a set of variables, and 4 be an F-algebra. A
(F, X, A)-unification problem (unification problem for short) is a first order formula without negation nor uni-
versal quantifier whose atoms are T, F and s :; t, where s and ¢ are terms in 7(F, X'). We call an equation on
A any (F, X, A)-unification problem s =Y t.

Equational problems will be written as a disjunction of existentially quantified conjunctions:

\/ HW]} /\ S5 234 ti.
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When |J| = 1 the problem is called a system. Variables @ in a system P = 3w /\ieI S5 :; t; are called bound,
while the other variables are called free. Their respective sets are denoted by BVar(P) and Var(P).

Definition 3.2 A A-unifier of an (F, X', A)-unification system:

P:HW /\52' I;ti,
i€l
is a grafting o such that:
AEIW N\ opp_m(si) = o) (t).
i€l
A A-unifier of a (F, X, A)-unification problem D = \/jEJ P;, where all the P; are (F, X, A)-unification systems,
is a grafting o such that o unifies at least one of the F;.
We denote by U 4(D) the set of unifiers of D. This is abbreviated ¢ (D) when A is clear from the context.
Similarly when clear from the context A-unifiers are called unifiers and (F, X', A)-unification is called unification.

When the F-algebra considered is the quotient algebra of a set of terms by the congruence defined by a set of
equational axioms F, i.e. A =T (F,X)/E, then we denote =% by =5%.

Definition 3.3 Given an equational problem P, CSU4(P) is a complete set of unifiers of P for the algebra A

if:
(i) CSUA(P) CUA(P), (correctness)
(i) Y0 € U4(P), 3o € CSU4(P) such that o <57 g, (completeness)
(iii) Yo € CSU4(P), Ran(c) N Dom(c) = 0. (idempotency)

CSU4(P) is called a complete set of most general unifiers of P in A, and written CSMGU 4(P), if:

(iv) Yo, B € CSMGU4(P),a §ZGT(P) (G implies a = 3, (minimality)

or in other words: any two graftings of CSMGU4(P) are not comparable for the quasi ordering §ZGT(P).

In order to find complete set of unifiers, we intend to simplify a given unification problem into simpler
ones until one gets in an almost obvious way, a description of the set of unifiers. This simplification is very
conveniently described by transformation rules that are simply first order rewrite rule schematas. For example,
considering a given signature F = {f, g, a}, the transformation rule:

Decompose P A f(s1,...,8,) =" f(t1,...,tn) — P Asi="t1 A...As,="t,

transforms the unification problem:

e="a A f(z,a) =" f(g(y),2),
nto
r="anz="g(y) Na="2

These rules are applied, for any unification problems P and @, any equation e and any term ¢, modulo the
usual boolean simplification rules described in Figure 2, where the connectors V and A are assumed to be
associative and commutative and where I denotes a unification problem without solution (the empty disjunction)
and T a system always true (the empty conjunction). It is well known that this system of transformations of
equational problems preserves the set of unifiers.

This view of solving unification problems has been initiated by [Her30, MM82] and is fully developed
in [JK91]. We can summarize it as follows. First choose the intended solved forms that characterize which
equational problems actually correspond to most general unifiers or more generally to the desired simplified
form of equational problems (think to the so-called flexible-flexible equations). Then determine the transforma-
tion rules: for each possible equational problem which is not in solved form, write transformation rules replacing
this set with an equivalent one. Finally determine the appropriate control: this will determine which application
of the transformation rules is intended in order to reach the solved forms. This approach corresponds in fact to
express as a computational system the solving process [KKV95].
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Associativity- A (PLAPy)) NP3 = P A(Py A Ps)
Associativity- V (PLV Py)) VP = PV (PyV Ps)
Commutativity-A P, A P = P AP
Commutativity-V P, V P = PV P

Trivial P A(s="s) - P
AndIdemp P A (e Ae) — P A
Orldemp PV (eVe) - PV
SimplifAndl P AT - P
SimplifAnd2 P A TF — F
SimplifOrl PVT — T
SimplifOr2 PVFEF - P
Distrib PAQQVR) —= (PAQ)V(PAR)
Propag 3Z7: (P V Q) = (3Z7:P)Vv (37: Q)
Elimin0 Jz: P - P

if z¢& Var(P)
Elimin1 Jz:z2="t NP — P

if z ¢ Var(P)UVar(t)

Figure 2: Simplif, simplification rules for unification problems

3.2 Transformation rules for Ao-unification

The standard unification results are not directly applicable since on one hand the many-sorted term rewriting

system consists in an infinite number of rules (see Section 2.3) and on the other hand the term rewriting system

Ao is not strongly normalizing [Mel95]. However it is weakly normalizing and the technique from [Wer95] could

be used to show completeness. But this will be highly inefficient since almost all rewrite rules initiate a narrowing

derivation on any Ac-term. Thus we choose here to design a specific set of rules to perform Ac-unification.
Let us first specialize the definitions of the previous section to Ao-terms:

Definition 3.4 A Ao-unification problem P is a unification problem in the algebra 7,,(Xx") modulo the equa-
tional theory presented by Ae. An equation of such a problem is denoted a :;0 b where a and b are two
substitution-closed Ao-terms of the same sort in TermSort. An equation is called #rivial when of the form
a :?M a. The set of variables of sort term in a unification problem P is denoted 7 Var(P). The set of all
Ac-unifiers of a problem P is denoted Uy, (P).

Remark: In a sorted language, we usually have a symbol = and thus an equation symbol =" for every sort.
Thus in our case to each equation is associated in a canonical way a context and a type.

Before giving a formal description of the algorithm we illustrate its principal features. Since Ao is a confluent
and weakly terminating system, equations can be normalized. This is done by the rule Normalize presented
in the set of transformations rules Unif given in Figure 3. Then as a term Aa reduces only to terms of the
form Aa’ where a reduces to a’, an equation of the form Aa =5_ Ab can be simplified to @ =% b. This is done
by using the rule Dec-A. In the same way, an equation (n a; ... a,) =5, (n b1 ... b,) can be simplified to
ar =5, b1, ..., ap =4, b, by the rule Dec-App and an equation of the form (n a; ... ap) =5, (mby ... by)
with n # m can be simplified to the unsatisfiable problem I by the rule Dec-Fail, as it has no solution.

Again, as Ao is a confluent and weakly terminating system, we can restrict the search to normal n-long
solutions that are grafting of the form {X + Aa}, when the type of X is functional and {X — (na; ... ap)}
and {X — (Z[s] a1 ... ap)} when the type of X is atomic.

When the type of a variable X is A — B, a step towards the solution {X + Aa} is done by performing,
using the rule Exp-A, the grafting {X — AY} where Y is a new variable of type B. For instance, the
problem (X 1) =%, 1 where X has type A — A is transformed by the grafting {X — AY'} into the problem
((AY) 1) =%, 1 that reduces to Y[1.id] =5_ 1 where Y is a variable of type A.

Then, since Y has an atomic type, a normal solution of this last equation can only be a grafting of the form
{Y—(Z[s]ar ... ap)tor {Y = (nay ... ar)}. A grafting of the form {Y — (Z[s] a1 ... aj)} is obviously not
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a solution, as the normal form of the term (Z[s] a; ... aj)[1.7d] is not 1. Thus all the solutions are of the form
{Y—=(na ... ax)}. A step towards such a solution is done by performing the grafting {Y — (n Hy ... Hy)}
where Hy, ..., H; are new variables. In this example n can only be 1 or 2, as otherwise the head variable of the
normal form of (n Hy ... Hp)[l.id] would be n — 1 and thus different from 1.

More generally when we have an equation of the form X[a; ...a,. 1"] =5, (m by ... b,) where X has an
atomic type, the solutions can only be of the form {X — (r ¢; ... ¢)} wherer € {1,...;p}U{m—n+p}. A
step towards this solution is done by the rule Exp-app, instantiating X by (r Hy ... Hy).

As usual, when describing unification algorithms by atomic transformation rules, performing a grafting
{X + a} on a system P is implemented by first adding the equation X :;U a to P and then using the rule
Replace to propagate this constraint on the variable X. This permits to describe the solutions of unification
problems as problems in solved forms and to let the unification rules be transformation rules preserving the
solutions.

The only equations that are not treated by the rules above are of the form:

2

(X[as ...ap. 1" =3, Yd; ...ab. ™).

As in A-calculus, such equations, called flexible-flexible, always have solutions.
Let us now formally define the concepts that we have just informally introduced above.

Definition 3.5 A system P is a Ao-solved form if it is a conjunction of non trivial equations of the following
forms:

Solved: X :;U a where the variable X does not appear anywhere else in P and «a is in long normal form. Such
an equation is said to be solved in P, and the variable X is also said solved.

Flex-flex: X[aj...a,. 1"] =5, Y]d} .. Sy 47, where X[a; ...a,. 1"] and Y][d/ .. N 47'] are long normal
terms, the type of the variables X and Y is atomic and the equation is not solved.

Notice that in the definition above some of the n,n’, p, p’ may be zero. Examples of flex-flex equations are
X =5, Y[X. 1] (ie. X[id] =5, Y[X.1]) or X[1.1?] =%, Y[1?] which are well-sorted in the appropriate context.
These last equations are solved forms but they are containing un-solved variables.

Lemma 3.1 Any Aco-solved form has Ac-unifiers.

Proof: As solved equations define a part of the unifier we only need to solve the flex-flex equations. Consider
?

such an equation X[ay ...a,. 1] =3, Y[a} .. .a,. 1] of type T in a context A. We have:

By...B,I'ka;: Ay By...B,.I'H" bl
Bi..ByI'Faj...ap. 1" A .. AT A .. A TTFX:T
By...B,I'FX[ay...a,.1"]: T
Thus 'x = A;...4,.T and A = By ...B,.T for some I'. Thus [I'x| = (|]A|—n)+ p. In the same way we
get [Cy|=(JA|=n')+p".
Now, for each atomic type 1" consider a variable Z7 of sort nil F T that does not occur in P. Let 8 be
the grafting that binds every non solved variable X of type T to the term Zp [T'FX|].

When we apply this grafting to the flex-flex equations we get:
Zr[1181) = Zp [1121].

And thus these equations are satisfied by this grafting therefore all the equations of 8P are solved.

So, let ¢ be the grafting binding every solved variable Y occurring in an equation Y =% _t of 0P to the
term ¢. The grafting ¢ o 8 is a Ao-unifier to P. 0O

As mentioned before, in the previous definition the sort of Z is empty. We will see in the section 4 that one
can choose more interesting solutions when the problem comes from the A-calculus.

The transformation rules needed for unification in the typed Ac-unification are described in Figure 3. Ad-
ditional unification rules given in Figure 4 could be added to the previous ones in order to improve efficiency
and to avoid systematic replacement.

Remember that all these unification rules are applied together with the simplification rules described in
Figure 2 which are applied eagerly. In order to show that the Unif rules are correct and complete with respect
to Ao-unification, we shall now, following the lines of [JK91], prove the following results:
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Dec-A

Dec-App

Dec-Fail

Exp-A

Exp-App

Replace

Normalize

P A /\Aazz\a Aab
%
P A a:r';\ob

PA@may ... ap):r';\o (mby ... bp)
%

P A (/\i:l..p a; :?)\0 bl)

PA@may ... ap):rj\o (mby ... by)
%

F

if n#£m

P

%

IV (AT FB), PAX=l Y

if (X:I'FA— B)eTVar(P),Y & TVar(P),

and X is not a solved variable

P A Xlay...ap. 1] =5, (mby ... by)

%

P AXlay...ap. 1" =5, (mby ... by)

A \/rER,UR, dHq, ..., Hy, X I;U (r Hy ... Hk)

if X has an atomic type and is not solved

where Hy, ..., Hy are variables of appropriate types, not occurring in
P, with the contexts 'y, = I'x, R, is the subset of {1,...,p}
such that (r Hy ... Hy) has the right type, R; = if m > n+
1 then {m —n + p} else §

PAX=}a

%

{X—=al(P)AX=}a

if X € TVar(P),X ¢ TVar(a) and a € X = a € TVar(P)

P/\a:r';\ob
%

)
PAd=,V

if a or b is not in long normal form
where a’ (resp. b') is the long normal form of a (resp. b) if a (resp. b) is
not a solved variable and a (resp. b) otherwise

Figure 3: Unif, the basic rules for unification in Ao
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e The Unif normal forms of equation systems are solved formes,
e The application of each rule in Unif preserves the set of Ac-unifiers,
e For any Ac-unifier 7 of a system S, there exists a solved form representing ~.

The following lemmas formally present these different steps and their technical requisites.
First, let us show that the Unif transformations do not introduce ill-typed terms:

Lemma 3.2 The transformation by the rules in Unif of a well typed equation gives rise only to well typed
equations, T and IF.

Proof: This follows from a rule by rule analysis of the transformation. O

Lemma 3.3 Any solved problem is normalized for Unif. Conversely, if a system P is a conjunction of equations
irreducible by the rules of Unif, then it is solved.

Proof: Tt is clear that any solved form is in normal form for Unif. Conversely, let P be a non solved system,
let us show that it is reducible by Unif. Since P is not a solved form, it contains an equation a :7)\0 a
that is neither solved nor flexible-flexible.

The first possibility is to have an equation of the form X :;0 a, where X appears some where else in P,
in which case Replace applies.

If a or @’ are not in long normal form, then we apply the rule Normalize.

The other cases where a and o’ are long normal terms — which allows to infer that if a is not a A-
abstraction, then it has an atomic type — are summarized in the following table, using the result of
Proposition 1.4 to describe the form of the terms involved and assuming that b and b’ consists both in at
least one element. Notice that the table is symmetric.

a=}, d Ab (n b) (X[s] b) or | X[s] X
(X b)

A Dec- X | Ill-typed Ill-typed Ill-typed Ill-typed
(n’ b’) Dec-App or | Exp-A Exp-App Replace or

Dec-Fail Exp-App
(X/[S/] b") or Exp- A Exp- A Replace or
(X' b)) Exp-A
X'[s"] Flex-Flex Flex-Flex or

Replace
X' Replace
O
Lemma 3.4 Any rule r in Unif is correct i.e.:
PP = U/\O.(P/) - UAU(P)'

Proof: Let us check it for all the rules:
Normalize: clear.
Dec-A and Dec-App: Since grafting is defined as a congruence on Ao-terms, the result follows.
Dec-Fail: The set inclusion is trivial here.
Exp-*: This is trivial by definition of the rules.
Replace: The proof works like in the standard first order case.

O

Lemma 3.5 Any rule r in Unif is complete i.e.:

P =% P' = Uy o (P) C Uy, (P').
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Proof: Let us check it for all the rules:
Normalize: clear.
Dec-A: Assume that 6 is a Ao-unifier of (Aa :;U Ab) then Af(a) =, A0(b) and since no rule from Ao
could be applied on top of these terms, we necessary have 0(a) =x, 0(b).

Dec-App: Let 8 be a Ac-unifier of:

(mai ... ap) :7)\0 (mbr ... bp),
then since the system is weakly terminating and confluent on substitution-closed Ao-terms:

O(nay ... ap) =xro, 0(mby ...0bp) &
(nO(ar) ... 0(ap)) =iro., (@mO(by) ... 0(bp)) &
V1<i<p, 0(ai) =xs, O(bi).

which means that 6 is Ao-unifier of:
P A ( /\ a; :?)\o bz)
i=1l..p

Dec-Fail: The last proof schema shows that if n # m there is no ¢ Ac-unifier of:
PA(nar ... ap) :?)\U (mby ... by)).

Exp-A: If 0 is a Ao-unifier of P and if X : T+ A — B € TVar(P), then §(X) = a: A — B and we can
assume that a is of the form Asa’ with @’ : B. Let us define ¢’ such that VX € Dom(0),0'(X) = 0(X)
and 0/(Y) = a’. Then ¢ is a Ao-unifier of P A X =}_ AaY, which shows that 0 is a Ao-unifier of
Y ATF B),P A X =5, AaY.

Exp-App: Since by hypothesis X[a; ...a,. 1] =%
such that #(X) = (r ¢1...¢s). Thus it verifies:

(m by ... by) is unifiable by 6, the unifier should be

g

(rer...co)ld) ... ap. 17] :;;\0 mby ... b)) &
(rla}...ap.1"]. ) =)o mby ... b)) &
([ o(a) .. al. t™)] .. )=5,(m b) ... b)).

So either r < p in which case the equation becomes:

(Uay .. ay. "] .. :;;\0 (mb) ... b)) <«
(ap cifay . .ap. 7] )=5,(m by ... b))

In this case 0 is clearly solution of 3H7, ..., Hy, X =5, (v Hy ... Hy).

Or 7 > p in which case the equation becomes:
(1 te=p] ) =5, (mb) ... b)),

and it has a solution if and only if n + r» — p = m, thus if » = m — n + p, at the condition that
r>p&m—n+p>p<s m>n+ 1, which gives the condition asserted in rule Exp-App.
So in all the cases, the grafting 6 is solution of:

P A Xlay...ap ") =5, mby ... b)) A \/ 3FHi,... Hy, X =}, (x Hy ... Hy).
reR,UR;

Notice that the condition on m and n in fact allows to cut the search space by “guessing” the bindings
that will not a priori fail. When r < p then this corresponds to the projection transformation in the higher
order unification algorithm. When r > p this corresponds to the imitation transformation.

Replace: The proof works like in the first order case. 0O

3.3 A complete strategy for Ao-unification

It is clear that some strategies in applying the rules of Unif are not terminating. A typical case is when the
problem has no solution: it may not terminate. Another example is that Exp-A can be applied infinitely many
time on a system if no replacement is done. We are thus proving the completeness of a particular class of
strategies which are built on any fair application of the following rules or group of rules:
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Normalize or Dec-A or Dec-App or Dec-Fail or Replace or
Exp-AR = (Exp-A;Replace) or
Exp-AppR = (Exp-App;Replace )

We call this class of strategies UnifReplace since it applies replacement eagerly after a Exp-* rule. This
principle can be modified, in particular using the merging rule and an appropriate handling of the variables, in
order to get a Martelli-Montanari like unification algorithm for Ao.

These rules are assumed to be applied in a fair way on the problem to be solved, which means that in one
disjunction of systems, none of the constitutive systems is left forever without applying transformation rules on
it.

In order to present the completeness proof in a more comprehensible way, we divide a problem P in two
parts ) and R containing respectively the non solved and solved equations of P. The idea of the proof is
to show that all the above elementary groups of rules decrease a complexity measure based on the grafting
@ that we want to mimic using the unification algorithm. For a solved system R consisting only of solved
equations, we denote SysToSubst(R) the canonical grafting associated to R. For example if R = (X =}, a)
then SysToSubst(R) = {X — a}.

In all this section, we assume 6 to be a Ao-normalized grafting solution of the unification problem P.

Definition 3.6 For a system of equations P = (@, R) and a Ao-normalized grafting ¢ solution of P, we define
the transformations (Q, R, 8) —*(Q’, R',0') as follows:

1. (Q,R,0) HNormalize(Qlj R, 0)
where ' and R’ are the normalized forms of ) and R as defined in Unif.

2. (Q A Aaa =1, Aab, R, 0)—Dec-Xq R p)

where:

e Q' =(Q A a=},b)and R = R when a =}, b is not solved (with respect to @ A R),
e Q=Qand R = (R A a=},b) when a =}, b is solved.

3.(QA(may ... ay) =2, (nby ... b)) R, 0)—De-APP(Q/ R/ §)
where @' consists in () and the unsolved equations (with respect to @ A R) in /\i:l..p a; =, b; and R/
consists in R and the solved equations (with respect to @ A R) in /\Z’:L.p a; =4, bi.

4.(Q A X =}, bR, 0)—Teplacey s p3(Q), R A X =}, b,0)

5. (@, R,0)
_Exp-AR
({X = AYIQ, R AN X =5_AaY,0—{X = Aaa} +{Y = a})
when Exp-A is applicable on @ A R.

6. (Q A X[ay...ap. t"] =5, (mby ... by),R,0)
_ ,Exp-AppR
{X—=(xH ... HOHQ A X[ay...ap. t"] =5, (mby ... by),
R A X:;o (IH1 Hk),
6—{X—(@xec ...cp)}+{Hi—=c})
for one of the r € R, U R; and when Exp-App is applicable on @ A R.

We call this set of rules UStrat.
Lemma 3.6 The transformations Exp-AR and Exp-AppR are well defined.

Proof: What we need to prove here is that the transformations made on the grafting part § make sense.

e For the rule Exp-AR, since the transformation Exp-A has been shown to preserve the solutions, this
means that # is also Ao-solution of the equation X :;U A4Y and thus this means that the instantiation of
X by 0 should be of the form {X — Aaa} (since 0 is assumed to be Ag-normalized). So the transformation
is well defined.

e For the rule Exp-AppR, since the transformation Exp- App has been shown to preserve the solutions,
this means that 0 is also Ao-solution of the equation X =} _(r H; ... Hy) and consequently 0(X) =
(rer ... cg) for some ¢;(i = 1..k). Thus the transformation is also well defined in this case. O
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Lemma 3.7 For asystem (@, R) having for solution the Ag-normalized grafting 6, there is no infinite derivation
issued from (@, R, ), using the transformations of UStrat.

Proof: We use as size of a grafting the sum of the size of the terms in its image: |6] = ZtE’Ran(Q) [t].

Let us first prove that there is no infinite sequence of rule applications involving Dec-*, Replace and
Normalize. We define the complexity of a system P = (@, R) to be:

7(P) = (Var(Q)], {(xs, max(Jal, [t} } o,z s.cq):

where k; is the length of the shortest Ao-normalizing derivation of a; :z\o b;.

We compare the complexities lexicographically, using the standard ordering on naturals for the first
component and the multiset ordering for the second component itself ordered by the lexicographic ordering
on naturals (for a definition of these orderings see [DJ90]).

We check now that each application of one of the rules Dec-* Replace and Normalize decreases the
complexity of the system on which it is applied.

Replace decreases always the number of unsolved variables, i.e. [Var(Q)|

Dec-* never increase k; since the normalization derivation of a subterm is always equal or smaller than
the derivation of its context term, and it always decreases the size of the equation to which it is
applied.

Normalize may decrease the number of solved variables but always decreases the size of one of the «;.

In order to prove the termination of the application of whole set of rules, let us add to the previous
complexity measure of a system P a first component consisting in the size of the grafting 6: p(P) =

(101, 7(P)).

Since any application of Exp-AR or Exp-AppR makes the size of # strictly decreasing and all the
other transformations do not change it, this proves that the application of the above transformations is
terminating. O

The previous result can be refined in order to prove completeness when dealing with rules like the merging
rule in Figure 4, by using a more sophisticated complexity measure including the solving level of an equation.
Since the rules in UStrat are terminating, let us now see how they allow to build the solutions:

Lemma 3.8 If  is Ao-solution of the system @ and if (Q, R,0) —*(Q', R’,¢') then ¢ is Ao-solution of @’
and:

6 o SysToSubst(R) :KZ(Q’R) 0" o SysToSubst(R').

Proof: For all the rules except the Exp ones, # = ' and since the transformations preserve the solutions, 8’ is
a Ao-solution of @’. Notice that the equality modulo Ac is introduced by possible normalization steps.

For the Exp-AR rule, because of the definition of # and of @', ¢’ is Ao-solution of @’.
Let Z be a variable in Var(Q, R) then:

e if 7 = X, in this case # should be such that:
6(X) = (0 o SysToSubst(R))(X) = 6(X) = Aaa, and
(0" o SysToSubst(R'))(X) = 0 (AaY) = Aaa.

e if Z # X then by definition the two graftings give the same image of 7.

The proof is similar in the case of Exp-AppR. O

Lemma 3.9 Starting from the problem Py = (Qo, Ro) having the Ao-normalized Ao-solution 6y, and applying
the rules defined in UStrat leads to a finite derivation:

(Qo, Ro, Ho) —)(Ql, Rl, 91) —. H(Qn, Rn, gn)

such that &g :KZ_T(P") 0, o SysToSubst(Ry) where 6, is solution of the solved form @Q,.
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Occur-Check P A X :;U a
%
F
if X € TVarR(a)

Merge PAX= aNnX={b - PAX= aNha=,b

Figure 4: Unif+, more rule for unification

Proof: Notice first that because of the definition of Ry, 6y = 6y o SysToSubst(Ry).

Following the previous lemmas, the derivation issued from (Qg, Ro, 0g) should be of finite length n and we
get:
0o o SysToSubst(Ro) :K(;T(PD) 61 o SysToSubst(Ry) :K‘Z(Pl) .

:K‘;T(P") 0 o SysToSubst(R,).

where @, A R, should be a solved form (otherwise this would not be the end of the derivation by
Lemma 3.3) and Var(FPy) D Var(Py) D ... D Var(P,) since the set of variables of the unification problems
(thus excluding the existentially bounded variables) could only decrease, due to the Normalize rule. O

As mentioned before, we assume that the rules in Unif are applied using the strategy UnifReplace in a
fair way.

Theorem 3.1 The rules in Unif describe a correct and complete Ao-unification procedure in the sense that,
given a Ao-unification problem P:

e if Unif leads in a finite number of steps to a disjunction of systems having one of its one constitutive
system solved, then the problem P is Ao-unifiable and a solution to P is the solution constructed in Lemma
3.1 for a solved constitutive system,

e if P has a unifier 0 then the strategy UnifReplace leads in a finite number of steps to a disjunction of
systems such that one constitutive system is solved and has 0 as a unifier.

Proof: By application of the previous results on termination, completeness and correction. 0O

Remarks:

— if the strategy UnifReplace terminates, the problem obtained is a disjunction of systems that are all in
solved form. This disjunction is a description of a complete set of Ag-unifiers of P consisting in the union of
the Ac-unifiers of all the solved forms obtained.

— We have shown how to solve Ac-unification problems using the rules in Unif and with the strategy
UnifReplace. This can be improve in many ways depending on the use of such a procedure. In particular
the use of the Merging rule, described in Figure 4, will give a Martelli & Montanari taste to the resulting
algorithm.

— In order to fail more often (notice that the algorithm loops on equations like X = (1 X)), one can
introduce an occur-check rule as described in Figure 4.

The Occur-Check rule needs to define the usual notion of wvariables on a rigid path, denoted TVarR(a),
and inductively defined on terms as follows:

e X e TVarR(Aa) & X € nsTVarR(a),
e X e TVarR((nay,...,a,)) < X € iz, nsT VarR(a;),
o X e nsTVarR((X[s] a1,...,an)).

For example X is on a rigid path in (1 (X[Z] Y)) but Y and Z are not.

— The use of a calculus of explicit substitution like Ao, which allows substitution composition, is fundamental
in order to allow a simple expression of the transformation rules like Exp-App. Note also that the weak
termination and confluence on substitution ground terms (thus containing term variables) of the calculus is
crucial in the normalizing rule. This allows in particular to obtain solved forms that describe the set of open
Ao-unifiers.
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3.4 Comparison with conditional narrowing

As mentioned above, we could have used conditional narrowing instead of the transformations above. The main
difference between the two methods is that we are exploiting our knowledge of the Ao term rewriting system
to restrict the search space:

e As our system is normalizing, we consider only normalized equations (as in normalized narrowing).

e We deeply use the fact that A is a constructor, i.e. that a term of the form Aa reduces only to terms
on the form Aa’ such that a reduces to a’, to simplify equations of the form Aa :7)\0 Ab to a :?M b. In

the same way, a term of the form (n a; ... a,) whose type is atomic reduces only to terms of the form
(nay ... a,) where a; reduces on a;, we can simplify equations of the form (na; ... ap) =(n by ... b,)
toar =b1,...,ap=bp,and (nar; ... ap) =(m by ... by) with n # m to failure.

e As our system is normalizing, we substitute only normal terms to variables. As the long normal form of
a closed term of a functional type is always Aa and the long normal form of a closed term of an atomic
type is always (r a1 ... ap) where k is the arity of r, we consider only graftings of the form X = AY if
X has a functional type and X = (r Hy ... Hp) is X has an atomic type. When we have an equation
of the form X[a; ... ap. 1"] = (m by ... b;) where X has an atomic type, and we take the grafting
X = (r Hy ... Hp) we know that if r is different form 1,...,p and m — n + p, we can anticipate the
failure of the grafting X = (r Hy ... Hy).

e At last the flexible-flexible equations always have solutions.

Notice that while the existence of solutions to flexible-flexible equations and the failure anticipation just
mentioned are properties of the system we are considering, the use of normalization and the simplification of
rigid contexts are optimizations to narrowing that are of course applicable to other theories.

3.5 Dropping the 5-rule

Higher order unification algorithms come in two flavors according to the considered equational theory: An-
conversion or 3-conversion. The algorithms for #n-conversion are simpler. Redundancy due to the synthesis of
n-equivalent solutions is avoided and the use of the long normal form permit to determine the shape of a term
in function of its type (a long normal term of type A — B is always an abstraction). Nevertheless, algorithms
can be designed for §-conversion alone. We show here how the algorithm above can be adapted to the theory
Ao, i.e. without using the eta axiom.

e When we have an equation of the form:

(X[ar...ap. 1" €1 ... &) =4, (m by ... b,)

we loose completeness if we apply only the rule Exp-A to X as a term of a functional type need not
be an abstraction anymore. We must also apply the rule Exp-App. Thus the rule Exp-App must be
rephrased, removing the condition that X is of atomic type:

Exp-App P A (X[a1...ap. 1" €1 ... &) =%, (mby ... b))

%

P AN (Xar...ap.T] €1 ... €) :;U (mby ... by)
A \/ 3y, Hy, X =5, (c Hy ... Hy)

reR,UR;

if X is not solved

where Hy, ..., Hj are variables of the appropriate type not occurring in
P with the contexts 'y, = I'x, R, is the subset of {1,...,p}
such that (r Hy ... Hj) has the right type, R, = if m >
n+ 1 then {m — n + p} else

e We have a new kind of equations that were forbidden when terms were in long normal form:

(naj ... a,) =4, Ab.
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These equations obviously have no solutions, thus we add the rule:

Dec-App-A P A ((nay ... a,) =5, Ab) — T

e Also, a new kind of equations that were forbidden when terms were in long normal form is:
(X[ay...ap. 1" €1 ... €1) =4, Ab.

For these equations, we can either instantiate X by a term of the form AY (by Exp-A) or (r Hy ... Hy),
r€{l,...,p}. Thus we add the rule:

Exp-App2 P A ((X[a1...a,. 1" €1 ... &) =}, Ab)
%
P AN (Xar...ap. 1] €1 ... e1) :z\o b
AN\ 3y, Hy, X =5, (x Hy L Hy)
reR,

if X is not solved

where Hy, ..., Hj are variables of the appropriate type not occurring in
P with the contexts 'y, = I'x R, is the subset of {1, ..., p} such
that (r Hy ... Hy) has the right type,

In a similar way as with the eta rule, this extended set of transformation rules can be proved correct and
complete.

4 Application to unification in A-calculus

Unifying two terms a and b in A-calculus is finding a substitution @ such that 6(a) = 0(b). The main difference
between unification in A-calculus and equational unification is that equational unification is a search for graftings
and unification in A-calculus is a search for substitutions. Thus, a unifier in A-calculus of the problem:

AX =j, A2
is not a term t = #.X such that At = A2, which would be a Ac-unifier, but a term: ¢t = #X such that:

)\(t+) =22

as (AX){X/t} = A(t*) and not At. But, if ¢ does not contain any metavariable, then t* =, ¢[1]. Therefore
a closed unifier in A-calculus is also a term such that A(¢[t]) = A2, i.e. a solution of the equational problem
AXTTD :;n A2. We extend this remark to any unifier and, by defining a suitable translation ap of a A-term

a € App(X), we reduce higher-order unification to equational unification: the higher-order problem a :[?377 b has

a solution if and only if the equational problem ap :?)\U bp has a solution. Moreover solutions of the higher-order
problem are completely described from the equational solutions.

4.1 Pre-cooking: definition and properties

In order to sort variables in the next definition and results, we assign to each variable X in a term a, the context
of a and the variable type. This is needed since when grafting a variable by a term containing bound variables,
the context in which these variables are bound will be the one of a.

Definition 4.1 Let ¢ € App(X) such that T' - a : T. To every variable X of type U in the term a, we
associate the type U and the context I' in Ag-calculus. The pre-cooking of a from App(X) to Tho(X) is defined
by ap = F(a,0) where F'(a,n) is defined by:

1. F((Apa),n) = Ap(F(a,n+1)),
2. F((a b),n) = F(a,n)F(b,n),
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3. F(x,n) = 1[t*1,
4. F(X,n) = X[t"].
Proposition 4.1 If T+ a : T in App(X), then T+ ap : T in Ao-calculus.

Proof: We prove the following more general result.

IfA;...A,,'Fa:Tin A-calculus, if every variable of a is associated to the context I', then Ay ... A,, 'k
F(a,n):T.

This is done by induction on the structure of a, for all n.
l.a =Ap.b; Then T = B — C and B.A; ... Ay, T Fb:C. So BA;...Ay,TF F(byn+1):C and
A A TEE(AbR)= A(F(byn+1)):B—=C.

2. a = X; By definition, in A-calculus, ' F X : T . By hypothesis, in Ao-calculus, I' F X : T and
A AL THEXM = F(Xn) - T.

3. The cases @ = n and a = (a1 ag) are easy.

O

The following proposition relates X-substitution in App(X’) and X-grafting in Ao-calculus and justifies the
pre-cooking.

Proposition 4.2 Let a,bq,...,b, be A-terms in de Bruijn notation. Then:
(a{Xl/bl, .. .,Xp/bp})p = {X1 — blp, .. .,Xp — bpp}ap.

Proof: We prove by induction on the structure of a the more general statement that for all 2:
Pla{X1/bF .., X /b '} 0) = {X1 = bip, ..., Xp = byp}F(a, ).

The result follows for ¢+ = 0. The only difficult point is when a is one of the X, say X, in this case we
need:

i

FOb+ i) = F(X, i) {X s bp),
- b+ i) = belt].

To prove this, we show by induction on the structure of b, that for all ¢ and &:
FQft (b, k), i+ k)= F(b,k)[1 ... k. 5],

o If b =m and m < k then Ift'(m, k) = m thus F(Ift'(b, k),i+ k) = m and F(b, k)[1...k. 1**] = m also.

e If b=mand m >k then Ift’ (m, k) = m + i thus F(Ift'(b, k), i + k) = m+ i and F(b, k)[1.. k. $'T*] =
m+ i also.

e if b= X, we get X[1***] for the two members.

o if b= Ac, then Ift(b, k) = A (Ift(c, k+ 1)), so 1ft’(b, k) = X (Uft*(c, k + 1)). Then, F(Ift'(b, k), i+ k) =
MFft (e, k+1),i+k+ 1)) and F(b,k)[1.. .k 1] = XM(F(e,k+ 1)[1...k+ 1. $+HEH]) and we
conclude using the induction hypothesis.

b = (¢ d). By induction.

O
Proposition 4.3 Let a be a A-term.
1. Ifa ﬁ) b, then ap y> bp.
2. If a is B-normal then ap is Ao-normal.

3. Ifa b, then ap NN bp.
INRIA



Hegher Order Unification via Lzxplicit Substitutions

4. a =p, bif and only if ap =», bp.

Proof: 1. We show that if a LA b, then for every n, F(a,n) 2 F(b,n) and the result follows for n = 0.
This is done by structural induction on a, the only non trivial case is a = (Aaj)az, where we need to
show a substitution lemma:

F(ai,n+ 1)[F(az,n).id] = F(a1{1/az},n).
We show a more general lemma, for all n and p:
Flag,n+1+p)[1...p-(F(az,n).id)o 1] = F(a1{p+ l/a;p},n +p).

This is done again by structural induction on aj, for all n and p. All cases are easy computations
but the one a; = p+ 1, which makes a5 to appear. We need to prove:

F(az,n)[1"] = F(a3",n + p).
This is done by induction on p. As F(as, n)[1P*1] =, (F(az, n)[1*])[t], we get by induction hypothesis,
F(az, n)[trt] = F(a;p, n + p)[1]. We conclude using the following equality:
o, ] = PO+, n+ 1),
which is derived from the more general fact:
F(b,n+7)[1...x. 71 = F(Ift(b,r),n + r + 1).

This follows from an easy induction on b.

2. We have (A(bT 1))p = A(F(b*,1) 1), thus we need to show that F(b*,1) = bp[t]. But we have

proved, in the previous proposition, the following more general result
FQAft' (b, k), i+ k) = F(b, k)[1.. .k 17+F]

3. By induction on the structure of a.

4. If @ =g, b then ap =), bp by induction on the structure of the proof of the derivation a =g, b.
Conversely, if ap =), bp then let @’ be the normal form of a and &’ be the normal form of . The
term ap reduces to af and bp reduces to b. thus af =y, b%. As these terms are normal, we have
a'p = blp. As the pre-cooking translation is injective we get a’ = b’ and thus a =g, b.

O
Proposition 4.4 Let ¢ and b be two A-terms. There exists terms Ny, ..., N, such that a{X1 /N1, ..., X, /N, } =3,

b{X1/N1,...,X,/Npy} if and only if there exists terms M, ..., M, in the image of the pre-cooking translation
such that {X1 — M1,..., X, —» Mptap =x, {X1— M1,..., X, = M, }bp.

Proof: By propositions 4.2 and 4.3 O

4.2 Grafting-unification and substitution-unification

We now precisely relate unification in A-calculus and unification in Ao-calculus.

Proposition 4.5 Let a :;n b be a unification problem in App(X’). If the problem a :L??n b has a solution, then
the problem ap :?)\U bp also has a solution.

Proof: By proposition 4.4, if the problem a :En b has a solution {X1/t1,..., X, /t,} then the grafting {X;
tip,..., X, = t,p} is a solution to the problem ap :7)\0 bp. O

We want now to prove the converse of this proposition, i.e. if the problem ap :?)\U br has a solution then
the problem a :; b also has a solution. We need to show that if ap :;U bp has a solution, then it also
has a solution in the image of the pre-cooking translation. To constructively prove this statement, we use the
completeness of the system Unif, i.e. the fact that if there exists a solution to ag :Z\U bp, then this problem has
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a solved form. From this solved form we build a solution in the image of the pre-cooking translation. One of the
difficulties is the following. If we solve the flexible-flexible equations by the grafting of proposition 3.1 then we
construct a grafting that is not in the image of the pre-cooking translation. For instance consider the context
I' = A.nil and the variables X and Y with type A and context I'. Then for the equation X =}_ Y (which is
not flex- flex in the sense of Definition 3.5 because it is solved, but allows to describe the problem), if we take
the grafting X — Z[1],Y — Z[1] we do not get a solution in the image of the pre-cooking translation. In this
case, we must take of course X — Z|Y — Z. More generally, instead of taking the grafting X — Zp [T'FX|]
as solution of a flex-flex equation, we take the grafting X — Zr [T'FX|_|F|], where I' is the context in which
the initial problem is typed. Thus, in order to be able to apply the proposition 4.4 we must show that if the
variable X has an occurrence in a term of the form X[a; ...a,. "] then we have p < |I'x| — |['|. We prove now
that this proposition is an invariant of the system Unif.

Definition 4.2 Let I' and A be two contexts, I' is an extension of A if it has the form I' = A, ... A, .A. It is
a strict extension if n # 0.

For a context ', a o-normal term a is called ['-stable, if for every variable X occurring in a subterm of a of
the form X[bq1...b,. 1"], I'x is an extension of T' and p < |T'x| — |T|.

Proposition 4.6 Let I' be a given context.

1. If ais a [-stable term well-typed in a context A; ... A;.I' and p < i, then the o-normal form of a[1 .. .p. t7+!
] is [-stable.

2. If a is a I'-stable term well-typed in a context A;...A;.I' and if b;,...,b, are I'-stable terms and p < 1,
then the o-normal form of afb; ...b,. 1"] is I'-stable.

3. If a is a o-normal term well-typed in a context A;...A;.I' and I'-stable, then any o-normal term a’
obtained by reducing a is I'-stable. Thus, the normal form of a is I'-stable. The long normal form of a is
also ['-stable.

4. If a and b are o-normal terms I'-stable and well-typed in the contexts A; ... A;.I'and By ... B;.I' then the
o-normal form of {X — b}a is T-stable.

Proof: 1. By induction on the structure of a.

e If @ = Xd’ then a[l...p. tP*!] = A(@'[1.2...p + 1. 1?*2]). The term o is well-typed in
B.A;...A;.T and is I-stable, thus, by induction hypothesis a’[1.2...p + 1. 1712] is I-stable.
Therefore a[l ...p. 17*1] is [-stable.

e if a = (a1 az) or ais a de Bruijn index, the case is easy.
o If a = X[c1...¢q. 7] in this case we have ¢ < [['x|— |[|. We get the term

Xlep.ooeqg t™][1 ... p. APH]
- X[ea[l ...op P e [l p PP o(1 L p 1P

The terms ¢; are well-typed in the context A; ... A;.T', thus by induction hypothesis, the o-normal
forms of the terms:

all ... p AP e[l ... p 12T
are ['-stables.
If m > p we get
Xlei[1 ... p AP Lo gL ... po AP A
as ¢ < |I'x|—|I'| and the o-normal forms of the terms ¢1[1 ... p. 771, ... ¢ [1 ... p. tP¥1] are
I-stables, the o-normal form of a[l...p. 1711] is I-stable.
If m < p we get the term

Xlei[l...p AP o[l p AP I m+ 1 .o p AP

The number of terms in this grafting is 7 = ¢+p—m. The term a = X[e¢1 .. .¢,. 1] is well-typed
in the context Ay ...A;.T thus |I'| +i=|Tx|— ¢+ m. Thus

r=q+p-—m=p+|Tx|—|[—i

as p < i we have r < |['x|— |[|. Then all the terms of this grafting are T-stable.
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2. By induction on the structure of a.

o If a = Ad’ then afby...b,. t7] = Aa’[1.b[1] .. .bp[1]. 17F1] the terms a’, 1,b1[1],. .., b,[1] are well-
typed in B.A; ... A;.I' and by the previous point they are I'-stable, thus, by induction hypothesis
a'[1.b4[1] .. .b,[1]. 17 *1] is I-stable. Therefore a[b; ...b, 1"] is [-stable.

e if a = (a1 az) or ais a de Bruijn index, the case is easy.
o If a = X[eq...¢q. 7] in this case we have ¢ < [I'x|— |[|. We get the term

Xler...eq. 1™][b1 -.. by 7]

ie.

Xleilbr oo bp 7] ooleglbr oo b AL (A o(br .. by 7))
The terms ¢; are well-typed in the context A; ... A;.T", thus by induction hypothesis, the o-normal
forms of the terms c1[by ... b,. 1771 ... ¢g[b1 ... by. tP+1] are T-stables.
If m > p we get

X[Cl[bl e bp. Tn] . Cq[bl . bp. Tn] Tn+m—p]

As ¢ < |TI'x| — |T| and the o-normal form of ¢1[b1 ... b,. 17], ..., ¢q[b1 ... by. 17] are I'-stable,
the term a[by ...b, 17] is I'-stable.
If m < p we get the term

X[Cl[bl prn] Cq[bl prn]bm+1 prn]

The number of terms in this grafting is 7 = ¢+p—m. The term a = X[e¢1 .. .¢,. 1] is well-typed
in the context Ay ...A;.T thus |I'|+i=|Tx|— ¢+ m. Thus

r=q+p-—m=p+|Ix|—|[[-1i

as p < 7 we have r < |I'x| — |['|. Then all the terms of this grafting are ['-stable. Therefore
alby ...b,. 1] is I'-stable.

3. When we reduce a f-redex (Aca) b occurring under j abstractions of type B, ..., B;, the term a is
well-typed in a context C.B;....BjA;....A;T. This term reduces to a[b.id]. Thus, by the previous
point the o-normal form of a[b.id] is T-stable.

When we reduce a n-redex Ac(a 1) occurring under j abstractions of type B, ..., B;, the term a is
well-typed in a context C.B;....BjA;....A;". This term reduces to the o-normal form of the term
a[Z.id] where Z is a fresh variable of type C in the context By ...Bj.A;...A;.T', by the previous
point the o-normal form of this term is [-stable.

When we expand a term a in A(a[f] 1), the o-normal form of the term a[f] is T-stable and thus the
term A(a[f] 1) is [-stable.

4. By induction over the structure of @ we show that the o-normal form of {X + b}a is T-stable.

o if a = Xai...ap. 7] then {X — b}a = b[{X — b}ai...{X — b}a,. 1"]. By induction
hypothesis, the o-normal forms @}, . . ., a;, of the terms {X ~ b}ay, ..., {X = b}a, are ['-stable.
As the term a = X[a; ...a,. 17] is I'-stable, we have p < |I'x|—|T'|. As X and b are well-typed in
the same context we have I'x = By ... B;.I', thus p < j and the o normal form of b[a} .. .a;. 1"]
is T-stable. Therefore the o-normal form of {X + b}a is also T-stable.

o if a = Y[ar...a,. 1] then {X — b}a = Y[{X — b}ai...{X — b}a,. 1"]. By induction
hypothesis, the o-normal forms aj, ..., a;, of the terms {X — b}ay, ..., {X > b}a, are [-stable.
Thus the o-normal form of {X +— b}a is I'-stable.

e if @ is a de Bruijn index, an application or an abstraction, we apply the induction hypothesis.

O

Proposition 4.7 (Invariants) Let a :[?371 b be a unification problem in App(X) well-typed in a context T.

Consider a derivation of ap :?)\U bp in Unif. We have the following invariants:
e if an equation of the derived problem is well-typed in a context A then A has the form A;...A,T,

o for every variable Y of the derived problem, its context I'y has the form B, ... B,.I,
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o for every subterm Y[a; ...a,.1"] of the derived problem we have p < |T'y|— |T|.

Proof: By induction on the structure of the derivation, using the proposition 4.6 in the third case for the
Replace rule. O

As an immediate consequence of the previous proposition, all the solved forms issued from a pre-cooked
problem in context I' are I'-stables.

Proposition 4.8 Let I' be a context, a a o-normal term and 7" a type. If a is I'-stable and every variable X
in a is such that ['x = I then a is in the image of the pre-cooking translation.

Proof: Every occurrence u of a variable X belongs in a subterm of the form X[a; ...a,. 17]. As a is I'-stable
we have p < |I'x| —|T'|. As Tx =T we have p = 0. Then as the term X[1"] is well-typed in some context
By ...Bjy.I' and the term X is well-typed in I' we have n = |u|, thus a is in the image of the pre-cooking
translation. O

Proposition 4.9 Let a :;n b be a unification problem in App(X’). From any solved form of ap :z\o br

. . . . . 2
verifying the invariants above, we can construct a solution to a =5y b.

Proof: Call P a solved form of ap :7)\0 bp and I' a context in which the initial problem is well typed. Let § be
the grafting associating to every non-solved variable X : I'x = T of P, the term Zp [T'FX|_|F|], where Zp
is a fresh variable of sort T' - T

0:X:Tx +T w— Zp[t"*I""] with Z: T+ T

Since the term Zp[t'xI=I'1] is stable (just apply the definition), by application of Proposition 4.6, the
problem 6(P) is I'-stable. Furthermore, 6 preserves the solved variables of the system.

All the non-solved variables occurring in the Ag-normal form of §(P) are the Zp and these variables are
well-typed in T'. Such a variable occurs in a subterm Zr[a, ... ap.1"] and we have p < |T'z| — |T|, thus
p =0 since 'y = T' by definition.

The flexible-flexible equations appearing in the Ag-normal form of 6(P) have necessarily the form Zp[1™
] =5, Zu[t™]. By definition of an equation, the terms Z7[t™] and Zy[t"] are well-typed with the same
type and in the same context, so we have 7' = U and m = n. Therefore, the flexible-flexible equations of

the normal form of §(P) relate identical terms. The grafting 0 is thus a solution of the flex-flex equations
of the solved form P.

Consider the grafting ¢ that binds every variable X to the term ¢, where X =} _ c is a solved equation of
0(P). The grafting ¢ is a solution of (P), thus ¢ o 0 is a solution of P and thus of ap =} _ bp.

Consider a variable X that occurs in the initial problem ap :7)\0 bp and in the solved form P. Then either
no solved equation of the form X =%, ¢ occurs in P and ¢ o 0(X) is some Zr or ¢ 0 0(X) is 0(c). In both
cases, the term ¢ o (X)) is I'-stable (since ¢ is T' stable as well as #) and every variable Z occurring in this
term if such that 'z =T

As the variable X occurs in the problem ap :Z\U bp we have by definition I'y = I'. Then the term ¢of(X)
is I'-stable and every variable Z occurring in ¢o@(X) is such that I'z = I' thus by Proposition 4.8, ¢08(X)
is in the image of the pre-cooking translation. Therefore a :;n b has a solution. O

Remark:

The variables Zp remaining in the solution defined in the last proof have the sort I' = 7. Provided that there
is a term of every atomic type in I, this sort is not empty. This contrasts with the solution build in Lemma 3.1
where the variables Zp have the sort nil - T which is empty.

Corollary 4.1 Let a :?ﬁn b be a unification problem in App(X). If the unification problem ap :;U br has a
solution then a :?ﬁn b has a solution.

Proof: 1f the problem ap =, bp has a solution then it has a solved form by the system Unif. This solved form
verifies the invariants above and the problem a :;n b has a solution. O

Theorem 4.1 Let a :;377 b be a unification problem in App(X). The equational problem ap =5, bp has a
solution if and only if the higher order problem a :?ﬁn b has a solution.

An immediate consequence of the undecidability of higher-order unification [Hue73, Gol81] and of the last
theorem is that equational unification is undecidable in the theory Ac.
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4.3 On the use of substitution variables

Before showing how to relate solutions of problems in Ao and in A-calculus, we should answer to a very natural
question: “why not using substitution variables in order to encode unification in lambda calculus into the Ao-
calculus?” The answer is indeed a priori surprising: such an approach leads also to the formalism presented in
the previous section. Let us detail why.

A direct way to encode unification in Ao-calculus is to consider ground terms, i.e. where the free variables
are encoded by additional indices, and to set the unification problem as follows.

For two terms a and b, find a grafting v of the substitution variable ¥ such that:

y(a[Y]) =0 y(b[Y]),
which amongs to solve in the algebra 7,,(Y) the equation:
alY] =5, b7,

modulo the equational theory Ac.
The image of Y by a grafting should necessarily be of the form:

Y—=ai...ap 1",

where p is the length of the type of Y, i.e. the number of free variables in a and b.
Thus we can now see this problem as finding terms a,, ..., a, such that:

alar ...ap- "] =20 blar .. .ap- 17,

i.e. we are looking for a grafting # of term variables, Ao-unifier of:
alXi ... Xp 1] =50 0[X1 ... X, 17
Let us now concentrate on one side of the equation, for example the one concerning a. Let us consider an index
r of a free variable in a. By Ac-reduction of a[X; ...X,- 1"] and assuming that the A-height of r in a is k, we
get:
r[l.(1.(...0T)o 1)],
which Ag-normalizes, for the appropriate i, to X;[1*].

We thus exactly get the result of the pre-cooking defined above. This means that it is equivalent to formalize
the problem of unification in A-calculus in the Ao-calculus either by solving the pre-cooked equations in 7y, (&)
or by solving the equation a[Y] =5_ b[Y]. Since the first formulation in more suitable (in particular it will be
anyway the result of the normalization of the term when using substitution variables), we choose it in this work.

Notice that the previous discussion provides a unification method when we have simultaneously term va-
riables and substitution variables. Of course, this algorithm only makes sense if the typed Ac-calculus with
substitution variables is confluent. Recall that the untyped Ac-calculus with substitution variables is not, but
the problem is still open for the typed calculus.

4.4 Translating back equations

We now come back to higher-order unification by showing in this section that for any unification problem P,
deriving from a problem ap :?)\U bp, we can reconstruct a problem @ in the image of the pre-cooking translation
that has the same solutions as P. Therefore () may be translated back to A-calculus into a higher unification
problem R. Now, the solutions of P and @) are the pre-cooking of the solutions of R. This result will be used
for two purposes. First, solved forms of P are translated back to A-calculus, giving a description of the set of
solutions of R as solved forms. Then we will use this translation to simulate the algorithm of [Hue75].

Let us extend the system Unif with the two rules given in Figure 5.

Proposition 4.10 The system Unif, augmented by the Anti rules, remains sound and complete.

Proof: Soundness is trivial, completeness of Anti-Dec-A also.
For the completeness of Anti-Exp-A, consider a grafting 6 solution of the problem P, take §'Y = A(6X)
and 0'Z =07 if Z #Y then ¢ is a solution of P and (denoting ¢'(X) by a):
0'(X =5, (Y11 1) = (a =5, (Aa)[] 1)) = (a =}, a)
thus ¢’ is a solution of the system P A (X =5, (Y[t] 1)) and @ is a solution to the system 3Y (P A (X =5,
(Y[t1 1)). o
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Anti-Exp-A P S 3V (P AX =L, (Y[ 1)
if X € Var(P) such that Tx = A.T%
where Y € XY ¢ Var(P) and Ty = A — Tx,I'y =T%

Anti-Dec-A P A a:?)\a b — P A Aja :?)\U Aab
if a =%, bis well-typed in a context A = A.A’

Figure 5: Anti, the basic rules for unification in Ao

For ap :7)\0 br an initial well-typed problem in the context I', we call Back the strategy of the Anti-* and
Replace rules application consisting in applying the rule Anti-Exp-A only to variables X such that I'x is a
strict extension of I' and the Anti-Dec-\ only to equations whose context is a strict extension of I', Replace
being applied eagerly.

Proposition 4.11 Let a :;n b be a higher-order unification problem and P be an equational problem derived

from ap :z\a bp by the rules of Unif. When applying the strategy Back on P, the invariants of proposition
4.7 are verified.

Proof: The two first invariants are kept as we use only the rules Anti-Exp-A and Anti-Dec- on variables
and equations whose context is a strict extension of I'. The third invariant is kept as the subterms
Xlai ... ap.1"] of the problem obtained by the rules above are already terms of this form in the initial
problem or are X or Y [1] which both verify p = 0. O

Proposition 4.12 Let a :;n b be a higher-order unification problem and P be an equational problem derived

from ap =5, b by using the rules of Unif. The system resulting of the normalization with the strategy Back
of the system P is the the pre-cooking of a problem in A-calculus.

Proof: As asserted by the invariant of the system Unif, every context I'x is an extension of I' and every
equation is well-typed in an extension of I'. Thus we can apply the rules Anti-Dec-\ and Anti-exp-A
then Replace to get rid of every variable whose context is not I' and every equation whose context is
not I'. We obtain a I'-stable problem such that all equations are well-typed in the context ', for every
variable X occurring in the problem, I'x = I'. We can conclude by Proposition 4.8 that this problem is
the the pre-cooking of a problem in A-calculus. O

We call A-solved form any solved systems of equation in A-calculus in the sense of [SG89].

Corollary 4.2 Let a :[?371 b a higher-order unification problem such that ap :?)\U bp can be rewritten by the
system Unif to a disjunction of systems that has one of its constitutive systems P solved. Let @} be the system
resulting of the normalization with the strategy Back of the system P and R = F'=1(Q). Then R is a A-solved
form and the solutions of R are solutions of a :;377 b. If we apply the trivial solution of [SG89] to solve the
flexible-flexible equations, we get back the solution built in the proof of the Proposition 4.9.

Proof: Let 8 be a substitution in A-calculus, if  is a solution of R then 8¢ is a solution of Rp, 8 is a solution
of @), Op 1s a solution of P, 8 is a solution of ap :?)\U br and 6 is a solution of a :?ﬁn b. O

Theorem 4.2 (Description of the solutions)
Let a :;n b be a higher-order unification problem such that ap :?)\U bp is well typed in context I'. Any

solution 8 of a :;377 b, can be obtained as the solution of a system in A-solved form resulting from the application
of the Unif rules followed by normalization using the Back strategy and back-cooking.

Proof: Let 6 be a substitution in A-calculus, € is a solution of R if and only if #F is a solution of Rp, if and only

if 0f is a solution of @, if and only if 65 is a solution of P, if and only if 0 is a solution of ap =%, bp, if
and only if # is a solution of a :;n b. O
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This can be depicted in the following way:

a :an b R
Fl 1
ap :7)\0 by Unif p Back Q

where P is one of the solved forms of ap :?)\U br and R one of the A-solved form of the initial problem a :;377 b.
Remark: When using the Occur-Check rule, we can notice that we get an algorithm that restrict to syntactic
first order unification when the input problem is a first order unification problem.

4.5 Relation with other unification algorithms

Huet’s algorithm can be seen as a particular strategy for the system Unif extended by the two rules above.
Indeed, a simplification of an equation consists in applying Dec-A n times, then Dec-app once, at last
Anti-Dec-A n times to the equations obtained by Dec-app. For instance from the equation:

Ao AMkar ...ap) =a, A AT by L. by)

we get (ka1 ... ap) = (k by ... b,) by applying Dec-X n times, then a; = b1, ..., a, = b, using Dec-app,
then A...Aa1 = A...Aby, ..., A .. Aap = A...Abp by applying Anti-Dec-A n times to each equation.

In the same way, applying an elementary substitution consists in applying Exp-A n times, then Exp-app
once, at last applying Anti-Exp-A n times to each new variable H;. For instance if we have a variable X of
type Ty = ... 5 1, 5 U. We get X — A...AY by applying Exp-A n times, then X — A.. . A(k H, ... H,)
by applying Exp-app to Y and at last X — A... Ak (K1[t"] n ... 1) ... (Kp[1"] n ... 1)) by applying
Anti-Exp-A n times to each H;. This term is the pre-cooking of A... A(k (K1 n ... 1) ... (K, n ... 1))
which is Huet’s elementary substitution.

When we apply this strategy, the equations we obtain and the graftings we build are always the pre-cooking
of A-equations and A-substitutions.

4.6 Dependence constraints

In some cases unification problems come with more scoping constraints than the ones present in the equations.
For instance we may want restrict the term substituted to some variable X in such a way that some de Bruijn
index of the context (for instance 2) does not appear in it (see for instance [Mil92]).

Such problems can be expressed very easily in Ao. For instance we may express that 2 is forbidden in X
just by adding the equation X = Y[1.1%].
4.7 Examples

A simple example

In order to illustrate the approach of higher order unification presented in this paper, let us solve the problem
Aay.(X a) :[?377 Aay.a with a : A, X : A — A. This equation is encoded in de Bruijn terms, using the context

I' = A.nil into A(X 2) :/?377 A2 and then pre-cooked into A(X[t] 2) =5, A2. Applying the rule Dec-X we get:

(X[t 2) =5, 2

and then with the rule Exp-A:
Y (((X[1] 2) =5, 2) A (X =3, AY))

where I'y = A.T' and Ty = A. The rule Replace is then applied to get:
3V ((AY)[] 2) =, 2) A (X =5, AY)),
and applying Normalize results in:
3V (Y211 =5, 2) A (X =5, AY)).
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Applying the rule Exp-app yields:
Y (Y2 Al = DAX =, A)A(Y =1)) Vv TY (Y211 =5, 2) A (X =5, AY) A (Y = 2)))
which reduces using the rule Replace into:
(2 A]=5 DA (X =5, A1) Vv (221 =5, 2) A (X =}, A2)
that is normalized by rule Normalize into:
(X =l M) v (X =, ).

This problem is a conjunction of solved forms, the first gives the solution Az.z and the second the solution Az.a.

A more elaborated example

We solve the “classical” equation: (f (X a)) :;377 (X (fa)with f: A—- A X:A— A a: A This equation
is encoded in de Bruijn terms, using the context I = A- A — A - nil, into (2 (X 1)) :?ﬁn (X (2 1)). Then
pre-cooking using the variable X with context ' and type A — A, yields (2 (X 1)) =5, (X (2 1)).

Applying the rules in Unif, we get the following derivations:

(o=, (@) gy [ QU IS CCD e
_>Rep1ace
HY{ g? (:%]‘Y)\liz :Z\o ()‘Y (2 1)) _>N0rma1ize HY{ g? Z?[l'if\l]})/:?)\a Y[(2 1)'id]
_>Exp—ap1);\)a Ao
{ (2 Y[Lid)) =3, Y[(2 1).id] { (2 Y[Lid)) =, Y[(2 1).id]
vl y=I_1 vay,H,{ Y =1 (3 Hy) (Hy : Ty F A)
X=1_ Ay X =5, Y
_>Rep1ace
(2 1[L.id)) =3, 1[(2 1).id] { (2 (3 Hy)[Lid]) =%, (3 HY)[(2 1).id]
Iy Y =51 vay,Hy{ Y =5, (3 Hy)
X :?)\0 Al X :;0 AY
_>N0rma1ize
{ (21)=}, @ 1) { (22 Hi[Lid))) =5, (2 Hi[(2 1).id)
i y=I1 vay,H,{ Y =1 (3 Hy)
X =, Al X =1, A3 Hy)

We get a first solved form: 3Y,Y :7)\0 1A X :?)\U A1 and we continue with the second system:

Dec-appl

{ (2 Hy[l.dd)) =5, Hy[(2 1).4d]

Iy, Hy X Y =5, (3 Hy)

X =5, A3 )

_ yExp-app
(2 Hy[l.id)) =5, Hi[(2 1).id] (2 Hy[l.id)) =%, Hi[(2 1).id]
Hl:?al Hl:?o 3H2 HglF}"‘A

Wy s my A ) )
X =i, A3 Hy) X =i, A3 Hy)

_>Rep1ace
(2 1[L.id]) =5, 1[(2 1).id] (2 (3 Hy)[l.dd]) =3, (3 H2)[(2 1).id]
Hy =%, 1 Hy =%, (3 Hy

Ty s E R e VP
X =5, A31) X =1 A(3(3 Hy))
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_>N0rma1ize
(21)=5,(21) (2 (2 Ha[Liad))) =5, (1 H2[(2 1).id))
o =11 Hy =1 (3 Hy)
ay, 0 SAo vy, Hy, H SA
Hoy=e LIy = 6 )
X =5, A1) X =3, A(3 (3 H))

We get another solved form: 3Y, Hy, H1 =5, 1 A Y =5, (31) A X =%, A(3 1), and a system that obviously
will get rewritten by Unif forever, generating all the (infinitely many) solved forms of this system.

Now if we consider the two previous solved forms, they are both in the image of F', and pre-cooking them
back to A-terms we get for the first X :;n Az.xz and for the second X :;n Az.(f x) which are clearly two
solutions of the initial problem.

Conclusion

It was well-known that higher-order unification was some kind of equational unification for the theory gn. But
standard first order equational unification algorithm could not be used for higher order unification, because
substitution in higher-order algebras is different from substitution in first order ones (grafting).

In this paper we have shown that higher-order unification problems could be translated into first order
ones. We come up with a new algorithm for higher-order unification based on an unification algorithm for the
equational theory of Ac. In our higher-order unification algorithm, the separation between substitutions initiated
by reduction and substitutions of unification variables permits to avoid the encoding of scoping constraints by G-
reduction, which was one of the burdens of previous algorithms. By using a language with explicit substitutions,
our algorithm remains close to the one of Huet, in particular each of them can be simulated in terms of the
other and the description of solutions are the same in both cases.

The fundamental role of the substitution calculus for unification has also been addressed in the theory of
instantiation of [Wil91] as well as in the unification algebra framework of [SSS88]. One of the main differences
between the present work with these approaches is that we consider a substitution calculus, entirely devoted to
the evaluation of A-calculus, as part of the framework and thus we design unification for this recent equational
theory.

Another reduction of higher-order unification in a first order framework has been given by [Dou93] using
combinatory logic and an extension of narrowing for handling extensionality. But this reduction inherits the
defaults of the translation of A-calculus on combinatory logic : coming back to A-calculus is rather intricate.

We hope that the new framework we propose, that allowed us to understand higher-order unification as
first order equational unification, will be useful for some other purposes. In particular, mixing higher-order
specifications with equational ones may be done just by extending Ao with new symbols and new equations,
this may be a way to reduce higher-order equational unification to first order. Also, the framework seems to be
very promising for studying decidable subproblems of unification like patterns [Mil91].

This work has to be carried with a precise analysis of the algorithm, in order to define strategies as lazy as
possible. For example, there is no need to compute Ao-normal forms at every step, and the experimental imple-
mentation [Bor95] of the unification rules which has been realized using the ELAN logical framework [KKV95],
indeed uses only head normal forms. A major continuation of this work is its extension to unification in richer
A-calculi, such as the calculi of Barendregt’s cube [Bar92]. In this case, the functional expression of scoping
constraints leads to technical difficulties [Dow93] that may be simplified using explicit substitutions. At last,
this work suggests that higher-order logic itself should be expressed using a calculus with explicit substitutions
instead of ordinary A-calculus. Then, higher-order resolution would be equational resolution in this theory.
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