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ABSTRACT: A framework for first-order constrained deduction is proposed in this pa-
per. The syntax and semantics of symbolic constraints and constrained formulae are
defined. Constrained deduction rules are given for equational logic and for first-order
logic with equality. They are applied to clausal theorem proving, unfailing completion
and completion modulo a set of axioms.

RESUME : Nous proposons un cadre pour la déduction contrainte du premier
ordre. La syntaxe et la sémantique des contraintes symboliques et des for-
mules contraintes sont définies. Puis nous donnons des régles de déduction
contrainte pour la logique équationnelle et la logique du premier ordre avec
égalité. Elles sont ensuite appliquées & la preuve de théorémes clausals, 2
la complétion sans échec et a la complétion modulo un ensemble d’axiomes.
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1 Introduction

The process of making visible every symbolic computation step involved in a de-
duction process is what we call constrained deduction. Constrained formulae are
first-order formulae completed by constraints; their semantics is to schematize
all the instances of the formula satisfying the constraint part. This technique
has many advantages which already have been recognized in the context of logic
programming. In the framework of deduction processes too, it is most useful
to homogenize the deduction rules by letting apparent the unification, typing
and orientation problems. First, this allows studying strategies at low level, re-
fining them and hopefully deriving efficient ones, for instance by delaying the
solving of difficult constraints (as CLP(R) currently does with non-linear con-
straints [HIM*87, JL86]). Second, constraints can account for many aspects of
structure-sharing: several instances of a term may be replaced by one constraint.
Last, and this is perhaps the main point, constrained deduction is more expres-
sive than classical deduction in the following sense: it makes possible to represent
infinitely many objects by a single one. For instance, the constrained equality
[f(z) = f(¥), (z # y)] schematizes an infinite number of classical equalities which
cannot be equivalently replaced by a finite number of equalities. This aspect has
also been appreciated in [CZ90).

We shall see that this approach has a lot of useful applications in automated
theorem proving. It also gives precise tools for solving problems in artificial
intelligence, as for example robot motion, where solving constraint problems in
computational geometry is a main problem. We focuss here on unification and
orientation problems. The proposed deduction rules are very general and we
feel that most approaches followed in completion with constraints [Pet90] or in
PROLOG with constraints fit into this framework. However we must warn the
reader that the inference rules presented here should not be loosely implemented.
In order to get well-behaved stratecgies a careful scheduling should be thought
about too. But the nice aspect of this approach is that any kind of operation
may be interleaved: for instance one step of a unification algorithm and one step
of rewriting. This gives much more choice for controlling the deduction.

The first part of the paper, from Section 2 to 6, states the general framework
for constrained deduction. In Section 2, we make precise the symbolic constraints
we are Interested in, using a general framework proposed by G. Smolka. In
Section 3, constrained formulae and their semantics are defined. In Section 4,
constrained deduction rules for equational logic are given, while Section 5 deals
with constrained deduction rules for first-order logic with equality. For the sake
of completeness and efficiency, restructuring rules, given in Section 6, are needed.
They make a bridge between the constraints and the first-order part.

The second part of the paper specializes the previous framework to effective
procedures. In Section 7, we apply the deduction process to clausal theorem
proving and in Section 8, to unfailing completion, by setting more control on
the strategy of deduction rule application. With another refinement, we get
in Section 9, a completion procedure modulo a set of axioms. These two last
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sections show the expressive power of the tools developed here. We conclude
with a comparison with other works and current perspectives of this work.

We assume the reader to be familiar with equational logic [Tay79), first-order
logic [Gal86, Rob65], class rewriting systems, also called equational term rewrit-
ing systems [HO80, Bac87, JK86], and equational problems [Kir85, Com88, CL89,
Bur87, KL87]. Our notations are mainly consistent with [DJ90] for the rewriting
concepts and [JK90] for the unification part. We refer the reader to these two
last papers for a full exposition of the preliminary concepts needed to understand
this work.

2 Constraint languages for proofs

In [Smo89], G. Smolka proposes a very general notion of constraint language,
together with a method to combine PROLOG-like logic programming with a
constraint language. In this section, we first give the general definition of a
constraint language and then instantiate it in order to define the particular con-
straints we are interested in.

2.1 A general constraint language
Definition 1 [Smo89] A constraint language is given by
e a countably infinite set V of variables
e a sel C of constraints c

e a function V from C lo V such that V(c) is the (finile) sel of variables
constrained by ¢

e a non-emply set of inlerpretations I. Fach interprelation I is given by a
non-empty set Dy called the domain (or a family of non-empty sets if sorts
are constdered), and a solution mapping Sol; that associates to each ¢ in C
the set of its solutions in I, denoted by Solf(c), that is a subset of the set
of assignments V +— Dy,

A constraint ¢ of C is satisfiable if there exists at least one interpretation in
which ¢ has a solution. It is valid in an interpretation I if every assignment is
a solution of ¢ in I. A constraint language is decidable if the satisfiability of its
constraints 1s decidable.

A symbolic constraint language is built from given sets F' of function symbols
and P of predicate symbols. The algebra of terms built from F and V is denoted
by T(F,V). We use T(F) for the algebra of ground terms (i.e. terms with no
variables), and A(P) for the set of ground atoms. The set of variables of a term
t and a literal p are respectively denoted V() and V(p).

Terms will be denoted by letters a, b, s,¢,u,v,w, or I, r,g,d. The notation s[t]
means that ¢ is a strict subterm of s. When the position m of this subterm needs
to be specified, we write s[¢],,.



Any interpretation I of variables is extended to a new interpretation, also
called I, by leaving the domain of I unchanged and by choosing an interpretation
f1: D} — Dy for each f in F, and an interpretation p; C D} for each p in P.

Let us now formalize the specific constraint language we are going to use for
constrained deduction.

Definition 2 The atomic constraint language ACL[F, P} is defined by:
e asel V of variables.

o the set C of atomic constraints built on first-order terms T(F,V) and pred-
icates P.

e the function V, that associates to a consiraint ¢ the sel of ils constrained
variables.

e a non-emply set of interpretations I. Each inlerpretation I is given by a
domain Dy and a solution mapping that associales

— to  each wvariable x in C, the set of assignments
Solj(z) = {a:V — D}

~ 1o each term t = f(t,,...,t,) in C, the set of assignments
Soli(t) = {a: V + Dy | a(t) € D}

where o 1s defined by:
a(f(tr, - 1)) = fi(a(t1), - 2(tn))}
a(z) = a(z),

— to each literal c = p(ty,..,t,) in C, the set of assignments
Solj(c) ={a :V = Dy | (a(t1),...a(t)) € pr}
where g is defined as before. .
Each assignment in Sol;(c) is a solution of ¢ in I.

Example 1 For instance, consider F = {o,succ}, P = {=}, and choose the
natural numbers as the domain of interpretation. o is interpreted as 0 in natural
numbers and succ as the successor operation. Moreover, = is inlerpreted as the
equality on natural numbers. The equation denoted succ(succ(z))="succ(y) is a
constraint in C. The constraint succ(succ(z))="succ(y) of C is satisfiable since
in this interpretation on natural numbers, it is possible to find a valuation of =
and y, say n and n + 1 such that succ(succ(z)) and succ(y) evaluate to equal
natural numbers. (z — n)(y — n+ 1) is a solution.

Now the language ACL[F, P] can be enriched by adding conjunction, nega-
tion, existential quantification, to get a constrained language SL[F, P].
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Definition 3 [Smo89] The symbolic constraint language SL[F, P] is defined by:

e if ¢,c’ are constrainis in ACL[F, P}, then they are also constraints in
SL{F, P], and their conjunction ¢ A ¢/, the trivial symbolic constraint T,
the negation —c, the existential quantification 3x.c are in SL(F, P].

o the variable mapping of ACL[F, P] is extended as follows:
V(iend) =V(c)uV(),
V(T) =0,
V(=c) = V(e),
V(3z.c) = V(c) — {z}.

e IfI is an interpretation of ACL[F, P], the solution mapping of I is extended
as follows:
Solp(eAc’) = Solp(c) N Soly (),
Sol;(T) = ASS;, the set of all assignments from V to I,
Solf(~c) = ASSy — Sol;(c),
Soly(Az.c) = {a € ASS; | there exists B € Solf(c), = a on V(c) — {z}}.

As usual the following abbreviations are used:

e —(T) is denoted L, defining the unsatisfiable symbolic consiraint,
o (¢ A ~c’) is denoted (¢ Vv ), so defining disjunction,

e —(3z.—¢) is denoted (Vz.c), defining universal quantification,

e (—c) v is denoted (¢ = ¢'), defining implication.

The notations AW and VW are also used instead of 3zy,...,z, and Vz,,...,z,
when W = {z1,...,zn}.

2.2 Constraint subsumption and equivalence

Equivalence of constraints and renamings are crucial properties that should be
cautiously defined.

A renaming is a bijective mapping p : V — V equal to identity except on
a finite number of variables in V. If ¢ is a constraint, any p(c) where p is a
renaming, is called a variant of c.

Given a subset W of V', the W-solutions of a constraint ¢ in an interpretation
I is the set of solutions restricted to W: Sol;(¢)jw = {oqwla € Sol;(c)}. A
constraint ¢ is W-subsumed by a constraint ¢’, denoted ¢ 2w ¢, if Sol;(¢)jw C
Sol;(c')w . W-subsumption defines a quasi-ordering on constraints and induces
an equivalence denoted ~w: two constraints ¢ and ¢ are W-equivalent, if
Solj(c)yw = Soli(c')jw. For instance, any symbolic constraint ¢ such that
Solr(c) = 0 is equivalent to the unsatisfiable symbolic constraint L. In all these
definitions, W may be omitted if equal to V.



2.3 Some particular symbolic constraint languages

In what follows, we assume given, over the set of terms 7(F, V), an equational
theory T defined by a set of axioms also denoted by T". The interpretation domain
we are interested in, is the set of ground terms 7(F). We assume that the set of
predicates P contains:

o the equality predicate, denoted =, interpreted either as the syntactic equal-
ity denoted =g, or as the equality in equivalence classes, denoted =7,

e the ordering predicate < interpreted either as a complete simplification
ordering < on T(F), or as a reduction ordering <, compatible with T’
on equivalence classes modulo T.

The definitions of reduction and simplification orderings are reminded below.
Definition 4 An ordering < on T(F, V) is a reduction ordering if:

1. < 15 well-founded,

2. ¥s,t,w € T(F,V), s <t implies w[s] < wt],

3. Vs,t € T(F,V), for any substitution o, s <t implies o(s) < o(2).

A reduction ordering < is compatible with T iff for any terms s,s',t, ¢,
s'=7s<t=rt imples s’ <t.

A total ordering < on T(F)|JA(P) is a complete simplification ordering if
il is a reduclion ordering and moreover:

1. for any proper sublerm s of t, we have s < t,

2. for any alom A which conlains s as a sublerm, and any t < s, we have
s =t < A, excepl when A is an equalily s = u with t < u; in that case
A<s=u.

Note that three problems have to be considered with respect to the equality
and ordering predicates: their validity in the given (ground term) interpretation
(every assignment has to be a solution), their satisfiability in the given interpreta-
tion (does there exist an assignment which is a solution?) and their solving in the
given interpretation (enumerate or schematize the set of solutions). It is impor-
tant to make a clear distinction between these problems; in order to emphasize
the fact that, for constraints, we are essentially interested in the satisfiability and
solving problems, we denote an atomic constraint built over the predicate P with
a question mark: P’. Thus we consider the following elementary constraints,
where t and t’ are terms:

1. t:;t’, called an equation,
2. —w(t:;t’), denoted (t #; t') and called a disequation,

3. t=12t', called an equation modulo T,
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4. -(t=%1"), denoted (t #7 t') and called a disequation modulo T.
5.t -<; t’, called an inequation,

6. t <7 t', called an inequation modulo T.

For all these constraints, V(c) = V(t)u V().
In other words, we are interested in a constraint language denoted SLy[F, P],
which has the two following instances:

1. SLy[F, P], where P D {=, <}, with T(F)U A(P) as interpretation domain,
and =y, <y as interpretations of respectively = and <.

2. SLr[F,{=,<]}] with the quotient set of ground terms by the equality gen-
erated by T, denoted T (F)/ =r, as interpretation domain, and =7, <t as
interpretations of respectively = and <. We will especially consider the
case where T is an associative commutative theory (AC for short).

Note that this can be extended in order to handle, in particular, typing con-
straint in the spirit of [Sch87, Kir88, Com904].

In these interpretations, the solution mapping associates, to a constraint, a
set of substitutions. Sol(c) denotes in the following, the result of the solution
mapping applied to ¢ in an interpretation I that is a set of terms or a quotient set
of terms. For a detailed exposition of these concepts see [JK90]. The following
definitions are given for any theory T that may be the empty theory. '

Definition 5 A substitution o is W-subsumed modulo T by a substitution o,
denoted o <Y o' if there exzists o such that, for any variable z in the sct of
variables W, a(o(z)) =1 o¢'(z). The substitution o is said more general than o'

on W.

W may be omitted if equal to V. We also write a =¥ f if, for any variable
z in the set of variables W, a(z) =1 fB(z).

For the kind of constraints considered here, more general solutions can be
defined and are assumed to be idempotent, without lost of generality. W-
subsumption defines a quasi-ordering on substitutions and induces the following
equivalence:

Definition 6 Let W be a given sel of variables. Two substiiulions o and o' are
W-equivalent modulo T, denoted 0 =¥ o' if o <¥ ¢’ and o' <V 0.

This leads to the following definition of generating sets of solutions:

Definition 7 A set of substitutions T is a complete set of solutions of a con-
straint ¢ if

e Yo € L, o(c) holds,

e Yo € Sol(c),do € ¥ such that o 5,}),(':) a.



A complete set of solutions of a constraint ¢ is denoted by CSS(¢). Remind
that when c is a conjunction of equations in the empty theory, a minimal complete
set of solutions is either empty or reduced to one element called the most general
unifier of ¢, and denoted by mgu(¢) in short.

2.4 Constraint solver

Two important concerns on symbolic constraints are first their satisfiability with
respect to the considered class of interpretations, second their solving, that is the
computation of the set of solutions of the constraints. Since this set of solutions
is likely to be infinite, it is in general represented by a complete set of solutions,
often computed from a specific form of the constraints called solved forms.
Various notions of solved forms have been introduced, in particular in the
unification community [JK90]. In order to illustrate the concept of solved form,

let us consider the case of combinations of equations and inequations, follow-
ing [Com90b].

Definition 8 A solved system is any conjunciion of equatlions and inequations

of the form
A@i=ats) Alzs <5 t5) N\ (& < 22)

iel jeJ keK
such that

1. for alli € I, z; occurs once in the formula.
2 foranyn € JUK, z, does not occur in t,,.

A symbolic constraint ¢ is said in solved form if ¢ is T, L or a disjunction of
solved systems.

Note that this definition forbids systems containing for instance (= f(y))
and (y=gg(2)), that are often said in dag-solved form [JK90]. The solved form
would be (z={f(g(z))) A (y=39(z)). This definition also forbids disequations:
a constraint (z #4 y) must be equivalent in the considered interpretation to a
disjunction of (z=§t;) A (y=t}).

We assume given in the following a process, called a constraint solver, that
for any symbolic constraint ¢, checks if ¢ is satisfiable and possibly computes
its solved form, denoted ¢ |. Such a process does not exist in general. But for
the kind of constraints we are considering in the examples, constraint solvers are
already available.

Consider constraints that are disjunctions of systems (or conjunctions) only
composed of:

e equations in the free term algebra: then a unification algorithm provides a
constraint solver.
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» equations in a quotient algebra by a set of axioms T then a T-unification
algorithm provides a constraint solver. The T-unification problem is in
general undecidable, but specific T-unification algorithms do the job, when
they exist. Moreover narrowing [Fay79, Hul80, JKK83] may also provide a
constraint solver for theories with a convergent term rewrite system.

e inequations for a given simplification ordering, such as the lexicographic
path ordering. This problem has recently been solved in [Com90b). Is is
developed in the next section 2.5.

e equations and disequations, with ground terms as interpretation domain.
These questions are solved by {Com88, CL89]. For symbolic constraints
composed only of equations and disequations without universal quantifica-
tion in AC theories, these questions are also solved in [Com88]. However it
is a challenging problem to get satisfiability and solving decision procedures
for such symbolic constraints in other equational theories of interest.

2.5 Equality and inequality constraint solving

In order to illustrate a particular process of constraint solving used in Section 8,
we focus in this section on equality and inequality constraint solving. Whenever
it is assumed that < is interpreted as a total ordering, inequality constraints do
not have negation: this is not needed, since any constraint —(z <; y) is equivalent
to (y -<; TV z:;y), that is Sol(—(z <; y)) = Sol(y %; zV x:;y),

The constraint solving rules given below depend from the definition of <.
They are very natural extensions of rules for unification problems and similar
rules have been presented for the first time in [Com90b)].

A complete simplification ordering on 7 (F') | j A(P) is built as a variant of the
lezicographic path ordering, which is known as a simplification ordering [Der87):

Definition 9 Let <p be a total ordering on F, called precedence, then ground
terms are compared as follows:

5= f(s1,.-,5n) <ipo g{t1, ... tm) =t if
o either 3 € 1...m, s <ppo i o7 5 =1
e orf<pgandVi€l...n, s; <ipo t
o or f=g,(51,...,8n) <upo (t1,..tn) and Vj € [1..n], 5; <ipo

where <yp, 15 the lexicographic cxtension of ~ipo-
Let <p be a total ordering on P, such that the equality predicaie = ts minimal.
Ground atoms are compared as follows:

A= M(Sl, ...,Sn) '<Ipo Q(tl, ...,tm) =B If
o cither M <p Q



e or M =Q, M is the equality predicate and {s1, 52} <mipo {t1,%2}
e or M = Q, M is not the equality predicate and (s, ..., 5n) <upo (L1, ..., 2n)

where <mipo is the mulliset extension of ~Ipo-

In order to detect unsolvable constraints, we shall need, in the applications
we have in mind, to test if a conjunction of inequations or equations is solvable.
The following result about constraints on terms is easily extended to atoms.

Proposition 1 [Com90b] It is decidable whether a formula s=,,t is solvable
i T(F).

Now, a few inference rules are introduced to solve constraints involving the or-
dering just defined. The equational part is the now usual presentation of unifica-
tion algorithms, as pionered by Martelli-Montanari and G. Huet [Hue76, MM82).
The inequational part is very similar to [Com90b]. However the general strategy
is too complex and only a subset of the complete set of the inference rules is
given here. In the following rules § denotes the tuple (sy,...,s,).

10
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Small

Big

Same

SmallP

BigP

SameP

SameE

CAf(slv'~~ysn) "<; g(tl,...,tm)
W
c AN (si <5 gty - tm))
if f<ryg

?
cAf(s1,...,80) <y 9{ty, ..., tm)

H—»

CAV:’;l(f(slv"':sn) *; t;)

if g<p f

cA f(s1,...,8,) -<; flty, .. t)
H

CAArzl(si '<; f(tl)"‘ytn))
/\((81 ~<; tl) \% (Sl:étl A 89 -<; ta) V.V (81:ét1 A Asp < tn))
cAM(s1,...,80) <4 Qt1,. .., tm)
H

Cc

if M <p @

c/\M(sl,...,sn)-<; Q(ty,.--1tm)

H—

1

fQ<p M

cAQ(s1,...,8n) -<; Qty,-- -\ tn)

H—

e ANy (si <5 Q-+ ta))

A(s1 <5 1)V (s1=gti Asa < t2) V- V(1= ti A . A 80 <] ta))
if Q# =

¢ A (s1=g52) < (t1=4t2)

H=»

cA ((312511 A 89 %; t2) \Y (slzth A 59 .<; tl)
V (s2=gt1 Asy <5 t2) V (s2={ta A sy <5 1)

V (s1 =g t1 Asa <5 t1) V(51 =< t2 A sz < t2))

Path ordering rules

11




Delete cA s:%s W C
Decompose cA f()=;f(1) w» c/\s,:;tl A'--/\s,,zzt,,
Conflict cA f()=g9(f) w» L
if f#g
Check cAz=]s[z] "
Coalesce cAz=4y v {z o yleAz=ly

fz,yeVic)aendz £y
Replace cAz=3s W {z > sleAz=]s
if z g V(s),s ¢V and z € V(c)

Equational rules

Subterm cAt -<; s[t] W C
Superterm  cA s[t] <] t - L
Transitivity cAs<jtAt<is w» 1

Simplification ordering rules

3 Constrained formulae

The other component of the syntax for constrained deduction is first-order for-
mulae. Several kinds of constrained formulae are considered here: equalities,
rewrite rules and clauses. We also make precise their respective semantics. Let
¥ be a signature of function symbols F and predicate symbols P. We recall that
a first-order L-structure M is given by a carrier set, a function for each function
symbol in F and a relation for each relation symbol in P. The X-structure M is
term-generated if each element of the carrier of M is the interpretation of a term
in T(F). Whenever X contains the predicate symbol =, it will be interpreted
as the equality relation in M. Given a set of axioms Th, a model of Th is a
I-structure which satisfies Th. Whatever formulae we shall consider, we shall
mainly be interested by its term-generated models. In particular, constrained
equational theories admit an initial model which is term-generated, since it can
be obtained as a quotient of the ground terms algebra by a congruence.

3.1 Constrained equalities and rewrite rules

Definition 10 A constrained equality, denoted (I = r,¢), is given by two terms
land r in T(F, X) and a constraint ¢ in SLr(F, P].

Then a constrained equality (! = r,c) schematizes the following set of equali-
ties:
S(l=r,c)={o(l) =o(r)|oc € Sol(c)}.

Constrained equalities may be oriented to produce constrained rules.

12



Definition 11 A constrained rewrite rule, denoted (I — r,c), is given by two
ordered terms I, v in T(F, X) and a constraint ¢ in SLr[F, P].

A constrained rewrite rule (I — r,¢) schematizes the following set of rewrite

rules:
S —r,¢) = {o(l) = a(r)jo € Sol(c)}.

Definition 12 A constrained equational theory is given by the consiraint lan-
guage SLr[F, P] and a set of constrained equalities E built on T(F, X).

The model of a constrained equational theory considered here, is an initial
algebra built as a quotient algebra by the set of equalities schematized by E.
More formally,

Definition 13 Let a consirained theory be given by the constraint language
SLr[F, P} and a set of constrained equalities E. Let us define

S(E) = U S(l=re)

(I=r,c)EE

and lel =g(pyur the smallest congruence generated by T and by this (possibly
infinile) set of equalities on T(F). The initial model of the constrained theory
(SLy[F, P, E) is the initial quotient algebra T (F)/ =s(gyur. Its term-generated
models are the term-generated models of S(E)UT.

Finding a set of constrained rewrite rules R equivalent to a set of constrained
equalities £ needs to make precise the notion of equivalence: let us define

SRY= |J St-ro).
(I—r,c)€ER

R is equivalent to E if =5(gyur and =g(gyur coincide on T(F'), where =s(ryur
is the smallest congruence generated by T and by this possibly infinite set of
rewrite rules on 7 (F).

3.2 Constrained clauses

Definition 14 A constrained clause, denoted (C,c), is given by a first-order
clause C = Ly VLyV---V L, (that may contain equalities) and a constraint ¢ in
SLr[F,P].

A constrained clause (C, ¢) schematizes the following set of clauses:
8(C,¢) = {o(C)|o € Sol(c)}.

This is the set of all the ground instances o(C) of C, where the substitution o
belongs to the set of solutions of c.

A model of a constrained clause is a term-generated model for the set of its
ground instances.

13



Definition 15 A constrained first-order theory is given by the constraint lan-
guage SLr[F, P] and a set L of constrained clauses. Iis term-generated models
are the term-generated models of S(LYUT, where

sLy= J s(co.

(C,e)eL

In the following, we speak of a constrained formula (F,c) to denote any of the
previously introduced constrained equality, rewrite rule or clause. We identify
a first-order formula F' with a formula constrained by the trivial problem T,
namely (F, T).

In the considered sets of constrained formulae, we shall assume that their sets
of variables are disjoint, without lost of generality. Two constrained formulae
(F,c) and (F',¢') are variable disjoint if V(F)U V(c) and V(F') U V(') have no

common element.

4 Constrained deduction rules for equational
logic
We first focus on equational logic and present in this section constrained versions

of deduction rules on formulae built with terms and the symbols = or —.

4.1 Constrained superposition

A general definition of superposition of a constrained rewrite rule on a constrained
formula is given.

Definition 16 The constrained rewrite rule (I — r,c) overlaps modulo T' the
constrained formula (F,c) at occurrence m in F if the constraint (c A ¢ A
(Fim=41)) is satisfiable. The deduced constrained formula modulo T obtained by
superposition of (I — r,¢) into (F,¢’) at occurrence m is by definition:

(Frlm,c A A (Fim=71)).

It should be noted that in general superposition at non-variable occurrences are
only considered.
A deduced constrained formula of the form

(Flrlm, (¢ A ¢ A (Fn=51)))
schematizes the following set of formulae:

CP = {o(F[r)m)lo € Sol(c A c' A (Fm=571))}.

14



The constrained version of the superposition rule is the following:

Deduce CFU{(F, ), —rc)}
H—
CFU{(F,¢),(I > r,¢),(Flr)m,c A A (Fm=71))}
ifencd A (Flmz:;'}l) is satisfiable

Superposition Rule

Proposition 2 The lerm-generated models of (F,d)U(l — r,¢) and (F[r]m,cA
¢ AN Fm=rD)U (F, YUl — r,c) are the same.

Proof: Let Ey = S(F,c')US(I — r,c)UT and E2 = S(F[r]m, (cAdA(Fjn=%1)))U
S(F,dY)uS(l - r,c)uT.
It is sufficient to show that each element of each set is a logical consequence
of the elements of the other set. The only point to prove is that an element
eof S(cAc A(Fim=7l)) is entailed by E;. There is a solution o of (c A
¢/ A(Fim=%1) such that e = o(F[r]m). But o(l) =1 Fj;m , o(l) = o(r) € Ey
and ¢(F) € E;. Therefore, by equational reasoning on these formulae, we
can derivee. O

When (F,c) is a constrained rewrite rule and m is an occurrence of its left-
hand side, we obtain the concept of constrained critical pair that schematizes
critical pairs used in completion modulo 7.

Example 2 Consider the two rewrite rules

T*T*T T — T
Uuxv*w*xa—a.

where x is supposed 1o be AC (associalive and commutative). By constrained
superposition at top occurrence, the constrained critical pair

((z,a), (z*xz*T*T=)cu*v*w=*a))

ts computed. It schematizes for instance the trivial critical pair {a,a) obtained
with the solution {(z v a)(u — a)(v — a)(w — a)}; it also schematizes the
critical pair (axz’, a), by considering the solution {(z r axz')(u — axz’'*z')(v —
ax2')(ww~— ax*z')}.

4.2 Constrained simplification

We constider in this section several forms of constrained simplification. To simplify
a constrained formula (Fj,c;) using a constrained rewrite rule (I — r,¢c), we
assume that the two constrained formulae are variable disjoint. This condition
can always be satisfied by renaming variables of the constrained rewrite rule.
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Simplification of constrained formulae is more complex than constrained de-
duction. This is because when simplifying, the starting formula is replaced by
the simplified one and lost, while otherwise, when a deduction step is applied, a
new formula is added. In the simplification process, it must be taken care of not
loosing schematized instances of the initial formula. This is why the definition
of simplification involves two parts. The first one deals with instances which are
really simplified by an instance of the constrained rewrite rule. The second part
deals with the non-simplifiable instances and records the failure in the constraint.

Definition 17 A constrained formula (Fy,c;) simplifies modulo T 1o (F,,¢2),
with the rest (Fy,ch), at the non-variable occurrence m of Fy, with the constrained
rewrite rule (I — r,c), if the constraint cy = ¢y A (c A (I=7Fyjm)) is satisfiable.
Then F3 = Fi[r]m and ¢ = (e AWV(c)UV(I).~eV ~(I=F Fijm)]). This is denoted
by (F1,c1) =T {(F2,¢2), (F1,¢h)}.

The notion of constrained rewriting takes its interest from the fact that check-
ing satisfiability of a constraint is in general much simpler than finding a complete
set of solutions or a solved form, especially in equational theories. For instance, a
criterion to check the satisfiability of a system of equations modulo associativity-
commutativity is given in [vZGS78]. Finding complete sets of AC-solutions of
equation systems is much more difficult.

The previous definition given for simplifying a constrained formula (F, ¢) takes
into account all the schematized formulae. Some of these instances that are not
reducible are recorded in the rest. When the constraint associated to the rest is
unsatisfiable, this means that all instances of the formula are reducible. We call
this case a total simplification. It is possible to restrict simplification with this
weaker definition.

Definition 18 A consirained formula (Fy,c,) totally simplifies modulo T to
(Fy, ¢2), at the non-variable occurrence m of Fy, with the constrained rewrite rule
(I = r,¢), if cz=c1 A(cA(I=3Fyym)) is satisfiable and if ¢y = (c; A [YV(c) U
V(1).~eV (1= Fy)]) is unsatisfiable. This is denoted by (Fi,c1) —»7 (Fy,cz).

To summarize, two deduction rules for simplification of constrained formulae
can be given:

Simplify CFuU {(Fl,cl)} w» CFU {(FQ,CQ), (Fl,c’z)}

if (F1,¢1) =7 {(F2,¢2),(F1,¢3)
TotallySimplify CFU{(Fi,c1)} w» CFU/{(Fs,c2)}

lf (Fl,Cl) -—)-HT (FQ,CZ)

Simplification Rules

Let us first address the correctness problem. From the point of view of
schematization, the set of constrained formulae {(F2,c2), (Fi,c5)} schematizes
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S(F2,¢2)US(F1,cy). The models are preserved by the simplification rule, thanks
to the following proposition:

Proposition 3 The term generaled models of (Fa,c2) U(F1,5)U({ —r,c)UT
and (Fi,c1)U (I > r,c) UT are the same.

Proof: Let Ey = S(Fs, c2)US(Fy, c5)US(l — r,c)UT and Ey = S(Fy,c1)US(I —
r,c)UT.
It is sufficient to show that each element of each set is a logical consequence
of the elements of the other set. Let us prove that every element of F, is
entailed by E). Consider for instance an element e of S(Fj,c;). There is a
solution ¢ of ¢; such that e = 6(F}). If o satisfies ¢} then e is an element
of S(Fy,cy). Otherwise we have o(l) =1 Fym , o(l) = o(r) € E; and
o(F,;) € Ey. Therefore, by equational reasoning on these formulae, we can
derive e. We can prove in a similar fashion that E) is entailed by E,.

0

In the case of a total simplification, the term-generated models of S(F3, c2)U
Sl — r,¢)UT and S(F1,e1) US(! — r,c)UT are the same.

Example 3 Consider the constrained rewrite rule,
(zxz*xzrz —z,(z #4a)

where x is denoled in infir notation and the expressions are supposed lo be
left parenthesized, whenever parentheses are implicit. The constrained equalily
(bxbxbxb)x(y*xy*y*y)=a,T) with the trivial constraint T simplifies to an-
other constrained equality

(bxb*xbxbxz =a, (x*x*z*x:;y*y*y*y)/\(l’#; a))
with the rest
(brxbxb*d)x(yxy*xy=*y) =a, V:r.-ﬂ(:c*x*x*x:;y*y*y*y)v—r(x #5 @)
that reduces to
(brbxbxb)*(yry*ry*y) =a, (y=50a)).

The first branch simplifies then 1o (z' + £ = a,c) with ¢ being

(x*x*z*ngy*y*y*y)/_\(x¢; a)
A
(& x2' sz x2'=gbxbxbxb) A (2 #3 0).
with the rest

(brbxbrbrxz=a, (zxzxzrz=gy*xy*xyxy)A(z #4a))Ac"}
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where ¢” is derived from ¢. More precisely, ¢’ is
V' (e x a2’ 2’ £ bxbxbxb) Vv (z'=(a).

that reduces to L. So aclually this last simplification step is a total simplification
step.

Note that the substitution (z +— y)(z’ +— b) is solution of the constraini c. By
using this inslaniiation , we get the usual rewriting derivation:

(bxbxbxd)x(ysy*ry*xy) —bxbxbrbrxy—bxy.

Beyond correctness, the definition of such a simplification relation rises two
other problems: termination and relationship with classical definitions of simpli-
fication.

Constrained simplification needs to check first that the list of constraints c»
is satisfiable. Otherwise obviously termination problems arise. But this is not
enough to ensure termination of the process, as shown in the next example. The
growth of the constraints must be controlled too and this may be enabled by the
reduction strategy.

Example 4 Let us consider T = 0, the constrained rewrite rule
(f(z) = f(y), v <; z) and the equality ((f(a) =b),T). This equality is simplified
into: ((f(y) = b), (zzza) Ay -<; z)) and ((f(a) = b), (Vz,y.(z ;é; a)Vv ~(y <;
z)). The first constrained equality ((f(y) = b), (z=4a) A(y <} z)) can be simpli-
fied again; for instance, we oblain after n steps:

(F(yn) = b, (z=4a) Ay <§ --- <5 y <5 a).

Let us consider now relations with classical simplification rules, based on
matching, which means that the variables from the target formula are not in-
stantiated. The simplification proposed here, i1s a2 more general process, since
it splits the ground instances of a formula between the classically simplifiable
instances and the other ones. Hence, during this splitting process, the variables
of the target formula can be eventually instantiated. If constraints are eagerly
solved, then the algorithm to be used there is unification instead of matching.
However, not to be mistaken, it is different from the superposition rule since the
original formula is deleted and replaced by its simplified version.

We show now that our definition of constrained simplification generalizes
former notions of simplification. More precisely, adding hypotheses on the kind of
constraints and (or) on the way to solve them, gives back the classical definitions.

Let us examine how the simplification rule specializes when dealing with the
empty theory. In the classical use of simplification, the replacement is performed
only when Fy, is an instance o(l) of I. We can then write ¢} as:

¢y =1 AV (c)U V(). ~o(c) v ~(I=ga(l)).
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Assuming that V(I) N V(o(z)) = @ for any variable x of I, the matching substi-
tution o allows eliminating all the variables of I. We get the following constraint
equivalent to c}:

¢y = c1 AWW(c) — V(). —o(c).

Assuming, as in simplifying conditional term rewriting systems, that V(c) C V(I)
yields to
¢ =1 A —o(c).

Restricting the situation a little bit more and considering that ¢ is an inequality
constraint r <g I where V(r) C V(I), the constraint can be simplified further in:

¢k =c1 A-o(r <5 )
Finally, assuming that -<; is a total ordering, we obtain:
¢k =y A(o(l <5 r)Va(l=r)))

If we replace c5 by c§ in the Definition 17, we meet the definition of simplifi-
cation used in [Pet90].

The total simplification rule can be specialized too when constraints are for-
mulas from the empty theory and when it is applied after computing a matching
substitution . When total simplification is allowed, we see that ¢, is equivalent
by dichotomy to ¢1 A ((3V(c) — V(I).0(c)) V(YV(e) — V(I). —o(c))) and since ¢ is
unsatisfiable, this is also equivalent to: ¢; A(IV(e)—V(I).0(c)). Note that the last
expression and (c¢; A o(c)) have the same solutions when we restrict to the vari-
ables of ¢;. Hence we can replace ¢; by ¢; in the definition of total simplification.
This will be performed in Section 8.

4.3 Constrained deletion

A constrained equality (p = ¢,¢) can be deleted if for any solution ¢ of ¢, o(p) =7
o(g). Which is negated by: there exists a solution ¢ of ¢ such that o(p) £ o(q).
So the constrained equality (p = g, c) is deleted whenever the constraint cA(p #%
¢) has no solution. This can also be written as an implication (¢ = p =r q).

Delete CFU{(p=gq,c)} w» CF
if (C =>p =7 q)

Deletion rule

It is especially important to notice that the Delete rule is more powerful
than the classical rule for eliminating trivial equations. Consider for instance the
constrained formula (s(z) = s(s(z)),z #; 0A (Vy. = #; s(y))). If the language
only contains s and 0 as function symbols, then Delete can be applied. The
correctness of Delete is stated again with respect to term-generated models:
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Proposition 4 Applying Delete to a set of formulae gives a set of formulae
with the same term-generated models.

Proof: This is an immediate consequence of the fact that, if ¢ is solution of ¢,
o(p) =t o(g). O

4.4 Constrained orientation

Turning a constrained equality (p = g¢,¢) into a constrained rule is now made
precise. Assume given a reduction ordering <7 on terms, compatible with 7.
Since it is closed under substitution, if p <7 ¢ then for all & € Sol(c), o(p) <7
o(g). The constrained rule (p — g, c) can be added. Similarly (¢ — p,c) holds
if ¢ <7 p. However it may happen that some instances of p = ¢ satisfy o(p) <1
o(q), while others satisfy a(q) <7 o(p) or o(p) =r o(g).

The possible schematized instances of (p = g, c) are split into three families.
More formally, let us define the following constraints:

¢t =cA(p=79)
ch =cA(g <7 p)
s =cA=((p <7 @)V (2 <7 P))

Then the orientation rule first checks that ¢} and ¢}, are satisfiable. If only one, say
¢} is satisfiable, then the constrained rule (p — g¢,¢}) is added, and symmetrically
if ¢4 only is satisfiable. If both are satisfiable, then (p — ¢,¢}) and (¢ — p,c5)
are added. Finally if ¢§ is satisfiable, the constrained equality (p = ¢, c3) must
subsist.

Orient CFU{(p=gq,c¢)}

CFU{(p=g,cA~((p =<7 @) V(7 =7P))),
(p— ¢,(cA(g=7P)), (g —p,(cA(p =<7 7))}

Orientation rule

Whenever <1 can be extended to a total ordering on equivalence classes of
ground terms, and when interested in ground completion, we get rid of the last
set of constraints cj:

TotallyOrient CFU{(p = g,c)}

H—

CFU{(p— q,(cAq=%p), (¢ —p (cAp=<}q)}

Orientation rule with a total ordering

Proposition 5 The term-generated models of (p = q,¢) and (p — g, ¢ A (g <7
PIU(@—p, cA(p=<r @)U =qcA=((p=<rq)V(¢=<7p)) are the same.
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Proof: For any o € Sol(c), one of the three constraints ¢}, ¢5 or cj is satisfied.

Conversely, any solution of ¢}, ¢} or ¢} is also solution of c. O

5 Constrained deduction rules for first-order
logic with equality

In first-order logic, by Herbrand’s theorem, a universal formula is satisfiable if
and only if it is the case for the set of its ground instances. Therefore, it is
quite natural to consider a clause (and more generally a universal formula) as
schematizing the set of all its ground instances. Inference rules for first-order
logic can be adapted accordingly with the help of constraints. In the context
of clausal theorem proving with equality, a complete system of inference rules
can be obtained from factoring, resolution and paramodulation. These rules have
been refined in [HR86] by imposing ordering conditions on the subterms where
inferences are applied. These conditions are expressed with respect to a complete
simplification ordering. We present here the constrained inference system derived
from the one in [Rus88] by including the ordering and unifiability requirements
within the constraints.

Each constrained inference rule generalizes the usual one in a straightforward
way.

Definition 19

e The constrained factor of the clause (LoV L1V ---VLg,¢)is (LiVLIaV---V
Ly, c') if the constraint ¢’ = ¢ A (Lo=g L1) A (Aj=o Li <§ Lo) is satisfiable.

o The constrained resolvent of the clauses (LoV Ly V---V Ly, ¢) and (0Ly VvV
LivLyv---vL  dYis (LyVLV---VL, VLIVLyVv---VLL ") if the
constraint

¢"=cAc A(Lo=gLy) A (\ Li <5 Lo) A (/\ Li =5 Lp)
i=1 i=1
1s satisfiable.
o The constrained paramodulant of the clause (s =tV L VLV VL, ¢)

into the clause (L'[u) vV Ly VLYV ---V L,  )is(L't]VLVLyV---VL,V
LivLiyv...vL  Jif

" =cAc A(s=qu)A(t <5 5) A (N Li <q L'[u])
i=1

is salisfiable and L'[u] is not a posilive equational literal.
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e The constrained superposition of the clause (s =tV Ly VLaV---V Ly, ¢)
into the clause (afu] =bV LiVLyV---VLL,c)is(at] =bV L, VLV
VL, VL{VLyV---VL ")

¢ =cAc A(s=u) At <4 s)A (b < alu]) A (/\ Li <} a[u] = b)

i=1

1s satisfiable.

OFactoring

CFU{(LoVLiVv- VL))

H—

CFU{(LoVLiV---VLg,)}Uu{(LivLyVv---VvVL,c)}

if ¢ =cA(Lo=jL1) A(Ai=s Li 2§ Lo)

OResolution
CFU{(LgVLiV---VLne),(~LogvVLiVLyV---v L J}}

H—

CFU{(LoVLiV---VLgc),(mLoVLiVILyV---VvLL )}

U{(Ly VLyV---VL, VLIVLLV---V L, ¢}

if ¢ =cAd A(Lo=gLo) A(AZ; Li <§ Loy A (AT, Li <5 L)
OParamodulation
CFU{(s=tVLiVLyV---VLsc),(LuvVLiVvLIyV.---vL, )}
H—
CFU{(s=tVL VLV ---VLgc),(LuVvLivLyv---vL, )}
U{(L'[tIVLiVLyV---V L, VLiVLyV---vLL .}

if ¢ =cAd A(s=gu) A (AL L <5 L'[u]) A (t <5 s)

OSuperposition
CFU{(s=tVLiVLyV---VLc)(au]=bVvLiVvLiv-.-vL )}
K>

CFU{(s=tVLiVLyV---VLc)(aul=bVvLivLiyv...vL )}
U{(alt] =bvLyvIov. VL, VLIVI,v...VL ")

if ¢ =cAc A(s=u) A (t =<5 s) A (b =< alu]) A (As, Li <3 a[u] = b)

Constrained inference rules for first-order logic

Proposition 6 Applying the inference rules of OFactoring, OResolution,
OParamodulation and OSuperposition to a set of constrained clauses pre-
serves ils term-generaled models.

Proof: This proposition follows from the fact that the rules can be viewed merely
as restriction of sound first-order deduction rules to ground clauses. O

The next example illustrates the fact that keeping track of the constraints during
deduction can drastically reduce the number of inferences. The point is that any
deduction step can be blocked whenever it generates unsolvable constraints.

22



Example 5 Let us consider the following clause, where F = {0,s,¢9} and
P = {Q}. We define <; as the lexicographic rpo <ip, with the precedence:
0<ps<ryg.

= Q(g(=,9)) v Q(y(s(2), 2))

Let us resolve this clause with itself. We first introduce a renamed verston of the
clause:

-~ Qg(=',¥") v Q(g(s(z'), z"))
The constraint to be checked for satisfiability 1s:

Q(g9(s(2), z)) <ipo Q9(x,9)) A Q(9(2",¥")) <10 @g(5(2'), ')A
Q9(s(2"),2)))=4Q9 (=, v))

Applying some of the rules given in Section 2.4 for solving inequational con-
strainis, we get:

(s(s(2")), 5(2")) <upo (s(z'),2") A (=',¥/) <utpo (s(2"), 2') A w=gs(a) Ay=g2'

which obviously admits no solution.
Note that applying classical resolution generates an infinite number of other
clauses, among which:

- Q(9(z, 1))V Qy(s"(2), 5"~ (2)))

where s™(z) abbreviates s(s(---))(z)
N’

n

6 Restructuring rules

Until now, our logical system works with two separated parts: the constraint
part and the classical first-order part. We introduce now some rules which allow
to transfer information from the constraints to the first-order part.

The first rule, called Elim Or, expresses that we can replace a set of instances
of a clause by two subsets, when the constraint is a disjunction. This first rule is
not needed for completeness. However it may improve efficiency and readability
of the deduction process.

The second rule, called Propagate allows propagating the value of a solved
variable to the first-order part. It is needed for the completeness of the deduction
process, as illustrated by the next example.

Example 6 Consider the two constrained rules:

”
T—a, (L*T*T*T=,cu*v*w*a)
xz’ vz v’z T.
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where * is an associative commutalive symbol. A possible instantiation of the
first rule is given by the substitution o defined as {(z + axb*b*bx*2)} and
the subterm b+ b+ b* z is unifiable with =’ * 2’ x 2’ » 2’ using {(z' — b)(z — b)}.
This superposilion yields a critical pair {o(x),a) where o(x) = a *b. However
this critical pair is not computed by the constrained deduction rule Deduce. It is
then needed to solve the constraint (z+z*z+x="4cu*v+w+a) and to propagate
the solutions into the rules.

Another method will be proposed in Section 9 to deal with this completeness
problem.

Elim Or CFU(F,c1Ve) W CFU{(F,c1),(F,c3)}
Propagate CFU(F,cA (x:;t)) w» CFU(g(F),c)
ifzgV(@)UV(e),o =(x—1)

Restructuring Rules

Proposition 7 The lerm-generated models of a set of constrained formulae are
preserved when Elim Or or Propagate are applied.

Proof: This is a consequence of the following points:

e if ¢ iIs solution of ¢; V ¢q, then o is solution of either ¢y or ¢;.

e if o is solution of ¢; A ¢y, then o is solution of both ¢; and ¢5.

7 Bounded deduction for first-order logic with
equality

In this section, by setting more control on the inference rules defined in Section 5
and 6, we derive a powerful theorem proving strategy. This control is a natu-
ral one: it prescribes to solve at first the equational constraints and propagate
solutions immediately, using the restructuring rule Propagate. Hence, the only
constraints whose resolution may be delayed are the inequational ones.

The strategy is refutationally complete by a straightforward modification of
results in [Rus88], and by a lifting lemma for the constrained paramodulation
and the constrained superposition rules. The strategy is indeed more powerful
than the superposition strategy of [Rus88] since it may detect the satisfiability of
clause sets upon which the ordered strategy loops.

7.1 Inference rules

As usual, we assume that <y is a complete simplification ordering. We give now
three inference rules for ground clauses. If we assume that the clause sets contain
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all the identities a = a for any ground term a, then the rules are complete for
refutation as it is proved in [Rus88]:

GOFactoring
CFU{LoVL V---VL,}
>
CFU{LoVLyV--- VL YU{L[LVLyVv---VL,}
if L():Ll, Vi,iSn,Li jg Lo
GOResolution
CFU{LoVLiV- VL ~LyVLiVLyV.--vL .}
H—»
CFU{LoVLiV---VLy,~LogVLiVLyV---VL}
WLy VLV---VL,VLiVIyV---VL}
if Lo =L§, VO <i<n,L; <y Lo,

Y0 < i <m,L! <y L

GOParamodulation
CFU{s=tVvLiVLyV.-.-VL, L[s]vLlivLyv.---vL}
>

CFU{s=tvL VL,V ---VL, LuVLiVLyv ---vL .}
WLV Li VLV VL, VLiVI,V---v L}
ift<ps, VO<i<m, L <¢ L'[¢]

GOSuperposition
CFU{s=tVL VL,V ---VLgals]=bVvLivLyv---VvL}
H—

CFU{s=tVL VLyV---VIga[sj=bVLiVLyV---VvL}
Ulaft] =bV LyvVLav---VL,VLiVILyVv.---VvL,
ift <gs, b<gals], VO<i<m, L <pafs]=b

Rules for ground clauses

These inference rules have been lifted to clauses with variables in [HR86,
Rus88] by introducing unification and by replacing any symbol <y by ¥4, and
<o by ¥¢. This process is rather brutal, so we introduce another way to lift the
rules, which is to make explicit the ground instantiations that matter. We get
the following rules:
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BOF
CFU{(L()VLlV"'VLn,C)}
H»
CFU{(LoVLiV---VL,,0)}U{(a(L)V- - Va(Ly), o)}
if o = mgu(Lo, 1) and ¢ = cA(A]=, Li <§ Lo)
BOR
CFU{(LogVLiV---VLIge),(mLyvLivLyv---vL )}
H—»
CFU{(LoVLiV---VLg,c),(mLygVLiVLyV---VL )}
U{(o(L)V -+ V o(La) V (L) V -V a(Lh), a(e"))}
if ¢ = mgu(Ly, Ly) and

¢ = ene ANy Li < Lo) A, L <3 L)
BOP
CFU{(s=tVLiVLyV---VLye),(LuVLiVLyv---vL )}
H—»
CFU{(s=tVvLiVLyV---VLIge),(LuVvLiVvLyVv---vL,, )}
U{(o(LE)V o(L1) V- -V 0(La) V o(L) V -V o(LL,), o (c"))}
if 0 = mgu(s,u),u € X and

" =cAd AN LE < L'[u]) At < s)
BOS
CFU{(s=tVLiVLV---VLne),(auy=bVvLiVLI,v...v L, )}
H—
CFU{(s=tVvLiVL;VvV- VL) (aul=bVvLiVLiv- .-V L )}
U{(o(all) = 8) V(L1 V-V 0(La) V o(Z4) V-~V o (LL,), o(c"))
if ¢ = mgu(s,u),u g X and

" =cAcd A(AZ LE < alu] = b) A (L <] s)A (b <] alu])

Bounded inference rules for first-order logic

The correctness of these rules is just a special case of the correctness of the
constrained inference rules of Section 5.

7.2 Refutation completeness

Refutation completeness of the BOF, BOR, BOP and BOS rules is obtained
by a straightforward adaptation of the semantic tree technique of [Rus89]. If a
set of clauses is unsatisfiable (i.e. has no model), every branch of its semantic
tree has a failure node which can be labelled by a ground instance of a clause. If
every possible inference has been applied to the clauses, then given some failure
node, it is always possible to discover another one which is closer to the root
of the tree: this implies that the root itself is a failure node; hence, the empty
clause has been generated. The needed inference steps on ground clauses must
generate clauses which are also instances of clauses which are deduced at the
first-order level. This is ensured by the so-called lifting lemmas. Such lemmas
exist for each of our inference rules. We just present here a paramodulation lifting
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lemma which takes into account the chosen ordering. For simplicity, we ignore
the factoring steps needed. The lifting arguments are very similar to the case of
resolution lifting given in [Pet83].

Lemma 1 (BOP-rule Lifting Lemma) Let (C1,¢1) and (Cz,c2) be two vari-
able disjoint constrained clauses and let n be a non-variable position in Cy. Let D
be an O-paramodulant from ¢(C)) inte 0(C3) at n, where o is @ ground substitu-
tion, such that o(cy Acy) is satisfiable in T (F'), then there is an OP-paramodulant
(C,c) from (C1,c1) into (Co,c2) at n such that D s an instance of C.

Proof: Let Cy be (s = t) v Ci, C; be L v C}, and 6 be a ground substitu-
tion such that §(L) = 6(C3), 6(s) » 6(t), and 6(s = t) > 6(Cy). Fur-
thermore, suppose n is a non-variable position in the literal L and let D
be the O-paramodulant 8(C5)[6t], Vv 8(C}). Since n is a position in Cs,
0(C2)jn = 6(Can). Thus, 6(Cyyn) = 8(s) since 8(s) = 6(Cz)jn. Therefore
Cyn and s are unifiable. Let o be their most general unifier. Then there
is a substitution ¢ such that § = o. Moreover, the constraint o(t) -<;
o(s) A a(Ch) <5 o(L) A o(C}) <§ (s = t) is satisfiable since it has ¥ for
solution. Therefore there is an OP-paramodulant (C, ¢) from (Cy,c;) into
(Ca,c2) at nsuch that cis o(t) <] o(s)Ac(C3) <3 o(L)Aa(C]) <5 o(s = 1)
and C = o(C[t], V C1), and ¥(C) = ¢a(Celt], vV C}) = 0(C:[t], vV C}) =
6(C,)[0t], VO(C})=D. O

Before stating the completeness theorem, let us recall the definition of fair-
ness. Let Sy, S), S, - - be a sequence of sets of clauses, such that every set S;
is obtained from S; by an inference (BOF, BOR, or BOP). Then the sequence
is fair if every clause which can be derived in one step from |J;(0;5; S; by the
rules above is contained in |J; S;. -

Theorem 1 If Sp,51,52, - is a fair sequence where Sy is unsalisfiable and
contains the clause x = z, then some set Sy contains the emply clause.

7.3 Subsumption and Simplification

We can also derive constrained versions for subsumption and simplification (also
called demodulation in the context of first-order theorem proving). They are
very important with regard to efficiency, since subsumption is used to get rid of
redundancy, and simplification is used to keep clauses in a normalized format.
Constrained simplification has been introduced in Section 4.2. Let us give now
a constrained version of the subsumption rule:

Definition 20 The constrained clause (C,c) subsumes the constrained clause
(C', ') if there is a substitution 0 such that:

1. ¢ tmplies 0(c) (in T(F)).
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2. The number of literals of C is smaller than or equal 1o the number of literals
of C'.

3. 8(C) is a sub-clause of C'.

Condition 2 prevents from subsuming a clause by one of its factors. Completeness
is retained since the subsuming clause schematized a larger set of ground clauses
than the subsumed one.

8 Unfailing bounded completion

The Knuth-Bendix completion procedure [KB70] is aimed at building a Church-
Rosser and terminating rewrite system from a set of equalities. Completion
computes critical pairs, orients equalities into rewrite rules and keeps terms in
normal form for the current set of rewrite rules. Completion procedures can abort
on an equality that cannot be oriented into a terminating rule. In the vunfailing
completion [BDP89, HR87), equalities are always used to deduce equational con-
sequences (i.e. for the computation of critical pairs) but their use for reduction
is limited. When it terminates, the unfailing completion returns a set of rewrite
rules and a set of equalities that provide a decision method for ground theorems
in the original theory [BDP89, HR87).

By considering constrained rules, we show now that it is possible to deal
with non-orientable rules, in a more general way than in [BDP89, HR87]. In
particular, the divergence problem of completion can be better controlled: con-
strained completion often yields ground Church-Rosser systems where unfailing
completion diverges.

The correctness of this procedure follows from the refutational completeness
of the inference rules of Section 7.1. Indeed, the procedure is obtained by spe-
cializing these rules to equations [Rus89].

We shall restrict here to completion in the empty theory. Moreover, the
equational problems will be solved immediately and only inequational constraints
will be left unsolved, applying the same strategy as in bounded clausal theorem
proving.

We shall use essentially total simplification, for sake of termination. The gen-
eral simplification rule, which generates two equations from one, will be applied
only in connection with the Delete rule, in the so-called joinability test defined
below.

Definition 21 A constrained equation (s = t,¢) is joinable by R if one of the
following cases occurs:

1. s and t are identical
2. ¢ is equivalent to L (false )

3. (s = t,c) can be simplified by R to a set of equations, euch of which being
joinable.
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When a constrained equation is joinable, each of the schematized ground
equations can be normalized to a trivial one. But the way to perform this nor-
malization may depend of the instance. That is why this technique to detect
trivial critical pairs is more powerful than the total simplification one which is
used in classical completion procedures.

For Simplify and Collapse, we shall check that the rule used for simplifica-
tion is smaller than the equation (or the rule) it simplifies w.r.t. a well-founded
ordering <1 which extends <y. For instance, we can define « as the transitive clo-
sure of the relation (also denoted by <1) defined by: (I = r,)d (p = g¢,¢) if there
exists an occurrence m of p = ¢ and a substitution 8 such that (p = ¢)}, = 0(I)
and such that for any solution ¢ of 6(c) A 8(c’), we have o(I = r) <p o(p = g).
Less restrictive conditions for applying simplification can be found in [Bac87].

Deduce CP,CR
H—>
CPU{o(llt] =r,cAd)},CR
if (Ifu] — r,¢),(s = t,¢) € R, 0 = mgu(s, u)
Delete CPU{(p=4¢,0},CR
H—=»
CP,CR
if (p = q,c) is joinable
Orient ~ CPU{(p=4,c)},CR -
.
CP,CRU{(p — q,(cA(q <} P))),
(g=p(en(p =g )}
Simplify CPU{(p=4,0)},CR
H—
CPU{(p'=4¢,¢)},CR
if (p =gq, c) — (p/ =gq, C) using (g — d, C”)
st.{g=d,")d(p=yq,c¢)
Compose CP,CRU{(l - rc)}
H—
CP,CRU{(l -1 ¢)}
if ([ — r,c) — (1 — TI,C/)
Collapse CP,CRU{(l —r,¢)}
H—
CPuU{(l’=r,c)},CR}
if (I =r,¢) = (I'=r,c)using (g —d,c")
st.(g=d,")a(l=r0)

Rules for bounded completion

The next example illustrates the bounded completion procedure.

Example 7 We consider here an initial system with two equations on the sig-
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nature F' = {+,0} and the precedence 0 < +:

z40 = 0+«¢
(z+y)+z = z+(y+2)
which are converted inlo constrained rules:
(x+0—*0+x,0<;$) (1)
(F+y)+z—z+(y+2), T) (2)

Two conslrained superpositions can be compuied from these rules:
((0+z)+2=z+(0+2), 0<;z)
O+E+y)=z+(y+0), 0<5(z+1y))
Let us simplify the constraints. The first equalily can be oriented. We gel:

(z+(0+z) 0+ (z+2), 0<} z) (3)
O+(z+y)=z+(y+0), T) (4)

Let us prove that (4) is joinable. (4} is simplified by (1) into the following ones:

O+(z+y)=2z+(0+y), 0<3 ¥) (5
0+ (z+y)=z+(y+0), y <50V y=40) (6)

The equation (5) can be simplified by (3) and yields:
0+ (z+y)=0+(z+1y), 0= yA0 < 2) (7)
O+ (z+y)=z+(0+y), 0<5yA(z <] 0Vz=0)) (8)

These equations are easily proved to be joinable. The equation (6) is first trans-
formed into

0+(z+0)=2z+(04+0), T) (9)

Then (9) is joinable since it can be also simplified by (1)} into:
(0+0+z)=2+(0+0), 0<4 ) (10)
(0+(z+0)=z+(0+0), (z <5 0Vz=0)) (11)

The equation (11) is trivial and deleted. (10) can be simplified by (3) to give also
a trivial equation. The superpositions of (2) and (3) are:

O+ ((z+2)+2) =2+ (0+2)+7), 0<32)
O+ ((z+v)+2) =+ ((y+0)+2), 0<4z+y)
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Both are joinable. The remaining equations are (1), (2), (3) which constitute
a canonical system:

(z+0—0+z, 0<5z)
(e+y)+z—-z+(y+2), T)
(x4+(0+2) =0+ (z+ z), 0<; z)

This example can be generalized to the commutativity and associativily azioms:

r+y = y+=z
(e+y)+z = z+(y+2)

Following U. Martin and T. Nipkow [MN90] or G. Peterson [Pet90], we can
obtain too:

(z+y—y+z, y=<yz)
(z+ty)+z—z+(y+2), T)
(z+@+2)—=y+(z+2), y-<; z)

9 Application to completion modulo T

We consider in this section the problem of completion modulo a set of axioms
T [BD89, JX86}. A main drawback of this class of completion procedures is their
inefficiency, due to the computation of matches and unifiers modulo 7. Here
constraints are used to record unification problems in the theory T and to avoid
solving them immediately.

We use the following notations: given a set T of equalities, a set R of con-
strained rewrite rules, and the set of schematized rules S(R), «——7 denotes one

step of replacement of equals by equals in T, ‘-—‘—vT or =7 denotes the reflexive
symmetric transitive closure of the previous relation, and —=5(f)T denotes equa-
tional rewriting modulo T with rules in S(R) [PS81]. The class rewriting relation
modulo T is denoted by —S(”)/T  Taking T = @ gives the corresponding results
for standard rewriting.

We apply in this section the previous deduction rules, but we make more
precise the relationships between constrained superposition and rewriting on one
hand, and superposition and rewriting with the schematized rules and equalities,
on the other hand. This may be understood as the operational semantics of these
constrained deduction rules.

9.1 Specific T-constraints

Concerning equations modulo T, complete sets of solutions are usually consid-
cred in the computation of critical pairs. We have defined, in Definition 7 of
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Section 2.3, a similar notion for constraints that will be extensively used in this
section. Actually, we can only consider complete sets of solutions for constraints,
without changing the semantics of equality. More precisely,

Lemma 2 Let E be a set of consirained equalities, (I = r,c) € E, and
CSS(l =r,c) ={o(l) = o(r)|a € CSS(c), 0 = )}
Then =sgyr and =¢ss(gyT coincide on T (F).

The same lemma holds of course for rewrite rules.

In the last result, restricting the domain of substitutions used in the instan-
tiation to the constrained variables allows focussing on useful instances of the
constrained equality.

Concerning elementary constraints that are not equations, we need the addi-
tional assumption that any inequation (¢ <} t') and any disequation (¢ #% t')
has a solved form which a union of systems (A;(zi=}t;). As a consequence, a
solved form system may be identified with a substitution. This hypothesis is used
in the proofs of the completion process given in this section and usually implies
some restrictions to the chosen model of interest.

We actually need more about inequations modulo 7. We gave in Section 4.4
a general form for the orientation rule. Here we assume that <r is a reduction
ordering compatible with T and total on equivalence classes modulo T. This
allows avoiding negation for inequations. So we get an unfailing completion
modulo 7', but as a counterpart, the Church-Rosser property only holds on ground
terms.

An alternative to this hypothesis of a total ordering, proposed in [KK89], is
to develop the non-orientable instances of (p = ¢, ¢); the following set of uncon-
strained pairs is thus computed:

{(o(p) = a(g), T)lo € CSS(c A (~(p <1 ) A =(p <7 9)))}-

This method assumes again that any inequation (¢t <% t’) has a solved form
which a union of systems (A;(zi=¢t:;). Note also that before developing, the
satisfiability check is crucial.

9.2 Constrained superposition modulo T

The operational semantics of constrained superposition is refined by the following
result, in the case of rewrite rules.

Proposition 8 Let ((g[rlm,d),cAc' A(gm=71)) be the constrained critical pair
obtained by superposition of (I — r,c) into (¢ — d,c') al @ non-variable occur-
rence m. Let W = V(1)U V(r)uV(c) and W' = V(g) UV (d) U V(') and assume
that WNWwW’' =0.

Then for any solution o € Sol(c A c' A (gm=7l)), there exist « € CSS(c),
B € CSS(c) and o’ S}VUW’ o, such that (¢'(g[r]m), o’ (d)) is a critical pair of
(e(l) — afr)) into (B(g) — B(d)) at occurrence m.
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Proof: Using the fact that ¢ ils solution of ¢ and ¢, we get «, u1, 3, u2 such that
o =¥ proaand o =¥ pzo0p. Since o(gjm) =r o(l), p1 o p2 T-unifies
a(l) and §(g)jm- So there exist u in a complete set of T-unifiers of these

two terms, and some substitution 4 such that o :TWUW' youowaof. Note

that g o a o B is a solution of (¢ A ¢’ A (gjn=71)). So there is a critical
pair (u(B(g)[a(r)]lm), #(B(d))) obtained by superposition of (a(l) — a(r))
into (B(g) — B(d)) at occurrence m. This critical pair can be written as
(¢'(9[r)m), @'(d)), with ¢’ = poao B, and o’ <YW 5. O

Since we would like to deal with completion modulo a theory T, the superpo-
sition of a constrained rule into an axiom of T has to be considered too. We can
apply the superposition rule to the case where (F, ¢) is an unconstrained equality
in T, and get a similar result to Proposition 8 about critical pairs between rules
and axioms. But we can also obtain the concept of constrained extension that
schematizes the extension rules used in completion modulo T.

Definition 22 The constrained rewrite rule (I — r,c) overlaps the aziom (g =
d) € T at the non-variable occurrence m in g if the constraint (c A (gym=r!)) is
satisfiable. The constrained extended rule obtained by superposition of (I — r,c)
into (§ = d) at occurrence m is by definttion:

(9lllm = glrlm, c A (gm=11)).

The operational semantics of constrained extended rules is given in a similar
way:

Proposition 9 Let (g[{]m, glrlm,c”) be the constrained extended rule obtained
by superposition of (I — r,c) into (¢ = d) at occurrence m. Let W = V() U
V(r)uV(c) and W' = V(g) UV(d) and assume that W N W' = 0.
Then for any solution 0 € Sol(c A (gm==%!)), there ezist « € CSS(c),
a <YW 4 such that (a(9ll]m) — a(g[r]m)) is an extended rule for
(a(l) = a(r)).
Proof: Using the fact that o is solution of ¢, we get a, p1, p2 such that o =¥
pmoaand o =gVI p2. Since o(gm) =1 o(l), p1 0 p2 T-unifies a(l) and g,
So there exist 4 in a complete set of T-unifiers of these two terms, and some

substitution v such that o :7‘?’““" v o po«. Note that y o« is a solution

of (¢ A (gm=nl)). So there is an extended rule for (a(l) — o(r)), namely
(9la(D))m — gla(r))m). It can also be written as (a(g[l}m) — a(g[r]m)). O

Example 8 In the considered AC-theory, the constrained rule
(zxzxzxz— 2z, 1)
needs an erlension
(zrzxzxzxz >z, zrzrzrz=4.2 +y)}).

with respect to the associativity aziom (2’ +y') * 2’ = ' * (y' * 2').
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9.3 Constrained simplification modulo T

The next result states an operational relation between constrained simplification
and usual simplification of schematized formulae.

Proposition 10 If (Fy,¢;) T {(F2,¢2), (F1,¢5)} with the constrained rewrite
rule (I — r,c),

o for any solution o of co, there exists a solution @ in CSS(c) such that

O'(Fl) —ia(‘q)_‘a(d)'T le =r U(FQ).

o Ifch is satisfiable, for any solution ¢’ of ¢y, ¢’(F1) is irreducible, at position
m, by all instances (¢(I) — o(r)) such that o € Sol(c).

Proof: e Let W be V(I) UV(r) UV(c). Since o is solution of ¢z, ¢ is also
solution of ¢ and there exists a solution « in CSS(c) such that ¢ <¥
B o a, for some substitution 8.

Since B(a(l)) =1 o(Fim),
a(F1) —eW=eT o(F)[B(a(r))lm = F3 =1 o(Filr]m) = o(F2).

e Assume that ¢ is satisfiable; for any solution ¢’ of ¢}, if ¢’'(Fy) is
reducible, at position m, by an instance (¢(I} — o(r)) such that o €
Sol(c), this would imply that ¢y A ¢ A (Fyj,=71) is satisfiable. That
is the formula 3W.c; A ¢ A (Fyy=51), with W = V(1) U V(r) U V(c),
is valid. This contradicts the fact that the negation of this formula,
namely ¢, is satifiable by ¢’.

a

9.4 Superposition in constraints

As shown in Example 6, the inference rule Deduce is not complete for the com-
putation of critical pairs. In order to get back a completeness result, a first
possibility is to solve constraints, to propagate the solutions into the rules and to
continue the completion process. We propose here another method whose advan-
tage is to stay in a constraint formalism, while progressively solving constraints.
This method consists of considering superpositions of a constrained rewrite rule
(I — r,c) into an equation of the form (z=jt) in the constraint ¢’ of the con-
strained rule (g — d, ¢’). If such an equation does not exist in ¢/, then the solving
process on the constraint ¢/ must be applied, until getting it. This solving process
must terminate, since we assume the existence of a canonical solved form ¢} for
the constraint ¢'.

The superposition in constraints can be applied as soon as a solved form
relative to a chosen variable z is reached.
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Definition 23 A symbolic constraint ¢’ is in solved form with respect to a vari-
able z if z € V(c'), (z=3t) belongs to ¢, z & V(t) and = does not occur anywhere
else in ¢'.

Then this solved form for ¢ with respect to a variable z in the left-hand side
of a constrained rule (¢ — d,¢') gives a partial instantiation that produces a
critical pair:

Definition 24 Let (9 — d,c’) be a constrained rewrite rule such that ¢ is in
solved form with respect to the variable z and z € V(g). The constrained rewrite
rule (I — r,c) overlaps in constraints (¢ — d,c’) at the non-variable occurrence
m in (=(t) € ¢’ if (¢ A A(tym=rl)) is satisfiable.

The critical pair in constraints oblained by superposition of (I — r,c) into
(9 —d,c') at occurrence m in (z=gt) € ¢’ is by definition:

(g, d),c A (¢ = (z=§1)) A (=gt [r]m) A (tm=11))-

The operational semantics of superposition in constraints is given in a precise
way by the following result:

Proposition 11 Let ({g,d),c A (¢ — (z=(t)) A (z=3t[r]m) A (tjm=%1)) be the
critical pair in constraints obtained by superposition of (I — r,c) into (g — d,¢’)
al occurrence m in (z:%t) € ¢/, where ¢ is in solved form with respect to x. Let
W =V({)uV(r)uV(c) and W’ = V(g)UV(d)UV(c') and assume that WNW’ = 0.
Let n be an occurrence of ¢ in g.

Then for any solution o € Sol(cA(¢'~ (2= 1)) A(z={t[r}m) A(tim=171)), there
exist o' € CSS(c), B’ € CSS(c') and a critical pair (p,q) of (’(I) — a'(r)) into
(B'(g) — B'(d)) at occurrence n.m, such that

« S(R)/T « S(R)/T
7(p) — o(g) and v(g) —

for some substitulion ~.

a(d)

Proof: From o, let deduce o such that a(y) = o(y) for y # z and a(z) = t.
Let n be one of the (possibly many) occurrences of the variable z in g.
Since a is solution of (¢A ¢ A (tym=711)), alt|m) =7 a(l), &(g)jn.m =T a(i).
Then we get o', uy, B, 2 such that o =¥ u; 00’ and o :5‘3'/ a0 Since
a(9)in.m =1 a(l), p1 o p2 T-unifies o’(l) and F'(g)jn.m. So there exist p
in a complete set of T-unifiers of these two terms, and some substitution
v such that « :,?'UW' younoa of. So there is a critical pair (p,q) =

(n(B'(9)['(r))n.m), u(8'(d))) obtained by superposition of (a’(l) — a'(r))

into (8#'(g) — B'(d)) at occurrence n.m. This critical pair can be written as

(a'(9)[e'(P)]n.m,0'(d)), with 6/ = poa’ o #, and o’ S}vqu’ a. Moreover

1) =1 alg) =" 7 o (g) and () =1 a(@) =777 ().

o]
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9.5 A critical pair lemma

We now prove an important lemma that shows how to transform special kinds of
proofs called peaks and cliffs [Bac87]. This result also justifies the use of complete
sets of solutions for constraints during the completion process.

Lemma 3 Consider two constrained rules (¢ — d,c’) and (I — r,c) and any

peak
{1 —aD—=a(r)T 4 B(g)—~pA)T p

such that « € C5S(c) and 8 € CSS(c'). Then

. S(R),T_ - S(R),Tt

o cithert’ — T e— /

s

e or there ezrists a constrained critical pair or a critical pair in constraints of
the constrained rewrite rules (I — r,c) into (9 — d, ), say ({p,q), o), such
T

* )

that there are substitutions « € CSS(co) and B satisfying t'' — =7

Ba(p)) and t > 21 plale)).

Consider a constrained rule (I — r,¢) and an aziom (g = d) in T, and any

cliff

" —o)—e(n)T t g=dy/

such that 0 € CSS(c). Then

. « S(R)T S(R),T
. czthert"—-—»( ) =p— (R)

t,

o or there ezists a constrained exlended rule (g(l]m — g[r]m,c1) of the con-
strained rewrite rule (I — r,c) with respect to (9 = d), suck that there
are substitutions « € CSS(cy) and § satisfying U’ =1 B(a{glllm)) and
" =7 Bla(glrlm))-

Proof: Consider first the case of a peak. If the rewriting steps apply on disjoint
subterms of ¢, then they simply commute. The other case to be considered
is when one rewriting applies above the other. This case can in turn be
reduced to the case of a peak

" —o(N=e(r)T t _’o(g)—oa(d) 1

such that o € CSS(cAc’) and where the «——-rewrite step modulo T occurs
below the —-rewrite step.

Without lost of generality, we can assume that (¢(g) — o(d)) applies at
position ¢ in t, thus ¢’ = p(o(d)), and (c({) — o(r)) applies at some
occurrence m below. It can also be assumed that V(¢) does not intersect
either W = V() uV(r)u V(c) nor W = V(g) uV(d) UV(c’). The proof is

by case on the position of m.
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1. m is a non-variable occurrence in g:
Since po(g) = t, po(9)im = tym =1 wo(l), po is solution of the con-
straint cp = c/\c'/\(g|m=,}1). So there exists a constrained critical pair
({p, q), co) between the two rules, namely ({g[rm,d), cAc A(gm=71))-
Now there exists o € CSS(cA ¢ A(gjm=51)) such that a <¥UW' po.
This yields: t" = uo(g[r)m) =7 B(a(p)) and t' = po(d) =7 B(alq)).
2. m = n.p with n being an occurrence of a variable z in g, (z:;to) ec|
and p being an occurrence of #g:
since po is solution of ¢ A ¢/ A (g={t) A (I=Ftym), po(g) = wa(t),
1o(9)im = #o(tim) = po(top) =1 wo(l). So the constraint (c A
¢ A (top=%1)) is satisfiable and there exists a critical pair in con-
straints between the two rules, namely ({g,d),co) with ¢o = cA(c']

*

-(z=;t0)) A (z‘:;tO[r]p) A (t0|p=;~1). Now ' = #a(d) __,S(R)’ U’(d)

and t" = " o'(g) where o' is a solution of ¢y. Then there exists
) « S(R)T
a € CSS(co) such that & <¥UW' o/, Thus we get: t”" —— ") =r

Bla(9)) = Bla(p)) and ' =7
3. m does not belong to o(yg):

then there exists a variable y at some occurrence n of o(g) and a

subterm u = p(y) of ¢, such that u —=S(F}T ' using (s (1) — o(r)).

Let u’ be the substitution defined by u'(2) = u(z) if 2 # y and p'(y) =
i n = ST, r_"
ug. Then ¢/ — w'o(g) and ¢/ —

#’0'(9) __'S(R),T #Ia(d)‘

Let consider now the case of a constrained cliff. If the constrained rewriting
and replacement apply on disjoint subterms of ¢, then they simply commute.
Otherwise, we only need to consider the case where the «——-rewrite step
modulo T occurs below the «—— -rewrite step. Without lost of generality,
we can assume that (g = d) applies at occurrence € in t, so t = u(g).

=1 B(a(d)) = Ba(q))-

w'o(d). Eventually

The proof depends on the occurrence m of the rewriting.

1. m is a non-variable occurrence in g:
Since p(g) = t, p(@)m = tim =t po(l), po is solution of (c A
(I=%9/m)). So there exists a constrained extended rule g[l]m —
g[rlm, cA (I:}glm). Since uo is solution of ¢ A (I:?Tglm)1 there
exists &« € CSS(c A (I=}gm)) such that « <HWUW' 4o where
W = V) uV(r) uV(c) and W’ = V(g) U V(d). This yields:
t" =1 B(a(glrln)) and ¢’ =1 B(a(g[l]m))-

2. m does not belong to the non-variable occurremces of g:
then there exists a variable y at some occurrence n of g such that

u = p(y) =BT o using (¢(I) — o(r)). Let u’ be the substitution
« S(R),
defined by p'(z) = p(z) if z # y and w/(y) = «'. Then t” —— 7

*

I [ ( )’ ’ 1
u(g), t' —— #'(d) and p'(g) =7 #'(d). D
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9.6 Completion

Let CP be a set of constrained equalities denoted (p = g, ¢), CR the current set of
constrained rules, CE the current set of constrained extended rules. R will denote
CRUCE. We assume that P contains (¢ = p, c) whenever it contains (p = ¢, c).
Since we are considering equational completion through the constraint formalism,
we must take care of the application of the collapse inference rule [Bac87} and
we need a well-founded ordering on constrained rules denoted hereafter by .
It can be deduced from any well-founded ordering on rules bg (for instance the
specialization ordering used in [Bac87]) by defining: (I — r,¢) b (I' — #',¢') if
Yo € Sol(c),30’ € Sol(¢) such that o(l — ) bo o'(I' — /).

Let CCP(R) denote the set of constrained critical pairs of R, CCCP(R) the
set of its critical pairs in constraints, and EXT(R) the set of its constrained
extended rules.

A constrained completion procedure modulo T is expressed by the set CC of
inference rules described in Figure 9.6:

Note that each of these inference rules represents a family of inference rules
of the completion modulo T". This is a consequence of the Propositions 8, 9, 10
and 11.

Each rule allows computing (CP;41,CRiy1,CEi41) from (CP;,CR;, CEy),
which is denoted by

(C})U CR‘U CE!) F (CP('+1| CR{+11 CE{-{-I)‘

9.7 Proof of the constrained completion process

The correctness proof is a consequence of the correctness of the constrained de-
duction rules given in Section 4. However a more direct proof can be given.

Proposition 12 Fach inference rule of the contrained completion CC is correct,
i.e. =§(CP,UCRCEUT ARd =§(CPiy,UCR 41 UCE,4,)uT aTe equal on T(F).

Proof: For each inference rule, one can check that the two congruences coincide.
0

Let CR, be the set of all generated constrained rules, CE, the set of all gen-
erated constrained extended rules, and CP, the set of all generated constrained
equalities.

Let CRw, CEy and CP be respectively the set of persisting constrained
rules, extended rules and equalities, i.e. the sets effectively generated by comple-
tion starting from (C Py, CRg, CEy). Formally

CPo = Ui n,‘>. CIDJ) CRo = U,’ n)»>. CR]
CEo = Ui n,'>. CEJ" Ry =CRx UCE.

The set of rules schematized by R, is denoted by S(Reo).
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Deduce CP,CR,CE
H—»
CPU{(p=4,c)},CR,CE
if ({p,q),c) € CCP(R)
DedCons CP,CR,CE
T
CPU{(p=g¢,c)},CR,CE
if ({p,q),c) € CCCP(R)
Extension CP,CR,CE
H—
CP,CR,CE U{(gll] — g[r], )}
if (gll] — glr],c) € EXT(R)
Orient CPuU{(p=4q,c)},CR,CFE
H—=»
CP,CRU{(p— 4, cA(g <7 P)),
(g—p, cA(p <7 q))},CE
Delete CPuU{(p=4q,0)},CR,CE
o
CP,CR,CE
if p=7 qor (cA(p#% q)) unsatisfiable
Simplify CPU{(p = q,c)},CR,CE
H—»
CPU{(p =4q,¢),(p=4q,¢")},CR,CE
if (p=g,¢) =" {(r = ¢,9),(p=q,¢")}
Compose CP,CRU{(l —r,c)},CE
B
CP,CRU{(l —r',d),(l = r,"}},CE
if (1 =r,¢) =T {l—=r¢){1—rc"))
CompExt CP,CR,CEU{(l — r,c)}
H
CP,CR,CEU{(l - ',¢"),(I =7 ")}
if (1 —7r,c) =T {({—=7+,¢),( =rc"))
Collapse CP,CRU{(l —r,c)},CE
H—
CPU{(l'=r,c)},CRU{(l - r,)},CE
if (1 »r¢) =T {(I' =r,d),(0—rc")
using (g — d, ¢g)
st. (= r,¢) (9 —dco)

Figure 1: CC: Rules for constrained completion modulo T
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Definition 25 A derivation (CPy,CRy,CEo) F (CP,,CR1,CE ) \ ... is fair
if

o the set of all constrained critical pairs and critical pairs in constraints of
Roo, CCP(Ro)UCCCP(Ry), is a subset of CP,,

o and the set of all constrained eztended rules of Reo, EXT (R ), 15 a subsel
of CE,.

The following result states the completeness of constrained completion for
equational logic.

Theorem 2 Let > be a reduction ordering compatible with T and total on
equivalence classes modulo T. Let CPy be a set of equalities with the trivial
equational problem T as constraint. If the derivation (CPy,CRy = 0,CEy =
0)F (CP,CRy,CEY) b ... is fair, then any ground equational theorem (t = t')
using Py has a rewrite proof using the class rewrite system (S(Ro), T).

Proof: (Sketch) Let us consider any ground provable equality (¢ = t') with the
initial unconstrained set of equalities P UT. To each (CF;,CR;,CE;) is
associated a proof of (t = t') using constrained rules in R; = CR; U CE;,
constrained equalities in CP; and axioms in 7. Following [Jou87, Bac87],
to each inference rule is associated a transformation rule on proofs using
(S(CP,UCR,UCE,)UT). Forinstance , to the rule Deduce is associated
a transformation rule

1 —all)=a(r),T 4 __ A(9)—~B(d).T y

=
. S(R),T

ot « S(R)T

=7 B(a(p)) —— *®=(Dp(a(g)) =r— t'.
Proving that the relation — induced by these transformation rules is ter-
minating is achieved by finding a complexity measure ¢(P) for each proof P
and a well-founded ordering > on these measures, that satisfy the following
property: P == P’ implies ¢(P) > ¢(P’), for each proof transformation
rule. Actually ¢(P) can be defined as in [BD89).

The next step is to show that each ground proof has a rewrite proof for
(S(Rx),T), by noetherian induction on ==. Assume that the proof is not
a rewrite proof:

e If a non-persisting equality or a non-persisting rule is used, by defini-
tion, there exists a step ¢ such that it belongs to CP; U R; and not to
CP;4) UR;41. Since = reflects I, the proof is reducible by = to a
proof that does not use it any more and the induction hypothesis can
be applied.

e If the proof contains a peak or a cliff, it is also reducible, due to
Lemma 3 and to the fairness hypothesis. Again the induction hypoth-
esis can be applied on the reduced proof.
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e It contains no equality step using C P, since every constrained pair
can be ordered.

m]

Thus, from the result of a fair derivation, it is possible to deduce a set of
rewrite rules S( R ) with the Church-Rosser property modulo T on ground terms.

10 Conclusion

The notion of constrained rewriting bears much similarity with conditional rewrit-
ing, especially with contextual rewriting. However, in conditional rewriting, oc-
currences of the same function symbol in conditions and in conclusion are usually
interpreted in the same way. This is no more true with constrained rewriting,
where the symbols in constraints are subject to special deduction rules. For in-
stance, an equation (f(s)=; f(t)) in a constraint may be decomposed into (s=gt).
Such a transformation is in general not valid in the first-order theory which under-
lies the constrained formula. The difference between constrained and conditional
rewriting also appears for instance in the following example of idempotent semi-
groups from [SS82]. It is a noetherian confluent conditional system for the theory
of an idempotent associative symbol .

zrz — I
zxy*rz—z+z if (2=4cr2) A (T *y=4¢c12)

where ACI is the theory of an associative commutative idempotent symbol. So
the equations in the condition are solved modulo the theory ACI of %, while
the rules are used with matching modulo associativity. Since the theory of x is
different in the constraints, due to the commutativity axiom, we feel that this
system is typically a constrained rewrite system. Actually this system does not
fit into the classical frameworks for conditional term rewriting [KR89].

The notion of constrained resolution has already been studied for equational
constraints in the empty theory. Caferra and Zabel [CZ90] use it in a procedure
which 1s able to refute or to generate some kind of models when they exist.
Buntine and Birckert [BB89] also noticed that constrained resolution improve
the efficiency of theorem provers, for instance by preventing from the generation
of tautologies, an idea further developed in [Bur90].

We have shown how constraints help to describe deduction procedures in a
very precise way, and as a consequence, to improve drastically their efficiency.
Several examples have been developed in equational or first-order logic. While
previous related works have always been oriented towards specific applications, we
have been motivated here by giving a general setting for reasoning with symbolic
constraints.

Future work should be devoted to the design of efficient constraint satisfiabil-
ity checkers and constraint solvers but also to handling new kind of constraints.
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Typing constraints are particularly essential for building new programming lan-
guages and provers. Numerical constraints are also worth investigating in this
framework. Beside their natural interest, they may appear for instance as poly-
nomial constraints in orientation problems.

Last, a special investigation effort has to be put on the design of strategies for
managing deduction rules in an efficient way. We think that expressing all the
deduction rules, both on constraints and on formulae, in a uniform formalism of
transformation rules, is a helpful step towards this goal.

Acknowledgements: We especially thank H. Comon and E. Domenjoud
for fruitful discussions on the subjects of this paper, and U. Waldmann for his
valuable comments.
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